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AYUDAS A LA PROGRAMACION

entro del vasto terreno del software
podemos diferenciar varios campos
en donde agrupar los programas.
! Uno de estos campos es el destinado
a los programas de ayuda a la programacion, o
herramientas, que nos sirven para extraer mayor
partido al ordenador y depurar nuestros progra-
mas.

En este breve muestrario de los dvidos programa-
dores veremos, primeramente, un desensambla-
dor, para obtener el listado en ensamblador y en
codigo maquina de un programa en este lengua-
je. El siguiente es un compilador, adecuado a los
que desean velocidad en sus programas y no se
atreven con el lenguaje maquina. ZXED es un
programa que servird de gran ayuda para los pro-
gramadores al tener posibilidad de renumeracién,
saber la memoria libre... Para sacar mds partido
a su SPECTRUM esta BETA-BASIC, que incorpo-
ra nuevos comandos, dando mayor potencia a la
mdquina. Por dltimo, tenemos al «mini-lenguaje»
DLAN que nos ofrecerd una sugerente presenta-
cion en la pantalla de nuestros textos.
Profundicemos ahora en estos programas que
pueden ofrecer mucho en ayuda del programador
asiduo.

EL DESENSAMBLADOR SPDE

Ya hemos hablado en esta misma seccion de lo
que es un programa ensamblador y su utilidad.
Sin embargo, también disponemos de la herra-
mienta de programacién contraria: un programa
desensamblador.

Este tipo de programas nos sirve para obtener el
listado en lenguaje maquina y en ensamblador
de un programa en cédigo maquina. Asi, los pro-
gramas en este lenguaje dejan de ser una caja
misteriosa al intentar descubrir como realizan
sus funciones.

Para trabajar con SPDE debemos primeramente
cargar el programa a desensamblar, y posterior-
mente el desensamblador en si. Lo primero que
nos aparece es el menu de opciones. Para ver las

Los programas herramientas, o de ayuda, sirven para
depurar nuestros programas y sacar mdas partido a nuestro
PP

micro”.

instrucciones (incluidas en el programa) basta
pulsar I

El comando A es el que nos ofrece el listado del
programa en cuatro columnas. La primera de
ellas es la direccion de memoria en donde se en-
cuentra almacenando el comando, la segunda
muestra el contenido de dicha direccidon. Las
otras dos se refieren al lenguaje ensamblador,
hallandose en la tercera el neménico (el coman-
do) y en la cuarta los pardmetros correspondien-
tes a la tercera columna.

Cuando el listado no quepa en una pantalla
{como ocurrira la mayor parte de las veces) pode-

Con un desensamblador

sabremos el listado de un
programa en codigo
mdguina.

il

COMPILER no compila
programas con nume-
ros decimales, cade-
nas alfanuméricas ni
tablas; otros coman-
dos han sido transfor-
mados y las variables
deben ir siempre en
mayusculas.

*

Un compilador es un
programa que sirve
para traducir nuestros
programas BASIC a
codigo maquina y ob-
tener asi una mayor
velocidad de ejecu-
cion.
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Con ZXED podemos,
entre otras cosas, re-
numerar un programa
y hacer que aparezca
el nimero de la linea
que estamos introdu-
ciendo de forma auto-
matica.

*

DLAN es un “mini-
lenguaje’” de progra-
macion, con grandes
posibilidades graficas,
que permite una serie
de opciones para pre-
sentacion de textos en
la pantalla.

*

La diferencia entre
mover un blogue de
programa y copiarlo
estd en que lo prime-
ro elimina el blogue
en el lugar original y
lo traslada al indicado;
lo segundo, se man-
tiene el bloque en el
lugar original copian-
dose donde fue indica-
do.
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H

FF 255

D

En DLAN, D transforma un numero decimal en
hexadecimal y H nos hace lo contrario.

mos irlo viendo si pulsamos las teclas del 1 al 9,
apareciendo el niamero de lineas indicadas. Con
B podremos ver el listado que se encuentra en
las péginas anteriores, ya pasadas. Si pulsamos
otras teclas diferentes avanzaremos, viendo nue-
vas paginas de listado.

Siempre que trabajamos en ensamblador o en
lenguaje méquina tenemos necesidad de mane-
jar numeros en hexadecimal obligandonos a rea-
lizar operaciones continuamente para hallar el
equivalente. Con SPDE podemos efectuar la tra-
duccién directamente de hexadecimal a decimal
y viceversa. D, tras introducir un nimero en de-
cimal, nos devuelve su equivalente en hexadeci-
mal, al contrario de lo que ocurre con H.

Si queremos introducir caracteres en una direc-
cién de memoria pulsaremos C tras lo cual nos
pedira el texto que queremos incorporar. La mis-
ma funcién tiene S, con la unica diferencia que
no se introduce texto sino un numero hexadeci-
mal. La contraria a C es F que interpreta todas
las 6rdenes como caracteres ASCIl imprimiéndo-
les al lado. .

Con M movemos bloques del programa al lugar
deseado. Para ello SPDE nos pide qué direccion
debemos copiar y la longitud, el nimero de li-
neas que queremos desplazar.

Una vez realizadas todas las operaciones desea-
das, podemos ejecutar el programa de cédigo ma-
quina con el comando E, sin embargo no se nos
ofrece la posibilidad de grabarlo en cinta; si la te-
nemos para el desensamblador. Esta rara posibi-
lidad se nos ofrece por si queremos eliminar las
ordenes que contienen las instrucciones dentro
del programa (se hace escribiendo el nimero de
orden correspondiente tras cortar el programa
con CAPS SHIFT + SPACE), algo aconsejable

una vez se haya adquirido practica con él, puesto
que asi disponemos de més memoria libre para
desensamblar un programa.

Una deficiencia que presenta es la ausencia de
una salida del listado por impresora obligdndo-
nos a trabajar con la pantalla con las limitacio-
nes que ésto presenta.

EL COMPILADOR

Posiblemente alguna vez nos hayamos desespe-
rado al observar la tremenda lentitud que tiene
el BASIC en la ejecucion de algunos programas
largos y complicados. Es evidente que la tnica
solucién que le queda es recurrir al cédigo mé-
quina, con lo intrincado que resulta este camino.
¢No seria posible, entonces, que una vez que ten-
gamos el programa BASIC hecho nos lo traduje-
ra a cddigo maquina y se ejecutase como tal? Es
como si tuviéramos un programa compilador para
BASIC (al igual que existen para otros lenguajes,
como el PASCAL). Precisamente es lo que pre-
sentamos ahora, un programa que compilara (tra-
ducird) nuestro programa BASIC al lenguaje ma-

Hay comandos que COMPILER no puede traducir y
otros que los transforma.
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Podemos saber directamente lu memoria que nos queda
libre en la maquina.

quina y lo ejecutara como tal. El compilador que
nos ocupa lo distribuye INVESTRONICA y es el
COMPILER de SOFTEK.

Para trabajar con el COMPILER primeramente le
debemos cargar, y una vez realizado podemos
empezar ya a programar en BASIC. Antes de la
compilacién hay que comprobar muy bien el pro-
grama para evitar cometer alguna equivocacion
ya que el compilador tiene muy pocos mensajes
de error. De hecho, es aconsejable grabar el pro-
grama en BASIC y después compilarlo.

Aunque suponga una maravilla tener un progra-
ma de este tipo, puesto que nos evita aprender el
codigo maquina, también tiene sus limitaciones.
Asi, COMPILER no es capaz de compilar progra-
mas que incluyan nimeros decimales, y por tan-
to no es aconsejable el uso de funciones que pue-
dan producirlos, como es SIN, COS, TAN, SQR,
t. Tampoco acepta cadenas alfanuméricas ni ta-
blas (DIM). Ademads, muchos comandos seran in-
terpretados de forma diferente a la usual, algu-
nos para reforzar la funcién y otros para dismi-
nuirla. Asi, no es necesario definir una variable
antes de usarla, pero los GO TO y GO SUB no
aceptan una variable ni una expresiéon. Sélo men-
cionar otro pequefio detalle: las variables deben
ir siempre en mayusculas. Antes de trabajar con
el compilador es aconsejable leerse las instruc-
ciones para conocer estas pequerias diferencias.
Para entender mejor las ventajas que supone te-
ner un compilador, vamos a teclear el siguiente
programa:

10 FOR N=1TO 100
20 PRINT AT 1.1;N
30 NEXT N

Una vez tecleado y comprobado que no hay nin-
gun error y que cumple todas las condiciones que
exige COMPILER podemos ya compilarlo teclean-
do RANDOMIZE USR 49152. Si no hay ningtn
problema nos aparecera el mensaje:

1>PROPERTY OF SOFTEK
ALL COMERCIAL RIGHTS RESERVED

Si lo ha ejecutado antes de compilarlo verd que
el programa tarda 19 segundos en terminar.
Pruébelo una vez compilado, haga RUN normal-
mente, y el tiempo que tarda ahora es de unos
tres segundos. Sorprendente, jverdad?

Creo que queda clara la ventaja de un compila-
dor, aunque tenga algunos inconvenientes. De to-
das maneras hay que estar atentos al mercado in-
formaético para las nuevas versiones y ampliacio-
nes, como se asegura en las instrucciones del
COMPILER.

ZXED

Los aficionados a realizar sus propios programas
quiza encuentren que el SPECTRUM no les da
ninguna facilidad para realizar reformas segtn se
va escribiendo, pero todo se complica mds cuan-
do el programa que tenemos entre manos es muy
largo y necesitamos, por ejemplo, renumerar las
lineas o cambiar de nombre a alguna variable.

Esta deficiencia la viene a suplir ZXED, un com-

mTET &5

1§ RE
28 LET A-1

L@ FORN

(gl
W

Con el compilador no
necesitamos saber codigo
mdquina, puesto que él
mismo se encarga de
traducir nuestro
programa BASIC.

REM

PRINT A

Una de las opciones de ZXED es la
de renumerar las instrucciones.

FOR N=1 TO 100

IF A=20 THEN GOTO 6@
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BETA-BASIC es una
ampliacion al lengua-
je BASIC del SPEC-
TRUM, gque aumenta
la potencia de progra-
macion al poder ma-
nejar comandos que
aparecen en ordena-
dores muy superiores.

*

Los programas de ayu-
da a la programacion
nos sirven para sacar
mas partido al ordena-
dor y depurar los pro-
gramas gue nos este-
mos fabricando.

b 3

Tenemos posibilidad
de manejar ventanas,
definir su color inte-
rior y elegir entre ocho
tipos de contornos dis-
tintos.
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ZXED nos permite copiar fragmentos de programa en el
punto donde indiquemos.

pletisimo programa de ayuda a la programacion,
que nos sacara de mas de un apuro a la hora del
tecleo.

Para empezar a trabajar con €l lo cargaremos con
LOAD, como un programa normal. Pero si el pro-
grama a depurar lo tenemos en cinta, entonces
se cargard primero ZXED con LOAD vy después el
programa con MERGE.

Ejecutando RUN 9900 se limpiard la pantalla y
aparecerd un cursor con “T" parpadenate, indi-
candonos que el programa ya esta en marcha.
Apretando H veremos el ment de opciones con
unas palabras de ayuda siendo apenas necesaria
explicacién alguna.

Una de las mas utiles es R, que renumera el pro-
grama entre las lineas indicadas (“From fine?”,
“To line?”), pudiendo elegir el comienzo de la
nueva numeracion y el incremento (“New base?”,
“Increment?”’). Esta renumeracion afecta también
alos GO TO y GO SUB, siempre y cuando la or-

CLOCK y TIMES nos da la posibilidad de manejar un
reloj y saber en todo momento la hora.

C¢c ¢

den a la cual acudir no venga indicada por una
variable. Si asi fuera, ZXED nos avisa de las o6r-
denes que no ha podido renumerar.

Cuando estamos tecleando un programa largo
podemos evitarnos escribir el nimero de linea
con el comando S, el cual nos pide desde cual li-
nea y el incremento en que aparecera la nume-
raciéon automatica (“From line?”, “Increment?”).
Para que deje de aparecer el nimero de linea au-
tomaticamente basta con borrarlo y escribir
STOP.

M y C realizan funciones muy parecidas. El pri-
mero mueve el bloque de programa delimitado
por los nimeros de linea indicados (“'From line?”,
“To line?”) y lo coloca detras de la linea que di-
gamos (“Insert after?”), elimindndole de su situa-
cién original. C copia un bloque de programa con
las mismas condiciones que M, aqui, como es l6-
gico, el bloque original no es eliminado. En am-
bos casos, una vez realizada la funcién nos indi-
ca dénde ha sido insertado el bloque en cuestién
(“..To...Inserted”), haciéndolo siempre con nu-
meros de linea seguidos, por tanto es necesario
después renumerar el programa.

Ya nos habremos percatado de lo fastidioso que
resulta, al realizar una serie de cambios en un
programa, ir borrando un conjunto de lineas que
sobran una por una. Con ZXED tenemos la faci-
lidad de borrar todo un bloque de una manera
muy sencilla. Para ello tenemos D, que nos pide
la primera linea a borrar (“From line?”) y la ulti-
ma (“To line?”).

Podemos saber rdpidamente la memoria que nos
queda libre para programar con sdélo pulsar B,
proporcionando el resultado en bytes. Igualmen-
te podemos saber en qué direccién de memoria
se encuentra almacenada una linea con pulsar L.
Otras dos opciones muy parecidas son A y P.
Aguella cambia un caracter por el que nosotros
le digamos (”"...To be...”) dentro del margen de li-
neas que indiquemos, y el segundo comando nos
escribe en las lineas que mencionemos el carac-
ter deseado. Con A, una vez realizado el cambio
nos escribe los nimeros de orden en donde se
hizo. Si no deseamos ver dichos nimeros basta
con pulsar V apareciendo el mensaje Verify Off.
Por (ltimo, cuando deseemos grabar en cinta el
programa que estamos realizando es necesario
previamente borrar el ZXED eliminando las lineas
9900 a 9914 una a una, puesto que no permite
el autoborrado con D.

£
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AMPLIACION DEL BASIC

Para los expertos programadores quizas el BASIC
del SPECTRUM se quede pequefio al faltarle una
serie de instrucciones que en ciertas ocasiones
pueden ser necesarias. Esto solo tiene dos solu-
ciones: la primera es la de cambiar de maquina,
evidentemente la mejor pero la mas costosa. La
otra es la de obtener una ampliacién del lengua-
je BASIC para nuestra mdaquina. Esto dltimo es
lo que nos ofrece VENTAMATIC con el BETA-BA-
SIC.

Este popular programa, del que ya han surgido
multiples versiones, nos da la posibilidad de te-
ner unos comandos nuevos incorporados, y algu-
nos de los existentes transformados, en nuestro
ordenador, ofreciendonos unas posibilidades que
no tienen otros aparatos de precio mas elevado.
Ocupa unos 9 K., quedando por tanto 32 K. libres
para la programacion.

Comentaremos aqui algunos de los muchos co-
mandos y novedades que incorpora;

— BREAK: No es un comando. Es el BREAK
normal del SPECTRUM pero aumentada su po-
tencia al poder cortar un programa en codigo ma-
quina.

— CLOCK, TIMES$: Controlan un reloj interno,
gue nosotros ponemos en hora, y que tiene posi-
bilidad de alarma. Cada vez que lo requiramos po-
demos visualizarla.

— ELSE: Es el complemento a IF...THEN. Cada
vez que una condicidn se cumple se ejecuta lo
gue se encuentra a continuacion de THEN, si no
se cumple, saltara y el programa seguira después
de ELSE.

— RENUM: Renumera los nimeros de linea del
programa con que estemos trabajando o del blo-
que de programa indicado. Afecta también a GO
TO, GO SUB, RUN...

— AUTO: Nos va dando, automadticamente, el
nimero de la linea que estamos introduciendo.
— BINS$, DEC, HEX$: Cambia un nimero al sis-
tema de base que nosotros indiquemos. El prime-
ro, convierte un nimero en decimal a binario. El
segundo, nos da como resultado un decimal tras

DILAN es un programa que nos permite presentar textos
de muy diferentes formas.

introducir un numero hexadecimal, y el tercero,
transforma un decimal en hexadecimal.

— MOD: Da el resto de la division (es la funcién
madulo).

Estos, y mas comandos que incorpora el BETA-
BASIC, son cargados por medio de software en
la RAM, por tanto al desconectar la alimentacién
de la maquina desaparecerd dicho programa.
Igualmente, para ejecutar un programa en el que
se hayan utilizado sentencias del BASIC amplia-
do serd necesario primero cargar este programa.

il

DLAN

Si alguna vez hemos tenido la necesidad de rea-

lizar una presentacidon en pantalla para nuestros

Un programa compilado se ejecuta mas
rapidamente que el mismo en BASIC'.

DLAN permite trabajar
con 11 tipos de letras,
imprimiendo el texto
de izquierda a derecha
(con =) y de derecha a
izquierda (con <).

%

ELSE es el comple-
mento a IF... THEN. Si
la condicidn se cum-
ple se ejecuta lo que
estd a continuacion de
THEN, en caso con-
trario, el programa se-
guirda después del
ELSE.
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Un desensamblador
sirve para obtener el
listado en lenguaje
ensamblador y en len-
guaje maguina de un
programa de este tipo.

%

Siempre que quera-
mos ejecutar un pro-
grama que tenga co-
mandos del BETA-BA-
SIC serd necesario
cargar primero éste y
luego el programa.

%k

En el SPDE, A ensena
el listado del progra-
ma en cuatro colum-
nas: la direccion de
memoria, contenido
de la memoria, nemao-
nicos y parametros del
nemdadnico.
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El BREAK del BETA-BASIC corta también los
programas del cédigo maquina.

textos verdaderamente sugerente, nos habremos
visto en la necesidad de recurrir al cédigo maqui-
na. Sin embargo, ahora ya no es necesario, pues-
to que disponemos de DLAN (Display Languaje,
en inglés), un lenguaje de programacion que dis-
pone de unos comandos para facilitarnos esta ta-
rea.

Los comandos de DLAN deben ir escritos en ins-
trucciones REM del BASIC y separados entre si
por *;”", ademads de otro al final de la linea. Otra
peculiaridad es la de no tener mensajes de error,
por lo tanto, ante un parametro incorrecto el pro-
grama lo ejecutara de una manera extrana, de-
biéndose repasar todo para averiguar donde se ha
cometido el error.

Una de las facilidades que nos ofrece es la de ma-
nejar ventanas. Con ello podemos simular que te-
nemos una «mini-pantalla» y cuando se produzca
un scroll el texto no se saldrd de la ventana de-
finida.

10 REM W06090032;

Hemos definido una ventana, con W, que empe-
zard en la linea 6 ("06"") con 9 ("09") de alto. La
anchura vendra definida porque empezara en la
columna O ("00") con 32 de ancho

Si queremos hacer un reborde en el limite de la
ventana, tenemos ocho donde elegir (de 1 a 8).
Para ello ejecutaremos:

20 REM ES;

El color del interior lo elegiremos con C y el nud-
mero del color correspondiente.

30 REM C4; F¥;

En este caso tendremos una ventana de color ver-
de. El comando que se encuentra a continuacion
(F) la llena del caracter escrito seqguido a él, en
este caso es ¥,

Para escribir un texto disponemos de dos coman-
dos. El primero es = que escribe lo que se en-
cuentra a continuacion de izquierda a derecha.
Pero antes de imprimir es necesario especificar
qué tipo de letra vamos a utilizar. Para ello dis-
ponemos de 11 tipos (del 1 al 9 mas A y B). El
comando que utilizamos es T.

40 REM T3;=BIENVENIDOS A;

En esta ocasién hemos elegido el tipo de letra 3
para escribir el texto “"BIENVENIDOS A" (obser-
vemos que no es necesario entrecomillar el tex-
to).

El segundo comando de impresién es < haciendo
que el texto que se encuentre a continuacion se
imprima de derecha a izquierda.

50 REM T2;<<DLAN;

En esta ocasién se imprime el texto "DLAN" con
el tipo de letra 2.

Ahora es aconsejable probar el ejemplo aqui pre-
sentado como una muestra de lo que se puede
hacer. Sin embargo, ofrece mucho mas que es
necesario conocer para obtener unos 6ptimos re-
sultados con este lenguaje.

Con BETA-BASIC tenemos una ampliacion al BASIC de
SINCLAIR al tener nuevos comandos.

BETA-BASIC
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BIFURCACIONES

urante los capitulos precedentes han
ido apareciendo tablas resumidas de
los diferentes grupos de instruccio-
nes, donde entre otros datos de inte-
res encontrabamos el efecto que determinada
instruccion obraba sobre los indicadores F.

Pues bien, nuestro objetivo durante las préximas
lineas sera describir las instrucciones que modi-
fican la secuencia de un programa. En ocasiones
necesitaremos que ésta se rompa tan solo cuan-
do determinada condicién se cumpla, y lo «averi-
guaremos» analizando el contenido del bit espe-
cificado en el codigo de operacion de la instruc-
cion, dentro del registro F.

EL PROGRAM COUNTER (PC)

Por lo que hasta ahora sabemos, un programa no
es otra cosa que una serie de bytes almacenados
en la memoria de nuestro ordenador, que la CPU
interpreta al objeto de llevar a cabo una determi-
nada tarea.

En todo momento debe conocer la direccién a
donde dirigirse y recavar la informacion, pues de
otra manera el caos seria inevitable y la ejecu-
cién de cualquier rutina por sencilla que fuera,

H

seria algo mds que misién imposible.

Con la saludable intencion de no armarse un fe-
nomenal lio, el Z 80 conserva en su registro PC
(contador de programa)j la situacidén de la proxi-
ma instruccion a procesar y repite ciclicamente
los siguientes pasos:

1) Lee el contenido del registro PC.

2) Se posiciona en la direccién de memoria indi-
cada por éste.

3) Recoge alli el byte almacenado y averigua si
es necesario leer octetos adicionales (recuerda
que el formato de las instrucciones del Z 80 va-
ria de 1 a 4 bytes).

4) Le afiade al contador de programa PC el nu-
mero de bytes de la instruccién actual, es decir,
antes de procesarla, PC ya esta sefialando a la si
guiente.

5) Finalmente, implementa la instruccién y vuel-
ve al paso 1.

Evidentemente, siguiendo este sistema, los pro-
gramas sélo podrian ejecutarse secuencialmen-
te, es decir, recorriendo un byte tras otro hasta
«chocar» con el final de la memoria. Pero tenga-
mos en cuenta que aunque parezca que el orde-
nador no estd haciendo nada mientras estd co
nectado y no ejecutamos programa alguno, en el
peor de los casos estara inmerso en alguna ruti-

Si el codigo maquina
esta todavia almace-
nado a partir de la di-
reccion 23296 intro-
duce como comando
directo GO TO 9996.
En caso contrario, GO
TO 9995 para recupe-
rarlo del casete.

*

Sefialemos cual es la
primera linea a elimi-
nar y cual la dltima.
Tras ello, comprobare-
mos que estas han de-
saparecido de nuestro
programa.

REGISTRO F CICLOS
MNEMONICO el 7lelslalz]2]1]0 le:z\s o e NOTAS
Z H PviN | C :
111]0j011]1]01}1
ciclos si cc
CALL nn nininin|in|in]n|n lresfalsa
3

nininlininin|n|n olalclololololo 5 17 o

T1 1| xjcclx|1]0]0 Lciclossi cc
CALLce,nn fnlnlnlnln|nln|n es verdadera

nininin|in|inin|n o[olololololo]o 3 3/5 1017
RET 1|1]0|0|1I0|0|‘] 0].'.].'.'.10[. 1 3 10
RET cc 1[1]x]ec] x[o]o]o]e|e[efe]elele]e] 1 | 1/3]5/11
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REGISTRO F CICLOS
(o]
MNEMONICO SOER 7ol slale ool ol Mo
ARDEZE
RsTp 11| x[t]x[1]1]1]e]e][efefe]e]e]e] - Sl el
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Si la carga fue correc-
ta procede a grabar el
codigo maquina en ca-
sete mediante la or-
den SAVE “"C/M"’
CODE 23296.18.

=

A continuacion, te-
cleemos el programa
DELETE cuidadosa-
mente, respetando los
nimeros de instruc-
cion asignados y gra-
bémoslo con SAVE
“DELETE"".

i

Ahora ya podemos co-
menzar a trabajar con
la rutina de borrado de
lineas de programa.
Supongamos que te-
nemos un programa
en la memoria del
cual deseas eliminar
cierto blogue de ins-
trucciones.
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t P LLAMADA A LA RUTINA
000 00 H INICIALIZACION DEL SISTEMA
001 08 H GESTION DE ERRORES
010 10 H IMPRESION DE UN CARACTER
011 18 H RECOGIDA DE UN CARACTER
100 20 H RECOGIDA DEL SIGUIENTE CARACTER
101 28 H ENTRADA AL CALCULADOR
110 30 H CREACION DE ESPACIO LIBRE
111 38 H EXAMEN DEL TECLADO

na de la ROM como, por ejemplo, la de anélisis
del teclado, en espera de alguna pulsacién repi

tiéndola una y otra vez.

La clave estd, por tanto, en el registro PC, y si pu-
diéramos modificar a nuestro antojo su conteni-
do, seria posible alterar la secuencia de un pro-
grama de la misma manera que en BASIC lo ha-
cemos mediante el comando GO TO.

Pero entre las instrucciones de carga de registros
vistas anteriormente, no disponemos de ninguna
del tipo LD PC,nn o algo parecido. Entonces, json
posibles las bifurcaciones en C/M? La respuesta
es si, y son las instrucciones de salto (jump, en
inglés), las encargadas de llevarlas a cabo.

CAMBIOS DE SECUENCIA

Las instrucciones de salto provocan que el con-
trol del programa sea transferido a una direccién
de memoria especificada en el propio cédigo de
operacion. La manera de realizar la bifurcacion
depende del tipo de instruccién elegido, es decir,
se pueden ejecutar saltos absolutos, relativos o
por direccionamiento indirecto.

Tanto los absolutos como los relativos es posible
efectuarlos de manera incondicional o tan solo
cuando una determinada condicién se verifique
(saltos condicionales), mientras que los indirec-
tos siempre son incondicionales.

SALTOS INCONDICIONALES

Cuando la CPU accede a la memoria y lee una
instruccion de salto incondicional, tras decodifi-
car el primer octeto, reconoce que se trata de una
de este tipo. A continuacidn, cuando el salto es
absoluto (JP nn), escruta los dos bytes siguientes
donde encuentra la direccién a la cual saltar. Fi-
nalmente, carga en el registro PC este valor y
continda con la ejecucién del programa a partir
de esta ultima direccion.

El salto, aunque también incondicional, puede
efectuarse de forma relativa, es decir, avanzando
o retrocediendo en la memoria un determinado
numero de posiciones a partir de la sefialada por
el contador de programa PC.

En estos casos, la instruccidén tan solo precisa de
dos bytes, uno para el cédigo de operacidn y otro
para indicar el desplazamiento, el cual serd un
ndmero en complemento a 2, y por tanto, en el
rango de -128 a +127.

El mecanismo seguido por el Z 80 al implemen-
tarla se describe en la figura, y como podemos
comprobar es de capital importancia tener pre-
sente que el desplazamiento se afiade al PC su-
poniendo que éste se habria actualizado normal-
mente, como si la instruccién no hubiera sido de
salto.

Dada esta circunstancia, los saltos permitidos al
procesar una instruccion JR e, donde e es el des-
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plazamiento, estdn comprendidos entre -126 y
+129 posiciones de memoria, a partir de la ocu-
pada por el primer byte de la instruccién de salto
relativo.
Una de las cualidades de las instrucciones de sal- Jp
to relativo es que son reubicables, es decir, ac-
tdan de la misma forma sea cual sea la zona de
memoria donde hayamos almacenado nuestro n(byte alto)
programa en C/M, mientras que con las absolu-
tas, generalmente, no ocurre lo mismo y nos aca- PC == nn
rreardn problemas de adaptacion. ’
|

MEMORIA

n(byte bajo)

Sin embargo, con ellas sélo se pueden efectuar
desplazamientos en los mérgenes sefalados,
mientras que los saltos absolutos pueden reco- . =
rrer toda la memoria a costa, por supuesto, de E:}reccmn
ocupar un byte mas. e
Finalmente, tres instrucciones JP (HL), JP (IX) y
JP (1Y) se sirven del contenido de los registros in-
dicados para calcular la posicién de memoria a
la que debe apuntar el PC. Obviamente en todas
ellas, el desplazamiento se efectia de forma ab-
soluta.

Secuencia
de
Programa

Salto Incondicional JP nn
Absoluto

MEMORIA

JR e

LOS SALTOS CONDICIONALES

l‘ Salto Incondicional Relativo
-z |

1 Salta
e bytes

z

PC —affmms= PC+te

|

i
iﬁ

En el grupo anterior, cuando el microprocesador
«tropezaba» en la memoria con una instruccién ‘I‘

de salto, fuera cual fuera el estado del registro
de indicadores F, SIEMPRE transferia el control
del programa a la posicién de memoria especifi-
cada en la instruccién. MEMORIA Salto Condicional Relativo
. > : - JR C.e
Ahora analizaremos un nuevo tipo de instruccio- ||
nes, las cuales ejecutan o no el salto (absoluta ' - e
orelativamente, como antes) basandose en el es- :
tado de alguna de las banderas presentes en el
registro F.
Para los indicadores de signo S, cero Z, pari- :
dad/desbordamiento P/V y arraste C es posible A
plantear la instruccién de salto absoluto para que -
en funcién de su contenido el programa bifurque INSTR. PREVIA
b no: = 4 S b JRC
JP NZ,nn: producira salto a la direccién nn cuan-
do el indicador de cero esté a 0. g4
JP Z,nn: salta si la bandera de cero estd alzada.
Aparentemente, existe un contrasentido en estas
instrucciones, pero recordemos que el indicador
de cero se sittia a 1 cuando el resultado de la ope-
racion previa fue O. S 7d H P/ N G
JP NC,nn: bifurca en el caso de comprobar que 1 ;
la bandera de acarreo estd bajada. ] X X X X REGISTRO F
JP C.nn: es la condicién contraria a la anterior.
JP PO,nn: el salto es efectivo si en la Gltima ope-
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MEMORIA DJNZ
—— -
e bytes Y \
| HACER NO
I— DJINZ B=B-1
e-z
Sl

racién que afectd al indicador P/V se produjo pa- JP P,nn: tras escrutar el indicador de signo S, si

ridad impar o no hubo sobrepasamiento. éste contiene un 1 se produce el salto.

JP PE,nn: salta de darse las condiciones inversas  JP M,nn: es la opuesta de la anterior.

a las anteriores. Los saltos condicionales relativos solamente
SOPORTE BASIC LISTADO PARA CARGADOR LISTADO

ENSAMBLADOR
LD HL, PRIMERA
9995 LOAD “"CODE 23296,18 CALL 196E
9996 INPUT “1a.- Linea ";P,”"Ultima "";:U PUSH HL
9997 RANDOMIZE P: POKE 23297,PEEK 23670: LD HL, ULTIMA+1
POKE 23298,PEEK 23671 q CALL 196E
9998 RANDOMIZE U+1: POKE 23304,PEEK 2367 10 DATA 21 00 00 CD 6E 19 E5”,602 POP DE
0: POKE 23305,PEEK 23671 20 DATA 21 00 00 CD 6E 19 D1,682 CALL 19E5
9999 RANDOMIZE USR 23296 30 DATA “CD Eb 10 C9 **”,660 RET
MEMORIA
Al c_c v
I ni{baie) o Salto Condicional Absoluto
| n (alto) es {C:ierta? s
)
Y PC < 1y
Direccion nn e —
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pueden efectuarse dependiendo del estado de dos
de los indicadores: el de acarreo y el de cero. El
formato de estas instrucciones es el siguiente:
JR C.e JR NC,e JR Ze JR NZ,e
donde como antes, e representa el byte de des-
plazamiento a sumar al PC, caso de cumplirse la
condicién fijada.

Para terminar, entre las instrucciones de salto

existe una de funcionamiento especial {DJNZ,e)
la cual utiliza el registro B como condicién. Cuan-
do el Z 80 la encuentra decrementa en 1 el con-
tenido de B, comprueba si éste es 0 y de no serlo
efectua el salto relativo.

En la figura puedes comprobar como su manejo
es una buena técnica para efectuar repetidas pa-
sadas por un grupo de instrucciones, durante el
numero de veces con que hayamos cargado el re-
gistro B.

REGISTRO F CICLOS
o -
MNEMONICO T 72 3113 5 I el et g NOTAS
Z H PV N | C 3 |
1111010]0]0Of1]1
JP nn nf{nfn|nf{n|n|n|n 'CONDICION cC
n|n n| n olclclalolololo 3 3 10 NZ Néicers 000
Z: Cero 001
111 |x |ee|l x]O}1]0 NC No arrastre 010
JP cc.nn nin|ninf{ninfnin C Arrastre | O11
nlninin|inln|njin o]olol.[cl -I oI o] 3 3 10 PO 'Pondat__:li_mpér 100
PE Pondad par | 101
e P P P P ..Sigho positivo | 110
JRE' X el z i tlolo]o]olololo 2 i3] i1:2 M Sl_g_no.nega_tlvo. 1”-
ololilililololo ® |ndicador no afectado
JR Ce X ez xle | ° | ° ‘ ° I . | .I .1 ol 2 2/3 | 7/12 ’—I(:;c‘l:%izgcl?lé(?] se ha alcanzado
T oOjoj1j1jojojojo A/B
e
: : 2 [ I 2 I 2 [ 2 | 2 I .I .I s 2 e el Lcic[os si se ha alcanzado
la condicidn
o ojofj1]ofj1|{0j0]0
2 X elz xolllolololololo 7] 2/3 | 7/712
ojoj110(0{ojo|o0
RNz X z olololololololo 2 2/3 | 7/12
oL f1]1]1fo] 1fo]o] 1]e]efe]e]e[e]e]e] 1 1 4
1l1joj1j11110]1
L 1J1]1]o]1]ojo]1]e]e]e]|e[ef[efe]e] 2 2 8
1111111111011
JB (1Y) 1j1]1]o]1{ofo]1]e]e]e|e|e]e|e]e 2 2 8
DINZ e Ojojof1]olojo]oO
, X el z X olololololololl 2 2/3 18713

e-z proporciona la direccion efectiva de PC+e, puesto que, PC es incrementado en 2 antes de la suma del desplazamiento e.

779



AERERENENENED T SPEOT R 0% 0L 0 4

il

LLAMADAS Y RETORNOS

Para cargar la rutina
DELETE en la memo-
ria, utilicemos el car-
gador hexadecimal del
capitulo 42, al que has
de afadir las tres li-
neas DATA.

*

Efectua RUN, y cuan-
do seas interrogado
sobre «direccion de
ubicacion» contesta
23296

Las llamadas (CALL) son instrucciones que mo-
difican la ejecucién secuencial de un programa,
pero a diferencia de los saltos toman la precau-
cién de anotar en el stack la direccién de memo-
ria de la siguiente instruccién almacenada en la
memoria tras ella.

Como podemos comprobar en la tabla correspon-
diente del capitulo destinado a la presentacion
del conjunto de ellas, (Saltos Y Llamadas) es fac-
tible ejecutarla incondicionalmente o sujeta a al-
guna restriccion de las comentadas anteriormen-
te.

Su funcionamiento es parecido al que en BASIC
conseguimos mediante la sentencia GO SUB, es
decir, cuando el Z 80 la encuentra, carga en el
registro PC el contenido de los dos bytes siguien-
tes determinando de esta manera la posicion de
memoria a donde transferir el control del progra-
ma, al objeto de ejecutar alli una determinada sub-
rutina.

Pero antes de comenzar a procesar las instruc-
ciones almacenadas a partir de dicha direccidn,
anota en el stack la posicidon de la instruccidn si-
guiente a la llamada CALL. Tras ello, la subruti-

na es procesada hasta gque aparece una instruc-
cién de retorno incondicional RET o una condicio-
nada RET cc, devolviéndose entonces el control
a la rutina principal si se da la situacion cc esti-
pulada (mecanismo similar al RETURN del BA-
SIC).

En estas circunstancias el microprocesador car-
ga el PC con los dos bytes de lo alto del stack y
regresa a la direccion especificada por éstos, los
cuales, siempre que no manipulemos indebida-
mente la pila, han de ser los correspondientes a
la siguiente posiciéon de memoria tras la instruc-
cion CALL.

Todas las instrucciones de llamada precisan de
tres bytes para ser implementadas. Sin embargo,
existen otro tipo de llamadas incondicionales de
un byte, cuyo mnemoanico es RST denominadas
instrucciones de ReSTart.

Estas transfieren el control a la rutina almace-
nada a partir de la direccion especificada en su
codigo de operacion. En el caso del Spectrum, és-
tas se corresponden con ciertas subrutinas de in-
terés incluidas en la ROM, cuyo cometido pode-
mos encontrarlo en la tabla adjunta.

Entre las posibilidades de las instrucciones de
llamada se encuentra el aprovechar las utilida-
des programadas en la ROM del sistema. Hemos
preparado una pequefa rutina DELETE, la cual
con tan solo 18 bytes elimina, instantaneamen-
te, el blogque de lineas de programa BASIC que
nosotros le indiquemos. Por supuesto, no esta
protegida frente al mal uso y siempre debemos
indicar en primer lugar el nimero de linea infe-

rior. ’ .

(RUTINAPRINCIPAL)

MEMORIA

PC —eijesmm

LLAMADAS

MEMORIA
(SUBRUTINA)

|| === Direccién nn

Direccién RR e

RECUPERAR A

LA DIRECCION RR

=

I’ Gl
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CALIMOCHO

alimocho es un juego divertido y ante

todo muy entretenido. Con este sim-

patico programa aprenderemos a

controlar nuestra codicia. Ya sabéis:
«La avaricia rompe el saco». [Suerte y... a contro-
larse!

EL PROGRAMA

Calimocho es un programa en el que ha predo-
minado sobre todo la estética y el color. La utili-
zacion de la subrutina de caracteres gigantes de
PSION COMPUTERS, junto con el uso alternativo
de dos generadores de caracteres (uno el estéan-
dar del Spectrum, y otro introducido por nosotros
en RAA.M.) han hecho posible tal «perfeccién»
plastica.

Nuestro programa CALIMOCHO consta de dos
subprogramas bien diferenciados. El primero ge-
nera los 20 graficos de usuario que son necesa-
rios para la representacién del contenido de cada
una de las seis caras de que consta un dado, y
presenta en pantalla una tabla de puntuacion
para que tengamos una idea de los puntos que
podemos obtener dentro del normal desarrollo de
la partida. El segundo subprograma, a todas lu-
ces el mas importante, es el juego en si.

Como este programa posee una subrutina en
C/M y un generador de caracteres, aconsejamos
que antes de la introduccion del BASIC teclee-
mos cada uno de los listados que componen tan-
tola subrutina como el generador, o en el mejor
de los casos carguemos tanto la una como el otro,
dado que ambos han aparecido en anteriores pé-
ginas de nuestra obra (subrutina de CARACTE-
RES GIGANTES y generador de caracteres ROTU-
LACION).

Para que el programa funcione correctamente de-
bemos introducir instruccion a instruccion el sub-
programa 1 (graficos) y grabarlo con autoejecu-
cion en la linea 1080, siempre y cuando hayamos
grabado con anterioridad el cédigo maquina per-
teneciente a la subrutina de caracteres gigantes.
Asi evitaremos que el sistema se «cuelgue». Una
vez hecho esto, realizaremos similar proceso con

el segundo subprograma, grabdndolo con autoe-
jecucion en la linea 2360 y a continuacién el jue-
go de caracteres ROTULACION a partir de la di-
reccion 51656

EL CALIMOCHO

Las instrucciones para jugar al CALIMOCHO son
las siguientes: se juega con tres dados de poker.
En cada tirada, el Spectrum genera 3 valores
aleatorios, (uno por cada dado) cada uno de los
cuales se corresponderd con una representacion
en pantalla de los dados.

* Sélo puntian los «pitos» y los reyes (K), los pri-

meros tienen un valor de 100 puntos mientras
que los segundos valen 50. Tres «pitos» puntian
1000 puntos, y tres reyes (KKK) 500.

Un jugador podré plantarse cuando lo desee, pero
siinsiste en su afdn de aumentar sus puntos per-
sonales, y en esa tirada no consigue puntuacién,
pierde los puntos parciales acumulados, pasan-
do el turno al jugador siguiente.

De todas las jugadas que se pueden dar, la peor
es el CALIMOCHO (3 rojos) es decir sacar en cada
uno de los tres dados los ocho puntitos rojos. El
Calimocho implica para el jugador que tenga la
«fortuna» de conseguirlo, jempezar desde cero!

Con este simpdtico programa aprenderemos a controlar
nuestra codicia; tengamos en cuenta que la avaricia rompe
el saco.
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PROGRAMA 10000

En el CALIMOCHO
utilizaremos tres dados de
poker. La peor jugada es el
CALIMOCHO: sacar en
cada uno de los tres dados
los ocho puntitos rojos, lo
cual equivale a empezar
desde cero.

782

SUBPROGRAMA 1

1 REM %% * J.M.MAYORA
L SERRANO = 3000 WK *
CALIMOCHO (C) 1985 #= ERXREERRERNNN AR HEAN
*
5 REM = PROGRAMA PARA 48 K. = 0NN NN NN
EEEEXNRN NN NN
1@ LET YY=58

28 LET FILA=4

3@ DATA 3,15,43,63,127,127,255,255

49 DATA 192,248,252,252,254,254,255,255
S DATA 255,255,127,127,63,63,15,3

68 DATA 255,255,254,254,252,252,249,192
7@ DATA 3,3,3,0,8,08,0,8

88 DATA 254,254,254,112,112,112,112,112

9@ DATA ©,112,112,112,120,63,63,31

le@ DATA 112,112,112,112,248,224,224,192
118 DATA 15,63,563,120,112,112,112,112
128 DATA 192,248,248,120,56,56,56,56

138 DATA 119,115,113,126,63,63,15,0

148 DATA 184,216,232,240,120,184,188,60
158 DATA 97,243,243,97,0,0,12,30

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

134,207,207,134,0,0,48,120
38,12,8,8,97,243,243,97
128,48,8,8,134,207,207,134
252,252,252,112,112,113,115,119
127,127,127,60,248,224,192,128
127,127,124,112,112,252,252,252
192,224,240,128,68,127,127,127

4,12,"108 Puntos.',145,6,13,°58 Puntos.",15
DATA 12,5,71080 Puntos.”,137,12,6, 588 Puntos.’,
DATA 12,7, "CALIMOCHOD. " ,153

REM [INV.] GRAFICOS DE USUARIO [IRUEJ

LET A%="ABCDEFGHI JKLMNOPORST"

FOR G=1 TO LEN A%
FOR F=8 TO 7

READ A

POKE USR AS(GI+F,A
NEXT F

MEXT G

PAPER @: BORDER @:
358 CLS

3568 LET C=3

378 LET P%="CALIMOCHD"
380 LET Yy=@

399 LET XS=3: LET YS=3
400 INK 1: PAPER 7

418 GO SUB 970

428 LET P#="TABLERO DE
438 LET YY=25

4468 LET XS=1: LET Y¥S=2
458 INK S5: PAPER @

468 GO SUB 978

A78 BRIGHT 1: INK 2
480 PRINT AT &,C; AB"
498 PRINT AT 7,C:7Ch°
500 GO SUB 656

518 PRINT AT 9,C; QR"
528 PRINT AT 18,C;°SI°
530 GO SUB &58

54@ PRINT AT 12,C; AR
558 PRINT AT 13,C;°CD
568 GO SUB 650

578 PRINT AT 15,C;‘QR
588 PRINT AT 16,C;"
598 GO SUB &58

688 PRINT AT 18,C3°
618 PRINT AT 19,C;°
GO SUB &5@

GO TO 718

REM CINV.J PRESENTACION CTRUE]
BEEP .2,d@8: INK &

READ COL,P,P$,XX

GO SUB 908

GO SUB 988

INK 2

RETURN

FOR G=@8 TO 1

INK 2

PUNTUAC TONES *

BB KR BB
8B 1B BB

628
638
648
658
668
670
688
698
a4
7ia

728

fatsle]
818
820
83a
848
250
268
878
888
878
908
21@
920
238
ELL]
258
P68
270
7308
998

FOR F=2 TO 7
INK F

BRIGHT 8

GO SUB 988
NEXT F

NEXT G

FOR G=1 TO 3
FOR N=1 TO 1@
BEEP .62, N+2%
NEXT N

NEXT G

BEEP .5,48
CLS

LET P$="Pulsa
LET yy=80

GO SUB 278
LOAD “CALIMOCHOZ®

REM CINY.J RUTINA 1 LTRUE

LET YY=YY+24: LET FILA=FILA+3

FOR Q=8 TO P-1

PRINT INK 9;AT FILA,COL+Q;".°

BEEP .B82,18

NEXT O

RETURN

REM LCINY.JSBR. CARACT. GIGANTESLCTRUED
LET xx=(256-8%xs%kLEN p%)/2

LET i=23386

POKE i,xx: POKE i+1,¥yt

PLAY en el cassette’

POKE 1+2,xs: POKE

: POKE i1+4,8

1666
1616
1620
1638
lgde
1@5@
1Bau
1eve
ia8e
1690
1188

LET i=i+4: LET w=LEN p%

FOR a=1 TO w

POKE i+q,CODE p$(q)

NEXT q

POKE itwtl,255

LET w=USR 64849

RETURN

REM LCINV.] AUTO-EJEC. OBLIGATORIALTRUE]
CLEAR &4B48 —
LOAD “LIT'CODE 44869

RUN

i+3,ys
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SUBPROGRAMA 2 360 LET YS=4
318 NEXT F
1] REM #¥%%xxXERHNNNNNEANEREEE * J.M.MAYDRA 320 POKE 236@6,0: POKE 23687,60
L SERRAND = %% %% ® ® 330 LET P$="## R U N ##
CALIMOCHO (C) 1985 = * 2N 348 LET Y¥=8@: LET XS=2: LET YS=2
* 358 GO SUB 1238
5 REM * PROGRAMA PARA 48 K. = HEREA XXX ERER 360 LET P$="Pulsa una tecla’
36 393 KK 378 LET ¥y=188: LET XS=2: LET YS=1
18 PAPER B: BORDER @: CLS 388 PAPER 1
20 GO SUB 1338 3%8 GO SUB 1238
30 LET C$="" 488 POKE 586866 ,1
48 LET D%="" 41@ PRINT PAPER 8; OVER 1; INK TINTA;AT 18,5;°
58 LET FIN=@ :
. 68 POKE 23658,8 426 PRINT PAPER @8; OVER 1; INK TINTA;AT 11,5;°
7@ DIM P(3) E:
8@ DIM T¢3) 438 IF TINTA=7 THEN LET TINTA=8
98 DIM A(2) 448 LET TINTA=TINTA+1
168 DIM DC3) 458 IF INKEY$="" THEN GO TO 41@
118 LET PUNTOS=8@ 468 LET P$=" "
. 128 LET TINTA=3 A78 GO SUB 1236: PAFER @
138 PAPER @: BORDER 1: INK 9 488 GO SUB 1628
148 CLS 498 GO SUB 1708
158 POKE 23686,200: POKE 23407,200 588 G0 SUB 1568
168 GO SUB 1598 518 POKE 236R6,8: POKE 234B7,40
178 LET A$="CALIMOCHO" 528 FOR N=1 TO 3
180 LET XS=3: LET YS=6 538 PRINT AT 9,1@8%N-9; PAPER N+3; INK 9;° MOCHO ";N
198 FOR F=@ TO 1 Rl
200 LET YY=8xF%14+8: LET XX=8 548 PRINT AT 11,1@xN-¢;'00ea”
218 FOR MN=1 TO LEN A% 558 NEXT N
228 INK TINTA 568 LET A%="MNMMEFI JORAR"
230 IF TINTA=é THEN LET TINTA=2 570 LET Bs$="0POPGHKLSTCO"
248 LET TINTA=TINTA+1 _588 PRINT INK ?; PAPER 8;AT 18,6; "PUNT. PARCIALES=

258 LET P$=A%(N)
‘ 268 GO SUB 1248

LET XX=XX+27
NEXT N
IF PEEK 584668 THEN GO TO 5ee
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Para que el programa
funcione correcta-
mente debemos intro-
ducir instruccion a
instruccion el subpro-
grama 1 (graficos) y
grabarlo con autogje-
cucién en la linea
1080, siempre y cuan-
do hayamos grabado
con anterioridad el co-
digo maquina pertene-
ciente a la subrutina
de caracteres gigan-
tes. Una vez hecho
esto, realizaremos si-
milar proceso con el
segundo subprogra-

autoejecucion en la li-
nea 2360.

*

Como este programa
posee una subrutina
en C/M (CARACTE-
RES GIGANTES) y un
generador de caracte-
res (ROTULACION),
aconsejamos que an-
tes de la introduccion
del BASIC tecleemos
cada uno de los lista-
dos que componen
tanto la subrutina
como el generador, o
en el mejor de los ca-
505 carguemos tanto
la una como el otro,
dado que ambos han
aparecido en anterio-
res paginas de nuestra
obra.

“ma, grabandolo con

784

598 PRINT #8; INK &6; PAPER 1;° ~17- JUGADA R
PLANTARSE "

680 POKE 23686,200: POKE 236087,200

618 PRINT INK 2; BRIGHT 1;AT 14,25; -TOPE-"

628 PRINT  INK &6;AT 16,26;TP

630 POKE 23486,0: POKE 23607,40

448 FOR T=1 TO 3

638 GO SUB 1798

A6@ GO SUB 1748

678 PRINT FLASH 1; OVER 1; PAPER T+3;AT 9,10%T-9; "

688 LET KF=INKEY$

690 IF K$="1" THEN BEEP .85,40: GO TO 73@

708 IF K$="P' THEM BEEP .5,48: GO TO 848

718 RANDOMIZE

728 BEEP .@1,30: GO TO &80

738 GO SUB 1798

748 FOR D=1 TO 3

758 LET D(D)=INT (RND*6)+1

768 NEXT D

778 GO SUB 1848

788 G0 SUB 199@

72@ IF FIN THEN LET FIN=@: GO SUB 2170

488 IF CAM=3 THEN LET CAM=8: LET PUNTOS=@

81@ IF PUNTOS=@ THEN BEEP .3,4@: BEEP .6,28: GO SUB
PABA: GO SUB 2126: GO SUB 2158: GO TO 83A

828 GO TO &80

838 NEXT T

244 IF T>=3 THEN
850 STOP

868 FOR B=38 TO 4%
#v8 BEEP .B83,B

BBA NEXT B

898 LET E$=5TR% PUNTOS

288 LET P(T)=F{(T)+PUNTOS

918 LET C1=INT ({18-LEN E$)/2)

2926 LET C1=Cl+10%T7-%

938 PRINT PAPER @3 ;AT 11,18xT-9;°

48 PRINT PAPER B8; INK 9;AT 11,C1;P(T)
P58 LET PUNTOS=@

768 GO SUB 2e20

978 GO SUB 2158

2868 GO SUB 2120

998 IF P(T)>=TP THEN
igee GO TO B838

lai@ PRINT FLASH 1; INK 2; PAPER 7; OVER 1:;AT 9,18xT

GO TO &4@

GO TO 16816

1828 PRINT

T-9;°

1830 POKE 23606,200

1848 POKE 23407,200

1658 LET P%$="GANADOR-MOCHD

18468 BRIGHT 1: PAPER @

1070 FOR T=7 TO 3 STEP -1

1888 INK T

169 GO SUB 1238

1188 NEXT T

111@ POKE 236086,8

1120 POKE 23607,40

1138 BRIGHT @

1148 INK 5: PAPER 1

1158 LET YY=177: LET XS=1

1168 LET ¥S=:

1178 LET P$="-PULSA UNA TECLA PARA EMPEZAR-"

1186 GO SUB 1239

1198 LET K$=INKEY$

1288 IF K$='" THEN GO TO 119@

1218 RUN

1228 STOP

1238 LET xx=(256-8%xs*LEN p%)/2

1248 LET i=23386

1258 POKE i,xx: POKE i+1,yx: POKE i+2,xs: POKE i+3,ys
POKE i+4,8

1268 LET i=i+4: LET w=LEN p%

1278 FOR a=1 TO w

1288 POKE i+q,CODE p%$(aq)

1298 NEXT q

1388 POKE i+w+1,255

1318 LET w=USR 84869

1328 RETURN

1338 INK 7: POKE 234086,0: POKE 236087,60

1348 LET P%='TIENES QUE INTRODUCIR EL TOPE®

1358 LET YY=58

1360 LET XS=1: LET YS=2

1378 GO SUB 1230

1388 LET P$="NUMERICO AL QUE SE VA A AJUSTAR®

1398 LET YY=78

1408 GO SUB 1238

1418 LET YY=90

1428 LET P$="ESTA PARTIDA DE CALIMOCHO. "

1438 GO SUB 1238

1448 POKE 23404,200

1458 POKE 23607,200

1468 LET Yy=11@

1478 INK S

1488 LET P$="MAX.= 5008

1498 GO SUB 1238

1568 POKE 23686,8: POKE 23407,68

151@ INPUT * TOPE= *;TP

FLASH 13 INK 7: PAPER 2; OVER 1;AT 11,1@x

"+STRE T

MIN.= 58648’

1528 IF TP<S0QQ OR TP)SERA088 THEN GO TO 151@
1538 LET P$="TOPE-PARTIDA= "+5TR$ TP+" PUNTOS."
1548 INK &

1558 LET YY=148

1568 GO SUB 1238

1578 FOR N=1 TO 3@@: NEXT N

1588 RETURN

1598 DRAW 255,8: DRAW 4,175

14808 DRAL -255,8: DRAW 8,-17S

1618 RETURN

1628 FOR N=1@ TO 28

1630 PRINT PAPER @;AT N,1;°

1648 NEXT N

1658 RETURN

1668 INK 2

1678 PLOT 5,168: DRAW 245,8

1680 DRAW @,-57

1698 DRAW -245,8: DRAW 8,57

1788 FOR N=1 TO &

1718 PRINT AT N,1; PAPER 9; OVER 1; INK N+1;°

1728 NEXT N

1738 RETURN

1748 LET P$=" Juega MOCHO °+STR$ T+°
1758 PAPER T+3: INK 1

1768 LET YS=2: LET X5=2: LET YY=152:
1778 GO SUB 1238

1788 RETURN

1798 FOR Q=8 TO 2@ STEP &

1888 PRINT PAPER 7; INK &;AT 13,0;°4337°
1810 PRINT PAPER 7; INK &;AT 14,Q;°S 3'
18208 PRINT PAPER 7; IMK &;AT 15,Q;°'5 35°
1830 PRINT PAPER 7; INK 6;AT 16,Q;°1332"
1848 NEXT Q

1858 RETURN

1848 FOR D=1 TO 3

1878 LET Di=2xD{D)-1

1888 LET Cs=A%(D1 TO D1+1)

1898 LET D$=B%(D1 TO D1+1}

1988 IF Di(D)=1 OR D(D)=3 OR D(D}=4 THEN
GO TO 1920

1918 LET TINTA=2

19268 LET Q=6%D+2

LET TINTA=@:

1977 SRINT BRIGHT 1: PAPER 7: INK &:AT 13,0;°4337°
1948 PRINT BRIGHT 1; PAPER 7; INK &3AT 14,0;73"; INK
TINTA;CS; INK 6;°3"

1958 PRINT BRIGHT 1; PAPER 7; INK &3AT 15,0;°S"3 INK
TINTA;D%; INK 6;°3°

1948 PRINT BRIGHT 13 PAPER 7; INK 6;AT 16.&:';§§2'
1978 NEXT D

1986 RETURN

1998 LET CAM=8@

20668 IF D(1>=5 AND D(2)=5 AND D{(3)=5 THEN LET PUNTOS
=PUNTOS+588: GO TO 2880

26816 IF D(1Y=& AND D(2)=& AND D(3)=&6 THEN LET PUNTOS
=PUNTOS+1668: GO TO 2086

2020 IF D(1)=2 AND D(2)=2 AND D{(3)=2 THEN LET P(T)=0@
: LET PUNTOS=B: LET FIN=1: GO TO 2888

2838 FOR D=1 TO 3 .

2848 IF D(D)=5 THEN LET PUNTOS=PUNTOS+58

2850 IF D(D)=6 THEN LET PUNTOS=PUNTOS+188

2868 IF D(D)=1 OR D(0)=2 OR D(D)=3 OR D(D)=4 THEN LE
T CAM=CAM+1
2878 NEXT D
2088 PRINT

" $PUNTOS; °

2898 RETURN
2188 PRINT

- e

2118 RETURN
21208 LET P%$=" &

2138 PAPER @: GO SUB 1230

2146 RETURN

2158 PRTNT FLASH @; OVeR 1; PAPER T+3;AT 9,10xT7-9;°

INK ¢; PAPER @;AT 18,63 "PUNT. PARCIALES=

OVER 1; FLASH @; PAPER T+3; INK 9;AT 9,18

2168 RETURN

2178 POKE 23606,280

2180 POKE 235@7,200

2198 LET P$="- CALIMOCHO -°

2288 FLASH 1

2218 PAPER 1

2220 INK 7

2238 GO SUB 1230

2248 FLASH B

2258 PRINT PAPER @;AT 11,18%T-93" "i FLASH 1; INK 2
; PAPER 6;" @8@B "; FLASH B; PAPER @;° °

2268 FOR V=1 TO 15

2278 FOR S=35 TO 48

2286 BEEP .81,S

2298 NEXT S

2388 NEXT V

2318 POKE 23¢486,8

2328 POKE 23487,4@

2338 PRINT PAPER B8; INK ;AT 11,18%T-%;° aaea
2348 INK 2

2358 RETURMN

2368 CLEAR 49999: LOAD "ROTULACION®CODE S5165&,768
2378 RUN
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