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EDITORIAL

“O desenvolvimento de qualquer software, exceto programas muito simples,
é uma tarefa bastante complexa. Esse fato se tornou evidente com a“crise de
software o que originou o conceito de engenharia de software como uma
abordagem sistematica, disciplinada e quantificavel para o desenvolvimento,
manutengao e descarte de software.”

“A engenharia de software surgiu inicialmente mais como uma promessa
do que uma realidade. De fato, muitos dos problemas ligados ao desen-
volvimento e manutengao de software continuam sem solugao, apesar de
muitos conceitos terem evoluido.”

“A manutencao de software é hoje um assunto presente em organizagoes que
desenvolvem e mantém software. Isso se deve a necessidade de sempre ajustar
e melhorar o produto de software de acordo com as mais diversas necessidades.
Diante desse fato, entender o significado e abrangéncia do termo manutencao
de software pode auxiliar organizacdes e profissionais interessados no tema a
melhor conduzir seus esfor¢os quando precisam manter seus produtos.”

Neste contexto, a Engenharia de Software Magazine destaca nesta edicao
duas matérias muito interessantes:

« Introducdo a Manutencéao de Software: este artigo trata do assunto ma-
nutencao de software, englobando suas definicées, evolucdo e desafios. E
apresentado também, de maneira breve, a norma ISO/IEC 12207 e sua es-
trutura para o processo de software

* Reengenharia de Software: este artigo tem como objetivo apresentar uma
visdo geral sobre softwares legados, evolucéo de software e reengenharia de
software. Para isso, é apresentado o conceito de softwares legados, as cate-
gorias da evolucéo de software, que sdo: manutencao de software, moderni-
zacao de software e substituicdo de software. Além disso, sao apresentadas
atividades e técnicas de reengenharia de software.

Além destas matérias, esta edicdo traz mais cinco artigos:

* UML - Casos de Uso: Entendendo os casos de uso na pratica — um estudo
de caso - Parte II;

« Especificagdo de Casos de Uso: Detalhando os Requisitos de Software;

- Estimativas de Software - Fundamentos, Técnicas e Modelos;

« Introducao a Testes de Software;

« Controle Estatistico de Processos Aplicado a Processos de Software.
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Para esta edicao, temos um
conjunto de 3 video au-
las. Estas video aulas estao
disponiveis para download
no Portal da Engenharia de
Software Magazine e cer-
tamente trarao uma signi-
ficativa contribuicao para
seu aprendizado. A lista de
aulas publicadas pode ser
vista ao lado:

Tipo: Projeto

Titulo: Introducao a Construgdo de Diagrama de Classes da UML — Parte 21

Autor: Rodrigo Oliveira Spinola

Mini-Resumo: Estavideoaula da continuidade ao estudo de caso de um sistema de gestdo
de festas. Neste estudo de caso, partiremos dos requisitos funcionais do software. A partir
deles, serd elaborado o diagrama de casos de uso do sistema.Com o diagrama de casos de
uso elaborado, serdo especificados trés casos de uso. Por tltimo, serd elaborado o diagrama
de classes com base nos requisitos funcionais e casos de uso especificados. Nesta aula, o
foco é a elaboracao da versdo inicial do diagrama de classes na Visual Paradigm contendo
as classes e atributos identificados até o momento.

Tipo: Projeto

Titulo: Introducdo a Construcdo de Diagrama de Classes da UML — Parte 22

Autor: Rodrigo Oliveira Spinola

Mini-Resumo: Esta video aula dé continuidade ao estudo de caso de um
sistema de gestdo de festas. Neste estudo de caso, partiremos dos requisitos
funcionais do software. A partir deles, serd elaborado o diagrama de casos de
uso do sistema.Com o diagrama de casos de uso elaborado, serdo especificados
trés casos de uso. Por dltimo, serd elaborado o diagrama de classes com base
nos requisitos funcionais e casos de uso especificados. Nesta aula, o foco é a
identificacdo das operagdes que estarao presentes nas classes a partir dos
requisitos funcionais do software.

Tipo: Projeto

Titulo: Introdugao a Construgdo de Diagrama de Classes da UML — Parte 23

Autor: Rodrigo Oliveira Spinola

Mini-Resumo: Esta video aula dé continuidade ao estudo de caso de um sistema
de gestao de festas. Neste estudo de caso, partiremos dos requisitos funcionais do
software. A partir deles, serd elaborado o diagrama de casos de uso do sistema.Com
o diagrama de casos de uso elaborado, serdo especificados trés casos de uso. Por
(ltimo, serd elaborado o diagrama de classes com base nos requisitos funcionais e
casos de uso especificados. Nesta aula, o foco € a identificacao das operacoes que
estardo presentes nas classes a partir dos casos de uso especificados.
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Introducao a Manutencao de Software

Bacharel e mestre em computacdo pela Univer-
sidade de Sao Paulo. J& atuou em diversas orga-
nizagdes com 0 tema manutengdo de software e
atualmente é servidor puiblico federal.

desenvolvimento de qualquer

software, exceto programas mui-

to simples, é uma tarefa bastante
complexa. Esse fato se tornou evidente
com a “crise de software”, o que originou o
conceito de engenharia de software como
uma abordagem sistematica, disciplinada
e quantificdvel para o desenvolvimento,
manutencdo e descarte de software.

A engenharia de software surgiu ini-
cialmente mais como uma promessa do
que uma realidade. De fato, muitos dos
problemas ligados ao desenvolvimento
e manutencdo de software continuam
sem solucdo, apesar de muitos conceitos
terem evoluido.

Entender o que significa manutengdo
de software, e principalmente a abran-
géncia do significado do termo, cons-
titui passo fundamental para o estudo
e aprofundamento de solugdes para os
problemas atrelados a essa tarefa.

Faz-se importante destacar nesse ponto
que o autor deste trabalho vem traba-
lhando diretamente com manutencao
de software no meio organizacional ha
alguns anos. Esta experiéncia acaba por

- Introducdo a Manutengdo de Software

O artigo trata do assunto manutencdo de
software, englobando suas defini¢oes, evo-
lucdo e desafios. E apresentado também,
de maneira breve,anormalSO/IEC 12207 e
sua estrutura para o processo de software.

Este texto é indicado para aqueles profis-
sionais que atuam com manutencdo de
software no seu dia-a-dia e que desejam
entender melhor a evolucgdo histérica e
os atuais desafios em torno desse tema.

A manutencédo de software é hoje um
assunto presente em organizagoes que
desenvolvem e mantém software. Isso se
deve a necessidade de sempre ajustar e
melhorar o produto de software de acor-
do com as mais diversas necessidades.
Diante desse fato, entender o significa-
do e abrangéncia do termo manutencao
de software pode auxiliar organizacées
e profissionais interessados no tema a
melhor conduzir seus esfor¢cos quando
precisam manter seus produtos.



influenciar a percepgdo dos fatores mais importantes envol-
vidos na prética com a manutencado de software, contribuindo
para a concretizacdo deste artigo.

Atividade de Manutencao de Software

Este t6pico tem por objetivo destacar as caracteristicas, tipos
e desafios para a manutencdo de software. Trata-se de um
tépico importante para esclarecer alguns pontos pertinentes
ao assunto que serdo considerados ao longo deste artigo.

Defini¢oes

A atividade de manutencgdo de software é caracterizada pela
modificagdo de um produto de software jd entregue ao cliente,
paraa corregdo de eventuais erros, melhora em seu desempenho,
ou qualquer outro atributo, ou ainda para adaptacdo desse
produto a um ambiente modificado (IEEE, 1998).

Embora a definicdo trate genericamente qualquer produto de
software, existem diferencas entre a manutencao de softwares
com propdsitos distintos. Essa distingdo é explicada por
Pfleeger (2001), que estabelece trés categorias de sistemas.

Uma primeira classificagdo representa aqueles softwares
construidos com base em uma especificagdo rigida e bem
definida, cujos resultados esperados sdo bem conhecidos. Por
exemplo, um software construido para realizar operagoes
com matrizes (adigdo, multiplicag¢do e inversdo). Nesse tipo
de software, uma vez que tenha sido construido considerando
a correta implementa¢do do método, dificilmente haverd a
necessidade de manutencgdes.

Jd em uma segunda classificagdo, sdo agrupados os softwares
que constituem implementagdes de solugdes aproximadas para
problemas do mundo real, uma vez que solu¢des completas
somente sdo conseguidas na teoria nesses casos. Como
exemplo, pode-se citar um jogo de xadrez. Embora suas regras
sejam bem definidas, ndo é possivel construir um software que
calcule a cada passo todos os possiveis movimentos de pecas
do tabuleiro, de forma a determinar o melhor movimento. Isso
porque o nimero de movimentos possiveis é muito grande
para ser calculado em um intervalo de tempo relativamente
curto. A técnica utilizada para desenvolver esse tipo de solugao
baseia-se em descrever o problema de forma abstrata e entdo
definir os requisitos de software a partir dessa abstragao.

Percebe-se que esse tipo de sistema ja abre espago para
diferentes interpretagdes por parte do desenvolvedor, o
que tende a produzir software com maior necessidade de
manutengdo do que quando comparado aos da classificagao
anterior. Por considerar uma abstragdo para especificagao de
requisitos, a necessidade de mudanca pode aparecer caso a
abstra¢do mude, na medida em que um maior entendimento
do problema seja alcangado.

Finalmente, uma terceira e tiltima classe de softwares consi-
dera mudangas no ambiente onde o software vai ser utilizado,
caracteristica ndo existente nas duas classifica¢des anteriores.

Um software integrante da terceira classificagdo corresponde
aquele criado com base em um modelo dos processos abstratos
envolvidos no sistema, e precisard mudar sempre que ocorrer

MANUTENCAO

mudangas nesses modelos, sendo, portanto, parte do ambien-
te que ele modela. Um exemplo desse tipo de software seria
aquele que apresenta informagdes da economia de um pafs. A
medida que a economia passa a ser mais bem compreendida,
o modelo muda e com ele a abstracao do problema, causando
uma necessidade inevitdvel de manutengdo no software. Esse
tipo de software, comumente encontrado no dia-a-dia das
organizagdes, tem interesse particular neste trabalho.

Além de considerar tipos diferentes de software, o processo
de manutengdo ndo corresponde a uma atividade isolada.
Durante a sua execugdo, diferentes partes precisam interagir
de forma que os objetivos da manutengdo sejam entendidos e os
resultados esperados alcangados. Essas partes sao apresentadas
em Polo et al. (1999), que as define como:

Organizagdo Cliente: essa organizacdo corresponde ao
adquirente do software, conforme definido pela norma ISO/
IEC 12207. Isso significa a organizagao que possui o software
e requisita o servi¢o de manutengdo.

Mantenedor: trata-se da organizacdo que oferece o servigo
de manutencao.

Usudrio: representa a organizagdo ou pessoa que utiliza o
software em questdo, valendo-se de suas funcionalidades para
automatizar e facilitar tarefas.

Ainda segundo esse autor, existe um relacionamento entre
essas partes e a constituicdo de um fluxo para os pedidos de
manutengdo, conforme é esquematizado na Figura 1.

4 = N\
Organizacan
{cliente)

Mantenedor
(prestadora de servico)

/\.

Manutencao Manutengao
Aceita Fejeitada
Cranograma
r
Equipe de Manutengdo L

Figura 1. Fluxo envolvido na manutencao de software
(adaptacao Polo et al. 1999)

A organizacgdo solicitante deve possuir algum responsavel
pela solicitagdo de manutengao, que serd encarregado de veri-
ficar os requisitos e informar o mantenedor. Esse responsavel
devera considerar os erros e dificuldades apontadas pelo
help-desk, que corresponde ao departamento diretamente
encarregado do didlogo com os usudrios.

Do lado do mantenedor, a organizagdo que presta o servigo
deve possuir alguém responsdvel por avaliar as requisigoes,
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julgando-as apropriadas ou nado para os objetivos do softwa-
re e da organizagdo solicitante. Uma vez que os pedidos de
manutencgdo sdo aceitos, deve existir alguém responsdvel por
estabelecer um cronograma de entrega, que deverd considerar
as prioridades e interesses de ambas as partes. Esse cronograma
deverd ser seguido pela equipe de manutengao, que compreende
o pessoal envolvido diretamente em atender as solicitagdes.

Finalmente, o papel do usudrio consiste em utilizar o sof-
tware reportando problemas para o help-desk, que por sua
vez informara o responsdvel pelas solicitagdes de manutencao,
fechando o ciclo.

Uma observagao faz-se necessédria com relagdo ao termo falha
e defeito de software. Conforme explica Pressman (2005), a
IEEE define para o contexto de hardware a explicacdo de que
um defeito constitui uma anomalia do produto. J4 uma falha
pode significar um defeito em um dispositivo ou componente,
ou uma definigdo incorreta de passo, processo ou de dados em
um programa de computador.

No contexto de manutengao de software, os termos falha e defeito
sdo sinénimos, e ambos se referem a algum problema de qualidade,
identificado apds o software ter sido entregue ao usudrio.

Evolucao de Software

As mudangas que ocorrerdo em um software para deixd-lo
mais completo, livre de erros, ou adaptado ao seu ambiente,
podem ser definidas como atividades de evolugdo de software,
conforme explica Sommerville (2003).

A decisdo de investir na evolugdo de um software, ou
abandoné-lo para iniciar um projeto novo, construido com
base nos requisitos atuais, ndo é uma tarefa trivial (Pfleeger,
2001). Essa decisdo deve considerar fatores como o custo
envolvido, a confiabilidade do software ap6s a manutengéo,
a capacidade que possuird de se adaptar a mudangas futuras,
seu desempenho, limitagdes de suas atuais fungdes, e ainda as
opgdes existentes no mercado que atendam o mesmo problema
de maneira mais completa, rdpida e barata.

Se o software atual funciona adequadamente, supde-se que
a organizacdo que o utiliza terd uma preferéncia em aplicar
a ele apenas os ajustes necessarios em fungdo de mudangas
nos negdcios ou outras necessidades de adaptagdes, do que
substitui-lo por completo. Abandonar sistemas existentes
para iniciar projetos a partir do zero representa uma perda
consideravel (Silva & Santander, 2004).

Visando entender melhor as caracteristicas de evolugdo de
software, Lehman (1996), publicou suas oito “leis da evolugédo
de software”. De acordo com esse trabalho, seriam oito as
principais caracteristicas que regem o envelhecimento de um
software, e foram determinadas ap6s mais de vinte anos de
estudos e observagdes. Inicialmente foram definidas apenas
trés leis (Lehman, 1974), que passaram a ser cinco (Lehman,
1980), alcangando seis leis (Lehman, 1991). Finalmente, apds
estudos mais longos com processos de software, as atuais
oito leis foram publicadas. Essas leis consideram n&o apenas
o software em si, mas as caracteristicas da organizagdo que o
desenvolve e mantém.

A primeira lei, caracterizada pela evolugdo continua, explica que
um software desenvolvido para tratar um problema do mundo
real, precisa ser constantemente adaptado, pois caso contrdrio, ele
se tornard progressivamente menos satisfatorio. Essa lei baseia-
se na experiéncia, sendo que a evolugdo somente pode acontecer
por meio de um processo de manutengao controlado e dirigido.

Na segunda lei, o autor explica que existe um aumento
progressivo de complexidade do software a medida que este
se desenvolve, o que pode ocasionar uma desestruturagdo
crescente. Esse problema sera inevitdvel, a menos que algum
trabalho seja feito para reduzi-lo, e é ocasionado por alteragdes
efetuadas em cima de outras altera¢des, na medida em que o
software é adaptado ao seu ambiente.

A terceira lei prega uma auto-regulacdo do processo de
evolugdo do software. Isso significa que a organizagdo
responsavel pelo desenvolvimento desse software estabelecerd
normas e verificagdes capazes de assegurar o entendimento
das dificuldades e prover respostas que serdo utilizadas para o
crescimento e estabilizacado tanto do processo, como do produto
de software. O gerenciamento de retornos positivos e negativos
dos pontos de controle é um exemplo de mecanismos de
estabilizagdo. Existem varios outros, e juntos eles estabelecem
uma dindmica disciplinada cujos pardmetros sdo, pelo menos
em parte, normalmente distribuidos.

A quarta lei trata da conservagdo da estabilidade
organizacional, no sentido de que ao longo de todo ciclo de
vida do software, a forma como a organizagdo ird trabalha-lo
sempre produzird resultados constantes. A lei sugere que
mudangas de pessoal e recursos tém pouco efeito sobre a
evolugdo do sistema.

Na quinta lei, é apresentada a caracteristica de conservagao
de familiaridade, o que significa dizer que o conhecimento dos
objetivos da organizacdo ao langar uma nova atualizagdo do
software, é conhecido entre os membros da equipe que trabalha
com esse software. Quanto mais mudangas forem necessdrias
ao software, maior serd a dificuldade de manter toda a equipe
ciente dos objetivos organizacionais. A taxa, qualidade de
progresso e outros parametros sao influenciados, até mesmo
limitados, pela taxa de aquisigdo da informagdo necessaria
pelos participantes coletivamente e individualmente.

A sexta lei consagra a caracteristica do continuo crescimento
do software, decorrente de novas funcionalidades, a fim de
manter a satisfagdo do cliente. Essas mudangas podem ser
corregdes de erros, adi¢des de novas funcionalidades ou
melhorias em fung¢des pré-existentes. A maioria certamente
ndo foi planejada pela equipe de desenvolvimento na época da
primeira versao, ou foram causadas devido a alguma mudanca
no dominio operacional em que o software estd inserido. Essas
mudangas ndo planejadas inicialmente geram a necessidade de
médulos extras para o software, causando assim um inevitavel
aumento do contetido funcional.

Na sétima lei, é apresentada a caracteristica de qualidade
decrescente do software, a medida que evolui. Isso ocorre uma
vez que o software estd inserido em um ambiente imprevisivel,
no qual existem possibilidades ilimitadas que entrardo em

10 Engenharia de Software Magazine - Introducio a Manutengio de Software



contraste com as caracteristicas de evolu¢do do software, limi-
tadas pelo ntimero de recursos e tempo disponivel, expondo a
suscetibilidade do software a eventos externos. Ainda que esse
software venha a funcionar satisfatoriamente por muitos anos,
isto ndo serd um indicativo de que continuara funcionando a
contento nos anos vindouros. Essa caracteristica somente podera
ser evitada com um esforgo para detecgdo e corre¢do continuas.

Finalmente, na oitava lei, publicada somente na década de
1990, o autor apresenta a caracteristica de sistema de retorno,
o que significa que o sistema de evolugdo de um software serd
constantemente realimentado pelo retorno de seus usudrios. A
vida de um software é um ciclo bem estabelecido de retornos
positivos e negativos dos usudrios entre cada versdo do sof-
tware. Em longo prazo, a taxa de crescimento do sistema serd
estabelecida pela quantidade de retornos negativos e positivos,
e controlado por fatores como quantidade de recursos (verba),
nimero de usudrios solicitando novas funcionalidades ou
reportando algum erro, interesses administrativos e tempo
entre uma versao e outra.

Deumamaneira geral, asleis de Lehman abordam caracteristicas
aplicdveis a grandes corporagdes, que desenvolvem softwares
complexos e com longo ciclo de vida. Nao ficam claras quais
as dificuldades para a manutengdo de software. O que se tem
é um panorama geral da evolugdo de software, apresentando
em diversas leis a necessidade de intervengdo no software para
que problemas sejam evitados, mas nada diz a respeito das
dificuldades que emergem dessa intervengao.

Natureza e Caracteristicas

Atividades de manutengdo de software sdo caracterizadas
por intervengdes no produto de software de forma a evitar
sua deterioragdo. Um software ndo se desgasta como pegas de
um equipamento, mas se deteriora no sentido de os objetivos
de suas funcionalidades cada vez menos se adequarem ao
ambiente externo.

Do ponto de vista de desenvolvimento, Pfleeger (2001) explica
que o foco das atengdes estd em produzir cédigo que atenda
aos requisitos e funcione corretamente. Isso inclui dizer que
a cada estdgio do desenvolvimento, haverd uma referéncia
continua a componentes produzidos em estdgios anteriores.
O desenvolvimento levard a uma integragdo dos componentes
desenvolvidos, passando por etapas de revisdo e testes para
certificagdo de sua corretude, adequagéo aos requisitos a ao
projeto. Resumindo, o desenvolvimento terd foco em consi-
derar estdgios anteriores do processo de maneira controlada.

A manutencdo de software, por sua vez, incluird ndo apenas
considerar resultados de etapas anteriores, mas atividades do
presente de forma a conseguir compreender o nivel de satisfacdo
dos usudrios em relagdo ao software. Uma caracteristica im-
portante é também considerar o futuro durante a manutengéo,
buscando antever necessidades de mudangas nos negécios, o
que causaria mudangas nesse software.

Outra caracteristica fundamental estd relacionada a
imprevisibilidade da manutengdo de software. Esse fato
estd relacionado a influéncia que o software sofre de fatores
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externos, naturalmente imprevisiveis (Bhatt et al., 2004).

Na Figura 2 é mostrada a curva de esfor¢o despendido com
a atividade de manutengdo de software, destacando os picos
de esforgo ocasionados por fatores externos.
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Figura 2. Curva de esforco para manutencao de software
(adaptacdo de Bhatt et al.2004)

Pela figura percebe-se que o software é sensivel ao contexto
no qual estd inserido, estando sujeito a mudangas na medida
em que seu ambiente muda, causando a necessidade de
considerar e tentar prever esses fendmenos, tanto durante o
desenvolvimento como durante a manutengao.

Um modelo de ciclo de vida de manutengdo de software é
proposto por Kung e Hsu (1998), no qual se destacam quatro
fases de vida para uma aplicacdo de software: (i) introdugéo;
(ii) crescimento (iii) maturidade; (iv) declinio. Para cada fase, os
autores indicam qual o tipo de tarefa que serd mais incidente,
conforme mostrado na Figura 3.
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Figura 3. Ciclo de vida de manutengao de software
(adaptacédo de Kung & Hsu, 1998)

Quanto tempo o software vai levar para entrar na fase
de declinio é uma previsdo quase impossivel, visto que,
uma vez na fase de maturidade, o software adquiriu certa
estabilidade na organizacéo, possivelmente ja se enquadrando
na classificagdo de sistema legado. Nesse sentido, a fase de
declinio corresponderia aquela na qual uma deciséo a respeito
de manter ou substituir o software deve ser tomada, conforme
exposto com mais detalhes mais adiante neste artigo.

Tipos de Manutencao
As agdes ligadas a atividade de manutengéo de software foram
classificadas de acordo com sua natureza em trés categorias
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(Lientz & Swanson, 1980): corretivas, adaptativas e perfectivas.
® Manutencgdes do tipo corretivas visam corrigir defeitos de
funcionalidade, o que inclui acertos emergenciais de programa.
Pfleeger (2001) expde um exemplo desse tipo de manutengao,
que consiste em um usudrio apresentando um problema de
impressdo em um relatério. O ntiimero de linhas impresso por
folha é muito grande, o que causa sobreposi¢éo de informagdes.
O problema foi identificado como uma falha no driver da
impressora, provocando a necessidade de se alterar o menu do
relatério para aceitar um parametro adicional que determina
o niimero maximo de linhas impressas por folha.

* Manutengbes do tipo adaptativas referem-se a adequar
o software ao seu ambiente externo. O exemplo apontado
por Pfleeger (2001) ilustra bem essa categoria. Suponha um
gerenciador de banco de dados, que faz parte um sistema maior
de hardware e software. Em uma atualizagdo do gerenciador,
os programadores perceberam que as jd existentes rotinas
de acesso a disco precisavam agora de mais um parametro
adicional. Essa manutencado corresponde a uma manutengao
adaptativa, uma vez que teve por finalidade adequacao do
software ao seu ambiente e ndo a corre¢do de um defeito.

* Manutengdes do tipo perfectivas tém por objetivo acrescentar
novos recursos de funcionalidade ao software, normalmente
em razdo de solicitagdes dos usudrios. Significam ainda re-
projetar partes de um software, de forma a tornar mais simples
a compreensao e utilizacdo do mesmo. Como exemplo, pode-se
citar o pedido do usudrio por um novo relatério com informagoes
que até entdo ndo podiam ser obtidas do banco de dados.

A unido das categorias adaptativa e perfectiva é sugerida por
Pigoski (1996), que propde uni-las em uma tinica denominada
aprimoramentos. Essa classificagdo estaria de acordo com
organizagdes que geralmente utilizam o termo manutengao
para se referir a execugdo de pequenas mudangas no software,
enquanto o termo desenvolvimento é usado para os demais
tipos de modificagoes.

Uma quarta categoria de manutengdo é apresentada por
alguns autores, como Pressman (2005). Essa categoria se refere
a manutengdes do tipo preventivas que buscam identificar
previamente possiveis fontes de problemas no software e
corrigi-las antecipadamente.

A TEEE (1998) modifica a definigdo apresentada inicialmente
por Lientz e Swanson (1980), definindo uma categoria a mais
chamada emergencial. Essa categoria é caracterizada pela
execugdo de uma manutengdo corretiva ndo planejada, com
o intuito de manter o software operacional. Tal classificagao
insere a idéia de manutencao planejada e ndo-planejada, bem
como manutengado reativa e pré-ativa, como ¢é ilustrado na
Tabela 1.

Planejada Nao-Planejada

Reativa

Pro-ativa
Tabela 1. Definicoes IEEE para as categorias de manutencdo de software

Para efeito de estudo, neste artigo serd considerada a
classificacdo de tipos de manutengdo definida por Pressman
(2005): corretivas, adaptativas, perfectivas e preventivas.

Dentro dessa classificagdo adotada, um estudo com
empresas de software (Souza et al., 2004), constatou que
entre as organizagdes pesquisadas, as manutengdes do tipo
corretivas prevaleceram com 50% dos resultados, seguido
pelas perfectivas (30%) e adaptativas (20%). Na pesquisa de
Souza néo foi identificada nenhuma organizagdo realizando
manutengdo do tipo preventiva.

Custos e Desafios

A manutencdo de software é uma operagdo importante,
pois consome a maior parte dos custos envolvidos no ciclo de
vida de um software (SWEBOK, 2004), e a falta de habilidade
em mudar um software rapidamente, e de maneira confidvel,
pode causar a perda de oportunidades de negécio (Bennett &
Rajlich, 2000).

Embora ndo exista um consenso sobre o valor exato do custo
atrelado a atividade de manutencgdo, as pesquisas na drea
apontam, na totalidade dos casos, sempre mais de 50% dos
investimentos realizados no software. De fato, para Bhatt et al.
(2004), esse percentual corresponde a algo entre 67% a 75% do
investimento total, enquanto para Polo et al. (1999) corresponde a
um valor entre 67% e 90%. Ainda de acordo com esse tiltimo autor,
a razdo do custo elevado deve-se, em parte, a prépria natureza
da atividade de manutengao, caracterizada principalmente pela
imprevisibilidade. Além dos altos custos financeiros, essa é
também a atividade que exige maior esfor¢o dentre as atividades
de engenharia de software, conforme apontado por Sneed (2003).
Pressman (2005) ainda completa que o grande esfor¢o necessdrio
na manutencdo se justifica pela abrangéncia do significado desse
termo no contexto de software.

A importancia financeira atrelada a manutengao de software
é ainda agravada quando se leva em consideragédo o risco para
as oportunidades de negécio, que podem ser causadas pela
falta de gerenciamento e compreensao total da dindmica da
atividade. De acordo com a pesquisa realizada por Dart et
al. (2001), esse gerenciamento deve considerar trés fatores: (i)
ferramentas, (ii) pessoas, (iii) processos, revelando-se, pois,
uma atividade gerencial complexa.

Se por um lado a atividade de manutengdo é dispendiosa,
por outro ela é um desafio para as organizagdes que precisam
considerd-la em seu dia-a-dia. Ndo é de se esperar que
uma empresa de grande porte troque todos seus sistemas
somente pelo fato de que a tecnologia neles empregada estd
ultrapassada. Esses sistemas representam ativos importantes
da organizacdo e ela estara disposta a investir de maneira a
manter seus valores (Sommerville, 2003).

Prever quando uma manutengdo precisard ser conduzida
é uma tarefa geralmente muito dificil de ser realizada. Essa
dificuldade de previsao, e também controle sobre a manutencao,
é explicada pelo fato de muitas vezes ficar a cargo de empresas
terceirizadas a manutengdo, revelando-se um problema ja
que normalmente essas organiza¢des nédo possuem nenhum
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contato com o projeto inicial do software (Bhatt et al., 2004).
Ainda segundo esse autor, o aumento na complexidade dos
softwares produzidos (tanto em termos de funcionalidades,
como de técnicas) torna a previsdo de esfor¢os de manutengéo
muito vaga. Essa dificuldade em estimar esfor¢os torna-se mais
evidente quando se trata de sistemas legados.

Norma ISO/IEC 12207

Em 1987 a ISO e a IEC estabeleceram um Comité Técnico
Conjunto - JTC (Joint Technical Committee) sobre tecnologia
da informagédo, com o objetivo de efetuar a normatizagdo no
campo de sistemas de tecnologia da informagdo (incluindo
microprocessadores) e equipamentos (Singh, 1996).

Dentre os objetivos do comité estava o estabelecimento de
um padrdo para processos de ciclo de vida de software, que
culminou com a norma ISO/IEC 12207, que teve inicio em
1989. Esta norma deveria ser estabelecida como um framework
adaptdvel, que pudesse ser usado para auxiliar na geréncia e
na construgdo do software.

Assim, a ISO/IEC 12207 foi publicada em 1 de agosto de
1995, todavia estd em constante evolugdo, como pode ser
comprovado pelas duas emendas que ja recebeu (amendment
1, publicada em 2002, e a amendment 2, publicada em 2004).

Essa norma prové um conjunto de processos de engenharia
de software que uma organizagdo deve utilizar para adquirir,
fornecer, desenvolver ou manter software, ou seja, ela
documenta os processos do ciclo de vida de software em um
modelo de referéncia de processos. Sua organizagao se da de
acordo com o exposto na Figura 4.

4 N\
| Categoria

| Grupo 1 | | Grupo M |

| Frocesso 1 | | Frocesso M |

| Afividade 1 || Afividade M |

- Tarefa M |

Figura 4. Estruturacdo da norma ISO/IEC 12207

Tarefa 1

Ao todo sdo trés categorias, totalizando dez grupos de
processos com 47 processos no geral. Na Figura 5, extraida da
norma ISO/IEC 15504, é mostrada a organizagdo da norma.

Para um melhor entendimento, é relevante descrever,
ainda que em linhas gerais em um primeiro momento,
quais os propdsitos de cada um dos grupos de processos

da norma.

A - Categoria de Processos Fundamentais

Grupo de Processos de Aquisicao: inclui processos a serem
seguidos pelo cliente com a finalidade de aquisigdo de um
produto ou servigo.

Grupo de Processos de Fornecimento: inclui processos
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Processos Organizacionais

Grupe de Processos de Aquisigao
+ Preparacio da Aguisicio
+ Selecdo do Fomecedor
+ Acordo Contratual
* Monitoramento do Fornecador
+ Aceitacio pelo Cliente

Grupe de Processos de Geréncia
« Alinhamento Crganizacional
» Geréncia Organizacicnal
+ Geréncia de Projeto
+ Geréncia de Qualidade
+ Geréncia de Riscos
* Medicio

Grupe de Processos de Fornecimento
+ Proposta do Fornecador
» Liberacio de Produte
» Apoio para Aceitacio de Produte

Grupo de Processos de Melheria de
Processo

+ Estabelecimento de Processo

+ Avaliacio de Processo

+ Melhoria de Processo

Grupo de Processos de Engenharia
+Elicitacdo de Requisitos
» Analise de Requisitos de Sistema
+ Projeto de Arquitetura de Sistema
+ Analise de Requisitos de Software
+ Projeto de Software
+ Construcao de Software
»Integracao de Softwars
+ Teste de Software
+ Teste de Sistema
+Instalacio de Software
« Manutencéo de Sofware e Sistema

Grupe de Processos de Recursos e Infra-
estrutura

» Geréncia de Recursos Humanos

* Treinamento

+ Geréncia de Conhecimento

» Infra-gstrutura

Grupo de Processos de Operagéo
+ Operacao
» Suporte ao Clients

Grupo de Processos de Reuso
+ Geréncia de Ativos
« Geréncia de Programa de Reuso
* Engenharia de Dominio

Processo!

s de Apoio

Grupo de Processos de Geréncia de
Configuragao
+ Documentacio
» Geréncia de Corfiguracio
+Geréncia de Resolucdo de Problemas
» Geréncia de Solicitacties de Mudanca

Grupe de Processos de Garantia de
Gualidade

+ Garantia de Qualidads

* Verificagdo

+Validacio

+ Revisdo Conjunta

+ Auditaria

» Avaliaco de Produto

Figura 5. Processos do ciclo de vida da norma ISO/IEC 12207

a serem observados pelo fornecedor, com a finalidade de
oferecimento de um produto ou servigo.

Grupo de Processos de Engenharia: inclui processos para
elicitacdo e gerenciamento dos requisitos do cliente, bem como
especifica¢do, implementagdo e/ou manutengao do produto de
software, considerando ainda sua relagdo com o sistema maior
do qual fizer parte.

Grupo de Processos de Operagao: inclui processos com a
finalidade de oferecer suporte a transigdo do produto para o
ambiente do cliente, provendo ainda a correta operacao e uso
desse produto ou servigo.

B — Categoria de Processos Organizacionais

Grupo de Processos de Geréncia: inclui processos que
englobam praticas que devem ser observadas por todos
aqueles que gerenciam qualquer tipo de projeto ou processo
relacionado ao ciclo de vida de software.

Grupo de Processos de Melhoria de Processo: inclui
processos destinados a defini¢do, criagdo e melhoria de
processos realizados na organizacao.

Grupo de Processos de Recursos e Infra-estrutura: inclui
processos com a finalidade de prover recursos humanos
e infra-estrutura adequada para todos os processos da
organizagao.

Grupo de Processos de Reuso: inclui processos com a
finalidade de sistematicamente explorar oportunidades de
reuso dentro da organizagao.

C - Categoria de Processos de Apoio

Grupo de Processos de Geréncia de Configuragao: inclui
processos com a finalidade de controle e manutengao da integri-
dade do produto desenvolvido pelos processos de engenharia.

Grupo de Processos de Garantia de Qualidade: inclui
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processos com o intuito de prover garantias de que os produtos
de trabalho e processos estejam de acordo com as condigdes
predefinidas e o planejado.

A manutengado de software aparece na norma como um dos
processos dentro da categoria de processos fundamentais. Na
Figura 6 é apresentado quais sdo as atividades pertencentes

a esse processo.

Manutengdo de Software e Sistema
Irmplantagdo Andlige do problema
dio processo e da rmodficag o
Implantagéo Revisdo f aceitagdo
da modificacdo da modificagdo
— Descontinuagdo
Migragaia do software

Figura 6. Atividades do processo de manutencao
de software e sistema (ISO/IEC 12207)

Implantagdo do processo: essa atividade inclui tarefas
para o desenvolvimento de planos e procedimentos para
manutencdo de software, criando procedimentos para receber,
gravar e monitorar pedidos de manutencdo, e estabelecer uma
interface organizacional com o processo de gerenciamento de
configuragdo. A implementagao do processo deve comegar cedo
no ciclo de vida do software, conforme refor¢a Pigoski (1996)
ao dizer que os planos de manutencdo devem ser preparados
em paralelo com os planos de desenvolvimento. Essa atividade
inclui definir o escopo de manutencao e a identificagdo e andlise
de alternativas, bem como organizar e contratar a equipe de
manutencdo, relacionando recursos e responsabilidades.

Andlise do problema e da modificagdo: em um primeiro
momento, essa atividade tem por objetivo analisar a requisi¢ao
de manutengéo para classifica-la, podendo entdo determinar
0 escopo em termos de tamanho, custos e tempo necessdrio,
destacando ainda sua prioridade. As demais tarefas dessa
atividade focam o desenvolvimento e a documentagdo de
alternativas para mudanca de implementagdo e aprovagdo
das opgoes adotadas.

e Implantagdo da modificagéo: essa atividade engloba a
identificacdo dos itens que precisam ser modificados e os
processos de desenvolvimento que precisardo ser implementados.
Outros requisitos da modificagdo incluem teste e validagao de
que as modifica¢des estdo corretamente implementadas e que
os itens ndo modificados nao foram afetados.

¢ Revisdo / aceitagio da modificacdo: as tarefas dessa atividade
sdo dedicadas a confirmacgdo da integridade do software
modificado e a conclusdo dos negdcios com o cliente, quando
este concorda e aprova satisfatoriamente a conclusdo da
requisicdo de manutengdo. Muitos processos de apoio podem
ser utilizados aqui, incluindo a garantia da qualidade de
processo, o processo de verificagdo, o processo de validagao e
o processo de revisdo conjunta.

* Migragéo: corresponde a atividade que ocorrerd quando o

software for transferido de um ambiente de operagdo para
outro. Serd preciso o desenvolvimento de planos de migracao
e os usudrios precisardo estar cientes dos requisitos, dos
motivos do antigo ambiente ndo ser mais suportado e terem
a disposi¢do uma descri¢do do novo ambiente e sua data de
disponibilidade. Outras tarefas dessa atividade concentram-se
em operagdes paralelas do novo e antigo ambiente, incluindo
a revisdo de pés-operagdo para certificar-se do impacto da
mudanca de ambiente.

¢ Descontinuagdo do software: essa atividade consiste em
descontinuar o software por meio da formalizagdo, junto ao
cliente, de um plano de descontinuagéo.

Um tltimo comentdrio referente a norma refere-se ao fato de que
elanao representa um modelo fixo ao qual uma organizagao que
a adote se submete. Ao contrério disso, ela funciona como uma
estrutura de apoio, devendo a organizagdo que a adotar proceder
com adaptacdes nas recomendagdes para a sua realidade.

Sistemas Legados

Um sistema legado normalmente representa um dos bens com
maior valor econémico de uma organizagédo (Visaggio, 2001).

Essa é a idéia central que envolve as decisdes em torno de um
software nessas condicoes, gerando muitas varidveis a considerar,
entre elas: (i) é arriscado substituir um software que esteja estdvel;
(i1) os usudrios ja estdo acostumados com a forma de trabalhar com
o0 software e uma mudanga normalmente nao seria bem vinda;
(iif) a mudanca vai exigir gastos com treinamento de todos os
envolvidos com o uso desse software; (iv) a compra ou construgio
de um novo software pode extrapolar previsdes de custos e
prazos; (v) o novo software pode possuir menos funcionalidades,
dificultando tarefas dos usudrios etc.

Se por um lado o software ndo pode ficar como estd, jd que ou
possui erros, ou ndo estd mais atendendo as novas necessida-
des de negdcios, por outro, substitui-lo pode trazer problemas
ainda maiores.

Neste tépico serdo consideradas as caracteristicas desses
softwares e algumas das solugdes, e paliativos, jd propostos,
uma vez que se relacionam diretamente com a atividade de
manutengdo de software.

Conceitos

Um software desenvolvido no passado e ainda em utilizagio em
uma determinada organizagdo constitui um sistema legado.

Em fungdo da dependéncia cada vez maior em relagdo a
sistemas de software, as organizagdes em geral, especialmente as
de grande porte, investiram muito dinheiro no desenvolvimento
de softwares para atender as suas necessidades operacionais e de
geréncia. Considerando que a evolugdo da tecnologia, tanto de
hardware como de software, foi muito rdpida nos dltimos anos,
provocando o abandono de linguagens de programagao mais
antigas e a adogdo de novas metodologias de desenvolvimento
de software, é fortemente esperado que aqueles softwares,
frutos de grandes investimentos das organizagdes, tenham
sido construidos com alguma tecnologia ou método que hoje
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é obsoleto. Esses softwares, chamados de sistemas legados,
constituem mais um desafio para a engenharia de software,
especialmente para a atividade de manutengao de software, uma
vez que dificilmente serdo abandonados de imediato, justamente
por causa do investimento que representam.

A vida til de um software é muito variada. Alguns softwares
de grande porte podem continuar em uso durante mais de dez
anos, e em alguns casos organizagdes podem ainda contar com
software desenvolvido hd mais de vinte anos (Sommerville,
2003). Uma tentativa de quantificar a quantidade de software
legado existente foi feita em 1990, e ainda naquela data, estimou-
se que haveria no mundo cerca de 120 bilhdes de linhas de
c6digo pertencentes a esse tipo de software (Ulrich, 1990).

Problematica dos Sistemas Legados

Vdérias abordagens foram propostas para gerenciar software
legado. Solugdes tipicas sdo (Bennett et al., 1999): (i) descartar
o software e substitui-lo totalmente (muito invidvel na grande
maioria dos casos, por restri¢gdes financeiras e técnicas); (ii)
tornar o software parte integrante de um novo software de
maiores proporgdes; (iii) adiar a manuteng¢do por mais algum
tempo (nem sempre isso é possivel), e finalmente, (iv) modificar
o software para aumentar sua vida ttil.

Quando a decisdo de modificar o software é tomada, inicia-
se um processo de entender esse software, bem como suas
estruturas, uma vez que dificilmente o projeto inicial estard
disponivel, e se estiver, seguramente estard desatualizado.

As razoes para explicar a dificuldade de manutengdo em
sistemas legados apresentada por Sommerville (2003) estdo
descritas a seguir:

e Diferentes partes do software foram desenvolvidas por
equipes diferentes, o que implica em uma ndo uniformidade
no estilo de programacao ao longo dele todo;

e Partes do software, ou ele todo, podem ter sido desenvolvidas
com o uso de alguma linguagem de programacao obsoleta.
Isso torna dificil encontrar profissionais com conhecimento e
experiéncia na linguagem, o que pode forgar a terceirizagdo
da manuteng¢do (normalmente a um custo elevado);

* A documentagdo existente é normalmente inadequada
e desatualizada. Em muitos casos, a tinica documentagao
existente é o préprio cédigo-fonte. Em outras situagdes mais
graves, nem mesmo o cédigo-fonte estd disponivel, somente
a versao executavel existe;

e Provavelmente os muitos anos de manuteng¢des alteraram
a estrutura do software, tornando-o progressivamente mais
dificil de compreender. Novos programas podem ter sido
adicionados e sua interface de comunicagdo com outras partes
construida de maneira ad-hoc;

* O software pode ter sido otimizado para reduzir a ocupagao de
espago ou melhorar sua velocidade de execugéo. Isso pode causar
problemas de compreenséo para profissionais que aprenderam
somente as técnicas modernas de engenharia de software, néo
tendo tido contato com os truques usados no passado;

* Os dados processados pelo software podem estar
armazenados em arquivos separados, com estruturas distintas

MANUTENCAO

e incompativeis. Podem ainda existir duplica¢des de dados,
erros e dados incompletos.

Vale aqui uma observagdo curiosa, referente ao crescimento
do niimero de profissionais da drea de software interessados
em aprender linguagens e técnicas de programacio antigas,
justamente para trabalharem no aparente promissor campo da
migracdo de sistemas legados. Organizacdes de porte médio e
grande tém se dedicado a preparagdo de equipes para conduzir
longos e complexos processos de migracdo de grandes sistemas
legados, notadamente aqueles construidos com a linguagem de
programacao COBOL. Esse é provavelmente o fato que tem feito
com que os livros de linguagens antigas estejam voltando a circular,
principalmente na indtstria, entre profissionais da area.

Gerenciamento de Manutencao de Software

Com o aumento da necessidade de manutencdo de
software, principalmente de softwares mal desenvolvidos, as
organizagdes tém buscado maneiras de lidar com o problema,
ja que ndo é possivel trocar o software por um “modelo mais
novo”, como seria comum pensar em face de um equipamento
com defeitos ou com funcionalidades limitadas.

Essabusca por alternativas vidveis economicamente e eficazes
tecnicamente, acabam por produzir diferentes abordagens de
resposta a necessidade de manutencao, respostas essas que nao
sdo sempre corretas e de aplicabilidade universal.

Estd a cargo dos tomadores de decisdo em relagdo a software
decidir o que fazer e como proceder a necessidade de manutencdo
de software, o que envolverd sempre questdes financeiras e a
credibilidade da organizagao frente a seus clientes.

Lucia et al. (2004) organizaram em quatro grupos as questdes
importantes a considerar por esses tomadores de decisao:

* Programadores: envolve as questdes ligadas a equipe de
engenheiros de software. Aqui estdo incluidos assuntos
importantes como a atitude dos profissionais diante
de tarefas de manuten¢do e ndo de desenvolvimento,
ressaltando a necessidade de avaliar questdes néao
apenas técnicas, mas também de compreensdo dos
negoécios do cliente. Nesse grupo estdo incluidas ainda
eventuais alegagdes de falta de glamour da atividade de
manutencao, inclusive questdes como a impossibilidade de
desenvolvimento de carreira em manutencao de software,
0 que acaba por gerar grande rotatividade. Deve-se ainda
considerar a habilidade que a equipe de engenheiros de
software possui com a atividade de manutencéo, avaliando-
se a curva de aprendizado para a atividade.

* Atitude Gerencial: observa-se que a propria postura gerencial
é a principal responsdvel por ditar os rumos e o sucesso ou
fracasso do ambiente de manutencao. Esse grupo envolve as
questdes relacionadas ao estudo de programas de manutencao,
que normalmente sdo escassas, e seu relacionamento com
fatores como tempo e dinheiro. E justamente esse tipo
de estudo que permite o sucesso em tomadas de decisao
relacionadas a software. Um fator apontando nesse grupo
refere-se a atitude gerencial de atribuir o desenvolvimento de
projetos importantes a programadores como uma forma de
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presented-los por bom desempenho profissional. Essa atitude
é agravada ainda mais quando é acompanhada de falta de
treinamento e oportunidade para equipes de manutengao.

e Cédigo-Fonte: definir critérios de qualidade para o
coédigo-fonte é outro grupo que envolve questdes pertinentes.
Arquitetura pobre de software e de estruturas de programa,
documentagdo irregular, falta de padrdes e guidelines para
atividades de manutencdo, incluindo ainda auséncia de
estudos de impactos de mudangas em outros trechos e médulos
do software, representam consideragdes importantes a fazer.
e Usudrios: os usudrios devem ter participagdo ao longo de
toda atividade de manutencdo, para evitar que problemas de
manutenibilidade no software possam gerar falta de credibilidade
no trabalho do programador. Questdes envolvendo confirmagdo
e validacdo do usudrio a respeito do software enquanto em
processo de manutengdo devem ser consideradas, para evitar
erros de interpretagdo e de especificagdes. E fundamental
reportar aos usudrios os erros e diividas de interpretagdo.

Em razdo dos muitos critérios a considerar, as decisdes
gerenciais podem ora fluir por um caminho, ora por outro,
sendo importante o acompanhamento do resultado das
decisdes tomadas, efetuando ajustes o tempo todo, a medida
que falhas forem diagnosticadas.

Ao tomador de decisdo em organizac¢Ges de software, é
fundamental o conhecimento claro tanto dos objetivos de
sua organizagdo, como das caracteristicas e dificuldades da
atividade de manutengao de software, para entdo somente ser
capaz de conduzir adequadamente sua equipe.

Dentro desse contexto, Basili (1990) propds trés paradigmas
diferentes para tratar a manutengdo de software: (i) Conserto
Répido; (ii) Melhoria Interativa; (iii) Reuso Total.

A'idéia de conserto rapido compreende aplicar primeiramente
as mudangas necessdrias no cédigo-fonte do software e entao
depois atualizar a documentagdo, nessa ordem. Essa abordagem
corresponde a normalmente preferida pelo mantenedor,
justificando a decisdo pela urgéncia da manutengéo (Visaggio,
2001). A decisdo de alterar a documentagéo apds a manutengao,
no entanto, ndo é comumente uma boa pratica, pois pressionado
pelo tempo, o mantenedor executa mal, ou ndo executa, essa
tarefa, dificultando cada vez mais manuteng¢Ges posteriores.
Na Figura 7 é mostrado um paralelo entre o software atual e
o derivado da manutengdo, notando-se que o ponto de partida
é o codigo-fonte do software antes da manutengao.

Antes da manutencdo  Depois da manutengdo
Requisitos Requisitos +———
Projeto Projeto

Codigo Cadigo

Testes Testeg+———————

Figura 7. Estrutura da abordagem conserto rapido

A proposta de melhoria interativa, por sua vez, propde
inicialmente adequar e atualizar a documentagao de alto nivel
que sera afetada, para entdo propagar as mudancas até o nivel
de cédigo-fonte. Na Figura 8 é representada essa idéia.

Antes da manutencdo  Depois da manutencgdo
Requisitos — Requisitos —
Projeto Projeto
Cadigo Cadigo
Tes|tes Testes
Andlise ——— Analise —
T —————

Figura 8. Estrutura da abordagem
melhoria interativa

Finalmente, a dltima proposta, reuso total, consiste em
construir um novo software, utilizando componentes do
software antigo e outros disponiveis em um repositério. Na
Figura 9 essa idéia é mostrada.

Antes da manutencio Depols da manutengio
Requisitos {R} Requisitos
Projeto {P} Projeto
Cadigo {C} Cadigo
Testes mn Testes

\ {1 ¥=repositdrio de cada etapa

Figura 9. Estrutura da abordagem reuso total

Essa tdltima proposta ndo é freqiientemente usada no
ambiente industrial, e uma das razdes seria a deficiéncia ainda
existente na tecnologia para gerenciar o repositério e o reuso
de componentes de software.

A comparagdo entre os dois paradigmas mais comuns, o
conserto rdpido e a melhoria interativa, foi feito por Visaggio
(2001) e o resultado apontou que a primeira abordagem
apenas é mais indicada do que a segunda, quando o impacto
da modificagdo envolver poucos componentes, o que pode
ser reforcado pelo menor tempo empregado para tornar a
manutengdo operacional. Porém, e principalmente, para
alteragdes maiores, 0 emprego da melhoria continua é a melhor
indicagdo, pois permite antever defeitos e conseqiientemente
reduzir re-trabalhos, contribuindo para a garantia de
qualidade global do software. Esse tltimo método funciona
ainda como uma maneira automatica de continuamente revisar
a consisténcia do software.

Nesse ponto, o autor deste artigo tem a acrescentar que verificou,
por sua experiéncia na prética em algumas organizagGes, o empre-
go do método de corrigir o problema diretamente no coédigo-fonte,
excegao feita em algumas situagdes mais complexas que envolvem
pequenas reunides entre os profissionais responséveis pela ma-
nutengdo, produzindo em algumas delas um roteiro escrito de
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passos ou de fatores a observar para a manutengdo. No entanto,
namaior parte dos casos, esses registros nao eram utilizados para
aatualizacdo da documentagdo de software existente. O procedi-
mento mais adotado é o de revisar e completar a documentacao
de tempos em tempos, com base em visdes gerais do software. E
justo destacar, no entanto, que algumas organizagdes decidem
por desenvolver internamente seu préprio sistema de controle
de manutengdes, no qual se registra requisi¢des formais de ma-
nutengdo, podendo ser mais ou menos completo dependendo da
organizagdo, contendo descri¢ao da solugdo, tempo despendido,
estrutura do software entre outros. Essa postura, no entanto, é
normalmente adotada por organiza¢des de médio e grande porte.
Existem trabalhos dedicados a sistematizar e melhorar a constru-
¢do desse tipo de ferramenta, como por exemplo, o trabalho de
Koskinen et al. (2004), que propde uma ferramenta para auxiliar
a recuperagdo de diversas informagdes sobre um software que
sofrerd manutengao.

Outro desafio gerencial notdvel em manutengao de software
relaciona-se a necessidade de estimar esfor¢o para atividade,
conforme explica De Lucia et al. (2004). Com uma maneira
eficaz de estimar o esfor¢o, fica mais fécil aos tomadores de de-
cisdo argumentar sobre as melhores opg¢des para a organizagéo,
contribuindo para a decisao de terceirizar ou ndo a atividade.
Esse auxilio na tomada de decisado envolve consideragdes como:
e Reavaliar a eficiéncia de processos de manutengao;

e Tratar a manutencdo ou reengenharia;
e Fundamentar as decisdes tomadas;
* Planejar o orcamento de equipe e avaliar a rotatividade.

Definir quem fard a manutengado é um ponto que pode levar
ao fracasso ou ao sucesso dos esfor¢os em manter um software
em funcionamento e adequado as necessidades. Portanto,
decidir entre manter uma equipe interna de manutengao ou
submeter o software a manutengdo por outra organizagao exige
estudo cuidadoso, e isso se justifica pela simples lembranga de
que a organizacdo pode ter dependéncia enorme em relagdo
a esse software, necessitando de seu correto e adequado
funcionamento o tempo todo.

Aplicar a manutengdo de software as técnicas, ferramentas,
modelos de processos, etc., préprios do desenvolvimento de
software ndo constitui uma decisdo correta, pois manutengdo
e desenvolvimento apresentam caracteristicas distintas, como
afirma Polo et al. (2003).

Algumas razdes que justificam essas caracteristicas distintas
sdo apresentadas pelo mesmo autor:

* O esfor¢o despendido em tarefas de desenvolvimento e
manutencdo ndo ¢é igual, constituindo uma pratica comum
nas organizac¢des concentrar a maior parte do esforgo
humano disponivel em codificagdo e tarefas de teste durante
o desenvolvimento.

* Outro fator de diferenga estd ligado ao fato de que a ma-
nutencdo tem mais similaridade com um servigo do que com
desenvolvimento, o que acaba implicando na necessidade
de ndo aplicar as mesmas estratégias de desenvolvimento
em manutencao.
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Essa tltima razdo pode ainda ser apontada como fator que
justifica o aumento no niimero de organizagdes que oferecem
servicos de manutencdo de software, e esse aumento estaria
ainda ligado a alta demanda ja existente.

De fato, a prestacdo de servicos de manutencdo de software,
mais do que uma situagdo nova, na verdade, trata-se de um setor
jd competitivo, como afirma Bhatt et al. (2006). O autor explica que
nos primeiros momentos o que se viu foram clientes contratando
organizagdes de software e pagando com base no niimero de en-
genheiros de software envolvidos nas atividades de manutencao.
Atualmente, observa uma mudanga nesse cendrio, com os clientes
contratando as organizag¢des por um prego fixo, estipulado por
um periodo determinado e com base em estimativas a respeito
da atividade de manutengdo que serd necessaria.

Historico dos Problemas de Manutencao de Software

Edward Yourdon (Yourdon, 1992), considerado um dos nomes
mais importantes da andlise estruturada cldssica, estimou, ain-
dano inicio dos anos 1990, que a manutengao de software viria
aser um dos problemas relevantes no futuro. Essa previsao foi
feita com base em constatagdes da época, como a politica de
entregar em tempo ao usudrio um sistema que funcionasse,
nao se preocupando com questdes de manutenibilidade. Mais
do que isso, Yourdon afirmou que a postura da alta direcado
das organizagdes que dependiam de software seria a de atacar
o problema apenas quando ele emergisse de fato.

Antes, porém, do que afirmou Yourdon, ainda na década
de 1980, estudos referentes a problemas com manutengdo de
software jd ocorriam, e um pioneiro e relevante trabalho foi
realizado por Lientz e Swanson (1980), publicado na forma de
um livro. Esse trabalho descreve os resultados obtidos com
estudos no intuito de averiguar a forma como as organizagoes
tratavam a questao de manutengao de software na época.

A pesquisa contou com duas fases. Na primeira, realizada
com 69 organizagdes, foram levantadas as caracteristicas da
atividade de manutengéo de software por elas realizada. Essa
fase inicial obteve as seguintes conclusoes:
¢ A manutengado de software existente consome uma média de
48% das horas anuais do pessoal de sistemas e programagéo;
e Aproximadamente 60% dos esfor¢os de manutengdo sdo
dedicados a manutengdes do tipo perfectivas. Dentre esse
percentual, dois ter¢os se referem a esfor¢os de melhoria de
software;

* Problemas de natureza gerencial em manutengao foram vistos
como mais importantes do que aqueles de natureza técnica.

Com base nessas verificagdes, uma segunda fase foi condu-
zida na pesquisa, nesse caso envolvendo 487 organizagdes, o
que abrangia institui¢gdes governamentais, bancos, transportes,
mineragdo, educagdo e inddstrias de manufatura em geral,
localizadas nos Estados Unidos e Canada. O intuito dessa se-
gunda fase foi o de validar os resultados obtidos na primeira,
buscando uma compreensio mais profunda e abrangente.

Para se obter esses resultados, os autores buscaram saber das
organizagdes as caracteristicas dos esfor¢cos de manutengéo
empregados em sistemas considerados de grande importancia,

Edigio 11 - Engenharia de Software Magazine 17



que constitufam resultados de investimentos significativos.

A coleta de dados se deu por meio de questiondrios enviados
para 2000 profissionais que ocupavam cargos de diretoria,
geréncia ou supervisdo de departamentos de processamento
de dados. Os questiondrios foram cuidadosamente elabora-
dos. Cada questiondrio consistia de dezenove pdginas, com
perguntas que envolviam totais, porcentagens e respostas
sim ou ndo para diversas caracteristicas da organizacao e da
manutengdo por ela praticada.

Uma caracteristica importante do questiondrio foi considerar
a confiabilidade das informagdes fornecidas, reconhecendo
também que nem sempre era facil ao profissional entrevistado
obter os dados para responder algumas questdes. Para isso,
ap6s cada questdo, era fornecido um quadro (ver Tabela 2),
que visava avaliar o conhecimento que o entrevistado tinha a
respeito do que acabava de responder.

Marque a sentenca apropriada

aresposta anterior é:

a.Razoavelmente precisa, baseada em dados confidveis.

b.Uma estimativa grosseira, baseado em dados minimos.

¢.Uma suposicdo, sem base em dados.

Tabela 2. Verificacdo do conhecimento sobre cada item respondido

Do total de questiondrios enviados, somente 487 respostas foram
obtidas, o que representou uma taxa de resposta menor que 25%.
Nessa segunda fase, os principais resultados obtidos estao
resumidos a seguir:
e Mais de um ter¢o dos sistemas descritos tinham sua
manutengdo realizada por apenas uma pessoa;
¢ A maioria dos profissionais alocados para manutencdo tinha
outras tarefas ao mesmo tempo;
e Do total de manutengdes, cerca de 20% representavam
manutengdes corretivas, 25% manuten¢des adaptativas e mais
de 50% manutengdes perfectivas (isso estd de acordo com aos
resultados obtidos na primeira fase da pesquisa);
e Quanto mais velho era o sistema, maior era o esfor¢o que
deveria ser empregado em sua manutengdo, e mais sujeita a
organizacdo estava em perder o conhecimento em torno desse
sistema, devido a rotatividade dos profissionais.

Finalmente, os autores chegaram aos principais problemas de
manutengdo enfrentados pelas organizagdes na época:
¢ Baixa qualidade da documentagédo dos sistemas;

* Necessidade constante dos usudrios por melhorias e novas
funcionalidades;

e Falta de uma equipe de manutengéao;

e Falta de comprometimentos com cronogramas;

¢ Treinamento inadequado do pessoal de manutengao;

e Rotatividade dos profissionais.

Conforme explicam os autores, desses seis problemas, trés estdao
relacionados com os usudrios do software, dois estio relacionados
arestrigdes gerenciais e um trata de problema com documentagdo,
representando uma questdo de natureza mais técnica.

No geral, foi verificada uma predominancia de problemas
ndo-técnicos sobre problemas técnicos, o que reforca a
necessidade de uma maior atencdo a questdes gerenciais em
manutengdo de software.

Em 1986, outro estudo (Chapin, 1986) envolveu 250
gerentes de manutencdo de software e buscou saber quais
eram os principais problemas de manuten¢do nas equipes
por eles lideradas. Dos resultados obtidos, foi estabelecida
uma classificagdo em oito categorias. Entre os problemas
apontados, a grande maioria referia-se a caracteristicas do
proprio software, como documentacao insuficiente e cédigo
excessivamente complexo ou mal estruturado.

Em outra pesquisa (Dekleva, 1990), realizada pelo Software
Maintenance Association (SMA), o intuito foi a obten¢ao de
respostas para a seguinte pergunta: “Quais os trés principais
problemas de manutengao de software no seu departamento
de sistemas de informagdo?”, sendo que os resultados permi-
tiram apontar questdes ligadas principalmente a dificuldades
de gerenciamento, caracteristicas de desenvolvimento de
software, administracao de equipes e mudangas no ambiente
externo ao software.

Em 1992, valendo-se de uma técnica de pesquisa iterativa
denominada delphi, que leva a um consenso entre os entre-
vistados, Dekleva (1992) obteve uma lista de problemas de
manutengdo muito parecida com os apresentados por Lientz
e Swanson, incluindo apenas o problema da dificuldade
da organizagdo em medir o desempenho de sua equipe de
manutengdo. Novamente, foi constatado que problemas de
ordem gerencial sdo absolutamente dominantes no contexto
de problemas de manutengdo de software. Na Figura 10, ex-
traida do trabalho de Dekleva (1992), é mostrada a relagdo de
causa identificada entre os fatores envolvidos na atividade de
manutengdo. As mds caracteristicas ou mal gerenciamento de
um fator, prejudicam o fator correlacionado.

e N
Gerenciamento da
Manutencao

| l

Fatores de Equipe Caracteristicas do
Software

T Ambiente
Organizacional

~———
Figura 10.Relacdo de causa entre os fatores
envolvidos na manutencao de software

Existem ainda outros trabalhos com resultados semelhantes,
como o de Dart et al. (2001), conduzido pelo Software Engi-
neering Institute (SEI) junto a uma agéncia do governo dos
Estados Unidos. Uma caracteristica interessante apontada
nesse estudo refere-se a alegacdo dos profissionais encarre-
gados de tarefas de manutencdo de que acabam nao tendo
contato com ferramentas que representariam o estado-da-arte
da tecnologia. Outro fator apontado refere-se ao fato de que
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as ligdes adquiridas com a experiéncia de manutencdoemum  considerada, assim como é a engenharia de software, com base
em seu ambiente de aplicagdo, e essa abordagem representa a
melhor fonte de evidéncias para sustentar e guiar as pesquisas

de melhoria e sistematizagdo da atividade. ®

determinado software ndo estavam sendo disseminadas para
as outras equipes dentro da mesma organizagao.

Consideracoes Finais

A grande maioria dos estudos existentes na drea de manutengdo
de software utiliza a metodologia de “pesquisar-e-transferir”, Dé seu feedback sobre esta edigao! &\,?Qbec{_
K2

no sentido de pesquisa fechada dentro do meio académico. ] ] ] 3
A Engenharia de Software Magazine tem que ser feita ao seu gosto.

Qs ‘s . 1 Para isso, precisamos saber o que vocé, leitor, acha da revista!
“industria-como-laboratério”, uma vez que é nas inddstrias que P 4 ! ! &

a atividade de manutengao existe como atividade real e intensa DE seu voto sobre este artigo, através do link:
no dia-a-dia, de acordo com a visdo de Niessink (1999).

9905

No entanto, existe uma necessidade de utilizar a abordagem

www.devmedia.com.br/esmag/feedback

Nesse sentido, a manutencdo de software deve ser

\
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que é reengenharia de software?
De modo geral, pode-se conside-
rar que reengenharia de software
é ore-desenvolvimento de software legado
para que sua manutengao seja mais facil?
Mas, o que sdo softwares legados? Por que
eu preciso de uma manutenc¢do mais facil?
Eu ndo devo desenvolver software e rea-
lizar manutengdo por um tempo, depois
descarté-lo e criar um novo software?
Essas sdo algumas questdes que muitos
dendsja fizemos, principalmente pessoas
queja tiveram a oportunidade de realizar
manutengdo em software. Antes de abor-
dar o conceito de reengenharia de sof-
tware, serdo comentados os conceitos de
software legado e evolugdo de software.

Software Legado

Muitas vezes a impressdo que temos
de software legado é que sdo softwares
antigos, ultrapassados, mas por alguns
motivos, como por exemplo: custos, ris-
cos de substituigdo e regras de negécio
complexas, ndo sdo substituidos. Além
disso, muitas vezes os profissionais ndo
desejam trabalhar em softwares legados,
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Neste artigo veremos

Este artigo tem como objetivo apresentar
uma visao geral sobre softwares legados,
evolucao de software e reengenharia
de software. Para isso, é apresentado o
conceito de softwares legados, as cate-
gorias da evolucao de software, que sao:
manutencao de software, modernizacdo
de software e substituicao de software.
Além disso, sdo apresentadas atividades
e técnicas de reengenharia de software.

Qual afinalidade

Introduzir conceitos de softwares legados
e evolucdo de software, com énfase em
reengenharia de software e fornecer
diretrizes de tomadas de decisao do que
fazer com um software legado.

Quais situacoes utilizam esses recursos?

Este artigo é util para pessoas que traba-
Iham com manutencao de software, pois
fornece um panorama da evolucao de
software e pode auxiliar na tomada de de-
cisoes do que fazer com o software legado.
Devo continuar fazendo manutencdo de
software? Realizar reengenharia de sof-
tware? Substituir o software? E no caso da
reengenharia de software apresenta algu-
mas atividades que podem ser realizadas.




pois geralmente esses softwares ndo possuem especificagdo,
modelagem de solugdo, documentagdo das regras de negdcio,
além de um cédigo sem padrao, pois equipes diferentes podem
ter feito manutengdo do software. O resultado disso é uma
manutengdo dispendiosa, trabalhosa e incerta no sentido que
uma corre¢do ou melhoria pode levar a um erro em outra parte
do software, os famosos “efeitos colaterais” de manutengao.

O fato é que softwares legados ndo sdo exclusivamente softwares
antigos e ultrapassados, e sim qualquer software implantado e
que terd modificagdes, como: corre¢des, melhorias, mudanca nas
regras de negdcio, ou seja, uma evolugao natural do software.

No livro Modernizing Legancy System, o autor Seacord et al.
resume softwares legados em uma frase direta “Um software
legado é um software que foi escrito ontem”. Sommerville é
mais formal e abrangente, e define sistemas legados como “sis-
temas sdcio-técnicos baseado em computadores. Esses sistemas
incluem software, hardware, dados e processos corporativos.
As modifica¢gdes em uma parte do sistema envolvem inevita-
velmente modificagdes em outros componentes”.

Evolucao de Software

A evolugdo de software é uma atividade de mudancga de
software, que pode ser desde a inser¢cdo de um campo na
base de dados até a completa re-implementacdo do software.
A evolugédo de software pode ser dividida em trés categorias:
manutengdo, modernizagdo e substitui¢do de software.

A manutengdo de software é um processo incremental
e repetitivo, onde altera¢Oes sdo feitas no software. Essas
alteragbes envolvem eliminacdo de erros e melhorias
funcionais. A manutengdo é necessdria para suportar a
evolugdo de qualquer software, mas ndo deve envolver
mudangas estruturais, como por exemplo, ado¢do de novas
tecnologias para implanta¢do de uma arquitetura distribuida.
A manutengdo de software possui ainda quatro categorias:
¢ Corretiva: Alteragdes para corrigir erros no software;

* Melhoria: Alteraces para melhorar o software, como por exem-
plo: novas fungdes, melhoria do desempenho ou usabilidade;

* Adaptativas: Alteracdes para adaptar o software a novos
ambientes, tais como: sistemas operacionais, ferramentas,
banco de dados ou componentes;

¢ Preventivas: Alteragdes para melhorar a manutenibilidade do sof-
tware. O objetivo destamanutencdo é simplificar evolugdes futuras.

Com o tempo a manutencdo de software pode causar al-
guns problemas, como: complexidade crescente, o que leva
a estrutura deteriorada; qualidade em declinio; custo alto de
manutencao, devido a instabilidade da equipe, contrato de ma-
nutengdo, falta de conhecimento do negdécio e do software pelos
desenvolvedores que irdo fazer a manutengdo; entre outros.

Jdamodernizagao de software é utilizada quando o software lega-
do requer mudangas mais extensas e significativas do que aquelas
realizadas pela manutencdo, mas preserva uma por¢ao significativa
do software. A necessidade da modernizagao pode ocorrer devido,
por exemplo, a fragilidade e pouca consisténcia do software legado,
da falta de flexibilidade, isolamento e pouca capacidade de extensao.

A substituicdo de software requer a construcdo do software
legado desde o inicio, e é apropriada quando o software lega-
do nédo consegue mais atender as necessidades do negécio e

quando a modernizagdo nao é possivel ou ndo vale a pena em
relagdo aos custos.

A Figura 1 apresenta como as atividades de evolugdo de
software sdo aplicadas em diferentes etapas do ciclo de vida
de um sistema de informagéo. A linha pontilhada representa
a necessidade crescente do negécio. As linhas continuas
representam as funcionalidades fornecidas pelo software.
A manutengdo constante do software permite atender os
requisitos por um determinado periodo, mas com o tempo a
manutengdo ndo é mais eficiente. Com isso, a modernizagao
que demanda mais tempo e esfor¢o que a manutengdo sera
necessdria. Finalmente quando o software legado ndo puder
mais evoluir, deverd ser substituido.
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Figura 1. Ciclo de Vida de um Sistema de Informacao -
Seacord et al.(2003). Modernizing Legancy Systems.

Reengenharia de Software

A reengenharia de software é considerada uma modernizagéo
de software, ou seja, uma abordagem disciplinada para migrar
softwares legados em softwares evolutivos. Essa opgdo deve
ser escolhida quando a qualidade do software estd degradada
por modificagdes regulares e o software possui um alto
grau de valor de negécio para empresa, sendo que novas
mudangas regulares ainda serdo exigidas. Um exemplo disso
é um software que serviu as necessidades do negécio de uma
empresa por 10 ou 15 anos. Durante esse tempo foi corrigida,
adaptada e aperfeicoada muitas vezes, e nem sempre aplicando
boas praticas de engenharia de software, por aspectos de
prazo e/ou custo. Com isso, o software estd instdvel, ainda
funciona, mas toda vez que uma modificagao é tentada, efeitos
colaterais inesperados e sérios ocorrem. No entanto a aplicagdo
de software precisa continuar a evoluir.

O processo de reengenharia de software aplica os principios
da engenharia de software em um software legado para
atender requisitos existentes e novos requisitos.

Segundo Pressman “a reengenharia tem como objetivo
principal melhorar a qualidade global da aplicagdo, mantendo,
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em geral, as fung¢des da aplicagdo existente. Mas, ao mesmo
tempo, pode-se adicionar novas func¢des e melhorar o
desempenho”.

Segundo o SEI (Software Engineering Institute) “reengenharia é
uma transformagdo sistemadtica de uma aplicagdo de software
existente para uma nova forma, realizando melhorias na
operagdo, na funcionalidade, no desempenho, na capacidade
de evoluir para um novo sistema com menores custos, prazos
e riscos”.

Segundo Furlan reengenharia é um “Conjunto de técnicas
e ferramentas orientadas a avaliacdo, reposicionamento
e transformacdo de sistemas de informacdo existentes,
com o objetivo de estender-lhes a vida tutil e ao mesmo
tempo, proporcionar-lhes uma melhor qualidade técnica e
funcional”.

AFigura2 apresenta um esquema diferenciando a engenharia
de software em um novo software e a reengenharia de software
em um software legado. A principal diferenca entre reenge-
nharia e o desenvolvimento de um novo software é o ponto de
partida para o desenvolvimento. Isto ocorre, pois na reengenha-
ria o software legado atua como especificacdo e o processo de
desenvolvimento tem como base compreender e transformar o
software legado. Essa compreensao e transformacao podem ser
realizadas através das atividades da reengenharia de software.

Especificagdo do . Projetoe Novo Si de
Sistema de Software F ¢ao Software
Engenharia de Software

Sistema de Compr a o Sistema de Software|

Software Legado Transformagéo Reengenheirado

L Reengenharia de Software

Figura 2. Diferenca entre engenharia de
software e reengenharia de software

Alguns exemplos de aplica¢des de reengenharia de software
sdo: migracado de softwares legados para umanova plataforma,
alteracdo da interface humano computador e reestruturagdo
do cédigo e documentagdo.

Atividades da Reengenharia de Software

Antes de iniciar qualquer atividade de reengenharia
de software, deve-se constatar a real necessidade de
modernizac¢do do software. Determinar as atividades
apropriadas em pontos diferentes do ciclo de vida é um
desafio. Com isso, surgem algumas perguntas. Deve-se
continuar a fazer manutengdo no software ou moderniza-lo?
Deve-se substituir? As empresas dependem dos sistemas
legados e tém um or¢amento limitado para evolugdo de
software precisando decidir como obter o melhor retorno de
seu investimento. Isso significa que elas devem fazer uma
avaliagdo realista dos softwares legados, e entdo decidir
sobre a estratégia mais apropriada para que esses softwares
continuem a evoluir.
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Uma das formas de se efetuar esta tarefa é a realizagdo da andlise
de inventdrio ou portfélio dos softwares legados da empresa.
O inventdrio dos softwares legados da empresa contém dados
importantes como: tamanho, idade, importancia para o negdcio,
tecnologias utilizadas e integracdo com outros softwares.

Basicamente, quando se estd avaliando um software legado,
deve-se considerar duas perspectivas. A perspectiva de negécio,
que avalia o valor do software para a empresa; e a perspectiva
de sistema, que avalia a qualidade do sistema que engloba
software, hardware e infra-estrutura de apoio ao software. A
combinagao dos dois pontos de vista de negécio e de qualidade
do sistema pode ser utilizada para ajudar na decisdo do que fazer
com o software legado. A Figura 3 apresenta um gréfico que
pode auxiliar na andlise de inventario dos sistemas de software.
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Figura 3. Gréfico de andlise de inventario - Seacord
et al.(2003). Modernizing Legancy Systems.

Quadrante 1 - Substitua por Pacotes Comerciais: Sistemas
de softwares legados com pouco valor de negécio e qualidade
técnica pobre sdo candidatos a substitui¢do por pacotes
comerciais. Exemplos desses sistemas de software sdo: folha
de pagamento, recursos humanos, ou servigos similares que

ndo fazem parte do “centro de negécios” da empresa.

Quadrante 2 — Nao Faca Reengenharia: Sistemas de
softwares legados com alta qualidade técnica e baixo valor de
negdcio sdo candidatos a ndo realizagdo de reengenharia, e sim
préticas de evolugdo de sistemas (manuten¢des preventivas),
pois devido a alta qualidade técnica e baixo valor de negécio
ndo hé necessidade de esfor¢o de mudanga.

Quadrante 3 - Baixa Prioridade de Reengenharia: Sistemas
de softwares legados com alta qualidade técnica e alto valor
de negdcio sdo candidatos a evolugdo do sistema utilizando
préticas de evolugdo de sistemas (manuten¢des preventivas),
devido a alta qualidade técnica e alto valor de neg6cio hd uma
preocupagdo com as mudangas, mas ndo hd necessidade de
esforco de reengenharia.

Quadrante 4 - Boa Candidata a Reengenharia: Sistemas de
softwares legados com baixa qualidade técnica e alto valor



de negdcio sdo candidatos a reengenharia de software apés
uma andlise do sistema. Essa andlise do sistema inclui: custo,
planejamento, politicas da empresa, equipe de desenvolvimento
disponivel, habilidade técnica requerida para esforco de
reengenharia, treinamento de usudrios, aceitacdo de usudrios,
etc. A andlise é essencial para priorizar sistemas candidatos
a reengenharia e qual serd a estratégia de desenvolvimento.
A maior justificativa de reengenharia é o alto risco de falhas,
problemas de desempenho, confiabilidade, entre outros.

Contudo, em muitos casos, essas decisdes ndo sdo tdo
simples e objetivas, mas se baseiam em consideracdes
organizacionais ou politicas. Por exemplo, se existe uma
fusdo entre empresas, o sistema de software utilizado pela
maior empresa poderd ser escolhido. Se uma édrea toma a
decisdo de migrar para uma nova plataforma de hardware,
isso podera exigir uma substituicdo de software. Outros
fatores podem contribuir com isto como: mudangas de
versdo da linguagem de programacao atual por uma versao
mais recente, padronizagdo da empresa por uma mesma
linguagem de programacao, falta de suporte de fornecedores
a um software pela descontinuidade da versao.

A andlise de inventdrio deve ser revisitada de tempos em
tempos, pois as prioridades podem mudar.

Constatada a necessidade de reengenharia de software,
quatro atividades bdsicas podem ser aplicadas:

1. Reestruturagdo de Documentos

Esta atividade consiste na andlise da documentagdo do
software legado, servindo como base para a especificacdo
do software que passard pela reengenharia de software.
Infelizmente, mas realisticamente, pouca documentagio é uma
das caracteristicas dos softwares legados.

Muitas vezes para iniciar essa reestruturagdo de documentos
é necessdrio passar pela atividade de engenharia reversa para
entender o que estd por “trds” do cédigo fonte.

2. Tradugdo do Cédigo Fonte

Dependendo do processo de reengenharia, pode-se realizar a
traducdo do software direta de uma linguagem de programacao
para outra ou para uma versdo mais atualizada. Esta atividade
pode ser realizada quando ndo ha necessidade de compreender
detalhadamente a operagéo do software ou de modificar a arqui-
tetura do sistema, garantindo que a estrutura e a organizagdo do
software permanegam inalteradas. Algumas situagdes em que
esta atividade pode ser realizada sdo: mudancas de versdo da
linguagem de programacao atual por uma versao mais recente,
padronizagdo da empresa por uma mesma linguagem de pro-
gramacao, falta de suporte de fornecedores a um software pela
descontinuidade da versdo ou da linguagem de programacao.

O mais vidvel para essa atividade é que se utilize uma
ferramenta CASE (Computer Aided Software Engineering)
para a tradugdo do cédigo fonte visando a automatizagao.
E importante notar que esta automatizagdo nao serd total
pela ferramenta, pois haverd situa¢des que a ferramenta

ndo serd capaz de resolver, como instrugdes condicionais
de compilacdo que ndo sejam compativeis com a lingua-
gem de programacgdo alvo. Entretanto, de modo geral, as
ferramentas CASE com esse objetivo facilitam o trabalho,
reduzem tempo e custo.

3. Engenharia Reversa

A engenharia reversa é um processo retroativo do ciclo de
vida, que parte de um baixo nivel de abstragdo (cédigo-fonte
ou executdvel) para um alto nivel de abstragdo (modelos de
projeto e especificagdo).

Muitas vezes a engenharia reversa é confundida com reenge-
nharia de software. O objetivo da engenharia reversa é derivar o
projeto e/ou especificacdo de um sistema de software a partir de
seu c6digo fonte. O objetivo da reengenharia é muito mais amplo,
é produzir um sistema de software novo, baseado em um sistema
legado com manutengdo mais facil e com qualidade.

A engenharia reversa é uma atividade que pode ser utilizada
durante o processo de reengenharia de software a fim de
recuperar o entendimento do software antes de reorganizar
sua estrutura. Geralmente sdo utilizadas ferramentas CASE
para apoiar esta atividade. Alguns exemplos sdo tradugdes
do cédigo fonte para diagrama de classes, script de banco de
dados em modelo légico de dados.

A engenharia reversa além de ser reutilizada na reengenharia
de software, pode ser utilizada em manutencdo de software e
reestruturacdo/atualizacdo de documentacao.

4. Reestruturagéo do Cédigo e Dados

Essa é a atividade mais importante e trabalhosa da
reengenharia de software. Também chamada de refactoring,
consiste em um processo de modificacdo de médulos de
software de tal modo que ndo altere o comportamento externo
do cédigo, mas aperfeicoe a estrutura interna. E um modo
disciplinado de “limpar” o c6digo que minimiza a introdugdo
de defeitos e de modularizar os programas, com o objetivo
de remover redundancias nos componentes relacionados,
otimizar suas interagdes e simplificar as interfaces do software.
A refatoragdo pode ocorrer em uma mesma plataforma de
desenvolvimento ou em uma nova.

Em paralelo com a reestruturacdo do cédigo do software deve
existir a reestruturagéo dos dados, ou seja, melhoria do projeto de
banco de dados, reorganizagdo dos dados e nomenclatura. Além
de uma limpeza e migragdo dos dados. Geralmente existe uma
mudanga fisica nas estruturas de dados, contemplando mudanga de
formato de arquivos ou mudanga de tecnologia de banco de dados.

Toda parte de reestruturagdo do cédigo e dados geralmente
é realizada manualmente, devendo-se aplicar principios,
conceitos, processos e métodos de engenharia de software
para recriar um software existente com o objetivo de ampliar
a capacidade do software antigo e garantir sua qualidade.

Algumas técnicas atuais que podem ajudar na reestruturagdo
do cédigo e dados sdo: orientagdo a objetos, padrdes de projetos,
COTS (Commercial Off-The-Shelf), frameworks, interfaces de
comunicacdo (XML, IDL, ...), entre outros.

Edicio 11 - Engenharia de Software Magazine 23



Conclusao

O cendrio atual e real de muitas empresas é a presenca de
softwares legados essenciais para o negdcio que possuem
uma manutengdo dispendiosa, trabalhosa, com alto custo
para empresa e sem nenhuma capacidade de extensdo. De
acordo com Seacord et al., 2003, estima-se que a participagdo
do custo de manutengdo no custo total de um sistema tem
crescido de 40%, nos anos 70, até 90%, atualmente. Dos custos
com manutengdo, segundo Urich, 2002, cerca de 20% s&o
consumidos com corre¢des e 80% com melhorias diversas.

Uma possivel solugdo para o problema de softwares legados
é a reengenharia de software, mas que também néo é uma
solucdo simples e milagrosa. Segundo uma pesquisa do Standish
Group realizada em 2001, 23% dos projetos de reengenharia
sdo cancelados antes de serem concluidos, enquanto que 28%
terminam no tempo e orcamento previstos com o resultado
esperados. Os demais ndo atendem aos resultados esperados
ou terminaram fora do prazo/custo.

Observa-se com isso que a reengenharia de software deve
ser aplicada de forma criteriosa e com uma geréncia de riscos
ativa; iniciando com a andlise de inventario, definindo-se
uma estratégia de re-desenvolvimento do software, como
por exemplo, uma migragdo gradativa do software a fim de
tornar esta tarefa mais confidvel, rdpida e flexivel, realizando
as atividades pertinentes de reengenharia de software. Além
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disso, deve-se utilizar constantemente diretrizes sobre
qualidade, processos, métodos, ferramentas e técnicas da
engenharia de software. ®
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o artigo anterior apresentamos
o problema de modelagem
envolvendo o sistema de uma
pequena papelaria. Os requisitos foram
listados, contemplando uma sugestdo de
um formato para ata de reunido. Com
base nos requisitos, foram relacionados
0s casos de uso possiveis, além de ter
sido desenhado o diagrama de casos de
uso. Desses, selecionamos trés casos de
uso, para os quais escrevemos todos os
cendrios, bem como apresentamos seus
protétipos.
Nessa segunda parte selecionaremos
outros casos de uso, com diferentes

26 Engenharia de Software Magazine - UML — Casos de Uso

Neste artigo veremos

Este artigo da continuidade ao artigo da
edicdo anterior, no qual o caso de uso é
apresentado de uma maneira pratica.

Qual afinalidade

Fornecer aos desenvolvedores ou estu-
dantes da drea de sistemas uma linha de
entendimento com o intuito de orienta-
los a escrever seus proprios casos de uso.

Quais situacoes utilizam esses recursos?
Para quem ainda ndao conhece como
escrever um caso de uso, ou para quem
ja o faz ha algum tempo, mas ndo tem
conseguido o sucesso esperado.

- J

formatos, como o de relatério, registro
de pagamento (com as diversas formas
de pagamento) e o de processamento e
controle (como fechamento de caixa).

Relembrando o modelo

Para que possamos acompanhar a
escrita desses casos de uso, vamos re-
lembrar o diagrama modelado no artigo
anterior. Veja a Figura 1.
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Figura 1. Diagrama de casos de uso para o sistema gestor de papelaria

Escrevendo novos cenarios dos casos de uso

No artigo anterior, escrevemos os cendrios para os seguintes
casos de uso:
® Manter Produto
e Registrar Entrada em Estoque
e Consultar Produtos e Precos

O caso de uso Manter Produto nos apresenta a idéia do caso
de uso de manuten¢do, com as funcionalidades de inclusao,
alteragéo, exclusio (se for o caso) e consulta. O entendimento desse
formato leva, por similaridade, a escrita de outros casos de uso:
Manter Fabricante, Manter Tipo de Produto, Manter Fornecedor,
Manter Unidade de Venda, Manter Cor e Manter Vendedor.

O caso de uso Registrar Entrada em Estoque possibilitou o
entendimento de uma funcionalidade na qual se precisa da
entrada de dados, e a partir dessa entrada o sistema executa
um processamento, gerando uma saida persistida.

Ja o caso de uso Consultar Produtos e Precos apresentou um
modelo que requer critérios de busca. O resultado é exibido,
com possibilidade de selecdo e retorno para um caso de uso
chamador. Nao hd processamento nesse tipo de caso de uso,
nem persisténcia de dados, apenas recuperagdo de informacoes
com base num conjunto de critérios informados pelo usudrio.

REQUISITOS

Seguindo essa linha, apresentaremos outros casos de uso
que tragam formatos diferentes, de forma a possibilitar ndo
56 o entendimento de todo o sistema, como dos desafios de
modelagem que podem surgir em qualquer aplicacao.

Na Listagem 1 estd descrito o caso de uso Emitir Etiquetas
de Vendas. Para entendermos o que sera preciso fazer, vamos
relembrar os requisitos que se referem a esse caso de uso:

- Todos os produtos recebem um c6digo que nao esta associado
ao coédigo de barras. Sdo coladas etiquetas com esses cédigos
em todos os produtos. Da mesma forma, em cada prateleira h4
uma etiqueta com o nome dos produtos, seu cédigo e o preco
atualizado. Assim, nos produtos nédo h4 etiqueta de preco.

Numa revisdo do analista de sistemas com o cliente, percebe-se que
exibir apenas o0 nome do produto causard dividas no consumidor,
visto que a diferenciagdo consta ndo no nome, mas simnos detalhes,
cor e até mesmo no fabricante. Muitas vezes, durante o levantamento
derequisitos, esses detalhes podem passar despercebidos pelo cliente
e pelo préprio analista. E normal e esperado. Assim, durante amo-
delagem dos casos de uso, diividas podem surgir, e se as respostas
ndo corresponderem ao que ja foi modelado ou definido como
requisito, deve-se proceder as alteragdes necessarias.

Desta forma, para o requisito acima, foi feita a seguinte alteragao:
* Todos os produtos recebem um cédigo que néo estd associado
ao cédigo de barras. Sdo coladas etiquetas com esses c6digos
em todos os produtos. Da mesma forma, em cada prateleira hd
uma etiqueta com o cédigo dos produtos, nome, detalhes, cor,
fabricante, unidade de venda e o preco atualizado, incluindo o
preco normal e promocional, se for o caso. Assim, nos produtos
ndo hd etiqueta de prego.

O caso de uso tem inicio com o usudrio informando os critérios
de busca (item 1), a fim de localizar os produtos para os quais
deseja imprimir etiquetas. Essa selecdo pode ser individual,
ou por um grupo de produtos a partir do tipo de produto, ou
mesmo por um grupo de produtos sem nenhum critério comum.
Repare que o cendrio principal se limita a tratar o que hd de mais
importante como requisito: selecionar os produtos previamente,
antes da impressdo. Se apenas fossem apresentados os produtos
e o usudrio fosse selecionando-os com o CTRL, ainda assim
esse requisito estaria atendido. Nao importa a forma como um
requisito serd implementado, mas que sua necessidade seja
atendida. Contudo, também é um requisito do cliente que essa
selegdo possa ser feita com a melhor usabilidade possivel. Nesse
caso, essas caracteristicas ndo fazem parte do cendrio principal,
e sdo colocadas no cendrio alternativo (veja os cendrios Pesquisa
de tipo do produto, Selecdo geral e Sele¢do incremental).

A partir dos critérios informados pelo usudrio, o sistema faz
a busca, exibe os produtos encontrados, e habilita a multipla
selecdo (itens 2 e 3).

Had agora um processamento batch (item 4), que varrerd toda essa
lista selecionada, gerando uma etiqueta para cada item. Essa parte
do caso de uso traz uma caracteristica diferente. No seu corpo é
apresentado o formato da etiqueta. Nao um formato gréfico, com
todos os detalhes, mas um formato que especifica o layout dessa
etiqueta. Esse tipo de requisito é importante, pois ndo deixa sob
responsabilidade do programador definir qual deve ser o melhor
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formato a ser apresentado. Principalmente numa saida desse tipo
(etiqueta exposta nas prateleiras), é imprescindivel que o gestor do
sistema dé a sua aprovagdo, para que ndo haja problemas futuros.

Outra caracteristica importante que deve ser notada é que hd
um requisito de interface relevante para o cliente. O cliente pre-
cisa que a etiqueta tenha destaques visuais de tamanho de fonte
e cor para chamar a atengdo do consumidor. Esses requisitos
néo sao relevantes nem no cendrio principal, nem nos cendrios
alternativos, que devem tratar dos requisitos funcionais apenas.
Contudo, ndo se pode desprezar essas solicita¢des; e melhor do
que criar outro documento para relacionar esses tipos de requi-
sitos, é associd-los a cada rotina pertinente. Sendo assim, esses
requisitos sdo agrupados e colocados numa nova se¢do do caso de
uso (Segéo Requisitos de Implementag&o). Essa segdo pode receber
outras nomenclaturas, visto ndo ser um consenso sua incluséo.

AFigura?2 apresentard o protétipo (1) do caso de uso Emitir Etique-
tas de Vendas, na sua parte de pesquisa e selegao. O processamento
ndo necessita de protdtipo, visto ndo haver interface com o usudrio.
O produto desse processamento, a etiqueta, é apresentado na Figura
3, como o protétipo (2) do referido caso de uso.

Listagem 1. UC Emitir Etiquetas de Vendas

Descrigdo: Este caso de uso tem por objetivo emitir etiquetas de

vendas para os produtos da papelaria.

Atores: Departamento de Estoque

Pré-condigdo: existir cadastro prévio de produtos.

Cendrio principal:

1. 0 usuédrio informa os critérios de selecdo de produtos:
- cédigo (com a opgcdo de todas as variagdes do produto
localizado)
ou
- selecgdo por tipo do produto

2. 0 sistema pesquisa e exibe os produtos que satisfagcam os
critérios informados, exibindo para cada um:
2.1. cédigo do produto

. nome do produto

. detalhes

. cor

. fabricante

. preco de venda

. preco de venda promocional

. unidade de venda

. tipo do produto

3. 0 usudrio seleciona um ou mais produtos para geracdo das
etiquetas.

4. Para cada produto selecionado, o sistema gera uma etiqueta
com os dados e formato a seguir
4.1. c6digo do produto (linha 1 - primeiro campo)

. nome do produto (linha 1 - segundo campo)

. detalhes do produto (linha 2 - primeiro campo)

. cor (linha 2 - segundo campo)

. fabricante (linha 2 - terceiro campo)

. unidade de venda (linha 2 - quarto campo)

. preco de venda (linha 3 - primeiro campo)

ESINICIICI SIS N
©O~NO T WN

ENGE S NN NS
~No o WwN

Formato:
999999 - XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX
XXXXKXXXXXXXKXXKXXK = XXXXXXX = XXXXXXXXXXXX - XXXXXX
R$ 999,99

Cendrios alternativos:

Pesquisa de tipo do produto

l.a. A pesquisa de tipo do produto deve ser feita apenas com
os tipos de produto jé cadastrados no sistema.

Selegéo geral

1.b. Deve ser exibido ao usudrio a opgdo de selecionar todos
os produtos, para geracdo das etiquetas.

Selegdo incremental

1l.c. Deve ser oferecido ao usudrio a opgcdo de fazer nova
pesquisa sem que sejam desmarcados os produtos ja sele-
cionados. Assim, serd possivel que ele faga vdrias pesquisas,
para selecdo de produtos de caracteristicas diferentes.
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Prego promocional
4.a. Se o produto estiver em promogéo, a linha de preco deve
ser impressa no formato abaixo, considerando que o primeiro
valor corresponde ao preco sem desconto e o segundo valor
corresponde ao pre¢o com desconto:

De: R$ 999,99 Por: R$ 999,99

Requisitos de Implementacéo:
Formato de exibigdo da etiqueta
4.a. Alinha de prego (3) deve ser exibida com uma fonte maior
(minimo de 4 pts a mais) que as linhas anteriores — c6digo
e detalhes (1 e 2).
4b. A cor do texto da linha de prego (3) deve ser diferente da
cor do texto das linhas anteriores — c6digo e detalhes (1 e 2).
4.c. No caso da linha de prego (3) apresentar o valor normal
e o valor promocional, o prego normal deverd ser exibido com
a mesma fonte e cor das linhas anteriores - c6digo e detalhes
(1 e 2), e 0 preco promocional deverd ser exibido no tamanho
e cor jé definido para o mesmo (itens 4.a. e 4.b)

I Seleggio de produtos para Etiquetas de Vendas

E]
Gerar etiquetas
Pesquisan por
Codiga: [+ ¥ inclui a5 variaghes desse produt
Tio o Podutes | =
I selecionar todos os produtos [ seleg@o incremental B Pesauisar
|seleao| Cadigo]Home do Produto Detalhes [cor Fabicante _|Prepo Venda| Prago PromagaalL Venda| Tipo Produla A
CADERNO BROCHURACAPADURA 174 48FOLHAS  AMARELD  TILIBRA Fi$ 200 RED0 uridade CADERNOS E FICHARIDS
P © 5 CADERNOBROCHURACAPADURA  1/448FOLHAS AZUL  TILEBAA R$ 200 R$1.85 unidade CADERNGS E FICHARIDS
v
< 3

Figura 2. Protétipo (1) do UC Emitir Etiquetas
de Vendas - Tela principal de selecao

2 7 Etiguetas de Vendas @

4 - CADERNO BROCHURA CAPA DURA
1/4 48 FOLHAS - AMARELO - TILIBRA - Unidade

R$ 2,00

5§ - CADERNO BROCHURA CAPA DURA
1/4 43 FOLHAS - AZUL - TILIBRA - Unidade

R$ 1,85

de RS 200  por

———————————————————————
Figura 3. Protétipo (2) do UC Emitir
Etiquetas de Vendas - etiquetas geradas

Na Listagem 2, apresentamos o caso de uso Gerar relatério
de reposi¢do. Da mesma forma que o caso de uso anterior,
vamos relembrar os requisitos pertinentes a esse caso de uso:
® O estoque de cada produto serd automaticamente gerado no



momento do cadastramento do produto. O estoque serd inicializado
com zero, porém deve ser informada a quantidade minima de
estoque, que identificard a necessidade de reposicao.

Com base no requisito descrito, entende-se que todo produto
possui seu controle de quantidade em estoque e um outro valor
que indica o estoque minimo. Quando a quantidade disponivel
em estoque alcancar o valor de estoque minimo, esse produto pre-
cisa ser reposto. Para isso, existird esse relatério de reposicdo. Da
mesma forma como aconteceu com o caso de uso anterior, estao
faltando informagdes, que precisam ser detalhadas pelo analista.
Quais campos devem ser exibidos nesse relatério? Qual ordenagao
o0 mesmo deve ter? Com base nessas respostas, o documento de
requisitos foi alterado, incluindo-se o pardgrafo abaixo:

- Para o relatério de reposicao, deve-se pesquisar todos os produ-
tos que estejam com a quantidade disponivel em estoque igual ou
menor que a quantidade minima. Para cada produto nessa situagao
é preciso exibir: c6digo, nome, detalhes, cor, fabricante, quantida-
de minima em estoque e a quantidade disponivel em estoque. O
relatério deve vir ordenado por estoque e em ordem decrescente
da diferenca entre quantidade minima e quantidade disponivel.

Repare que o caso de uso é controlado completamente pelo
sistema, com um processamento batch. E pela simplicidade
desse processamento, ndo hé cendrio alternativo.

A Figura 4 apresenta o protétipo com a imagem prevista do
relatério numa visdo macro, e a Figura 5 apresenta o mesmo
relatério num “zoom” mais préximo nas linhas detalhes.

Listagem 2. UC Gerar relatério de reposicao

Descrigdo: Este caso de uso tem por objetivo gerar um relatério
com todos os produtos cuja quantidade disponivel em estoque
tenha alcangado a quantidade minima.

Atores: Departamento de Estoque

Pré-condigdo: existir cadastro prévio de produtos.

Cendrio principal:

1. 0 sistema pesquisa todos os produtos cadastrados cuja
quantidade disponivel em estoque esteja menor ou igual que a
quantidade minima de estoque.

2. 0 sistema prepara um relatério contendo todos os produtos
encontrados.

2.1. 0 relatério deverd conter a seguinte ordenagdo:
2.1.1 fabricante
2.1.2. diferenca (quantidade minima - quantidade disponivel em
estoque), em ordem decrescente
istema gera o relatério com os dados e formato a seguir:

. agrupamento por fabricante

. cada linha de produto:

.2.1. cédigo

.2. nome

0s
3.1
Jol2

2.2
2.3. detalhes

2.4, cor

.2.5. quantidade minima em estoque
2.6

tot

WWWwww

quantidade disponivel

3.3. alizacdo final: quantidade de produtos impressos

Relatério de Reposigdo

Fabricante: XXXXXXXXXXXX

C6digo Nome Detalhes Cor Qtd Minima  Qtd Disponivel
9999  XXXXXXXXXXXXX ~ XXXXXXXXX XXXXX 99999 99999

Total de produtos: 9999
Cendrios alternativos:
Ndo se aplica

A seguir vemos os requisitos que dardo suporte ao caso de
uso Registrar Pagamento de Venda, apresentado na Listagem 3:
¢ Apés escolher os produtos, com a ajuda ou ndo de um vende-
dor, o cliente deve se dirigir a um deles para tirar o pedido de

REQUISITOS

EIBIX

' print Preview

BEE Wi | S5 HE Coe

Relatérie de Repesigao

caminar oo -

prra— e = =

e aveso “

Teial s Prosuissimgre s .

Page 1of 1

Figura 4. Protétipo do UC Gerar Relatério de Reposicao

' Print Preview EEX

DED > 88 BE oo

Relatério de Reposicado

Fabricante: TILIBRA

Gédigo Nome

Detalhes

Qtd Minima  Qtd Disponivel

1 CADERNO BROCHURA
CAPADURA

1/4 92 FOLHAS

2 CADERNO BROCHURA
CAPADURA

1492FOLHAS

4 CADERNO BROCHURA
CAPADURA

6 CADERNO BROCHURA

14 48FOLHAS

1/4 96 FOLHAS

AVARELO

VERNELHO

CAPAFLEXIVEL

Figura 5. Protétipo do UC Gerar Relatério
de Reposicao (zoom nas linhas detalhes)

venda. Esse pedido conterd todos os produtos e liberard para
0 caixa apenas o pagamento. S6 existe um caixa na papelaria,
responsdvel apenas pelo recebimento do pagamento.
* Oregistro da venda serd feito pelo vendedor e se dard a partir do
cddigo do produto. Se o vendedor ndo souber o c6digo, poderd fazer
apesquisa pelonome. Para cada produto é informada a quantidade
comprada. Ao final de uma venda, é gerada uma nota com todos os
produtos, contendo umntimero de venda e o total a pagar. Essanota
deve ser paga no caixa. O supervisor poderd autorizar um desconto
para a venda total. Isso se dard no momento do registro da venda.
Sédo formas de pagamento aceitas: dinheiro, débito e cartdo de crédito.

Esse caso de uso tem uma ligacdo l6gica com o caso de
uso de Registro de Venda, sendo que nessa situa¢do ndo hd
pré-condicdo. O sistema, num processamento inicial (item 1),
verifica todos os pedidos de venda ainda em aberto. O usudrio
seleciona um pedido e registra o pagamento.

Repare que apesar de termos dois atores, ainda usamos o
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termo “usudrio” que abrange ambos os casos, ja que um su-
pervisor pode realizar todas as tarefas do Caixa. Somente no
momento em que uma rotina é exclusiva do supervisor, seu
nome é citado de forma explicita (item 3.1.).

A papelaria ndo terd um sistema que se comunicara diretamente
com os bancos e administradoras de cartées. Mas o caso de uso ja
estd preparado para tal, repassando essa tarefa para um caso de
uso de extensdo (Realizar comunicacdo externa) (item 4.2). Nesse
caso de uso, quando de sua criagao, serdo definidos todos os dados
que o sistema precisa passar aos sistemas externos (bancos e admi-
nistradoras de cartdes), além da abertura do canal para aguardar a
resposta sobre a autorizagdo. Enquanto isso ndo ocorre, o sistema
terd a opcao de “autorizacdo manual” que estd definida no cendrio
alternativo. Esta opgao também é titil quando houver a comunicagéo
externa, pois problemas podem ocorrer, e a autorizagdo manual é
imprescindivel para que o pagamento nao deixe de ser registrado.

Como a nota fiscal segue as caracteristicas fiscais de cada
cidade, seu detalhamento foi colocado num documento a
parte, que conterd todas as regras de cdlculo de impostos e
apresentagdo exigidas pelo governo (item 5).

A Figura 6 apresenta o protétipo (1) desse caso de uso, com a tela
inicial, para selegdo dos pedidos de venda. O protétipo (2), apresenta-
donaFiguraZ7 ja traz o pedido selecionado, com a opgao de registro
de pagamento em dinheiro. Como variagao, o protétipo (3), exibido
na Figura 8, traz um registro de pagamento com cartao de crédito.

Listagem 3.UC Registrar Pagamento de Venda

Descrigdo: Este caso de uso tem por objetivo finalizar os
pedidos de vendas efetuados pelos vendedores, com o registro do
pagamento.

Atores: Caixa, Supervisor

Pré-condigdo: existir cadastro prévio de produtos.

Cendrio principal:

1. 0 sistema pesquisa e exibe todos os pedidos de vendas
cadastrados pelos vendedores, que ainda ndo tenham sido
finalizados, ou seja, que ndo haja registro de pagamento.
1.1. Para cada venda é exibido:

- nimero do pedido de venda
- nome do vendedor
- total a pagar da venda
. 0 usudrio seleciona um pedido de venda.
3. 0 sistema exibe o nimero do pedido de venda, o nome do
vendedor e o total a pagar.
3.1. 0 Supevisor pode autorizar um desconto no total,
informando o valor de desconto.
3.2. No caso de desconto, o sistema deve calcular e exibir o
novo valor a pagar.
4. 0 usudrio informa a forma de pagamento, selecionada entre as
op¢Bes: dinheiro, débito e cartdo de crédito.
4.1. Para a forma de pagamento “dinheiro”:
4,1.1. 0 usudrio informa o valor recebido.
4.1.2. 0 sistema calcula e exibe o troco (troco = valor
recebido - valor a pagar).
4.2. Para as formas de pagamento “débito” e “cartdo de
crédito”, o sistema se comunica com um sistema externo e
aguarda autorizagdo. Extends Caso de Uso Realizar comunicagdo
externa.
4.3. 0 usudrio deve confirmar o pagamento
5. 0 sistema deve emitir nota fiscal de acordo com o “modelo de
nota fiscal” constante no documento em anexo.
5.1. 0 sistema registrard no estoque de cada produto do
pedido de venda o débito das quantidades vendidas.
5.2. 0 sistema registrard o fechamento do pedido de venda,
associando o numero da nota fiscal correspondente ao referido pedido.
Cendrios alternativos:
Autorizagdo manual
4.a. No caso de ndo receber autorizacdo do sistema externo, o
usudrio poderda entrar com a informacdo de autorizacao
manual e concluir a venda.

N
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il Registro de Pagamento

Pedidos de Venda em aberto

Pedido n® 9093 - Yendedor: Maria Nazaré - R$ 123,70 Pedida n? 3100 - Yendedar: Cailos -~ R$ 18,00

Pedida e 9101 - Yendedar: Joana -- R$ 2,00

Figura 6. Protétipo (1) do UC Registrar Pagamento
de Venda - Selecdo dos pedidos em aberto

X Registrar Pagamento de Venda

<

Confiimar pgto

&

MNota Fiscal

Pedido de Venda

Nimera: |3101

Pagamenio

Total do Pedido:

Vendedor:  |Joana

R$ 2,00
R$ 0,00
RS 2,00

Desconto Autorizar Desconto [F5]
A Pagar:

Foima de Pagamerto

@ Dinheio

 Débito " Cartdo de Crédito

Recebiments em dinkeir:

Recebido: R$ 10,00
Troco: RS 8,00

S ——————
Figura 7. Protétipo (2) do UC Registrar Pagamento de
Venda - registro do pagamento em dinheiro

oA Registrar Pagamento de Yenda

v & i

Confimar pgta || Nota Fiscal Sair

Pedido de Venda
Nimerc: {9099

Wendedor, |Matia Nazaré

Pagamenlo

Total do Pedido: R$ 123,70
R$ 13,70

RS 110,00

Desconto

Autorizar Desconto [F5]
A Pagar.

Forma de Pagamento

" Dinheiro " Débito @ Cartdo de Crédito

Recehimento em cartdo de crédito:

Aguardando autorizagéo...

Registrar Autorizag 5o Marusal [F6]

Figura 8. Prototipo (3) do UC Registrar Pagamento de Venda
- registro do pagamento em cartao de crédito

Por fim, a Listagem 4 traz o caso de uso Fechar o caixa. O
objetivo deste é totalizar todas as vendas ocorridas, fechando
0 caixa para novos registros de pagamento. A totalizacdo é
importante, para que haja conferéncia dos pagamentos fisicos
existentes. Repare que este caso de uso controla um flag de
abertura/fechamento, bem como realiza o registro da data e



REQUISITOS

hora, que serd usado para consulta histérica (item 3). Na Figura Conclusao
9, apresentamos o protétipo com a tela de finalizacao. Neste artigo apresentamos os cendrios completos de sete
casos de uso do estudo de caso do sistema gestor de pape-

) . laria. Percorremos modelos diferentes que possibilitassem
Listagem 4.UC Fechar o caixa

o entendimento de como modelar rotinas de manutencao,

Descrigdo: Este caso de uso tem por objetivo encerrar os

registros de pagamento, com a totalizacdo das vendas ocorridas, entrada de dados’ recuperagao de 1nformagoes, processamen-

R:Pa Congerénﬂ:a do supervisor. to batch, utilizagdo por multiplos atores, chamadas a outros
ores: Supervisor R ~ . ~ .
Pré-condicdo: o caixa ja ter sido aberto. casos de uso, impressao de relatério, impressdo de etiqueta
Cendrio principal:
1. 0 sistema verifica se ndo h& nenhum pedido de venda pendente. e consulta em tela.
2. 0 sistema totaliza e exibe todas as vendas efetuadas com . PN .
pagamento em dinheiro, pagamento em cartdo de crédito, Minha experiencia trabalhando com casos de uso me
pagamento em débito, e totalizacdo de todas as vendas. permite dizer que essa é uma ferramenta poderosa, que
3. 0 sistema encerra o caixa, registrando a data e hora do encerramento. .’
3.10 gsuéyg imprime o comprovante de fechamento com os torna maledvel ndo sé o canal de contato com o cliente,
seguintes dados: . . ,
- total de vendas em dinheiro como possibilita um relacionamento sem ruidos com os
- total de vendas com cartdo de crédito
- total de vendas em débito desenvolvedores.

- total geral das vendas

" dats e hora do encerramento Escrever caso de uso é uma tarefa muito pessoal. Nao é

Cendrios alternativos: a toa que a documentacao oficial da UML ndo definiu pa-
Pedido de venda pendente . L. .
1l.a. Se houver pedido de venda pendente, o sistema deve exibir a droes para essa escrita. Pelo contrario, foi o mercado que
lista dos pedidos, com ndmero, nome do vendedor e total a . . . P
pagar, e impedir o prosseguimento do caso de uso. instituiu as melhores formas, e apontou as piores praticas.

O importante para um analista é usar de bom senso para
lapidar o melhor possivel o seu produto. Afinal, um caso
de uso torna-se a base de um sistema. @

7’ Fechamento do caixa

Totalizagio

Tofal de Vendas (pagamento em dinheiro): R$ 1230,20
Total de Vendas (pagamento em débito): R$ 913,72

Total de Vendas (pagamento em cartdo de crédito): ’TZZJU (
Dé seu feedback sobre esta edicao! %eo?eeheq
Totaldevendas . ’WEG,UZ Q%
Veragen A Engenharia de Software Magazine tem que ser feita ao seu gosto. g
Caixa fechado. Conferir movimentol Para isso, precisamos saber o que vocé, leitor, acha da revista! 35;
oph

Dé seu voto sobre este artigo, através do link:

Emiti comprovarte de fechamento

www.devmedia.com.br/esmag/feedback

Figura 9. Protétipo do UC Fechar o caixa
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esenvolver um sistema de sof-

tware é uma atividade que re-

quer um conjunto de habilidades
com objetivo de entender as necessidades
do usudrio e/ou cliente, analisd-las,
documenté-las num documento de re-
quisitos (discutido na edi¢do anterior), de-
senvolver o projeto, implementar e testar
o software. Perceba que um engenheiro
de software é um profissional que possui
um conjunto de competéncias e ¢ comum
especializar-se em alguma(s) dela(s). As
atividades iniciais sdo importantes, ja que
definem quais funcionalidades o sistema
deve prover. Portanto, faz-se necessario
descrever os requisitos de software com
objetivo de facilitar as etapas seguintes
(projeto e implementagéo).

Note que um documento de requisitos
de software precisa ser claro, consistente e
completo, pois ele servird de referéncia aos
desenvolvedores, gerente de projeto e en-
genheiros de software (responsaveis pelos
testes e manutengdo do sistema). Requisi-
tos bem documentados consideram n&o
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Neste artigo veremos

Apresenta o documento de especifica-
¢ao de casos de uso, fundamental para
o processo de desenvolvimento de
software, e exemplifica as secoes e com-
ponentes das secdes deste documento.

Qual afinalidade

Informar o leitor sobre quais elementos
considerar quando da elaboracdo de um
documento de especificacao de casos de
uso, apresentando um modelo (template)
de documento que pode ser adotado ou
customizado.

Quais situacoes utilizam esses recursos?
Durante o desenvolvimento de um
sistema de software no qual ha a ne-
cessidade de elaborar o documento de
especificacao de casos de uso, os quais
descrevem o conjunto de funcionalida-
des do sistema a serem implementados
pela equipe de projeto.

\\ J

apenas consisténcia, completude e clareza,
mas também a evolugdo dos requisitos
e, portanto, caracteristicas do sistema de



software. Dentro deste contexto, este artigo trata da especificagdo
de casos de uso para detalhamento dos requisitos de software.

Especificacao de Requisitos de Software

A especificacdo de requisitos de um sistema de software des-
creve as necessidades de usudrios do sistema e, mais especifica-
mente, descreve o conjunto de funcionalidades que o sistema deve
fornecer. E a partir desta especificagdo que o projeto de software
é desenvolvido para, em seguida, ser implementado. Quaisquer
problemas como, por exemplo, de inconsisténcia ou ambigiiidade,
resultard em possiveis erros que precisardo ser corrigidos em
alguma etapa futura do processo de desenvolvimento.

Adicionalmente ao objetivo acima, uma especificacao de re-
quisitos tem ainda outro objetivo, talvez até mais importante:
comunicar de maneira efetiva quais funcionalidades o sistema
deve prover (ou ainda, o que ndo ird prover). Perceba que a
especificagdo de requisitos ird apoiar a comunicagdo entre
usudrios (clientes), projetistas, programadores, testadores.

O interesse é o de especificar as funcionalidades ou requisitos
funcionais de um sistema. Nesse sentido, o sistema ird prover
uma determinada funcionalidade quando solicitado ou
quando uma condigdo for alcangada. Dessa forma, o que se
tem é uma interacdo entre a funcionalidade (caracterizada pelo
caso de uso) e um ator, que pode ser um usudrio (humano), um
componente de software ou algum hardware (ou dispositivo).
Num exemplo simples do conhecimento do leitor, tem-se a
funcionalidade login de um sistema Web, a qual serve para
autenticar o login e senha de usudrios e permitir acesso a
determinada aplicacdo. Para essa funcionalidade, ou caso de
uso, hd uma interagdo entre usudrio e o caso de uso login. Para
tanto, um conjunto de passos é usado para descrever o fluxo
de eventos da interagdo entre essas duas entidades. A seguir, a
especificagdo de casos de uso é apresentada e exemplificada.

Especificacao de Casos de Uso

Caso de uso é uma técnica de especificacdo que descreve
uma seqiiéncia de a¢bes que o sistema deve realizar para
produzir uma resposta para um ator. Na realidade, tem-se uma
seqiiéncia da interacdo entre caso de uso e ator. O caso de uso
detalha o que um sistema deve fazer, descrevendo como uma
determinada funcionalidade é utilizada por um ator.

Cabe destacar que um caso de uso compreende duas partes:
o diagrama de caso de uso e o caso de uso propriamente dito.
O diagrama de caso de uso é um dos nove diagramas da
UML (Unified Modeling Language) enquanto que o caso de uso
consiste de um template (ou modelo), conforme apresentado na
secdo seguinte, que serve para detalhar a seqtiéncia de passos
de execucdo do caso de uso. Neste artigo, o foco é tratar da
especificagdo de casos de uso, isto é, de apresentar e ilustrar
um template de especificacdo e, portanto, o assunto diagrama
de casos de uso nao é tratado.

Os casos de uso servem para especificar as interagdes
existentes entre o sistema em desenvolvimento e atores (ou
entidades externas ao sistema). Os atores compreendem
usudrios, estimulos externos gerados por dispositivos
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eletrénicos ou outros sistemas computacionais. Os atores
podem ser considerados como entidades externas ao sistema,
jé que estao fora da fronteira do sistema, e sdo responsdveis por
gerar eventos para iniciar interagdo com o caso de uso.

Outra recomendacdo é evitar uso de termos especificos de
implementagdo, procurando manter o nivel de detalhamento
compreensivel ao usudrio. E preciso considerar que os casos
de uso devem levar em conta o vocabuldrio do usudrio. Além
disso, um cendrio é uma instancia de um caso de uso e,
portanto, um caso de uso pode conter um ou mais cendrios,
conforme apresentado na segao seguinte.

Casos de uso servem para especificar o comportamento de
um sistema de software ou parte dele, isto é, descrevem um
conjunto de agdes que produzem algum resultado. Note que
o objetivo do caso de uso é especificar o ‘o que” e ndo o ‘como’
um determinado sistema realiza um objetivo. Um exemplo de
diagrama de caso de uso é mostrado na Figura 1.

‘ ValidarCliente
Cliente

Figura 1. Exemplo de um caso de uso.

A figura contém um ator (Cliente) e um caso de uso
(ValidarCliente) com o qual o ator interage. Note que
podemos ter intera¢des entre atores e casos de uso, cujo
objetivo é alcancar a meta do caso de uso (realizando sua
funcionalidade). Essas intera¢bes ocorrem através da troca
de mensagens onde os atores se comunicam com o(s) caso(s)
de uso. O fluxo que descreve as acdes (i.e. mensagens)
trocadas entre atores e caso de uso é denominado de fluxo
principal e compde o nticleo do documento da especificagdo
de casos de uso.

Esse documento contém um conjunto de informagdes
que sdo de interesse do cliente, gerente de projeto, gerente
de negécios a programadores, analistas e engenheiros
de testes. Nesse sentido, o engenheiro de software, ao
elaborar esse documento, busca um compromisso de
comunicar bem o conjunto de passos de cada caso uso do
sistema, bem como prover detalhes com suficiente clareza
e consisténcia para publico alvo, ou seja, os programadores
e engenheiros de testes (responsdveis pela implementagéo
do sistema e elaboracdo e execugdo de plano de testes,
respectivamente).

A Tabela 1 apresenta uma relagdo dos itens consideradas
imprescindiveis em um documento de especificacdo de
casos de uso. A relagdo de itens destacados na Tabela 1
ndo pressupde a intengdo de ser completo, mas de apon-
tar os itens considerados como mais importantes num
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Itens de uma Especificacao Contetido

de Casos de Uso

1.Introducdo Estasecao contém uma descricao dos objetivos do documento,
opublicoao qual ele se destina e,em linhas gerais, 0 propdsito
projeto a ser desenvolvido. Essa secao, adicionalmente, pode
apresentar uma visdo geral do sistema a ser desenvolvido,

informando as demais secoes do documento.

2.(Descricao de) Atores Esta secdo descreve, de maneira sumarizada, o conjunto
de atores que interagem com os casos de uso do sistema a
ser desenvolvido. A descricao de cada ator, adicionalmente,

caracteriza seu respectivo papel.

3. (Descricao de) Casos de Uso | Apresenta-se uma descricao de todos os casos de uso que
fazem parte do sistema a ser desenvolvido. Também, é
apresentado o conjunto de informacoes que compdem
cada caso de uso. As informacdes a serem utilizadas na
especificagdo do caso de uso sdo obtidas do documento
de requisitos. O engenheiro de software deve organizar o
conjunto de casos de uso do sistema de modo a tornd-los

mais compreensiveis.

4, Referéncias Exemplos  desses  documentos  complementares

(Documentos compreendem o documento de requisitos, atas de reunioes

Complementares) nas quais ocorreram levantamento e validagdo de requisitos
¢,em aplicagoes especificas, um glossario.

5.Apéndice Trata-se de uma se¢do que pode conter informagdes de apoio

para os leitores do documento como, por exemplo, diagramas
de casos de uso.

Tabela 1.Relacédo de itens de um documento de requisitos.

1.Introdugéo

Este documento especifica os casos de uso de um sistema que prové
noticias e contetido online, denominado de Sistema Exemplo, a ser
desenvolvido para a Empresa XYZ. Seu propésito é prover noticias
sobre os mais variados conteudos, permitindo acesso integral
apenas aos usudrios leitores cadastrados no sistema.Este documento
apresenta descricao dos fluxos de eventos, entradas e saidas de cada
caso de uso a ser implementado.

(Note que o propdsito desse sistema, usado aqui apenas com fins
ilustrativos, é similar ao de um sistema como o de portais de jornais e
revistas e outros provedores de contetido que permitem o acesso ao
conteuido apenas a clientes devidamente cadastrados no sistema).
Visdo geral do documento
Esta introducao fornece as informagoes necessarias para utilizar este
documento, explicitando os objetivos do sistema a ser desenvolvido.
As secoes abaixo complementam este documento.
*Se¢do 2 - Descricao de Atores:apresenta um quadro dos atores que
interagem com o sistema, com breve descricdo sobre cada um.
* Segdo 3 — Descrigdo de Casos de Uso: apresenta a especificagdo do
conjunto de casos de uso do sistema.
*Secdo 4 - Referéncias: referencia documentos complementares citadas
no documento ou necessarias para o entendimento do mesmo.
* Secdo 5 — Apéndice: compreende um conjunto de informagoes
complementares para auxiliar no entendimento do projeto.

. J

Quadro 1. Exemplo da Sec¢éo 1 do Documento de Especificacdo de Casos de Uso
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documento da especificagdo de casos de uso para uma
empresa.

O contetido exato das se¢des que compdem um documento
de especificagdo de casos de uso pode variar de empresa
para empresa. Todavia, os itens relacionados na Tabela 1,
geralmente, fazem parte de qualquer especificagdo de caso
de uso. As subsec¢Oes, destacados nos quadros a seguir,
enumerados de 1 a 5, ilustram o conteddo que compde um
documento de especificagdo de casos de uso.

Note que o Quadro 1 descreve o propdsito do documento
e apresenta uma visdo geral do documento do sistema a
ser desenvolvido, informando as se¢bes e contetido que
compdem o documento. Isto visa prover os leitores (projetista,
programador ou engenheiro de teste) com as informagdes
corretas das funcionalidades do sistema.

A segdo seguinte apresenta a segunda parte do documento
de especificacdo de casos de uso, a qual contém relacdo e
descrigdo dos atores. Atores podem ser usudrios (humanos),
outros (sub)sistemas (de hardware ou software) ou ainda uma
entidade abstrata que causa algum tipo de estimulo como, por
exemplo, um determinado horério ou data que é alcancada, e
gera um evento (que interage com um caso de uso do sistema).

Perceba que um caso de uso jamais ird iniciar sozinho
qualquer agdo. Eles necessitam de algum ator que atua como
‘inicializador’ das interagdes. E importante ainda entender que
nao apenas um ator inicializa um caso de uso como também
pode ser influenciado pela resposta do caso de uso (como
ocorre com o feedback dado pelo sistema a um usudrio). Um
exemplo da descri¢do de atores € ilustrado no Quadro 2.

2. Descri¢do de Atores

Esta secdo apresenta a descricdo dos atores pertinentes aos casos
de uso especificados neste documento, os quais estao relacionados
no quadro abaixo.

Qualquer usudrio que acesse o site do sistema que prové noticias e
contetido online e venha consultar algum contetido gratuito. Este
usudrio ndo precisa estar cadastrado no sistema para ter acesso ao
contetido gratuito.

Ator Descricao

Usudrio Internet

Sao os usudrios cadastrados no sistema de noticias, os quais tém

Usudrio Externo I
acesso a todo contetido via Intemet.

Usudrio Externo que tenha sido autorizado pelo Usudrio Principal

g para ter acesso as informagdes e contetido do sistema.

G J

Quadro 2. Exemplo da Secao 2 do Documento de Especificacao de Casos de Uso




O Quadro 2 apresenta a descri¢do de um conjunto de atores
de um sistema Exemplo. Perceba que o objetivo nao foi de ser
completo, mas o de ilustrar como a se¢do de atores de uma es-
pecificagdo de casos de uso poderia ser elaborada. Por exemplo,
perceba que hd cinco atores que sdo usudrios (humanos) que tém
diferentes denominagdes dependendo de suas caracteristicas.
Além disso, hd um outro ator (Artigos) que é na realidade um
componente de software que implementa um conjunto de fun-
cionalidades. Note ainda que as informages apresentadas nesta
se¢do tém a intencdo de comunicar as partes envolvidas e inte-
ressadas (isto é, projetista, programadores e engenheiro de teste)
o conjunto de atores pertinentes ao sistema a ser desenvolvido.

A secdo seguinte apresenta a terceira parte do documento de
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especificagdo de casos de uso que compreende a descrigdo dos
casos de uso seguindo um template ou modelo que contém um
conjunto de itens como descrito abaixo:

e Nome do caso de uso

e Autor

e Data

e Pré-condigdo

e Descri¢do ou sumaério (do caso de uso)

e Fluxo principal (ou bésico) de eventos

e Subfluxo de eventos

¢ Fluxo secunddrio (alternativo e de exce¢ao)

e P6s-condigdo

e Ponto de extensado

3. Descrigao de Casos de Uso

Um caso de uso compreende uma seqiiéncia de agdes que o sistema
realiza produzindo algum resultado para um ator.

Os casos de uso nesse documento sao identificados pelo termo “UC”
(que denomina Use Case) seguido de um numero sequiencial, como
[UCO01]. Cabe destacar que os identificadores dos casos de uso
jamais devem ser modificados ou reaproveitados, para nao invalidar
referéncias externas feitas a eles.

O fluxo principal descreve o comportamento “normal” do caso de
uso, isto &, os eventos basicos necessarios para que o caso de uso
seja executado normalmente. Eventualmente, pode-se ter sub-fluxos
(SB) que descrevem um fluxo opcional de eventos. Vale ressaltar que
um sub-fluxo ndo pressupoe sua execucao ja que ele pode ou nao
ser executado. Um sub-fluxo constitui um fluxo opcional e poderia
ser considerado como uma extensao num diagrama de casos de
uso. Adicionalmente, um fluxo secundario (FS) que compreende
fluxo alternativo e de excecbes, isto é, eventos ndo cobertos no fluxo
principal do caso de uso. Além disso, se um passo do fluxo de eventos
principal puder levar a execucao de um sub-fluxo ou de um fluxo
secundario, o identificador do sub-fluxo ou do fluxo secundario devera
ser referenciado, colocando-se ao lado deste passo entre parénteses
(como ilustrado nos casos de uso descritos abaixo).

O conteldo abaixo apresentado descreve um conjunto de requisitos
do Sistema Exemplo que prové conteido para usuarios cadastrados.

[UC001] Solicitar cadastro no sistema

Pré-condigées: O usuério deve estar na tela de login.

Pés-condigoes: Se o caso de uso for realizado com sucesso, um termo de
responsabilidade de acesso ao site do sistema de contetidos sera gerado.
Ator: Usuério autorizado e usudrio principal

Fluxo de eventos principal
1.0 sistema apresenta uma tela contendo os seguintes campos:
a.Nome *
b.Endereco *
c.CPF*
d.Correio eletronico *
e.Telefone *
f.Indicador se o usuario devera ser usuario principal *

Os campos assinalados com * sdo obrigatérios

2.0 usudario preenche os campos ([FS001] Campos de preenchimento

obrigatério, [FS002] CPF invélido, [FS003] Formato invélido de correio
eletronico, [FS004] Telefone invalido, [FS005] Usuério ndo pode ser
o principal).
.0 sistema executa a validacdo da inclusao de usuério, passando
os dados (nome, endereco, CPF, correio eletronico, telefone e tipo de
usuario) que devem ser validados. ((FS001] Campos de preenchimento
obrigatoério; [FS002] Campo de CPF invalido; [FS003] Formato de
correio eletrénico invalido; [FS004] Telefone ndo é numérico; [FS005]
Usudrio nao pode ser o principal).
4.0 sistema verifica se o usuario deve ser um usuario principal (SBO01
Solicitar usuario principal).
5.0 sistema apresenta o termo de responsabilidade de acesso ao site.
6.0 sistema retorna para a tela de login.

w

Sub-fluxos

[SB001] Solicitar usuario principal

1.0 sistema verifica autorizacdo para o usuario principal, passando CPF
do usudrio ([FS005] Usuério nao pode ser o principal).

2.0 sistema apresenta o termo de responsabilidade de acesso ao site
do sistema de conteudo e de usuario principal.

3.0 sistema volta ao passo 5 do fluxo principal

Fluxos secundérios

[FS001] Campos de preenchimento obrigatério

1.Se o usuario ndo preencher algum dos campos obrigatérios da tela, o
sistema exibe mensagem solicitando seu preenchimento.

[FS002] CPF invélido
1.Se o digito verificador do CPF ndo estiver correto, o sistema exibe
mensagem informando que o CPF é invalido.

[FS003] Formato do correio eletronico invélido

1.Se o correio eletronico nao tiver apenas um caractere @ e nao tiver pelo
menos um caractere antes e pelo menos um depois do @,entdo o sistema
exibird uma mensagem de erro:“Formato do correio eletronico é invalido”

[FS004] Telefone ndo é numérico
1.Se os dados do telefone nao forem numéricos, o sistema exibe a
mensagem:“Telefone deve ser numérico”

[FS005] Usuério ndo pode ser o principal

1.0 sistema checa se a resposta obtida na verificagao foi “OXY” (isto &,
um codigo de numero qualquer 0XY que, para fins de exemplo, pode
significar que o “usuario ndo pode ser o principal”) e exibe a seguinte
mensagem “O CPF do usuério informado néo pode ser o usuério
principal da empresa informada’.
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[UC002] Alterar senha

Pré-condigées: O usudrio deve estar na tela de login.

Pré-condigées: Usuario logado.

Pés-condigdes: Se o caso de uso for realizado com sucesso, o usuario
terd a sua senha alterada.

Atores: Usudrio principal, usudrio autorizado e usudrio interno.

Fluxo de eventos principal

1.0 sistema apresenta uma tela com a identificacao do usuério e
solicita que o mesmo informe os seguintes campos:

a.Senha de acesso atual *

b.Nova senha de acesso *

c.Confirmagao de nova senha de acesso *
d.Lembrete de senha

Os campos assinalados com * sdo obrigatdrios. A senha digitada é

exibida para o ator (usuario) em forma de asteriscos.

2.0 usudrio informa os dados solicitados e confirma a efetivacdo da
alteracao da senha. ([FS001] Campos de preenchimento obrigatério;
[FS002] Confirmagao de senha incorreta).

3.0 sistema realiza a alteracdo de senha, passando como parametro a
nova senha de acesso e o lembrete de senha ([FS003] Senha invalida;
[FS004] Tamanho de senha invalido; [FS005] Senha igual a uma
anterior; [FS006] Timeout — Tempo minimo para alteracdo de senha
nao alcancado; [FS007] Usuario excluido do sistema).

Fluxos secundérios (alternativos e de exce¢do)

[FS001] Campos de preenchimento obrigatério

1.Se o usuario nao preencher qualquer dos campos obrigatérios da
tela do site, entdo o sistema exibird uma mensagem solicitando seu
preenchimento.

[FS002] Confirmagao de senha incorreta

1.0 sistema verifica se a nova senha digitada e a confirmacédo de nova
senha estao iguais. Se as senhas ndo estiverem iguais, entao o sistema
exibira a seguinte mensagem:“A confirmagdo da nova senha esta
incorreta’

[FS003] Senha invélida

1.0 sistema verifica se a senha informada esté de acordo com os
parametros definidos na politica de seguranga do sistema e exibira a
mensagem de “Senha invalida” caso ndo esteja em conformidade com
esses parametros.

[FS004] Tamanho de senha invélido

1.0 sistema verifica se o tamanho da senha informada esta em
conformidade com os parametros definidos na politica de seguranca
do sistema e exibird a mensagem de “Tamanho de senha invalido’
caso nao esteja em conformidade.

[FS005] Senha igual a uma anterior

1.0 sistema verifica se a senha informada estd igual a alguma senha
anterior ja utilizada pelo usuario e exibira a mensagem de“Esta senha
ja foi utilizada anteriormente’ caso isso seja verificado.

[FS006] Timeout - Tempo mfnimo para alteragdo de senha nao

alcangado

1.0 sistema verifica se o tempo minimo (timeout) para alteragao de
senha nao foi alcancado e exibird a mensagem de “Timeout - Tempo
minimo para alteracdo de senha ndo alcang¢ado’ caso isso ocorra.

[FS007] Usuério exclufdo do sistema

1.0 sistema checa se a resposta obtida na verificagdo foi “0XY” (isto &,
um cédigo de nimero qualquer 0XY que, para fins de exemplo, pode
significar que o“usuario excluido do sistema”) e exibird a mensagem de
“Usuario inativo e ja excluido do sistema”

[UC003] Efetuar login

Pré-condigdes: O usuério deve ser cadastrado no sistema.
Pés-condigdes: Se o caso de uso for realizado com sucesso, o usuario
sera logado no sistema e terd acesso as funcionalidades do mesmo.
Atores: Usudrio principal, usudrio autorizado e usuério interno.

Fluxo de eventos principal
1.0 sistema disponibiliza as seguintes opgdes ao usuario:
a.Solicitar cadastro no sistema
b.Iniciar sistema de atendimento
c.Solicitar lembrete de senha
1.De acordo com a opcdo selecionada pelo usuario, o sistema executa
um dos seguintes fluxos:
a.[UC001] Solicitar cadastro no sistema
b.[SB001] Iniciar sistema de atendimento
¢.[UC004] Solicitar lembrete de senha

Sub-fluxos

[SBOO1] Iniciar sistema de atendimento

1.0 sistema exibe uma tela solicitando que o usuério preencha os
seguintes campos:

a.ldentificacao do usuario*
b.Senha*
Os campos assinalados com * sdo obrigatérios.

2.0 usudrio informa os dados solicitados e confirma o login. ([FS001]
Campos de preenchimento obrigatorio).

3.0 sistema realiza o login do usudrio. ([FS002] Usudrio invalido, [FSO03]
Senha invélida, [FS004] Usuario ndo cadastrado, [FS005] Usuario
bloqueado, [FS006] Usuario excluido)

4.Verifica se a condicao da senha“descartavel” (isto €, uma senha gerada
automaticamente pelo sistema a qual o usuario deve alterar dentro de
determinado prazo) do usuario ([SB002] Senha descartavel expirada).

5.0 sistema verifica se a senha de acesso do usudrio esta expirada.

6.Caso a senha de acesso do usudrio tenha expirado, o sistema:

a.Registra o log de acesso do usuario, passando os seguintes
parametros:
i. A identificacdo do usudrio informada,
ii. O IP da maquina cliente,
iii. O evento 5 (acesso com senha expirada).
b. Executa o caso de uso [UC003] Alterar senha.

7.0 sistema verifica o conjunto de funcionalidades as quais o usuario
tem acesso.

8.0 sistema exibe uma tela inicial e contetdo para o usudrio e destaque
de ultimas noticias.

[SB002] Senha expirada
1.0 sistema alterada a condicdo de senha descartavel do usuério
([FS007] Usudrio nao esta com senha descartavel).

Fluxos secundarios (alternativos e de excegao)

[FS001] Campos de preenchimento obrigatério

1.Se o usuario nao preencher qualquer dos campos obrigatérios
exigidos pelo sistema, entdo o sistema exibird uma mensagem
solicitando seu devido preenchimento.

[FS002] Usudrio invélido

1.0 sistema verifica se a nova senha digitada e a confirmacéao de nova
senha sao iguais. Se as senhas ndo estiverem iguais, entéo o sistema
exibira a seguinte mensagem:“A confirmagao da nova senha esta incorreta’
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[FS003] Senha invélida

1.0 sistema verifica se a senha informada esta de acordo com os
parametros definidos na politica de seguranca do sistema e exibira a
mensagem de “Senha invélida” caso nao esteja em conformidade com
esses parametros.

[FS004] Usuério nao cadastrado

1.0 sistema checa se a resposta obtida na verificagdo foi “0XY” (isto €, um
cddigo de nimero qualquer 0XY que, para fins de exemplo, pode significar
gue o “usudrio ndo cadastrado”) e exibira a mensagem de “Usudario nao
cadastrado no sistema. Entre em contato com a Central de Atendimento
0-800-XYZW/ caso nenhum dado seja encontrado no sistema.

[FS005] Usuério bloqueado
1.Caso o usudrio esteja bloqueado, o sistema deve:
a.Registrar o log de acesso do usuario, passando os seguintes parametros:
i. A identificacdo do usuario
ii. O IP da maquina cliente

L

iii. O evento 3 (tentativa de acesso com usuério bloqueado).
b.Enviar e-mail para a area de seguranca da Empresa XYZ, relatando a
ocorréncia de tentativa de acesso por usuario bloqueado.
c.Apresentar a mensagem:“Usudrio bloqueado. Entre em contato com a
Central de Atendimento 0-800-XYZW"

[FS006] Usuério excluido

1.0 sistema checa se a resposta obtida na verificacao foi“OXY” (isto &€, um
cédigo de numero qualquer 0XY que, para fins de exemplo, pode significar
que o“usudrio excluido”) e exibird a mensagem “Usuario excluido. Entre
em contato com a Central de Atendimento 0-800-XYZW"

[FS007] Usudrio ndo est4 com senha descartével

1.0 sistema checa se a resposta obtida na verificacao foi “0XY” (isto &,
um cédigo de nimero qualquer 0XY que, para fins de exemplo, pode
significar que o“usuario nao esta com senha descartavel”) e exibira a
mensagem “Usuario ndo possui senha descartavel. Entre em contato
com a Central de Atendimento 0-800-XYZW'’.

Quadro 3. Exemplo da Secao 3 do Documento de Especificacdo de Casos de Uso.

Uma descricdo de cada um desses itens é apresentada no
Apéndice, conforme ilustrado no Quadro 5. Note que essa
relacdo de itens ndo tem o objetivo de ser completa.

Um conjunto de caso de uso é mostrado no Quadro 3, objetivando
ilustrar uma descrigdo de casos de uso que poderia ser elaborada.

O Quadro 3 apresenta a descrigdo de um conjunto de casos
de uso de um sistema Exemplo. Vale ressaltar que apenas
alguns requisitos funcionais sdo apresentados para ilustrar
como essa se¢do do documento de especificagdo de casos
de uso poderia ser elaborada. Veja também que possiveis
fluxos secunddrios, os quais podem existir numa aplicagao,
foram ilustrados.

O Quadro 4 apresenta a quarta parte do documento de espe-
cificagdo de casos de uso que lista um conjunto de documentos
complementares, os quais servem de subsidio ao contetido
neste documento.

(" N\
Documentagdo Complementar
Esta se¢do apresenta a documentagédo de apoio, referenciando um
conjunto de outros documentos que complementam e suportam as
informagoes contidas no documento de requisitos.

1.Documento de Requisitos do Sistema Exemplo, Versao 00.01
22/01/2009.

2. Ata de Reunido - Levantamento de Requisitos do Médulo de
Cadastro do Sistema Exemplo, 12/01/2009.

3. Ata de Reuniao - Levantamento de Requisitos do Médulo Controle
de Acesso e Autenticacdo do Sistema Exemplo, 13/01/2009.

4., Ata de Reuniao - Levantamento de Requisitos do Médulo de
Financeiro do Sistema Exemplo, 14/01/2009.

5.Ata de Reunido - Validagdo de Requisitos do Sistema Exemplo,
15/01/2009.

6.Plano de Projeto do Sistema Exemplo.
J/

Finalmente, a quinta parte do documento de especificacdo
de caso de uso é opcional, podendo ou néo fazer parte deste
documento. Ela pode conter, por exemplo, um glossario de ter-
mos usados no documento e também um quadro informando
o contetido de cada parte do template da descricdo de caso de
uso, como ilustrado no Quadro 5.

1.Apéndice
Esta secdo apresenta contetido do Modelo (Template) de Caso de
Uso utilizado no documento de especificagao de casos de uso.

1.Nome do caso de uso - trata-se de uma identificagdo tnica do caso
de uso para ser utilizada ou referenciada em todo o documento.

2.Descrigdao ou sumdrio (do caso de uso) - Breve descricao do
contetdo e propésito do caso de uso.

3. Fluxo principal (ou basico) de eventos — Descri¢ao dos passos
que atores e sistema realizam durante execugao do caso de uso.
Trata-se do fluxo normal de eventos que ocorrem na interagéo
entre ator e sistema para realizagao de um caso de uso.

4.Fluxo secundaério (alternativo e de excegdo) - Compreendem
caminhos alternativos que podem ser tomados durante a
realizacao de um caso de uso.

5. Pré-condi¢do - Compreende uma lista de condicées necessarias

para que um caso de uso aconteca.

6.Pés-condicao — Trata-se uma lista de condigées que sao
consideradas como atendidas quando um determinado caso de
uso é encerrado.

7.Ponto de extensao - Consiste de uma seqiéncia opcional de
eventos que € incluida num caso de uso, podendo ocorrer ou nd@o
(ja que ela é opcional).

8.Autor - Identificagdo de quem elaborou o documento de
especificagdo de casos de uso.

9.Data - Refere-se a data na qual o documento foi produzido.

L J

Quadro 4. Exemplo da Se¢éo 4 do Documento de Especificacao de Casos de Uso

Quadro 5. Exemplo da Secédo 5 do Documento de Especificacao de Casos de Uso
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Comentarios Finais
Requisitos compreendem a esséncia de um sistema de softwa-

Este artigo apresentou e exemplificou um documento de
especificagdo de casos de uso e destacou sua importancia para

o desenvolvimento de um sistema de software. @

A Guide to the Software Engineering Body of Knowledge
http://www.swebok.org/

re ja que eles definem as funcionalidades que o sistema deve
fornecer e sob quais condi¢ées o sistema deve operar. Portanto,
é de suma importancia documentar de maneira adequada o con-
junto de requisitos para que as etapas seguintes do processo de
desenvolvimento de software acontecam de modo satisfatorio.

Assim, com o documento de requisitos em mdos, um engenheiro
de software deve detalhar o conjunto de requisitos e, para tanto,
ele faz uso de um modelo de documento de especificagdo de
casos de uso para elaborar esse documento. A necessidade de
trabalhar com um modelo (ou template) é fundamental para co-
municar bem as funcionalidades do sistema a ser desenvolvido
para, por exemplo, o arquiteto de software, gerente de projeto,
programadores e engenheiros de testes, os quais irdo consultar
as informagdes contidas nesse documento.

Use Case - An Introduction
http://www.parlezuml.com/tutorials/usecases/usecases_intro.pdf

Understanding Use Case Modeling
http://www.methodsandtools.com/archive/archive.php?id=24

Driving Development with Use Cases
http://www.parlezuml.com/tutorials/usecases/usecases.pdf
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Estimativas de Software - Fundamentos,
Técnicas e Modelos

Como usar de forma consistente PF, COCOMOII, Simulacao de Monte Carlo e
seu bom senso em estimativas de software

Carlos Eduardo Vazquez
Sdcio-fundador da FATTO Consultoria e Sistemas,
um dos autores do livro "Andlise de Pontos de
Fungdo: Medico, Estimativas e Gerenciamento
de Projetos de Software; livro com mais de 7.000
exemplares vendidos e atualmente em sua 8°
edicdo. Pioneiro na aplicagdo de métricas de sof-
tware no Brasil possui 20 anos de experiéncia em
Tl, notoriamente na aplicagdo das disciplinas do
desenvolvimento e sustentagdo de sistemas cor-
porativos. Graduado em Processamento de Dados
pela PUC-R/ em 1990, jd passou com sucesso por
quatro vezes pelo processo de certificacio de
especialista em pontos de fungdo pelo IFPUG —
International Function Point Users Group, tendo
sido um dos primeiros brasileiros a conquistar
essa certificagdo em 1996. Desde 1993, vem for-
mando profissionais na aplicagdo da Andlise de
Pontos de Fungdo, tendo sido professor da UFES,
atuado como consultor de grandes projetos de
tecnologia em empresas do setor financeiro, ban-
cdrio e de telecomunicagdes.

40 Engenharia de Software Magazine - Estimativas de Software - Fundamentos, Técnicas e Modelos

Neste artigo veremos

Estimar é uma atividade cotidiana, sistematica-
mente evitada por aqueles responsaveis pela
sua execucdo. Na busca por superar isso, uma
série de técnicas e ferramentas surge no cenario
dodesenvolvimento e manutencao dessistemas.
Muitas vezes, no desespero por uma solucao
imediata, elas sdo adotadas independentemen-
te de sua adequacao ao cenario especifico em
que serdo introduzidas, ou mesmo apenas com
um conhecimento superficial quantoao seu fun-
cionamento. Ferramentas como o COCOMOII,
Simulacao de Monte Carlo e Pontos de Funcéo
nao substituem a analista responsavel pela
estimativa, que enfrenta a confuséo entre o que
seja uma estimativa técnica, um compromisso
pessoal ou uma meta corporativa.

Qual afinalidade

Nosso objetivo é diferenciar entre esses

diferentes atos e como se portar diante de
.

cada um deles; destacar que simples cuidados
podem ajudar a produzir estimativas de muito
mais qualidade; apresentar como funciona
uma série de ferramentas isoladamente e
como integra-las no estabelecimento de um
ambiente propicio a melhoria continua da
qualidade das estimativas.

Quais situacoes utilizam esses recursos?

Nas diferentes situacdes em que um analista deve
se relacionar com seus clientes no sentido de forne-
cer a sua expectativa para prazo, custo, esforco ou
escopo no desenvolvimento e manutencao de sof-
tware. Visa ajudar a esse analista a identificar os
diferentes tipos de solicitacdo e evitar que ele caia
em armadilhas que o leve a assumir compromissos
inexeqiiiveis. Adicionalmente, é dtil também aque-
le profissional que trabalha na definicao de pro-
cessos de desenvolvimento e selecao de métodos
e ferramentas para fins de melhorar o processo de
estimativa de sua organizacao.

J

Dificuldades ao Estimar

Estimar é um ato cotidiano na vida de to-
dos eissondo € diferente no desenvolvimen-
to e manutencgdo de sistemas. Apesar disso,
uma série de dificuldades de diferentes
naturezas faz com que muitos profissionais

evitem o0 seu exercicio, ou continuamente
adiem a comunicacdo dos seus resultados.
Para ilustrar cinco dessas dificuldades,
considere um seguinte pedido por uma
estimativa: Qual a duracdo do deslocamento
entre o Rio de Janeiro e Niterdi?



Ambigiiidade, volatilidade ou falta de clareza

A primeira dificuldade em atender esse pedido é que (1) os ob-
jetivos da estimativa, seu escopo, seus requisitos, nio estio claros
ou completos. Por exemplo, qual o meio de transporte para esse
deslocamento? Quando se diz Rio de Janeiro, deve-se entender o
centro da cidade ou a Barra da Guaratiba (bairro situado a cerca
de 60 quildmetros de distancia do centro do Rio de Janeiro)? Ana-
logamente, Niterdi se refere ao centro da cidade ou a algum outro
ponto? O trajeto serd feito utilizando um carro ou alguma outra
combinagdo de transportes publicos e privados? Em qual hordrio?

Veja que essas questdes ndo demandam um grande volume
de andlise, mas ainda assim muitas vezes elas sdo desconside-
radas, 0 mesmo acontecendo na prética do desenvolvimento e
manutencdo de sistemas.

Garantir medic¢oes adequadas e referéncias validas

A ambigiiidade, volatilidade ou falta de clareza do objeto da
estimativa, assim como um dominio de problema ndo muito bem
compreendido, ndo podem ser empecilhos narealizagdo de umaes-
timativa, afinal estimar também é relativo a predizer face aincerteza.

O conhecimento incompleto ndo deve ser uma barreira, desde
que existam referéncias nas quais o analista possa se basear.
No processo de estimativa, o projeto ou demanda é fracionado
em subconjuntos que, individualmente, podem ser designados
como uma unidade para execucdo. Daif surgem outras duas di-
ficuldades: (2) Garantir que os pacotes de trabalho tenham sido
adequadamente medidos; e (3) produzir estimativas que estejam
consistentes com realizagGes passadas em outros projetos.

A construcdo dessas referéncias requer dados histéricos ou o
levantamento dos mesmos — é importante identificar quando
ndo hé vontade politica para isso, mesmo quando h4 subsidios
técnicos para tal, afinal esse tipo de iniciativa transfere poder de
individuos para a corporagéo. Para que esses dados tenham valor
efetivo para o processo de estimativa, é necessario que haja um
tratamento estatistico dos mesmos, que dificilmente é alcangado
na esfera do individuo, podendo ser empreendido como uma
iniciativa organizacional. Isso porque é tipicamente ai que: (a)
Processos sdo estruturados para estimar e descrever o tamanho
do produto de software; (b) as estimativas de custo, esforgo, prazo
e escopo sdo relacionados aos valores realizados; () os modelos de
estimativa utilizados sdo calibrados as condigées locais; e (d) os
critérios para normalizar as diferencas entre os projetos e produ-
tos sdo estabelecidos de tal forma que uma simples extrapolagao,
ndo normalizada, de taxa de entrega (Homem-Hora / Ponto de
Fungéo) ndo seja a base para a estimativa.

Diferenciar estimativa, meta e compromisso

Entre aqueles que pedem e fornecem estimativas, existe muita
confusdo entre o que seja: a) fornecer uma estimativa, um ato
técnico que pondera os riscos de escopo e produtividade; b)
estipular uma meta para o atendimento de uma demanda ou
projeto por uma equipe, um ato gerencial ou politico; ¢) assumir
um compromisso, uma decisdo pessoal.

Uma estimativa é uma avaliacdo do provavel resultado
quantitativo de uma varidvel de interesse, é a representagdo

PLANEJAMENTO

de uma chance, um ntimero com uma possibilidade de ser
realizado, enquanto meta é um objeto a que se dirige algum
intento, e compromisso é uma obrigacao tacita ou explicita que
pode envolver outras pessoas ou ser auto-imposta.

Outra dificuldade ao estimar é que (4) nem sempre é f4cil
distinguir entre esses diferentes atos e a importancia dessa
disting&o estd na forma como eles sdo julgados e os fins para os
quais os seus produtos sdo usados. Uma estimativa ndo é um
or¢amento mal realizado, é uma etapa preliminar. Por exemplo,
eliminadas as ambigiiidades, nivelado o entendimento neces-
sdrio para estimar a duragdo do deslocamento entre o Rio de
Janeiro e Niterdi, identificadas referéncias védlidas, compativeis
com esse entendimento, ainda assim é um absurdo oferecer
uma estimativa de uma hora e quinze minutos, pontual (single
point estimate) sem o destaque que se trata de uma chance.

Estimativas diretas versus estimativas paramétricas

Asestimativas pontuais sdo tipicas, ainda que nao exclusivas das
estimativas diretas. Uma estimativa direta é aquela cuja grandeza
de interesse (esforgo, prazo, custo ou escopo) tem o seu valor esti-
mado de forma direta, sem a utilizagdo de algum outro pardmetro
de referéncia, como no exemplo utilizado anteriormente de 01:15.
Um contra-exemplo de uma estimativa direta é como quando se
verifica que a distancia entre o Rio de Janeiro e Niterdi é de 25
quilémetros, considerando uma velocidade média de 25 quilo-
metros por hora fazendo o percurso todo de carro, e por volta das
15:00, a estimativa seria de 1:00 hora. Esse tipo de estimativa, em
que algum outro parametro de referéncia é utilizado para derivar
o valor para a grandeza de interesse e é denominada estimativa
paramétrica. As estimativas paramétricas sdo resultados de mo-
delos de estimativas, desde os mais simples como esse exposto,
que também produziu uma estimativa pontual, até aqueles que
incluem componentes de incerteza.

O aspecto humano é outro fator que deve ser considerado
ao receber e elaborar estimativas diretas. Estimar envolve a
auto-estima e o reconhecimento profissional. Existem aqueles
profissionais que sdo “orientados ao sucesso”; a estimativa
direta produzida por pessoas com esse perfil tende a ser
conservadora enquanto aquela produzida por profissionais
“viciados em adrenalina” tendem a ser agressivas.

Modelos deterministicos

Osmodelos de estimativa deterministicos ndo incluem qualquer
forma de aleatoriedade ou probabilidade em sua caracterizagdo.
Independentemente de sua complexidade, as estimativas sdo de-
terminadas assim que as suas entradas sdo definidas. Ao oferecer
essas estimativas de 01:15 ou 01:00 para a duragdo do desloca-
mento entre o Rio de Janeiro e Niter6i, aquele que a recebe pode
muito facilmente entender que haja certeza dela estar correta.

A estimativa é obtida de forma direta no primeiro caso (01:15)
e a partir de um pardmetro, como a média das velocidades,
no segundo caso (01:00). Essa média, por sua vez, é obtida a
partir de diferentes viagens passadas onde individualmente
verificou-se uma determinada velocidade média no percurso.
A Férmula 1 descreve como ela foi obtida.
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Z Velocidade,
Velocidade = =

n

Férmula 1. Calculo da média das velocidades em n diferentes viagens
escolhidas aleatoriamente entre aquelas com as condi¢des similares a
que se deseja estimar.

A média foi a medida de tendéncia de centro utilizada
na estimativa de 01:00 para a viagem. Essa medida é
afetada por valores extremos que podem diminuir a sua
representatividade para fins de estimativas. Por exemplo, se
houve um dia nessas viagens com uma seqiiéncia de grandes
engarrafamentos e, como conseqiiéncia, a viagem durou trés
horas, a média terd o seu valor majorado jd que dificilmente
haja uma viagem cuja duragdo seja curta o suficiente para
haver uma compensagéo.

Outra medida de tendéncia menos sensivel aos valores
extremos é a mediana que, considerando uma lista ordenada
das diferentes velocidades verificadas, é o elemento central
dessa lista no caso dela conter um ndimero impar de elementos,
ou a média dos dois elementos centrais caso ela contenha um
nimero par de elementos. Uma terceira medida de tendéncia
¢é a moda. Ainda considerando a lista citada anteriormente,
ela é a velocidade mais comum verificada. Por exemplo, se
a velocidade de 15 Km/h foi verificada em trés ocasides e
nenhuma outra foi verificada mais vezes, ela é a moda.

Independentemente da medida de tendéncia, no caso amédia,
o resultado ilustra a aplicagdo de um modelo deterministico
que, assim como em desenvolvimento e manutencdo de
software, deveria ser a manifestacdo de uma probabilidade,
e ndo uma certeza. Como tal, uma estimativa para esses fins
deve sempre incluir alguma indicagdo do qudo préximo se
espera estar do real, de qual a sua acuidade, por exemplo, mais
ou menos 10% (+10%).

Modelos estocasticos

Os modelos de estimativa estocdsticos sdo aqueles que incluem
em sua formula¢do componentes de incerteza, as suas saidas
sdo verdadeiras estimativas de um sistema real, tendem a ser
uma melhor representacdo da realidade dada a sua inerente
natureza aleatéria. Em um modelo estocédstico, também se con-
sidera o grau de dispersdo verificado entre as diferentes viagens
utilizadas no célculo da média das velocidades do percurso.

A medida mais usada para descrever esse grau de dispersao
é 0 desvio padrdo. Ele é calculado conforme a Férmula 2.

n 2

z (Velocidadei - Velocidade)

i=1

S:
n-1

Férmula 2. Calculo do desvio padrao em n diferentes viagens escolhidas
aleatoriamente entre aquelas com as condicoes similares a que se deseja estimar.

A Férmula 2 pode assustar um pouco num primeiro mo-
mento, mas para os fins desse texto pode ser resumida como a
média dos desvios de cada velocidade individual (Velocidade,)
em relacdo a média das velocidades (Velocidade). O desvio
padrao é fundamental em modelos estocdsticos de estimativa
e andlise de risco, usado como uma unidade e representado
pela letra sigma (0).

Por exemplo, a soma dos casos com até 1 0 de diferenca em
relagdo a média em uma distribui¢do normal representa 68,26%
do total dos casos. Em outras palavras, hd uma chance de escolher
um caso que esteja até 1 0 de “distancia” da média de 68,26% ou
entdo +34,13%. Para 2 0, esse percentual sobe para 95,44%. A Figura
1ilustra a distribuigdo normal e as probabilidades conforme se
aumenta a amplitude da faixa de confianca.
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Figura 1. Distribuicao de probabilidades considerando uma distribuicédo
normal onde média, moda e mediana convergem para um mesmo ponto
e 0s extremos se compensam mutuamente.

Considere que o eixo X da Figura 1 represente as diferentes
produtividades verificadas em ordem crescente. Como cada
viagem tende a ter uma velocidade tinica, ndo é necessdria uma
precisdo nesse nivel ao estimar. O mais adequado é que no eixo
X haja uma faixa ao invés de uma velocidade individual. Por
exemplo, o primeiro elemento dessa série é referente a velocidade
entre 5 e 10 Km/h, o segundo elemento, para velocidades a partir
de 10 Km/h até 15 Km/h, e assim por diante. Observe que a
velocidade ndo deixa de ser uma unidade de produtividade que
relaciona um produto — quildmetros percorridos (Km) — com
uma unidade de tempo ou custo — hora (h).

Se o exemplo utilizado fosse o desenvolvimento ou manutengdo
de software, essa produtividade seria adequadamente
representada pelo seu inverso —a taxa de entrega expressa pela
quantidade de homens-hora (Hh) por pontos de fungéo (PF),
verificada nas diferentes demandas consideradas no estudo.

No eixo Y, estd a quantidade de vezes em que o deslocamento
em particular teve a velocidade enquadrada na respectiva
faixa do eixo X. Aproxima-se bastante do desenvolvimento e
manutengdo de software onde, ao invés da quantidade de vezes,
considera-se a soma das horas apropriadas em cada demanda
ou projeto, conforme a respectiva faixa de produtividade.

Qual o normal? Que na maior parte das viagens, haja uma
convergéncia para a média. Haverd casos em que uma viagem
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foi feita em muito mais tempo e casos em que ela foi feita em
muito menos tempo, mas isso serd uma excecdo. Dai o nome
da distribuigdo apresentada na Figura 1: Normal.

Portanto, se o desvio-padrao fosse de 00:10, a estimativa entre
00:33 (00:43 — 00:10) e 00:53 (00:43 + 00:10) teria 68,26% de chance
de estar correra. O desvio-padrdo é uma forma de determinar
o grau de acuidade em uma estimativa.

Outras formas de representar e lidar com a incerteza

O momento em que se estima é implicitamente (e muitas
vezes explicitamente) uma indicagdo de quanta acuidade pode-
se esperar. Por exemplo, uma estimativa ao final de um estudo
de viabilidade tende a ter uma menor acuidade que outra feita
ao final da especificagdo de requisitos e essa, por sua vez,
menor acuidade que uma terceira feita ao final do projeto de
alto nivel. Esse aumento na convergéncia entre as estimativas
otimistas e pessimistas acontece em fungdo da eliminagdo
tanto de riscos de escopo como de produtividade.

A Associagdo para o Avanco da Engenharia de Custos
Internacional (Association for the Advancement of Cost
Engineering International - AACE) recomenda um sistema de
classificagdo de custo especifica para a inddstria de processos,
resumida na Tabela 1.

A Associagdo Americana de Engenheiros de Custo (American
Association of Cost Engineers) define trés tipos de estimativa
de custo: a Estimativa de Ordem de Grandeza ou de Estudo (20
a 25%); Estimativa Preliminar (10 a 15%); e Estimativa Definitiva
(5%). Os valores entre parénteses indicam a acuidade esperada
nessas estimativas. Em diversos documentos de preparagio
para certificacdo como Profissional em Geréncia de Projetos
(Project Management Professional — PMP) pelo Instituto de
Geréncia de Projetos (Project Management Institute — PMI),
sdo citados os seguintes tipos de estimativa: Estimativa de
Ordem de Grandeza (-25% a +75%); Estimativa de Or¢amento
(-10% a +25%); e Estimativa Definitiva (-5% a +10%). As faixas
entre parénteses também indicam a acuidade da estimativa,

Nivel finica
ivel de D? inicao do Uso Final
Projeto
Classe de
Tipico Propésito da

Estimativa  Expresso como % da

definicio completa Estimativa

Tipico Método de Estimativa
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destacando um piso (percentual negativo) que representa
uma estimativa otimista e um teto (percentual positivo) que
representa uma estimativa pessimista. A Figura 2 ilustra
essa dindmica considerando uma Estimativa de Ordem de
Grandeza de 01:15 minutos para o deslocamento entre o Rio de
Janeiro e Niter6i. Nessa figura, ao invés de uma distribuicado
normal exposta na Figura 1, utiliza-se uma distribuigao
beta, que modela eventos cuja materializagdo é restrita a um
intervalo definido por um valor maximo e um minimo.

p N
~mais provdvel | mediana (50%)
4 Na maioria das _ PERT/CPM em 50%
vezes o deslocamento (@  |dos casos o deslocamento
dura 1:15 hs N dura 1:21 hs
otimista

p - Deslocamento
Deslocamento nao dura mais

nao dura menos de 2:11 hs

de 0:56 hs 1/

! e | ->

T T o T il

1:00 2:00

Figura 2. Distribuicao de probabilidades considerando uma
estimativa de Ordem de Grandeza de 01:15 (-25% a +75%).

Usando estimativas para assumir um compromisso

Uma estimativa ndo é resultado de uma decisdo ou resolucao,
mas estabelecer uma meta ou assumir um compromisso com
determinado prazo, esforco, escopo ou custo é uma decisdo.
Constroi-se uma realidade e trabalha-se para que ela se man-
tenha. Serem tomadas com base em informacao de qualidade,
em uma estimativa de qualidade, é um fator que facilita a
manutencdo dessa realidade planejada.

Por exemplo, um cliente liga para uma central de rddio-taxi
pedindo um taxi com hora marcada para Niter6i; fornece as
informagOes necessdrias e pergunta com que antecedéncia é

Caracteristicas Secunddrias

Metodologia Acuidade Esperada  Esforco de Preparacao

Tipica variacao Grau de esforco

entre abase e o relativo ao menor

teto das faixas indice de custo de 1

B:-15% a 30%
Classe 4 01% até 15% Estudo de Viabilidade Fatoragao do equipamento; ou modelos paramétricos T-+20% 2 50% 02a04
Classe 2 30% até 70% Controle ou Proposta Custos unitérios detalhados com estimados B:5%a 15% 04a20
T:4+5% a 20%

Tabela 1. Classes de estimativas para a indUstria de processo de acordo com a AACE
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mais seguro pedir um taxi para chegar l4. Ela soube de uma
histéria em que outra atendente perdeu o emprego por causa
da reclamagdo de um cliente que perdeu um vo6o por ter con-
siderado a recomendagdo de antecedéncia que ela dera, por
isso ela sugere que o cliente marque um hordrio com uma
antecedéncia de 02:11.

A técnica de estimativa denominada Estimativa de Trés

Pontos considera ndo apenas um ponto, mas diferentes
pontos que representam a estimativa otimista, mais provavel
e pessimista. Ela pode ser obtida pela utilizacdo de modelos
econdmicos que incluam faixas de acuidade pré-estabelecidas
conforme o dominio que se deseja estimar (aos moldes daquelas
expostas anteriormente) ou solicitando esses pontos para as
partes responsdveis pelos diferentes pacotes de trabalho
envolvidos. A estimativa otimista considera que tudo saird tao
bem quanto possivel e a pessimista que o pior aconteca, porém
devem-se desconsiderar eventos muito remotos.

Ao estimar projetos de software, recomenda-se dividir para
conquistar, dividir o todo em pacotes de trabalho menores que
possam individualmente ser estimados com maior acuidade
que o todo. Independentemente da grandeza que se deseje
estimar, recomenda-se que cada um desses pacotes de trabalho
tenha até 40 horas de esforco. Isso dificulta essa abordagem
em momentos preliminares do ciclo de vida de um projeto, o
que destaca aimportancia de haver modelos econdmicos para
o dominio da engenharia de software.

PERT/CPM

Na Figura 2 estd destacado um ponto (01:21) que representa
a mediana entre a estimativa otimista e a pessimista; esse
ponto idealmente representa a estimativa cuja possibilidade de
subestimar é a mesma de superestimar (50%-50%). Idealmente
porque ele foi obtido por uma simplificagdo definida no modelo
PERT/CPM (Program Evaluation and Review Technique/
Critical Path Method) que calcula a média ponderada entre
a estimativa otimista, a estimativa pessimista e a estimativa
mais provavel (ou a moda e cujo peso nessa ponderagdo é
quatro vezes o peso da estimativa otimista e da pessimista),
conforme a Férmula 3.

. Otimista + 4 x Moda + Pessimista
Mediana =

6

Formula 3. Simplificagcao para obter a mediada (50%
de chance) usando o modelo PERT/CPM.

Ao utilizar a férmula do PERT/CPM, a estimativa para a
duragdo do deslocamento entre o Rio de Janeiro e Niteréi é
expressa como 01:21 com 50% de chance. Para muitos fins, essa
chance pode ser suficiente em tempo de planejamento, esse néo
era o caso da atendente da central de rddio-taxi!

Simulacao de Monte Carlo

Uma terceira técnica que permite obter estimativas pontuais
com um nivel de confianca, com um percentual de chance nos
moldes do exposto na férmula do PERT/CPM, ou utilizando

uma distribui¢do normal, é a Simula¢do de Monte Carlo.
Ela também requer como entrada as estimativas otimista e
pessimista para a grandeza que se deseja estimar, sejam elas
obtidas pelo julgamento de um especialista, pela resolugado
de um grupo de especialistas ou pela utilizacdo de algum
modelo de custos.

O projeto é dividido em partes. Cada parte tem a sua
estimativa otimista e pessimista elaborada. A simulagdo
consiste em gerar milhares de valores aleatérios entre esses
pontos de cada parte, sumarizar o resultado e avaliar a
distribuicdo da amostra gerada.

Por exemplo, voltando ao contexto do desenvolvimento e
manutengdo de software e considerando que a grandeza que
se deseje estimar seja o prazo conjuntamente com o esforco, a
Simulacdo de Monte Carlo permite fornecer uma estimativa
pontual de treze meses com uma chance de 75%, ou entdo de
nove meses com 25% de chance. A Figura 3 ilustra os resultados
de uma Simulagdo de Monte Carlo combinando a avalia¢do de
duas grandezas: esforco e prazo.

mediana g% o oo”
50% dos casos $ - o
com prazo o o o
inferior a 11 a H°
o
LI “
o o o

esforco (HM)

oa 50% dos casos
com esforco
inferior a 10
homem-meés

Prazo (més calendario)

Figura 3.Resultado da Simulacdo de Monte Claro
combinando duas grandezas de interesse, esforco e
prazo; em destaque o ponto com a mediana de ambos.

A utiliza¢do da Simulagdo de Monte Carlo néo traz resultados
relevantes para o processo decisério onde a estimativa esteja
num nivel de detalhamento muito baixo, com pouco detalha-
mento. Por exemplo, numa fase bastante preliminar do projeto,
ndo hd ainda visibilidade de atividades cujo esforco seja de até
40 horas cada. O seu escopo ja estd definido, porém ainda nido
hd uma Estrutura Analitica de Projeto (EAP) no nivel de gra-
nularidade adequado para estimativas diretas de esforco, prazo
ou custo. Para suprir a necessidade de estimar também em mo-
mentos como esse, 0s modelos paramétricos foram concebidos.

A Ordem de Grandeza: Uma quinta dificuldade ao estimar

Com base no que foi exposto, percebe-se uma quinta
dificuldade ao estimar: (5) A ordem de grandeza daquilo que
serd estimado. Quanto maior essa ordem de grandeza, maior a
dificuldade em produzir uma estimativa de qualidade. Como
conseqiiéncia disso, uma dindmica perversa se constréi: Quanto
maior a ordem de grandeza daquilo que se deseja estimar, maior
éaacuidade exigida e mais dificil é obter essa acuidade usando
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estimativas diretas. A Figura 4 ilustra essa dindmica e o gap que
se forma a partir da intersecdo das duas curvas.

Observe que a acuidade exigida é de 100% num extremo da
Figura 4. Tecnicamente no desenvolvimento e manutencdo
de software, isso é inexeqiiivel. Se essa ilustragdo deixa de
ser apenas uma tendéncia e reflete a realidade em que o
analista estd inserido, é necessaria geréncia de expectativas
no sentido de diminuir esse gap e foge do escopo deste texto,
mas tendo tanta, se ndo mais importancia, que as técnicas
aqui apresentadas.

------ acuidade esperada
m— acuidade obtida S ®

100%

acao
gerencial

acuidade

)
X

ordem de
grandeza

pequena grande
P

%, N4
Teas e osix®

Figura 4. llustracao empirica da relacao entre a dificuldade
em estimar, a acuidade obtida, e a maior acuidade esperada
conforme aumenta a ordem de grandeza do objeto estimado.

Os modelos de estimativa paramétricos ddo insumos para o
aumento da acuidade da estimativa e a criagdo de um ambiente
propicio a isso, principalmente em projetos de maior porte.

Modelos paramétricos em desenvolvimento e
manutencao de software

Iniciativas de introduc¢do de modelos de estimativa paramétri-
ca no desenvolvimento e manuten¢ao de sistemas visam maior
assertividade e mais subsidios para uma negociagdo informada,
onde haja trocas e concessdes entre as diferentes varidveis do
projeto: Se um prazo 20% menor é necessario, quanto do escopo
pode ser adiado para outra versao? Por que o custo apresentado
é de R$ 120.000,00 e ndo metade? O que é necessdrio para que
essa seja a estimativa de custo para o projeto? Ao empreender
uma iniciativa como essa, respostas sdo seguidas de uma expli-
cagdo com base em dados histéricos e andlise de probabilidades.

Para isso, a sistematizagdo do planejamento do escopo (qui-
l6metros percorridos em nosso exemplo inicial) é um passo
necessdrio e seu inicio se da pela introdugdo de uma unidade
de tamanho para o escopo, um fator primdrio de custo. A partir
dessa unidade é que serd possivel estabelecer as relagdes de
esforco, custo e prazo com o escopo, viabilizando o que estd
sendo denominado neste documento como decisdo informada.

Relagao entre escopo e esforco

O fator primdrio de custo, essa unidade de escopo, serd a
base paraa estimativa de esfor(;o e, associado a outros fatores
secunddrios que aumentem ou diminuam a produtividade
observada, sdo as entradas para modelos de estimativa para-
métrica. A maior parte deles utiliza a Férmula 4 como base

PLANEJAMENTO

de sua elaboragao.

(A’l = Ax T amanhoB)

Formula 4. Férmula base para estimativa de esforco.

o miné

O Tamanho é o fator de custo primdrio citado anteriormente,
o esfor¢o estimado nessa férmula estd representado pela
sigla PMnominal. Ele tem a denominag¢do PM em funcdo
da unidade tradicionalmente usada nesse contexto ser o
Homem-Més (Man-Month ou o termo politicamente correto
e mais atual Person-Month). O nominal que o qualifica deve-
se a consideragdo de um esforco que ndo inclua a sobrecarga
advinda da compressdo ou distensdo de cronograma, da
solicitagdo de um prazo mais curto ou mais longo do que aquele
onde se equilibra a relagdo entre prazo e esforgo.

Por exemplo, considera-se um desenvolvimento cujo esfor¢o
é originalmente estimado em 06 pessoas-més e o prazo em 03
meses-calenddrio sendo empreendido com meta de prazo in-
ferior. Ao apresentar essa estimativa, parece razodvel que haja
uma relagdo linear entre o esforco, o prazo, e a quantidade de
recursos mobilizados. Com base nessa l6gica podemos assumir
que o mesmo trabalho descrito anteriormente serd executado em
um prazo de 01 més-calendario por uma equipe de 18 pessoas.

Frederick Philips Brooks denominou essa l6gica de “O Mitico
Homem-Més” (mesmo nome dado ao livro cldssico The Mythi-
cal Man-Month: Essays on Software Engineering publicado
em 1975, mas bastante atual em diversos aspectos). A partir
de determinado ponto, na medida em que se colocam mais
pessoas em um projeto, isso aumenta o custo em um ritmo
superior ao que se aumenta a produgdo, em outras palavras,
o0 prazo ndo se reduz proporcionalmente a essa mobilizagao.

A pesquisa de Putnam Norden identificou que, para projetos
onde comunicagdo e aprendizado sdo muito necessérios (como
projetos de software) a curva que representa a relagdo entre o
esfor¢o e o tempo segue a distribui¢do de Rayleigh. Putnam
confirmou que esta curva se aplica aos projetos de software. A
curva resultante ficou conhecida como Curva Putnam Norden
Rayleigh ou Curva de Staffing PNR, ilustrada na Figura 5.

f A .
100 %
Esforco
ou Custo
PM Regiao
Nominal Impossivel
0 % R
0,75t ¢t 2t Prazo

Figura 5. Curva Putnam Norden Rayleigh - PNR.

Os modelos de estimativa como o descrito na Férmula 4
produzem estimativas de esfor¢o (PMnominal) referentes a
um determinado prazo (t) representando um cendrio onde as
prioridades entre esforgo e prazo estdo equilibrados. O esfor¢o
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6timo (e que compromete o prazo) é aquele verificado no dobro
do prazo resultante do modelo (2t). A Figura 5 também ilustra
que um prazo inferior a 75% do prazo resultante do modelo
(0,75t) ndo é possivel de ser alcangado independentemente de
quantos sejam os recursos mobilizados para a empreitada.

Normalizando o esforco entre diferentes projetos

Nao existe um padrao que estabeleca quantos Homens-Hora (Hh)
equivalham a uma Pessoa-Més e um cuidado ao analisar dados
de produtividade, utilizar ou calibrar modelos de estimativas é
verificar se todas as referéncias estdo normalizadas nesse sentido.
Por exemplo, um projeto teve o esforo apurado em 20 PM e 160
homens-hora foi considerado como o equivalente a uma pessoa-
més. Para fins de planejamento, trabalha-se com 152 homens-hora.
Portanto, para fins de andlise dos dados serd considerado o esforco
de 21,05 PM. A Férmula 5 ilustra essa normalizagao.

(160,,, xD j
16, -~ m ")

152, ,
»

Férmula 5. Férmula para normalizar o esfor¢o em diferentes
projetos onde a quantidade de Hh/PM nao é uniforme.

Normalizando o prazo entre diferentes projetos

De maneira andloga ao esforgo, quando se analisam dados histéricos,
utilizam-se ou calibram-se modelos de estimativas, é importante
conhecer o prazo nominal, que desconsidera a compressdo ou
distensdo de cronograma. Por exemplo, se um projeto durou 12
meses-calendério e houve uma compressao de cronograma de 25%
emrelacdo aonominal, deve-se considerar que este prazonominal seja
16 meses-calendario. A Férmula 6 ilustra a normalizagdo.

(6 ¥ mind :I’ MedidoJ

3 %

ou

Duragdo,y, q

SCED%

Formula 6. Férmula para obter o prazo nominal a partir do prazo efetivo
e a compressao de cronograma nele verificada

Duragdoy ... =

Capturando a produtividade
As constantes A e B da Férmula 4 sio os fatores secunddrios de
custo e buscam capturar a produtividade pela ponderagéo dos

efeitos multiplicativos no esfor¢o conforme o escopo aumenta
(A) e pelas economias e deseconomias de escala que tém uma
natureza exponencial (B). Essas ultimas causadas principal-
mente: a) pelo aumento no esfor¢o em fungado da sincronizagio
entre as atividades realizadas concomitante-mente; e b) pelo
aumento da quantidade de caminhos de comunicag&o entre os
envolvidos na realizagdo dessas atividades. A Figura 6 ilustra
o aumento da complexidade das comunicac¢des na medida em
que aumenta a quantidade de pessoas envolvidas.

2p s 3p s 4p 5p n pessoas
1A K z
0] m Q@ ® e o0 non
[ LAk :
©; @
1 caminho 3 caminhos 6 caminhos 10 caminhos caminhos

Figura 6. Aumento exponencial da complexidade na medida em que se
aumenta a quantidade de pessoas interagindo e trocando informacdes.

A solugdo encontrada paralidar com esse tipo de complexidade éa
introdugéo de agentes intermediando, coordenando o trabalho entre
essas pessoas, e que ndo estejam diretamente ligados a produgao
— o gerente. Ele ndo produz, contudo, viabiliza a consecugdo de
empreendimentos impossiveis sem esse tipo de agdo.

Modelos baseados em simples rela¢oes usando a APF

Osmodelos de estimativa baseados na andlise de pontos de funcdo
(Férmula 7) sdo uma simplificagdo onde os fatores de escala, que
tém um efeito ndo linear na produtividade, sdo desconsiderados e
a taxa de entrega busca capturar os efeitos de A e B.

(Esforg’o(ﬂ , =Taxad Entrega ,p ,xTamanho ))

Férmula 7. Estimativa de esforgo a partir do
escopo estimado/medido em pontos de funcao.

Se considerarmos a aplicagdo dessa simplificagdo em um
contexto onde o escopo dos projetos/demandas é relativa-
mente uniforme, por exemplo, estejam entre 200 e 500 PF, essa
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Figura 7. Adequacao de um modelo linear de estimativa de esforco a partir do escopo, mesmo quando a realidade modelada tem um comportamento

ndo-linear usando diferentes categorias de tamanho.
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simplificacdo é plenamente adequada para fins préticos de
estimativa, como representado na Figura 7.

Portanto, ao usar uma taxa de entrega para estimar o esforco, é im-
portante que ela seja adequada a ordem de grandeza do projeto que
se deseja estimar. Adicionalmente, os pontos de fungao, hoje, buscam
representar uma das dimensdes do tamanho de uma aplicagdo ou
projeto — a funcional. Essa, porém, ndo € a tinica a ser considerada.

0 fator de ajuste e a captura dos aspectos nao funcionais

Quando a anélise de pontos de fungdo (APF) foi concebida
por Allan J. Albrecht entre 1974 e 1979, sua intengdo foi medir
a produtividade no desenvolvimento de software e, para isso,
a defini¢do de uma unidade de produto foi fundamental. O
artigo Measuring Application Development Productivity
define uma técnica cujo tamanho resultante inclui tanto
aspectos funcionais, afins as praticas e procedimentos
do usudrio, quanto aspectos técnicos e de qualidade. Aos
primeiros, da-se o nome de pontos de fun¢do ndo ajustados
(Unadjusted Function Point Count) e, aos ultimos, fator de
ajuste (Value Adjustment Factor ou VAF); a combinagédo dos
dois resulta nos pontos de funcao.

Naquela época, o UFPC era obtido com base na contagem
das fungdes conforme o seu tipo — entradas, saidas, consultas
e arquivos mestres (esses arquivos podem ser vistos como o0s
requisitos de armazenamento da aplicacdo em contraste com os
arquivos de movimento que sdo a midia pela qual as transagdes
chegam para processamento em sistemas batch). Cada tipo
tinha uma quantidade de pontos de fungdo correspondente,
respectivamente — 04, 05, 04 e 10. O VAF era obtido pela pon-
deragdo do nivel de influéncia de 10 caracteristicas gerais de
sistema no projeto ou aplicagdo, sendo medidas em uma escala
de zero, indicando nenhuma influéncia, a cinco, indicando uma
caracteristica essencial. Pela totaliza¢do dos niveis de influéncia
atribuidos a cada uma dessas caracteristicas, determinava-se o
VAF numa faixa entre 0,75 (causando uma redugdo em relagdo
ao UFPC de 25%) e 1,25 (aumentando em 25%). Nao havia orien-
tagdo para proceder a essa classificacdo dos niveis de influéncia.

Em 1984, a técnica ganha a sua forma atual onde, além dos
quatro tipos de funcao originais, também sdo contabilizadas as
necessidades por dados externos a aplicagdo, os arquivos de in-
terface externa; cada tipo de funcao passa a ter sua complexidade
funcional avaliada como baixa, média, ou alta; e ambos associados
— o tipo de fungdo e a complexidade funcional — determinam a
contribui¢do de cada funcionalidade aos UFPC.

Apesar de se manter essencialmente a mesma desde entao,
nesses 25 anos tem evoluido no sentido de ser uma métrica
funcional que pondera apenas as préticas e procedimentos
do usudrio. Isso ndo implica que aquelas caracteristicas pon-
deradas pelo VAF (e outras mais) ndo sejam importantes para
o processo de estimativa.

As principais criticas a determinac¢do do VAF e os motivos
pelos quais a comunidade de usudrios de pontos de fungao
deixa de utilizd-la para ponderar o tamanho técnico do produto
sdo: a) todas as 14 caracteristicas tém o mesmo espectro de
impacto de 5% no resultado da medigao e, conseqiientemente,

PLANEJAMENTO

na estimativa; b) o peso relativo de cada caracteristica é essen-
cialmente estdtico e parte da definigdo da técnica ndo sendo
passivel de calibracao, por exemplo, ndo é possivel considerar
que a complexidade do processamento tenha um impacto
entre 0,73 (reduzindo a estimativa em 27%) e 1,74 (causando
um aumento da mesma em 74%); e c) as orientagdes em sua
determinacgdo refletem um cendrio obsoleto e descolado da
realidade atual, por exemplo, um aplicativo onde mais de 30%
das transag¢des sejam interativas contabiliza o maior nivel de
influéncia ao avaliar a caracteristica entrada de dados on-line.
A subjetividade, as diferentes possiveis interpreta¢ées na de-
terminacado dos niveis de influéncia com base nas orientacoes
fornecidas, ndo estd nesta lista. Isso porque a taxa de entrega
utilizada na elaboragédo da estimativa de esfor¢o numa mesma
organizacdo com uma interpretacdo local, comum, estabele-
cida, convencionada, cumpre o papel de calibrar o modelo
nesse particular.

0 papel das categorias

A definigao de diferentes categorias de projetos, cada uma
com uma taxa de entrega especifica, conforme os diferentes
contextos representativos dos requisitos de qualidade e
técnicos, é uma alternativa para capturar o impacto desses
aspectos ndo funcionais e as economias ou deseconomias de
escala usando o modelo com simples relagdes entre pontos de
funcdo e esforco. A Figura 8 ilustra uma estratégia para isso.

( M

Tamanho dos idade Tecnolgi
Pontos de Tamanho Adequagdo Tecnolégica
Fungéo nao .
i Funcional
Ajustados
[ Volatilidade Tecnoldgica ]

Tamanho
do Produto

Taxas de entrega diferentes
conforme os diferentes
Custos do Projeho parametros de “Tamanho

Valor Técnico” e “Efetividade

Tecnoldgica”
Custo de
‘Outros Recursos

Figura 8. Uma estratégia para representar os aspectos
nao funcionais para fins de estimativas de software.

A prética observada no mercado é a definigdo dessas categorias
apenas com base na linguagem de programacao ou plataforma.
Contudo, nem sempre essas duas dimensoes sdo suficientes para
capturar outros requisitos como, por exemplo: a complexidade
do produto; o processo de desenvolvimento ou gestdo utilizado;
o grau de confiabilidade exigido; entre outros. Para tanto, seria
necessario empreender um estudo que buscasse a determinagao
dessas categorias com base nas diferentes produtividades ve-
rificadas e na identificagdo dos aspectos comuns que levaram
projetos diferentes a apresentar o mesmo nivel de produtividade.
A Figura 9 ilustra a definigdo de unidades de gestao na qual atri-
butos sdo coletados e tabulados visando identificar as diferentes
categorias de produtividade verificadas, e os critérios para que
um projeto ou demanda seja enquadrado numa categoria.
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Figura 9. Coleta e apuracgao das taxas de entrega em diferentes
projetos em busca das diferentes categorias de produtividade e
critérios para o enquadramento de um projeto nessa categoria.

cocomoli

Uma alternativa ao empreendimento de um trabalho de definigdo
de categorias, ou pelo menos uma plataforma paraisso, é a utilizagao
demodelos pré-definidos de estimativa. O trabalho mais abrangente
sobre engenharia de software nessa perspectiva econdmica é a defi-
nigdo do modelo denominado Constructive Cost Model (COCOMO),
coordenado pelo Professor Barry Boehm na Universidade do Sul
da Califérnia (UsC), e que originou o livro Software Engineering
Economics publicado em 1981. O trabalho relativo a essa iniciativa
ndo parou e hoje o modelo encontra-se em sua versaio COCOMOII
publicada em 2000, assim como houve uma série de suplementos
também publicados desde ento. Ele é um modelo aberto ao ptiblico
ebem definido, com uma diversidade de pardmetros adequados aos
niveis de informagdo disponiveis em diversos momentos do ciclo
de vida, podendo ser calibrado as condicdes locais e estruturado
conforme os diferentes segmentos do mercado de software.
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Figura 10. Uniformizacdo dos marcos entre os diferentes processos de
desenvolvimento; explicitacdo das fases; e demonstracdo da acuidade na
estimativa conforme a fase do ciclo de vida de acordo com o COCOMOI|

Oprimeiro valor do COCOMOIl estd na defini¢do de suas premissas.
Elas estruturam de maneira unificada as principais correntes meto-
doldgicas na engenharia de software. Essa estruturagdo consiste de:

(@) Marcos comuns, onde determinados artefatos sdo entregues; (b)
Fases numa perspectiva externa a fungéo de desenvolvimento para
fins de planejamento e controle; (¢) Atividades cujo escopo, esforco,
custoe prazo serdo considerados na aplicagdo e geragao deindicadores
de produtividade; e (d) Grau de acuidade, a amplitude da incerteza
conforme a fase em que a estimativa serd realizada.
Omodelondoselimitaaisso, nem tdo poucoesseéoseu objetivofinal.
Porém, ao fazer isso, constrdi todo um arcabougo, toda uma fundacio,
que facilita a prética de estimativa independentemente da aplicagdo do
modelo propriamente dito. A Figura 10 ilustra esse arcabougo.

Conclusao

Este artigo procurou definir o que é uma estimativa e diferencia-
la de outras agdes com as quais ela se confunde, apresentar uma
breve introdugdo sobre uma série de ferramentas e técnicas para
suarealizagdo, e desfazer alguns mal entendidos sobre a dindmica
douso da andlise de pontos de funcdo em estimativas de software,
especialmente o papel do valor do fator de ajuste.

Em um espaco como este seria impossivel esgotar o assunto em
profundidade. Em préximos artigos vamos especificamente tratar de
cadauma dessas técnicas sem perder o focoem como integrd-las com
outras técnicas, ferramentas e praticas que visam melhorar a qualidade
das estimativas de software, comegando pelo COCOMOIL. @
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qualidade de um software pode

estar fortemente relacionada a

existéncia de defeitos inseridos
durante o desenvolvimento ou manuten-
¢do de um produto. Uma das maneiras de
identificar os defeitos de uma aplicagdo de
forma que eles possam ser corrigidos é
através das atividades de teste de software.
Devido a suaimportancia e complexidade,
teste de software pode ser responsdvel por
uma parcela considerdvel dos custos de
um projeto, por isso, este assunto merece
atengdo por parte das organizagdes que
desejam sucesso com a condugdo das
atividades do processo de testes.

Falar de testes de software é muito
mais do que falar de execugdo de testes.
Testar um software e relatar impressoes
e ndo conformidades é fornecer um
diagnéstico do estado da aplicagdo, e é
muito importante que este diagndstico
seja 0 mais completo e preciso possivel,
porque provavelmente ele vai servir de
base para tomadas de decisdes em rela-
¢do ao projeto que estd sendo analisado.

- Introdugdo a Testes de Software

Neste artigo é abordado o assunto testes de
software sem o relacionar diretamente com o
processo de testes ou ferramentas de testes.
Daremos énfase ao que o testador faz no seu
dia-a-dia, que dificuldades ele pode encontrar
e de que maneira ele pode vencer essas dificul-
dades. Além disso, mostraremos como o desen-
volvimento de habilidades como comunicacdo,
pensamento critico, pro atividade e criatividade
pode ajudar o testador a desempenhar melhor
suas atividades.

Testes de software sao atividades que contri-
buem com a qualidade do software a ser testado.
Um bom planejamento dessas atividades pode
significar economia para um projeto, visto que a
identificacdo de defeitos no inicio do ciclo de de-
senvolvimento do produto pode reduzir os custos
da sua correcdo, além de sua confiabilidade.

Além do conhecimento técnico necessério
para a realizacdo das atividades de testes de
software, o testador pode buscar o desenvol-
vimento de habilidades pessoais para desem-
penhar melhor seu trabalho. Buscar aprimo-
ramento além das dimensdes técnicas ajuda a
tornar um engenheiro de testes um profissional
diferenciado na drea, e faz com que algumas
dificuldades que podem surgir no seu dia-a-dia
sejam superadas com maior facilidade.




Testar uma aplicacdo é questiond-la, através de casos de teste
e principalmente de observagdes, para analisar as respostas
obtidas, pois estas podem revelar defeitos. Podemos entender
por defeito tudo o que ameaca a qualidade do produto, levando
em consideragao que qualidade é o que o cliente quer. E o que
o cliente quer é relativo, porque vai depender da finalidade da
aplicacdo a ser desenvolvida. Por exemplo, uma aplicagdo pode
estar em conformidade com a documentagao de requisitos eainda
assim o cliente achar que ela ndo tem qualidade, pois apresenta
demora em realizar determinada operacdo. Dependendo de onde
aaplicagdo serd utilizada, restri¢des de tempo podem ser cruciais.

Para um melhor entendimento do que é teste, podemos anali-
sar o que ndo é ou pelo menos ndo deveria ser teste de software.

Teste de software nao é:
® Um processo burocrético: Apesar de ter um processo bem
definido para a realizagdo das atividades de testes de software,
com atividades e papéis bem explicados, este processo ndo deve
ser burocrético, nem inibir a criatividade do testador, que deve se
sentir a vontade para explorar a aplicagdo em busca de defeitos,
mesmo que exista um roteiro de testes a seguir. Isso quer dizer
que o testador ndo precisa deter-se a documentagées, pois nem
sempre estas estdo atualizadas e livres de erros. O testador pode
seguir sua intuicdo, desde que utilizando experiéncia e bom senso.
Neste caso, adocumentagao do projeto pode servir como guia, mas
ndo deve ser considerada uma verdade absoluta e inquestionavel;
e Atividade limitada a seguir um roteiro: Se os testadores se
limitam a fazer somente o que pede o roteiro com os casos de
teste, provavelmente deixardo de perceber situagdes estranhas
merecedoras de investigacdo na aplicagdo. A preocupagdo em
ler o passo a passo do roteiro que é designado ao testador pode
tirar seu poder de pensamento critico em relagdo ao que estd
sendo avaliado. O testador no exercicio da execugao de testes
deve ter plena liberdade de experimentar situa¢bes novas,
mesmo que estas lhe venham na cabega naquele momento de
sua atividade. Ele deve também ter liberdade de discutir situa-
¢des duvidosas que possa encontrar, mesmo que estas venham
de uma observagdo feita por ele, que ndo estava previamente
planejada pela pessoa que escreveu os casos de teste;
¢ Uma atividade que pode ser bem desempenhada por qual-
quer pessoa: Com isso, quer-se dizer que as atividades de testes
ndo serdo bem desempenhadas se quem as tiver realizando
ndo seja um profissional preparado para tal. Para se testar
eficientemente uma aplicagdo, é preciso possuir algumas
habilidades, um conjunto de conhecimentos especificos de
técnicas e alguma experiéncia no assunto;
® Uma atividade de garantia de qualidade: Ndo devemos con-
fundir informar sobre a qualidade do produto com garantir a
qualidade do produto gerado. As atividades de teste podem
contribuir para a qualidade do produto final, mas a garantia
dessa qualidade é de responsabilidade de toda a equipe do
projeto. Dizer que testes sdo atividades de garantia de quali-
dade pode dar a impressdo de que um software que nao tem
qualidade é um produto mal testado;

* Uma atividade que pode ser deixada para o final do projeto:
Quando se trata testes de software como apenas uma fase do
ciclo de desenvolvimento de um projeto, corre-se o risco de
ter o tempo dedicado a essas atividades reduzido, seja por
atrasos no cronograma de desenvolvimento ou alocagéo tardia
de testadores no projeto;

* Uma atividade destrutiva: O livro Lessons Learned in Sof-
tware Testing traz uma visdo interessante sobre testes como
sendo uma atividade tdo construtiva quanto o desenvolvimen-
to do software que serd testado. No livro, os autores afirmam
que teste ndo quebra um software, mas nos tira a ilusdo de que
ele funciona corretamente.

Quanto mais cedo um defeito for encontrado no ciclo de
vida de um software, mais barato é o custo da sua correcao.
De acordo com Myers, autor do livro The Art of Software
Testing, corrigir um defeito que se propagou até o ambiente
de produgéo pode chegar a ser cem vezes mais caro do que
corrigir este mesmo defeito em fases iniciais do projeto. Mui-
tos dos defeitos que sdo encontrados no cédigo da aplicacdo
sdo originados na fase de levantamento de requisitos. Alguns
estudos publicados no Chaos Report, um relatério elaborado
pelo grupo de pesquisa Standish Group, em 2004, revelam
que aproximadamente 45% dos recursos de um projeto de
software nos Estados Unidos e Europa chegam a ser dedicados
a atividades de testes e simulagdes. Assim, testes de software
devem ser encarados como investimento em qualidade, e até
mesmo economia, jd que é uma atividade que identifica defeitos
0 quanto antes em um projeto.

Existe mais de uma maneira de se conduzir as atividades de testes
de software em um projeto. Bret Pettichord, co-fundador da Watir-
Craft (http://wwwwatircraft.com/), uma empresa de consultoria
em automagdo de testes, separa testes em escolas, de acordo com
algumas caracteristicas, tais como afinidade intelectual, objetivos
definidos, hierarquia de valores, vocabuldrio comum, dentre ou-
tras. Essas escolas, através de suas diferentes visoes, fornecem cinco
maneiras distintas de entender e realizar testes de software. As
escolas sao: Escola Analitica, Padronizada, de Qualidade, Dirigida
a Contexto e Escola Agil. Segundo Pettichord, a Escola Analitica
deu origem a Escola Padronizada, e esta, originou as demais [Fonte:
Schools of Software Testing, Bret Pettichord].

A Escola Analitica vé teste como uma atividade altamente téc-
nica e rigorosa, uma visdo comum no meio académico. Os casos
de teste nessa escola possuem somente uma resposta certa. Um
alto nivel de documentacao é requerido e os testadores devem
verificar se o software estd de acordo com esta documentacgao.

A Escola Padronizada vé teste como uma maneira de medir
progresso com énfase em custo, se utilizando de padrdes e
repeti¢des. O processo de testes deve ser previsivel, planejado
e reproduzivel. As certificages de testes existentes hoje no
mercado seguem nessa linha.

A Escola de Qualidade enfatiza o processo e requer disciplina.
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Algumas vezes se posiciona como um gargalo, pois em alguns
casos, os testadores tém que proteger o usudrio de um software
ruim, e os engenheiros de qualidade que decidem se o software
pode ser liberado.

A Escola Dirigida a Contexto tem o foco nas pessoas. Os
testadores se colocam no lugar do cliente ou usudrio na hora
de procurar por defeitos. Admite que teste é uma atividade que
requer experiéncia, habilidades, aprendizado rdpido, atividade
mental e multidisciplinaridade. Preocupa-se em focar no que
agrega valor no momento. Os testes geralmente sdo projetados
no mesmo momento da sua execugao.

A Escola Agil enfatiza automacgdo de testes. Vé testes como
um complemento do desenvolvimento, uma atividade que
indica que o desenvolvimento estd finalizado. Geralmente usa
desenvolvimento dirigido a testes.

Na prética, visando o mercado, a escola dirigida a contexto
traz muitos beneficios, pois seus adeptos procuram desenvolver
diversas habilidades que lhes permite superar algumas
dificuldades nos projetos, como por exemplo, documentagao
ruim ou inexistente, e até mesmo testar sob pressdes de
prazo, com custo direcionado a testes reduzido. Adeptos
dessa escola assumem que a aplicacdo deve ser explorada
além das fronteiras da documentacdo existente, e fazem isso
testando além dos roteiros, quando estes existem. Daqui em
diante, seguiremos alinha de raciocinio dos adeptos da Escola
Dirigida a Contexto, e vamos entao, entender porque testar bem
uma aplica¢do requer experiéncia, habilidades, aprendizado
répido, atividade mental e multidisciplinaridade.

Nao é uma situagdo rara a equipe de projeto de software
receber uma documentagdo de requisitos confusa, cheia
de ambigiiidades, e com situa¢des que ndo sdo testaveis.
Muitas vezes uma documentagdo pobre distrai testadores
inexperientes, que podem até utilizar requisitos incorretos
como fonte para casos de teste. Dependendo da maneira como
a documentagdo estd escrita, pode ser que o testador perca o
foco do que a aplicagdo de fato deve fazer, e preste atengdo em
detalhes que ndo sdo os mais importantes do ponto de vista do
cliente. Sem falar que uma documentacdo pode dar a idéia de
cem por cento de cobertura dos testes em relagdo aos requisitos,
quando podem existir muitas funcionalidades que ainda
ndo foram testadas na aplicacdo. Pode também dar margem
para que o testador derive casos de teste incompletos, ja que
o seu foco estd voltado para cobrir somente a documentagéo.
Vérios problemas podem ocorrer quando temos casos de testes
incompletos. Estes testes podem passar, mesmo existindo
defeitos no software.

O que fazer entdo se o testador estiver numa situagado parecida
com essa? Testar! Como? Utilizar-se de heuristicas é umaboa
saida. De acordo com Michael Bolton, consultor da empresa
Developsense (www.developsense.com), heuristica é um
método falivel de se resolver um problema. Sendo falivel, ndo
é perigoso utilizar esse método para testes? Absolutamente!
Ainda segundo Michael, heuristica quase sempre funciona,
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e somente as vezes falha. A utiliza¢do de heuristicas esta
diretamente relacionada com uma abordagem exploratéria,
uma maneira de ver a aplicacdo com a visdo do usudrio. O
testador entdo assume certas condi¢des como verdade, e parte
delas para analisar a aplicagdo. Qualquer ndo conformidade
com o que era esperado, ndo deve ser imediatamente
considerada um problema. Pelo fato de se estar usando um
método falivel, essa situacdo deve ser mais bem analisada,
muitas vezes discutida com o restante da equipe, para somente
entdo tomarmos uma atitude de registrar um defeito. Uma
maneira de entender bem como se utilizar de heuristicas é
utilizar um exemplo do nosso dia-a-dia. Um bom exemplo é:
Em épocas de fim de ano, muitas lojas de Shopping Centers
contratam trabalhadores tempordrios. Existe a possibilidade
de esse fato ocorrer todo ano? Sim, existe! Mas ndo dd para
ter certeza de que isso sempre ird ocorrer. Porém, a chance
de que ocorra pode direcionar nossas agdes. Podemos tomar
a decisdo de elaborar bem nosso curriculo, para que fique
atrativo para os empregadores. Para isso, podemos investir em
algum treinamento, com a intencdo de mostrar que estamos
capacitados para tais vagas. Assim, essa heuristica termina nos
servindo de guia, assim como nas atividades de teste.

Na pratica entdo, a utilizacdo de heuristicas nas atividades
de testes de software pode dar ao testador no¢ées de como a
aplicacdo deveria se comportar sob determinadas circunstan-
cias. Através de seu uso, o testador vai analisando a aplicagdo e
construindo um modelo mental. Por exemplo, ele pode comegar
a testar o produto em relagdo a consisténcia com suas proprias
funcionalidades. Qualquer fluxo que esteja fora do padrado do
resto da aplicagdo é passivel de investigagdo. Também pode
analisar se a aplicagdo estd consistente com seu padrdo visual,
com o que ela se propde a fazer, com a maneira que um usudrio
comum esperaria utilizd-la, e muitas outras conformidades
podem ser testadas, sem a necessidade de uma vasta docu-
mentagdo que explique cada item acima. Testar dessa maneira
pode fazer com que um testador envie seu relatério de casos
de teste executados, todos passando, e ainda assim escrever
uma se¢do com vdrios defeitos encontrados, provenientes dessa
exploragdo. Nao testar dessa maneira pode fazer com que um
testador envie seu relatério de casos de teste executados, todos
passando, e ainda assim a equipe entregue uma aplicagdo cheia
de defeitos para o cliente.

Se existe algo em toda a documentagao gerada pelo processo
de testes de software que ndo recebe muita atengdo, é a se¢do
verde do relatério de defeitos. Os testes que estdo falhando
geralmente ficam marcados de vermelho, para que recebam
atencdo especial, pois esses testes revelaram defeitos que
vado precisar ser analisados. Entdo, por que deveriamos
nos preocupar com os testes que estdo passando? Porque,
dependendo da maturidade do time que executou os testes, ou
da maneira como a organizagdo encara a execugdo de testes,
pode ser que muita coisa importante tenha sido deixada de
lado. Algum comportamento estranho na aplicacdo pode nédo



ter sido percebido, porque em muitos casos, os testadores
ficam mais preocupados em seguir o roteiro de casos de teste,
tentando fazer exatamente o que o passo a passo manda fazer,
do que ver a aplicagdo tentando imaginar como realmente
ela deveria funcionar em certas circunstancias. Nesses casos,
nao é raro casos de testes incompletos darem a falsa idéia
de estabilidade do sistema, enquanto defeitos continuam
escondidos, a espera de alguém experiente para reveld-los.

Qual a saida? Existem alternativas para contornar este
problema. Uma delas é utilizar o teste como base para a
execucdo, e ndo se limitar ao que ele manda fazer. Entender
qual o objetivo do teste e tentar alcang¢d-lo ndo somente através
do passo a passo que foi projetado, mas imaginar outras
maneiras de chegar ao mesmo objetivo, por outros caminhos na
aplicagdo. Esse tipo de atividade requer atencao aos detalhes,
diversas vistas de um s6 ponto (funcionalidade em questéo),
facilidade de reproduzir com clareza situag¢des vividas, boa
memoria, clareza de escrita, pensamento critico, etc.

O que pode ajudar muito a tornar a equipe de testes proativa
e experiente para que realizem as atividades dessa maneira é
buscar o desenvolvimento de cada um. Buscar um time multi-
disciplinar pode trazer muitos beneficios para uma organiza-
¢do. Assim como em qualquer profissdo, o desenvolvimento
de habilidades pessoais pode fazer a diferenga para um time.

Diversas sdo as habilidades que podem ser desenvolvidas
por cada integrante de um time de testes. Muitas habilidades
estdo diretamente relacionadas com algumas atividades de
testes, e podem dar um diferencial ao profissional que busca
desenvolvé-las, tornando suas atividades mais completas.
A seguir, mencionaremos algumas habilidades e como o
desenvolvimento delas pode ajudar nas atividades de teste.

Comunicagéo

Uma das principais atividades do engenheiro de testes é
comunicar. Seja comunicagdo escrita ou oral, esta deve ser
feita com muita clareza e precisdo. Um testador deve relatar
suas observagdes de maneira que outros integrantes do projeto
possam entender rapidamente, pois o desenvolvedor, por
exemplo, terd que examinar as informacdes que os testadores
o enviam para entender o que tem de errado na aplicagdo. O
testador deve munir a equipe do projeto de contexto, acerca
do que foi encontrado. Deve relatar em que condi¢des estava
a aplicagdo no momento que ocorreu a falha, qual o fluxo
percorrido, listar tudo o que foi encontrando pelo caminho,
mesmo que nao esteja descrito no caso de testes.

Se um defeito ndo é bem descrito, pode ndo receber a atengao
merecida no momento em que a equipe decide priorizar
defeitos para corre¢do. Também, um desenvolvedor pode ndo
conseguir reproduzir o problema encontrado, por falta de
informagdes relevantes no relatério de defeitos. A comunicagao
escrita merece um cuidado especial, pois os relatérios de
defeitos devem ser escritos de maneira imparcial. Nao se deve
criticar o desenvolvedor por um defeito encontrado, pois todos,

desenvolvedores e testadores, estdo no projeto com o mesmo
objetivo, que é entregar um produto de qualidade ao cliente.
Entdo, é necessdrio muito cuidado com os termos que serdo
utilizados, principalmente se testadores e desenvolvedores
sdo de paises diferentes, se possuem culturas diferentes.
Nesses casos, a utiliza¢do de certos termos pode causar mal
entendidos dificeis de serem resolvidos. A comunicagéo oral
também tem sua importancia. Testadores devem comunicar
o estado da aplicagdo com o intuito de ajudar, de mostrar o
caminho percorrido em busca do defeito.

Um relatério de defeitos deve ser escrito para seu ptblico-
alvo. O que isso quer dizer? Um relatério feito para os
desenvolvedores deve ser escrito em nivel técnico. J4 um
relatério feito para a coordenagdo do projeto, talvez precise
ser escrito de maneira gerencial. Em um relatério gerencial,
pode ser interessante descrever como um problema em uma
funcionalidade pode aborrecer o cliente, ou porque isso pode
atrasar a saida do produto para o mercado, por exemplo.

Pensamento Critico

Pensamento critico é o que pode fazer com que um testador, ao
final da execugdo de um ciclo de testes, perceba que todos os casos
de teste da suite estdo passando, e ainda assim, ter um relatério
de defeitos sem casos de testes associados a eles. Esse olhar critico
pode impedir que um produto seja langado no mercado mesmo
que a maioria de seus casos de teste esteja passando.

Também é entender que ndo adianta sair executando todos os
testes que existem na ferramenta de gerenciamento de testes,
se estes ndo fizerem sentido para 0 momento que o time estd
passando. Testes devem ser selecionados com critério para com-
por um ciclo de execugdo. Ao invés de colocar todos os casos de
testes existentes no ciclo, muitas vezes é mais prudente analisar
as funcionalidades que estdo sendo desenvolvidas pela equipe.
Devem-se analisar quais funcionalidades sdo criticas ou quais
funcionalidades estdo prestes a ser liberadas para o mercado.
Areas de risco devem ter prioridade, e caso o tempo seja curto
para a execugdo dos testes, uma boa estratégia é essencial. Deve
ser analisado o que serd testado primeiro, o que pode ser deixado
para depois, e o que pode ficar sem ser testado. Tomar esse tipo
de decisdo nédo é fécil e exige preparo e conhecimento do projeto.

Proatividade

Uma pergunta muito comum em eventos de testes de
software no Brasil e no mundo é: De que maneira vocé mede
a produtividade ou eficiéncia dos seus testadores? E muito
comum testadores serem medidos pela quantidade de casos
de testes que conseguem executar em um periodo de tempo.
Que tipos de problemas isso pode acarretar se essa for a tinica
maneira de avaliar a equipe?

Testes mal executados, visto que os testadores podem realizar
suas atividades em busca de niimeros, e ndo de qualidade. Perda
do foco, porque os testadores vao ficar preocupados em executar
a quantidade de casos de testes que lhes é atribuida por dia/
semana. Podem deixar de perceber se algo estranho acontecer e
ndo estiver descrito no caso de teste, pois eles podem considerar
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que ndo tem tempo a perder analisando coisas extras. Além de
que um testador proativo pode ter seu trabalho considerado igual
ao de um testador que ndo tem proatividade alguma, porque
ambos terdo executado seus casos de testes no tempo acordado.

Mas o trabalho do testador proativo estd por trds disso tudo. Ele
deve encontrar mais defeitos na aplicagdo, relatar em detalhes
tudo o que observou e encontrou durante seus testes, fornecer
os dados de testes em arquivos para facilitar a reproducido do
defeito, estar disponivel para que o desenvolvedor esclareca al-
guma coisa que tenha sido mal entendida, etc. Por isso, somente
contar quantos casos de testes foram executados pode esconder
todas essas atividades que também merecem muita importancia.
Existem gerentes de testes, principalmente em multinacionais,
que analisam as impressdes do cliente, depois que o produto é
entregue, como forma de analisar o desempenho da sua equipe.
E, apesar de saber que é impraticavel testar todas as combinagées
de todos os fluxos da aplicacdo, de maneira que ndo podemos
garantir que uma aplicagdo ndo tenha nenhum defeito, os defeitos
que sdo encontrados pelo cliente também servem de indicativo de
como a equipe estd se saindo na realizagdo das suas atividades.

Criatividade

Uma pergunta importante. Quem usa a criatividade no seu
time de testes? Quando estamos seguindo um processo de testes
bem definido, cada um tem seu papel dentro do time. Tem o ar-
quiteto, que organiza a estratégia de testes e os planeja. Depois o
projetista de testes pega esse planejamento e escreve os casos de
teste, e entdo os executores pegam esses casos de testes projeta-
dos e os executa. Se os executores s executam o que o projetista
determinou que ele iria fazer, e se o projetista s6 projeta o que o
arquiteto determinou que ele iria projetar, o uso da criatividade
fica restrito a um tergo do time. No maximo o projetista pode
interferir em alguma coisa, mas os executores ficam somente
seguindo um roteiro, algo que o mandaram fazer. Quais sdo as
conseqiiéncias desse tipo de processo? A lista é grande, mas
aqui vado alguns itens que merecem atengdo especial:

1. Com o tempo a execugdo de testes pode se tornar uma
atividade cansativa, a medida que os testes sofrem poucas
modificagdes, ou o testador jé tenha executado aquela suite
algumas vezes;

2. E gerada uma forte dependéncia de roteiros de teste, que por
conseqiiéncia devem depender de uma documentagao de requisitos;

3. Manutencdo dificil da suite de testes. Tendo em vista que
requisitos mudam com freqiiéncia, e isso impacta diretamente
na suite de testes gerada.

Como o desenvolvimento e uso da criatividade podem ajudar
a todo o time? A medida que os testadores, nesse caso, os exe-
cutores, se sentem livres para explorar a aplicacdo da maneira
que acham mais conveniente, podem utilizar o roteiro de testes
somente como uma garantia de cobertura do cendrio do requi-
sito correspondente, e depois, comegar a investigar detalhes
na aplicagdo. Para desempenhar essa atividade, é fundamental
que os executores tenham um bom conhecimento do dominio
da aplicacdo, habilidades técnicas, envolvimento com o setor de
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marketing da empresa, para entender o que o mercado espera
do produto, etc. Uma reunido de brainstorm com todo o time,
principalmente com arquitetos e desenvolvedores, pode gerar
muitas idéias de cendrios que podem ser explorados. O testador
usa a sua imaginacao, mas pode ser ajudado pelo resto da equi-
pe. Se colocar no lugar de grupos de pessoas que vao utilizar
a aplicagdo também pode fazer surgir novas idéias. Entender
como se comportam esses grupos vai dar uma nogdo do que
eles vao buscar na aplicagdo, ou o que eles gostariam de ver.

Testes de Software estdo muito mais relacionados com o que o
testador pode fazer no seu dia-a-dia do que com documentacdes
e realizacdo de atividades em seqiiéncia. Apesar da enorme
importancia de ter um processo como base, é imprescindivel
o desenvolvimento das habilidades das pessoas, para que elas
saibam realizar bem suas atividades até mesmo em empresas
que ndo tém nenhum processo bem definido. E importante a
consciéncia de que testar um software exige experiéncia, e que
isso faz a diferenga no momento em que existem pressoes de
prazo, or¢amento, auséncia de ferramentas, enfim, limita¢des
de recursos no projeto. Em suma, trata-se de uma atividade que
requer um perfil préprio para o profissional, diferenciado do per-
fil do desenvolvedor, e que requer também muita especializagao,
tendo em vista a quantidade de dreas distintas que existem dentro
da drea de testes de software, por exemplo: Testes de Unidade,
Testes de Funcionalidades, Testes de Desempenho e Testes de
Seguranga, dentre varias outras dreas.
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s avancos tecnolégicos e a alta

competitividade do mercado es-

tdo, continuamente, aumentando
ademanda para que os softwares produzi-
dos sejam cada vez maiores, mais robustos
e mais adaptaveis as mudangas dos am-
bientes em que operam. Mesmo diante de
todos os avangos tecnolégicos, os projetos
de software ainda sdo caracterizados, em
boa parte das organizagdes, por testes
insuficientes, treinamento inadequado,
cronogramas irreais e arbitrdrios, falta de
controle de mudangas, or¢amentos nao
cumpridos e estabelecimento e utilizacdo
de padroes de qualidade insuficientes.
Isso faz com que a demanda pelo bom
gerenciamento dos projetos e processos
de software também aumente.

A medigdo é um dos caminhos que
ap6iam o gerenciamento dos processos
e projetos de software. As medidas, ao
serem coletadas e armazenadas, podem
ser analisadas através de métodos e for-
necerem, assim, informagdes importan-
tes para a realizagdo de agdes corretivas
e preventivas que orientem os projetos
e processos a alcancarem seus objetivos.

Neste artigo veremos

Este artigo apresenta os principais
conceitos e questdes relacionadas ao
controle estatistico de processos e sua
utilizacdo em processos de software.

Qual afinalidade

Fornecer conhecimento essencial sobre a uti-
lizagdo do controle estatistico de processos
para organizagoes, pesquisadores, estudan-
tes e profissionais de software envolvidosem
atividades relacionadas aos niveis gerencial
e/ou estratégico das organizagoes.

Quais situacoes utilizam esses recursos?
Para organizacées que estdo acaminho dos
niveis mais elevados de maturidade de seus
processos e precisam implantar o controle
estatistico de processos; para organizagoes
queestdoiniciando o caminho de melhoria
de processos e desejam, desde ja, conhecer
e se preparar para o que serd necessariono
futuro, nos niveis mais elevados; para pro-
fissionais envolvidos naimplementacao de
programas de melhoria de processos de
software; para estudantes e pesquisadores
que desejam explorar o tema.
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A utilizagdo do controle estatistico de processos, tema deste
artigo, trata do que foi descrito no pardgrafo anterior, consi-
derando, nesse caso, que os métodos utilizados sdo métodos
estatisticos. Ou seja, sdo utilizados métodos estatisticos espe-
cificos para analisar os dados coletados para medidas ao longo
de projetos, a fim de analisar o comportamento dos processos
e determinar seu desempenho para, a partir daf, fornecer di-
retrizes para, caso seja necessdrio, realizar agdes corretivas e
de melhoria que levem os processos a alcancarem os objetivos
para eles estabelecidos. O desempenho de um processo pode
ser definido como uma medida dos resultados atuais que o
processo alcangou e pode ser caracterizado por medidas de
processo (por exemplo: esforgo, prazo e eficiéncia de remogéo
de defeitos) e por medidas de produto (por exemplo: confia-
bilidade e densidade de defeitos) (CMMI, 2006).

O controle estatistico de processos foi originalmente desen-
volvido para implementar um processo de melhoria continua
em linhas de producdo na drea de manufatura, envolvendo
o uso de ferramentas estatisticas e técnicas de resolugdo de
problemas com o objetivo de detectar padrées de variagdo no
processo de produgdo para garantir que os padrdes de qua-
lidade estabelecidos para os produtos fossem alcangados. E
uma metodologia utilizada para determinar se um processo
estd sob controle, sob o ponto de vista estatistico.

O sucesso da aplicagdo do controle estatistico de processos
na manufatura levou a sua aplicagdo em outras dreas, como
quimica, eletrdnica, alimentagdo, negdcios, satide e desenvol-
vimento de software, entre outras.

A principal diferenga entre o controle estatistico de processos
e a estatistica cldssica é que esta, tipicamente, utiliza métodos
baseados em dados ‘estdticos no tempo’, ou seja, os testes es-
tatisticos consideram um agrupamento de dados ignorando
sua ordem temporal. Na maioria das vezes, independente da
ordem em que esses dados forem analisados, o resultado da
andlise serd o mesmo. Esses testes sdo relevantes especialmente
quando se deseja comparar qudo similares ou diferentes sao
dois grupos de dados, porém, ndo sdo capazes de, sozinhos,
revelarem se houve melhoria ou ndo. Em contrapartida, o
controle estatistico de processos combina o rigor da estatisti-
ca cldssica a sensibilidade temporal da melhoria pragmatica,
onde a ordem temporal dos dados é fator relevante para sua
representagdo e andlise. Assim, através da associagdo de testes
estatisticos com andlises cronoldgicas, o controle estatistico
de processos habilita a detecgdo de mudangas e tendéncias no
comportamento dos processos.

Estabilidade e Capacidade dos Processos

Considerando o comportamento dos processos, dois conceitos
sdo importantes: estabilidade e capacidade.

Um processo é considerado estavel se 0 mesmo é repetivel.
A estabilidade permite prever o desempenho do processo em
execugdes futuras e, com isso, apdia a elaboragdo de planos
que sejam alcangaveis. Por outro lado, um processo é capaz
se ele, além de ser estdvel, alcanca os objetivos e metas da
organizacao e do cliente.

PROCESSO

Em relacdo a estabilidade, é importante destacar que ¢é in-
trinseco aos processos apresentar variagdes em seu compor-
tamento. Sendo assim, um processo estdvel ndo é um processo
que ndo apresenta variagdes e, sim, um processo que apresenta
variagOes aceitdveis, que ocorrem dentro de limites previsiveis,
que caracterizam a repetitividade de seu comportamento.

As variagles aceitdveis sdo provocadas pelas chamadas
causas comuns. Elas provocam desvios dentro de um limite
previsto para o comportamento do processo. Sdo variagdes
que pertencem ao processo, ou seja, € o resultado de interagées
normais dos componentes do processo: pessoas, equipamentos,
ambientes e métodos. Considerando processos de software,
um exemplo de causa comum pode ser a diferenca de pro-
dutividade entre os membros de uma equipe relativamente
homogénea. Cada membro executa um certo processo com
uma determinada produtividade, sendo assim, as variacdes
causadas no comportamento desse processo, por essa diferenca
de produtividade entre seus executores, sdo previsiveis.

Por outro lado, as chamadas causas especiais provocam
desvios que excedem os limites de variacdo aceitdvel para o
comportamento do processo, revelando um processo insta-
vel. As causas especiais sdo eventos que nao fazem parte do
curso normal do processo e provocam mudanga no padrao de
variacdo esperado. Considerando processos de software, a in-
clusdo de um membro inexperiente na equipe podera alterar o
comportamento do processo além do esperado, caracterizando
uma causa especial. Dificuldades na utilizagdo de um novo
aplicativo de apoio a execugdo do processo também podem le-
var a variagdes ndo previstas, sendo assim outra causa especial.

A estabilizacdo de um processo depende da eliminagédo de
suas causas especiais, ou seja, das causas das variagdes nado
aceitdveis para o comportamento do processo. Quando todas
as variagdes no comportamento de um processo sdo aceitaveis,
isto é, quando ndo hd causas especiais, o processo é dito estar
sob controle estatistico. Um processo sob controle estatistico
é um processo estdvel.

A partir do momento que um processo torna-se estdvel,
uma baseline que caracteriza o comportamento atual do
processo pode ser definida. Esse comportamento descreve o
desempenho com o qual as préximas execug¢des do processo
serdo comparadas.

Mas, como saber qual é a variagdo aceitdvel para o compor-
tamento de um processo?

O comportamento de um processo é descrito através de
medidas de produto e/ou de processo. Por exemplo, o com-
portamento do processo de Inspecdo pode ser descrito através
da medida densidade de defeitos, definida pela razdo entre o
ntmero de defeitos detectados em uma inspegéo e o tamanho
do produto inspecionado . Para cada processo, os limites de
variagdo sdo calculados aplicando-se métodos estatisticos
como, por exemplo, graficos de controle aos dados coletados
para as medidas que o descrevem, que serdo melhor descritos
mais adiante neste artigo. Esses dados sdo coletados durante a
execugao do processo nos projetos da organizagdo. A aplicagéo
do(s) método(s) estatistico(s) adequado(s) determinarg, a partir
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desses dados, os valores dos limites de variacao esperados. Em
um processo estdvel, todos os valores considerados na analise
do comportamento estardo dentro desses limites de variagdo
que sdo uma baseline do desempenho do processo.

Considerando o processo de Inspecao citado anteriormen-
te, suponha que tenha sido aplicado um método estatistico
apropriado aos dados coletados para a medida densidade de
defeitos, que foram obtidos os limites de variacdo 7 e 12, e que
todos os valores analisados encontravam-se dentro desses
limites. Isso quer dizer que os valores 7 e 12 comp&em a base-
line de desempenho do processo de Inspe¢do considerando a
medida densidade de defeitos, e que esse é o comportamento
esperado para o processo quando executado nos projetos da
organizacdo. Ao ser executado nos projetos, caso o processo
apresente comportamento diferente do estabelecido pelos
limites, deve ser feita uma investigacdo, pois alguma causa
especial provocou esse comportamento.

E importante reforgar que a baseline s6 pode ser estabelecida
para processos estdveis. Logo, ainda considerando o exemplo
citado para o processo de Inspegdo, caso a aplicagdo dos mé-
todos estatisticos tivesse revelado dados fora dos limites, as
causas desses pontos deveriam ser tratadas e o comportamento
do processo deveria ser novamente analisado. Essas a¢des de-
vem se repetir até que todos os dados considerados na analise
estejam dentro dos limites estabelecidos, ou seja, até que o
processo seja estabilizado. Nesse momento é determinada a
baseline que descreve o desempenho previsto para o processo
nos projetos da organizagdo.

Uma vez estabilizado, a capacidade do processo deve
ser analisada.

A capacidade descreve os limites de resultados que se espera
que o processo alcance para atingir os objetivos estabelecidos.
Caso o processo nédo seja capaz, ele deve ser alterado através
darealizacdo de a¢des de melhoria que busquem o alcance da
capacidade desejada. Melhorar a capacidade de um processo
significa diminuir os limites de variagao que sdo considerados
aceitdveis para seu comportamento, ou seja, consiste em tratar
as causas comuns.

O processo de Inspegdo do exemplo citado apresentou-se
estdvel e com baseline definida pelos limites 7 e 12 para a
medida densidade de defeitos. Suponha, agora, que o objetivo
estabelecido para esse processo tenha sido apresentar uma
densidade de defeitos entre 8 e 10. Nesse caso, apesar de esta-
vel, o processo de Inspegdo ndo é capaz de atender ao objetivo
paraele estabelecido. Para torna-lo capaz, sdo necessdrias agdes
incidentes sobre as causas comuns (pessoas, equipamentos,
ambiente), a fim de diminuir a variagdo esperada para o com-
portamento do processo.

A capacidade do processo é conhecida como voz do processo.
Por outro lado, a capacidade desejada para o processo, estabe-
lecida levando-se em consideragdo os objetivos da organizagao
e do cliente, é chamada de voz do cliente. Obviamente é de-
sejdvel que a voz do processo atenda a voz do cliente. Porém,
isso nem sempre é possivel.

E preciso considerar que, algumas vezes, a capacidade

desejada para o processo nao é possivel de ser obtida. Nesse
caso, os objetivos estabelecidos devem ser revistos, pois ndo
sdo realistas. Ou seja, algumas vezes é preciso rever a voz do
cliente, considerando a voz do processo.

Bom, entdo é isso? Uma vez que 0s processos estao estdveis e sdo
capazes, o papel do controle estatistico de processos se encerra?

Nada disso! Como comentado no inicio deste artigo, o con-
trole estatistico de processos surgiu para apoiar a implemen-
tagdo de programas de melhoria continua nos processos da
manufatura. Logo, se o controle estatistico de processos apéia
melhoria continua, seu papel ndo se encerra quando processos
capazes sdo obtidos.

Quando um processo torna-se capaz, um novo ciclo de me-
lhoria pode (e normalmente deve) ser iniciado, estabelecendo-
se novos objetivos para que o processo possa ser melhorado
continuamente.

Muitas organiza¢des conhecidas pela exceléncia de seus
programas de qualidade estabelecem limites de variagdo
bastante ‘estreitos’” para os processos e, uma vez que estes sdo
alcangados, a organizagdo obtém processos estdveis, capazes
e com um grau de variabilidade consideravelmente baixo.

Quanto menor a variacdo dos processos, menores sao as
chances de desvios entre os valores planejados e realizados
nos projetos, ou seja, maior é a aderéncia dos projetos aos
cronogramas, or¢amentos e demais planejamentos esta-
belecidos. Consequentemente, melhor serd a geréncia dos
projetos e processos.

Os principios do controle estatistico de processos sdo
encontrados em outras abordagens da industria. O Six Sig-
ma, por exemplo, que também teve sua origem na area de
manufatura, é uma abordagem para melhoria de processos
baseada na medi¢do do desempenho dos processos. Ele foca
a melhoria da satisfagdo do cliente através da prevencéo e
eliminagdo de defeitos e, consequentemente, melhoria dos
processos organizacionais.

Entdo, recapitulando: considerando-se os conceitos rela-
cionados ao comportamento de um processo (capacidade e
estabilidade), no controle estatistico de processos, a andlise
do comportamento de um processo pode levar a trés diregdes:
(i) remover/tratar as causas especiais para tornar o processo
estdvel; (ii) mudar o processo, quando este é estdvel, mas inca-
paz, para que o mesmo torne-se capaz de atender os objetivos
do cliente e da organizagdo; e, (iii) melhorar continuamente o
processo, quando este é estavel e capaz.

Métodos Estatisticos

Existe uma variedade considerdvel de métodos estatisticos
que podem ser utilizados como ferramentas analiticas para
representar e analisar os dados coletados para as medidas.

Exemplos de métodos estatisticos sdo os graficos de barras,
diagramas de tendéncias, histogramas e gréficos de controle,
entre outros. Os gréficos de controle, muito utilizados no con-
trole estatistico de processos, sdo capazes de medir a variagao
dos processos e avaliar sua estabilidade. Esses graficos asso-
ciam métodos de controle estatistico e representagdo grafica
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para quantificar o comportamento de processos auxiliando a
detectar os sinais de varia¢do no comportamento dos proces-
sos e a diferencid-los dos ruidos. Os ruidos dizem respeito as
variagdes que sdo aceitdveis e sdo intrinsecas aos processos
(causas comuns). Ja os sinais indicam variagdes que precisam
ser analisadas (causas especiais).

Existem diversos tipos de graficos de controle e cada um
deles é melhor aplicdvel a determinadas situagdes. O primeiro
passo para utilizar um gréfico de controle é selecionar o tipo
adequado as medidas, dados e contexto a serem analisados. Em
seguida, os dados devem ser plotados e os limites calculados.

A maneira como os dados serdo plotados, se serdo agrupados
e como os limites de controle serdo calculados, sdo definidos
pelo tipo de gréfico de controle que sera utilizado. Cada tipo
possui um conjunto de métodos quantitativos e/ou estatisticos
associados.

A representacdo grafica facilita a percepgdo de valores fora
dos limites esperados, ou seja, a presenga de causas especiais.
Porém, as causas especiais nem sempre aparecem fora dos
limites, por isso, existem métodos de andlise estatistica que
orientam sobre como identificar pontos que merecem atengao
nos graficos de controle, mesmo quando ndo estdo fora dos
limites permitidos a variacao.

O layout bésico de um gréfico de controle é ilustrado na Figura
1. Tanto alinha central quanto os limites superior e inferior repre-
sentam estimativas que sdo calculadas a partir de um conjunto
de medidas coletadas. Os limites superior e inferior ficam a uma
distancia de trés desvios padrdo em relacdo a linha central. A
linha central e os limites ndo podem ser arbitrdrios, uma vez
que sdo eles que refletem o comportamento atual do processo.
Seus valores sdo obtidos aplicando-se as expressdes e constantes
definidas pelo tipo de gréfico de controle a ser utilizado.

limite superior ( LS = LC + 30g)

limite central (LC)

limite inferior (LI = LC - 35)

¢ = desvio padrao

—_—
Figura 1. Layout basico de um gréfico de controle.

A Figura 2 ilustra um exemplo de aplicacdo de um grafico
de controle para representar as medidas coletadas em um
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processo estdvel, ou seja, onde néo hd causas especiais. O gra-
fico representa a média didria de horas dedicadas a atividades
de suporte por semana em uma determinada empresa.

meédia diaria de horas
Ey
=
(=]
[&]
|

39,00 —— 77— 77—
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16

semana

Figura 2. Processo estavel.

Na Figura 3 é apresentado um gréfico que ilustra um pro-
cesso cujo comportamento extrapolou os limites de variagdo
aceitaveis, sendo identificados pontos cujas causas de variacao
(causa especial) devem ser investigadas. O gréfico representa
o niimero de problemas relatados pelos clientes diariamente
a drea de suporte de uma organizagdo que ndo foram resol-
vidos (PNR).
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Figura 3. Processo com causas especiais explicitas.

Na Figura 3, os pontos que caracterizam a instabilidade do
processo estdo bastante explicitos, acima do limite superior
de variagdo permitido. Porém, conforme mencionado ante-
riormente, os pontos de instabilidade, ou seja, aqueles gerados
por causas especiais, nem sempre aparecem fora dos limites,
existindo outros sinais que revelam a instabilidade de um
processo. Para verificar a estabilidade de um processo, quatro
testes podem ser aplicados (WHEELER e CHAMBERS, 1992):

Teste 1: presenca de algum ponto fora dos limites de controle 3c.

Teste 2: presenga de dois ou trés valores sucessivos do mesmo
lado a mais de 2c da linha central (chamada zona C).

Teste 3: presenca de quatro ou cinco valores sucessivos do
mesmo lado a mais de 1o da linha central (chamada zona B).

Teste 4: presenga de oito pontos sucessivos no mesmo lado
da linha central.
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A Figura 4 ilustra um processo hipotético instdvel que apre-
senta as situagdes descritas nos quatro testes de WHEELER e
CHAMBERS (1992).

LS

LC

LI

Teste 3

Figura 4. Testes para analisar estabilidade de processos.

Para exemplificar a utilizagdo dos testes de estabilidade, consi-
dere o gréfico apresentado na Figura 2. Suponha que esse gréfico
tenha sido gerado por um gerente que desejava analisar a quan-
tidade de horas semanais dedicadas a atividades de suporte em
sua empresa. Para isso, foram registradas as horas de trabalho
despendidas com suporte diariamente e, em seguida, foram
obtidas as médias didrias de cada semana e o grafico foi plotado.

Percebendo a auséncia de pontos fora dos limites de controle,
mas desejando se certificar da aparente estabilidade do processo,
o gerente decidiu dividir as distancias dos limites de controle em
trés zonas (A, B e C) e aplicar todos os testes de estabilidade. A
Figura 5 apresenta o grafico com as zonas A, B e Cidentificadas.

49,00
48,00 -
47,00 -
48,00 -
45,00 -
44,00
43,00 -
42,00 -
41,00 -
40,00 -
39,00 EEE———————

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 18

semana

média diaria de horas

Figura 5. Gréfico com as zonas A, B e C identificadas.

Ao aplicar os testes 1, 2, 3 e 4, percebe-se que o processo
realmente é estavel.

Vale destacar que nem todos os testes sdo aplicaveis a todos os
tipos de graficos de controle. Os tipos de graficos de controle, suas
aplicacdes e particularidades sdo assuntos para outros artigos.

Cuidados para Realizar Controle Estatistico de
Processos de Software

Considerando que a Engenharia de Software é uma drea
recente, a utilizacdo do controle estatistico de processos em
organizagdes de software pode ser encarada como uma drea
em seus passos iniciais.

Mas, apesar de ser bastante recente, a utilizagdo do controle
estatistico de processos tem sido impulsionada pelos principais
modelos e normas de apoio a defini¢do e melhoria de processos
que orientam a melhoria de processos através de niveis de
maturidade e capacidade. Exemplos notédveis desses modelos
e normas de apoio sdo 0 MPS.BR - Melhoria de Processo de
Software Brasileiro, o CMMI - Capability Maturity Model Inte-
gration e a norma internacional ISO/IEC 15504 - Avaliacdo de
Processos de Software. Em todas essas iniciativas, o controle
estatistico de processos é utilizado para atender as exigéncias
dos niveis mais altos de maturidade, que incluem geréncia
quantitativa de projetos e melhoria continua.

O movimento das organizagdes em direcdo a qualidade de
software e, especialmente, a melhoria de processos é indis-
cutivel. No Brasil, esse movimento tem recebido cada vez
mais adeptos e, inclusive, possui um modelo préprio, o MPS.
BR - Melhoria de Processo de Software Brasileiro, que foi
elaborado considerando-se as caracteristicas especificas das
empresas brasileiras.

Apesar desses modelos e normas orientarem as organiza-
¢Oes sobre o que é necessdrio realizar para alcangar os niveis
mais elevados de maturidade, ainda hd lacunas sobre como
realizar as agdes que levam a esses niveis. Com isso, muitos
erros sdo cometidos durante o percurso dos niveis iniciais aos
niveis mais elevados, prejudicando a realizagdo do controle
estatistico de processos.

Por exemplo, organizagdes que, durante a realizagdo das
atividades requeridas aos niveis iniciais, onde a medicdo
comega a ser exigida, simplesmente se preocupam em aten-
der os requisitos das dreas de processo, acabam criando um
repositério de medidas intiteis ao pensamento estatistico exi-
gido nos niveis superiores. Essas organizagdes, normalmente,
acumulam dados incorretos, capturados em medidas intiteis,
definidas sem visar utilizagdo futura; ndo possuem dados
suficientes registrados ou, quando possuem, sdo registrados
de maneira inadequada.

Como conseqiiéncia, essas organizagdes acabam tendo que
despender tempo (e dinheiro!) para arrumar a casa antes de,
efetivamente, realizar o controle estatistico de processos. O
controle estatistico de processos requer uma fundacéo, ou
seja, processos caracterizados por medidas validas e dados de
qualidade que possam ser utilizados para analisar a previsi-
bilidade dos processos.

Além disso, é preciso conhecer e aplicar corretamente os
métodos estatisticos. Mas, admitamos: a utilizagcdo desses
métodos ndo é uma tarefa trivial e aplica-los a processos de
software envolve um pouco mais de critério do que aos pro-
cessos da manufatura.

Sem duvidas hd diversos aplicativos disponiveis no mercado
que realizam as operagOes estatisticas para um conjunto de
dados oferecidos como entrada para um determinado méto-
do. Alguns exemplos desses aplicativos sdo Minitab e Excel
(considerando a utilizagdo de Macros para apoio ao controle
estatistico de processos). Mas isso ndo é suficiente. Analisar
estatisticamente o comportamento de um processo ndo consiste
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apenas em jogar os dados coletados para as medidas em um
aplicativo de representagdo e andlise estatistica e, como em
um passe de maégica, obter os resultados desejados. Os apli-
cativos, sozinhos, ndo sdo capazes de analisar o contexto dos
dados utilizados. Essa é uma tarefa que requer intervengdo
humana e conhecimento organizacional. A utilizagdo dos
métodos ndo apropriados, ou uma interpretacdo equivocada,
podem revelar um comportamento irreal para os processos
e, consequentemente, contribuir para o estabelecimento de
metas nao factiveis.

Entdo, quer dizer que todo aquele ‘papo’ de estabilidade,
capacidade e melhoria continua néo funciona para processos
de software?

Errado! Quer dizer que, para aplicar controle estatistico a
processos de software é preciso comegar a pensar nele desde
as primeiras a¢oes de definicdo e estabelecimento de um pro-
grama de medigdo. Quanto antes uma organizagao vislumbrar
a realizagdo do controle estatistico de processos menor sera
o custo de transicdo da melhoria de processos baseada em
medigdo tradicional para a melhoria de processos através
do controle estatistico de processos. Mas, atencao! Pensar no
controle estatistico desde o inicio da implantacdo da medigdo
néo significa medir tudo ou qualquer coisa. E preciso identi-
ficar os processos da organizagdo que sdo mais criticos para
o alcance dos objetivos técnicos e de negdcio e determinar
como medir esses processos corretamente, através de medidas
significativas.

E mais, é preciso que os gerentes de projetos sejam capazes
de utilizar os métodos estatisticos, entendendo e interpretan-
do sua representagdo e chegando as conclusdes necessdrias,
considerando o contexto dos dados utilizados. Isso ndo quer
dizer que o gerente precisa ser um expert em estatistica. Se
fosse assim, seria exigido um estatistico e ndo um gerente de
projetos.

Exemplos de algumas empresas que implantaram programas
de melhoria apoiados pelo controle estatistico de processos
de software: IBM, Motorola, Hitachi Software Engineering,
EDS, Tata Consultancy Services, Unisys, CPM Braxis e BRQ,
entre outras.

Conclusao

As exigéncias cada vez maiores do mercado de software tém
levado engenheiros e gerentes de software a atentarem, ainda
mais, a necessidade de possuir processos de software maduros,
capazes de atender as demandas de qualidade e produtividade.

A aplicagdo do controle estatistico de processos utiliza os
dados coletados ao longo dos projetos para analisar o compor-
tamento dos processos da organizagdo e identificar as agoes
necessdrias para sua melhoria. Além disso, estabelece baselines
que refletem o comportamento dos processos nos projetos
da organizagdo e apéiam a previsdo de seu desempenho em
projetos futuros, a fim de que alcancem os objetivos para ele
estabelecidos.

O controle estatistico de processos permite quantificar as
caracteristicas dos projetos, produtos e processos de software,

PROCESSO

representando-as graficamente e propiciando uma andlise
mais objetiva e eficiente. Dessa forma, o desempenho das ativi-
dades que produzem os produtos pode ser previsto, controlado
e guiado para alcancar os objetivos técnicos e de negécio.

E vale a pena quantificar?

Como disse Galileu Galilei: “mega o que é mensurével e torne
mensurdvel o que ndo é”. ®
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