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Introduction .

MANUAL OVERVIEW

This mantal is intended as & user reference manual
for the SofTech Microsystems FORTRAN 77
lunguege system. SofTech Microsystems FORTRAN
77 is & dialect of FORTRAN whieh is elosely
related to the ANSI Standard FORTRAN 77 Subset
languege defined in ANSI X3.9-1978. Readers
familiar with the ANSI standard will find & concise
deseription of the differences between SofTech
Microsystems FORTRAN 77 and the standard in
Appendix A; in general, this menual does not
presume that the reader is familiar with the
standard.

Sof Tech Microsystems FORTRAN 77 runs on the
p-machine architecture, which is available on a
variety of host machines &s a language system
integrated into the UCSD Operating System. The
reader is assumed to be somewhat familiar with the
use of the Operating System and Text Editor,
although the specifies of how to compile, link, and
execute 8 FORTRAN program in the environment
are covered in this manual. Refer to the
Operating System manual for more details.

This manual is intended primarily as a reference
menual for the FORTRAN system and contains all
of the information necessary to fully utilize it,
The reader is assumed to heve some prior
knowiedge of some dialect of FORTRAN, salthough
someone familiar with another high level langueage
should be eable to learn FORTRAN from this
manuel. The manual is not a tutorial in the sense
that it does not teach the reader, step by step, the
concepts necessary 1o write successively more
complex programs in FORTRAN; rather, each

1NANDAT.NT A 1-3
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Introduction
section of the manual fully explains one part of the . Lower Case Let
uage . : . etters e

FORTRAN langueg system , %%‘igl}‘&llzations which mu:t“‘ie ‘:g;;is _c; bll‘ldlcate

TRAN syntax in a aced by actual

. . r : -
“The manual 18 organized as follows: Chapters 1, 2, : text. The reader ﬁ;&raan;, as described in the
and 3 are general, and describe the manual and ; lowercase entity is defined itsume- th?t once a
pasic information required to successfully use ‘ for the entire context of dis,cus retains its meaning
FORTRAN in even & trivial way. Chapters 4, 5, : sion.
and 6 describe the data types gvailable in the - Exampl
. . : e of
language and how &8 program assigns & parhf:ular ) whichpdescribggl’:;it?nd %O_Wer Case: The format
data type to an identifier or constant. _Chapter 7 'T where w is & no ng of integers is denoted 'Iw’
desls with the DATA statement, which 15 used for . Thus. in an nzero, unsigned integer constant.
initi.alization of memory. Chapters g, ¢, 10, and 11 - contéin I3 Ora?;gal statement, a program migh{
define the executable parts of programs and the " editing of reals i .. The format which describes
meanings associated with the various executable integer consei is '"Fw.d', where d is an unsiAgned
construets. /O statements are presented in F29.0 are va‘i’,‘é' In an actual statement, F7.4 or
Laapter 11, &fid the associated FORMAT statement - special char id. Notice that the period, as a
and formatted VO a® described in Chapter 12. 1 _ acter, is taken literally, ’
‘The subroutine structure of 2 FORLTRAN
| Brackets - indicate optional items

compilation, including parameter passing and
intrinsic (system provided) functions, is the tapic of

Chapter 13. Finally, Chapter 14 discusses the Exam '
rather sophisticated means which exist for compiling or A[;l; 3£eBl‘ack.ets: '‘Alw]' indicates that either A
FORTRAN subroutines separately, overlaying, and chapacter form‘:il)ld (as a means of specifying a

linking in subroutines which are written in other

. lﬁrlgua.gBS- |
| a > r *
1 e

optional item preceding th
NOTATIONAL CONVENTIONS one or more times. g the three dots may appear

E -
xample of .... The computed GOTO statement is

These are the notational conventions used 3 >
throughout this manual: eseribed by 'GOTO ( s [, sl ratement
that the syntactic item’ denoi)ed [i)] i' indicating
. _ . repeated any number of time y s may be
Upper Case and Special Cheracters are written as separating them s with commas

they would. be in a program.

TRy, e

f am s .11 A
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Introduction

Blanks normally nave no significance in the
description of FORTRAN statements. The general
rules for blanks, covered in Chapter 3, govern the ;
jnterpretation of blanks in all contexis.

[

T CHAPTER 2

SOFTECH MICROSYSTEMS
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SofTech Microsystems FORTRAN 77

This echapter describes how to use SofTeeh
Microsystems FORTRAN 77. It assumes that the
reader is familiar with the basiec operation of the
p-System. The mechanics of preparing, compiling,
linking, and executing & FORTRAN program are
outlined, and an explanation of the Compiler listing
file is given,

A FORTRAN PROGRAM

Compiling a FORTRAN program

: The SofTech Microsystems FORTRAN 77 Compiler

is invoked as the Pascal Compiler would be
invoked: by typing 'C' at the command level,
The R(un command, which will compile and
execute & program, may also be used. If the file
has already been compiled, the R{un command
will simply execute the code file. TFor these
commands to call FORTRAN, the FORTRAN
Compiler must be named SYSTEM.COMPILER. -
When your disk is shipped, the FORTRAN
Compiler is named FORTRAN.CODE. To make it
SYSTEM.COMPILER, type 'F' to enter the Filer,
C(henge SYSTEM.COMPILER to PASCAL.CODE,
~and C{(hange FORTRAN.CODE to
SYSTEM.COMPILER. To start using Pasca] again,
reverse the repaming process.

Typing 'C' or 'R' at the command level causes
the compiler to use the workfiles
SYSTEM.WRK.TEXT end SYSTEM.WRK.CODE. I
i no workfile is present, the Operating System will
prompt for the name of a .TEXT file to use,

T1anneni.noa : a_a
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The FORTRAN Compiler will prompt for & listing

file. If a <return> is typed, no listing will be ! SYSTEM.LIBRARY file. The library text fil

generated. fsacitlity described in Chapter 2 .of thz Ogeratilneg
System manual is also available 1
orogrammers. e to FORTRAN

Once the prompts are all answered, the actunl
compilation begins. The progress of the
compilation will be shown on the conscle by &
sucoessive display of dots. Each dot represents .
one line of source code.

Executing 8 FORTRAN program

A compiled, linked FORTRAN i
] program 1
executed in the same manner &s any otgher usei

Remember that an thing which applies to the . -
) progam, i.e., by typing an 'X' at the command

Peascal SYSTEM.COMPII.JER wil} now apply to 1 D llowsd by the mame of t - ne
FORTRAN. For more information, refer to the i the linked e of the file containing
Operating System manusl. program.

U -

' —
»

Providing Runtime Support FORM OF IRPUT PROGRAMS

e

All input source files read by FORTRAN must be

To run any program on the p-System, some TEXT fil '

* * - €5, Th H

runtime support s needed. The package of Jerge blocks of te‘itaﬁ%‘:‘s athé{ foffflpll{er to read

routines which do th}s for FORTRAN is distinet operation inereasin isk file Mo single

from the package which does this for Pascal and Sig’nificantl’y. The simlplist t:; tcomplle speed

:‘3 originally shlgped in t}g\g Rf'}ll‘?i ARI:II‘U(;QCI)'%%ODF. files is to use the Screen Orieiteg ggti%tpare TEXT

S?g'III‘EMyg‘(j)M;ILaEnRge ou must also chang more precise description of the figc:ls ror e
CON ¥ to’ PASCAL.LIBRARY ( : .~ FORTRAN 77 source statement, see Ch iy

SYSTEM.LIB to PASCAL. or some which explains the basic structur apter 3

other name ou will remember) and | Drogram ure of 8 FORTRAN

RTUNIT.CODE to SYSTEM.LIBRARY. After this
is done, you may run your FORTRAN programs.

It may be that you have placed programs of your
own in SYSTEM.LIBRARY. In this case, you will [
pe familiar with the use of the Librarian.
RTUNIT.CODE should be added to the

Rt - e

anAnnn1N% A
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Sof Tech Microsystems FORTRAN 77

$INCLUDE Statement

To feeilitate the manipulation of large programs,
the SofTech Microsystems Compiler has extended
the FORTRAN 77 standard with an $INCLUDE
Compiler directive., The format of the directive

iss
$INCLUDE file.name

with the $ appearing in column 1 (see Chapter 3
for an explanation of Compiler directives in
general). The meaning is to compie the contents
of the file 'file.name' and insert the code into
the current. code file, before continuing with
"+ compilatiorof thecurrent file. The included file
may contain additional $INCLUDE directives; up
to & maximum of five levels of files (four levels
of $INCLUDE directives). It is ofter useful to
have the description of a COMMON block kept in
a single file and to include it in each subroutine
that references that COMMON area, rether than
making end maintaining many copies of the same
source, one in each subroutine. There is no limit
to the number of $INCLUDE directives that can
appear in a source file.

COMPILER LISTING

The Compiler listing, if requested, contains various
information that may be useful to the FORTRAN
programmer. The listing consists of the user's
source code as read, along with line numbers,
symbol tables, error messages, and optional cross-
reference information.

2-6 1000201:02A
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The following is a sample listing:

FORTHAK Compaler (V.0 §0.0]

G, [
1. 0 C —- Eaample Program 41234
i. G cC
1. a
4., 0 SAKEF
5. ]
6. 1] PHOGEAM EX1234
T. a
&. L] ENTEGER A1, 103
§. ] CHARACTER®E €
iv. ]
11. 1] CALL INITIA,C)
1%. 6 1=
13. ] 200 AiIy = 1
#as8s Frror aumbres) 57 in Jined 13
14, 20 I =1+
15, 1% 1F (1ABS5¢10-1) ,ME. 0] GOTD 200
i6. it .
17. ey END
.3 INTEGER 3 B i1 i3
[ CHAE* 4 103 ] 11
EX1234 PROCRAM []
i INTEGER 145 il 13 13 id

14 15
1AB5 INTRINSIC 15

IKIT SUBROUT INE 2,FWD 11

18, o SUBHOUTINE INITiB,D)
1%. ] INTEGER B110,10)
20. 13 CHARACTER* D
1. 4]
2z. L] RETUHN
i3, 2 ENp
B INTEGER F i 19
D CHAR® 4 1w L] 20
1HIT  SUBROMTIKE 2 18
EX1234 PROGHAN
1KiT SUBFOUTINE 2,7

24 lines. 1l er¢ois.

The first line indicates which version of the
Compiler was used for this compilation. In the
example it is version 0.0 for p—-System version IV.0.
The leftmost column of numbers is the source-line
number. The next column indicates the
procedure-relative instruction counter that the
corresponding line of source code occupies sas
object code. It'is only meaningful for executable
statements and data statements. To the right of
the. instruection counter is the source statement.

1000201:024 ' 2-7



Sof Tech Microsystems FORTRAN 77

Errors are indicated by a row of asterisks followed
by the error number and line number, 8s appears in
the example between lines 13 and 14. In this case
it is error number 57, "Too few subscripts”,
indicating that there are not enough subseripts in
the array reference A(l).

At the end of each routine (function, subroutine, or
main program), & local symbol table is printed.
_This table lists all identifiers that were referenced
in that program unit, slong with their definition.
If the $XREF Compiler directive has been given, &
table of all lines containing an instance of that
identifier in the current program unit is also
printed. I the identifier is a variable, it is
accompanied by its type and location. If the
variable is a parameter, its loeation is followed by
an asterisk, such as the varigbles B and D in the
SUBROUTINE INIT. If the variable is in a common
block, then the name of the block follows enclosed
by slashes. If the identifier is not a varisble, it is
described appropriately. For subroutines and
functions, the unit-relative procedure number is
given. If it resides in a different segment, then
the segment number follows. If the Compiler
assumes that it will reside in the same segment,
‘but has not yet appeared, it is listed as a forward
program unit by the notation 'FWD'.

At the end of the compilation, the global symbol
table is printed. It contains all global FORTRAN
symbols referenced in the compilation. No ercss-
reference is given. The number of source lines
compiled and the number of errors encountered
follow. If there were any errors, then no object
file is produced.

2-8 1000201:02A

AT

i

Sof Tech Microsystems FORTRAN 77

THE CODEFILE

gn?n qiajecg codefile generated by the FORTRAN
anod PIl,iirr is compatible with the p-System Linker
Librarian. Indeed, it is hard to
1\::‘:é;al:rln%nmg a codgfile whether it was createdt?:al; tll)li
descriggfn %(f:mt;;lﬂerb-or the Pascal Compiler. For a
) e binary format of a ¢ i
the Operating System Reference manual odefile, see

1000201:024



CRAPTER T

CASIC STRVW TVRE UF A

PROCRAM

FORTR AN

[ L TR T

T e i i e

Basic Structure of a FORTRAN Program

In the most fundamental sense, a FORTRAN
program is a sequence of characters which, when
fed to the Compiler, are understood in various
contexts as characters, identifiers, labels, constants,
lines, statements, or other (possibly overlapping)
syntactic substructure groupings of characters. The
rules which the Compiler uses to group the
character stream into certain substructures, as well
as various constraints on how these substructures
meay be related to each other in the source program
character stream, are the topie of this chapter.

CHARACTER SET

A FORTRAN source program consists of a stresm
of characters, originating in a .TEXT file,
consisting of:

Letters ~ The 52 upper and lower ca-2 letters A
through Z and a through z.

Digits - 0, 1, 2, 3, 4, 5, 6, 7, 8, and 9.

Special Characters - The remaining printable
characters of the ASCII character set.

The letters and digits, treated as a single group,
are called the alphanumeric characters. FORTRAN
interprets lower case letters as upper case letters
in all contexts except in character constants and
Hollerith fields. Thus, the following user-defined
names are sll indistinguishable to the FORTRAN
Compiler:

ABCDE sbede AbCAE aBeDe

1000201:03A 3-3



Basic Structure of & FORTRAN Program

In addition to the above, actuel source programs
given to the FORTRAN Compiler contain certain
hidden (nonprintable)} control characters inserted by
the Text Editor which are invisible to the user.
FORTRAN uses these control characters in exactly
the same way as the Text Editor and transforms
them, using the rules of .TEXT files, into the
FORTRAN character set.

The collating sequence for the FORTRAN character
set is the ASCII sequence,

LINES

A FORTRAN source program may also be
considered a sequence of lines, corresponding 1o the
normal notion of line in the Text Editor. Only the
first 72 characters in a line are treated as
significant by the Compiler, with any trailing
characters in a line ignored. Note that lines with
fewer than 72 characters are possible and, if
shorter than 72 columns, the Compiler does treat as
significant the length of a line. For an illustration
of this, see the psaragraph entitled, "The Character
Type," in Chapter 4.

COLUMNS

The characters in a given line fall into columns,
with the first character being in column 1, the
second in column 2, ete. The column in which a
character resides is significant in FORTRAN, with
columns 1 through 5 being reserved for statement
labels, column 6 for continuation indicators and
other column conventions, and columns 7 through 72

4-4 1000201:03A
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Basic Structure of a FORTRAN Program -

for actual statements.

BLANKS

The blank charqcter, with the exceptions noted
below, has no significance in 8 FORTRAN source
program and may be used for the purpose of

improving the readability of FORTRAN
The exceptions are: programs.

Blanks within string constants are significant,
Blanks within Hollerith fields are significant,

Blanks on Compiler directi i
lank ve i
significant, ' R

A blapk in column 6 is used in distinguishing
initial lines from continuation lines.

Blanks count in the total number of charmscters

the Compiler processes per i
i
statement, ° ne and per

1600201:03A 3-5



Basic Structure of a FORTRAN Program

COMPILER DIRECTIVE LINES

A line is treated as a Compiler directive if the §
character appears in column 1 of an input line.
Compiler directives are used to transmit various
kinds of information to the Compiler. A Compiler
directive line may appear any place that a comment
Hne can appear, although certain directives are
restricted to appesr in certain places. Blanks are
significant on Compiler directive lines and are used
to delimit keywords and filenames. The set of
directives is described below:

| $INCLUDE
$INCLUDE filename

Include textually the file 'filename’ at this point
in the source. Nested includes sare implemented
to & depth of nesting of five files. Thus, for
example, a program may inelude various files with
subprograms, each of which includes various files
which describe COMMON areas {which would be a
depth of nesting of three files).

$USES

$USES ident
[ IN filename ]
[ OVERLAY 1]

This is similar to the USES command in the
Pascal Compiler. The already compiled
~ FORTRAN subroutines or Pescal procedures
contained in the .CODE file 'filename’ (or in the

3-6 " 1000201:03A
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file '"SYSTEM.LIBRARY' if no file name is

Eg‘?‘f?eq?) becgme callable from the currently
piling code. This directive must

- before the initial non-comment input line app;ar

more details, see Chapter 14. . o

$XREF
$XREF

This produces a cross-reference listi .
istin
of each procedure compiled, g at the end

$EXT
$EXT SUBROUTINE name #params

or
$EXT [ type ] FUNCTION name #params

The subroutine or function called 'name' is an
Assembly Language routine. The routine has
exactly ‘#params’ reference parameters.

COMMENT LINES

A line is treated as a comm :
: o ent if an
following conditions is met: y one of the

A 'C' {or 'e") in column 1.
A '*' in column 1,

Lin‘e contains all blanks.

1000201:03A



Basie Structure of 8 FORTRAN Program

Comment lines do not effect the execution of the
FORTRAN - program in any way. Comment lines
must be followed immediately by an initial line or
another comment line, They must not be followed
by a continuetion line. Note that extra blank lines
at the end of & FORTRAN program result in a
compile time error, since the system interprets
them as comment lines, but they are not followed
by an initial line, .

STATEMENTS, LINES, AND LABELS

The following peragraphs define @& FORTRAN
statement in terms of the input character stream.
The Compiler recognizes certain groups of input
characters as complete statements according to the
rules specified here. The remainder of this manual
will further define the specific statements and their
properties. When it is necessary to refer to
specific kinds of statements here, they sre simply
referred to by name,

Labels

A statement label is a sequence of from one to
five digits. At Jeast one digit must be nonzero.
A label may be placed anywhere in columns 1
through 5 of en initial line. Blanks and leading
zeros are not significant.

3-8 1000201:03A
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Initiel Lines

An ipitia] line is any line which i

commgnt line or & Compiler directivelslinr:nang
conteins & blenk or & 0 in column 6. The {first
five colu_mns of the line must be either all blank
or contain a label. With the exception of the

statement following a logical IF
ng FORT
statements all begin with an initial Iine. RAN

Continuation Lines

A continua_tion line is any line which is not =a
comment line or a Compiler directive line and
contains any character in column 6 other than &
blank or a 0. The first five ecolumns of
continuation line must be blanks. A continuati h
lm_e is us_ed to increase the amount of room lin
“{ntle 8 %tlyinlstatement. If it will not fit on g
single initial line, it me i

up to § continu&t,ion linei. °¢ extended to include

Statements

A FORTRAN statement consists of an initial 1i

followed by up to 9 continuation lines 'Il:lr?’
characters of the statement are the u .t 6 0
characters -found in columns ¢ throuFl: gg 60
thgse lines. The END statement must gbe " l?f
written on an initial line, and no other statzmzng

may have an initial line which a
END statement. bpears to be an

1000201:03A 3-9



Basic Structure of a8 FORTRAN Program

STATEMENRT ORDER

The FORTRAN language enforces & certsain ordering
among statements and lines which make make up &
FORTRAN compilation. In general, & compilation
consists of some number of subprograms (possibly
zero) and, at most, one mein program {see sections
on compilation units and subroutines). The various

rules for ordering statements appear below,

Program Units

A subprogram begins with either & SUBROUTINE
or & FUNCTION statement and ends with an END
statement. A main program begins with &
PROGRAM statement or any other, but not a
SUBROUTINE or FUNCTION statement, and ends
with an END statement. A subprogram or the
main program is referred to as a program unit.

Statement Ordering

within a program unit, whether & main program
or & subprogram, statements must eppear in &an
order consistent with the following rules:

A SUBROUTINE or FUNCTION statemant, or
PROGRAM statement, if present, must &ppear
as the first stetement of the program unit.

5 an 1000201:03A
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FORMAT statements m
ay sappear a
:tftter the SUBROUTINE E? FUI?(%‘;‘II%I‘S
atement, or PROGRAM statement if present

gli szecifiga:ion statements must precede all
statements, statement f i
statements, and executable statements unetion

All ]_DATA- statements must appear after the
specification statements and precede all

statement function state
m
statements. ents and executable

AH statement funetion statem
ent
all executable statements, S must precede

Within the specification

statem
IMPLICIT statement must precede eglttls’ e
specification statements. other

These rules are illustrated in the following chart:

PROGRAM, FUNCTION, or SUBROUTIRE Statéuent
IMPLICIT Statemnents
Other Specification State
Comment FORMAT rente
Lines Statements DATA Statements
Statement Function Statements

Executable Statemente

END Statement

Table :'i.l_.\ Order of Statements
within Program Units,

1000201:03A
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Basie Structure of a FORTRAN Program

The chart is to be interpreted as follows:

Classes of lines or statements above or bclow
other classes must appear in the designated
order.

Classes of lines or statements may be
interspersed with other classes which appesr
across from one another.

Source Program Final Statement

When . creating——RORTRAN  programs with the
Editor, the fihal END statement must be entered
as a complete line. That is, there must be &
npeturn” character following the statement,
Otherwise, the Compiler will not find the END
statement and will issue an error mesSage. In
addition, that Vreturn" character must be the
final character in the program source file. Any
further characters, even blanks, might be
considered part of a subsequent subprogram by
the Compiler.

3-12 - 1000201:03A
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Data Types

There are four basic data types in SofTech
Microsystems FORTRAN 77: integer, real, logical,
and character. This chapter deseribes the
properties of each type, the range of values for
each type, and the form of constants for each
type.

THE INTEGER TYPE

The integer data type consists of a subset of the
integers. An integer value is an exact
representation of the corresponding integer. An
integer variable occupies one word (two bytes) of
storage and can contain any value in the range
-32768 to 32767. Integer constants consist of a
sequence of one or more decimal digits preceded by
an optional arithmetic sign, + or -y and must be in
range. A decimal point is not allowed in an
integer constant. The following are examples of
integer constants:

123 +123 ~123 0
00000123 32767 -32768

THE REAL TYPE

The real data type consists of a subset of the real
numbers. A real value is normally an approximation
of the real number desired. A resl variable
occupies two consecutive words (4 bytes) of

storage. The range of real values is approximately:

-1.7E+38 ... -5.8E-33 0.0
S.8E-39 ... 1.7E+38 (LSI-11)

1000201:04A ' 4-3
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The actual range depends upon which computer 15
being used. The precision is greater then 6

decimal digits.

A basic real constant consists of an optional sign
followed by an integer part, a decimal point, snd &
fraction part. The integer and fraction parts
aonsist of 1 oF more deeimal digits, Bnc the
decimal point is a period, '.'. Either the integer
part or the fraction part may be omitted, but not
both. Some sample basic real constants follow: '

~123.456 +123.456  123.456
-123. +123. 123.

-.456 - +.45G -456
e i -

——

R #

An exponent part consists of the letter 'E’ followed
by an optionally signed integer constant. An
exponent indicates that the value preceding it is to
be multiplied by 10 to the value of the exponent
part's integer. Some sample exponent parts &re:

E12 E-12 E+12 EQ

A real constant is either & basic real constant, &
basic real constant followed by an expenent pert,
or an integer constant followed by an exponent

part. For example:

+0.01 100.0E~4 .0001E+2

all represent the same reel number, one one-
hundredth. _

1000201:04A
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THE LOGICAL TYPE

The logical data type consists of the two i
ziuevs;;)rtgu& “?éldb;?ésse):. fA tlogical variable o;gﬁz:s:;
_ of sto

two logi_cal constants, .TI{%gEe.. T;f;e ?-‘PEngly
representing the two corresponding logica:l va.lues”
The internsl representation of .FALSE. is a worci
of all zeros; and the representation of .TRUE i
& m-'o-rd of _all zeros, but a8 one in -the l.eas:
mgmflc._ant bit. If a logical variable conteins an
other bit velves, its Jogical meaning is undefined. d

THE CHARACTER TYPE

The character data type consists of

{;SCII characters. The length of a cl?arsaecciueim\:real?f
1s eqgual to the number of characters in t;:
sequence, 'I_‘he length of a particular constant
variable is fixed, and must be between 1 and lg;
characters. A character variable occupies
word of storage for each two characters in c‘;Ee
sequence, plus one word if the length is dde
Charact'er variables are always aligned on \fvJ d
boundaries. The blank charscter is allowed i
character value and is significant. e

A character constant consists o

or more characters encloséda ;iquince;;f on?
apostrophes. Blank characters are angweii :
character constants and count as one char tln
each. An apostrophe within a character const;n(ic s
represented by two corisecutive apostrophes with o
blanks in _between. The length of & charactno
constant is equal to the number of charactei;

_ between the apostrophes, with doubled apostrophes

1000201:04A ' 45



Data Types

counting as 8 single apostrophe character. Some
sample character constants are:

IAU T 1 lHelp!l nt
'A very long CHARACTER constant!

Note the last example, '"'', that represents a single
apostrophe, '.

FORTRAN allows source lines with up to 72
ecolumns. Shorter lines are not padded out to 72
columns, but left as input. When a character
constant extends scross a line boundary, its velue
is as if the portion of the continuation line
beginning with column 7 is juxtapositioned
immediately after the last character on the initial
line. Thus, the FORTRAN source:

200 CH = 'ABC<er>
X DEF!

(where the '<er>' indicates & carriage return or the
end of the source line) is equivalent to:

200 CH = 'ABC DEF'
with the single space between the C and D being
the equivalent to the space in column 7 of the

continuation line. Very long character constants
can be represented in this manner.

4-6 ' 1000201:04A
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FORTRAN Names

A FORTRAN name, or identifier, consists of an
initial alphabetic character followed by a sequence
of 0 through 5 alphanumeric characters. Blanks
may appear within a FORTRAN name, but have no
significance. A name is used to denote a user- or
system-defined variable, array, function, subroutine,
ete. Any valid sequence of characters may be used
for any FORTRAN name. There are no reserved
names as in other languages. Sequences, of
alphabetic characters used as keywords are not to
be confused with FORTRAN names, The Compiler
recognizes keywords by their context and in no way
restricts the use of user chosen names. Thus, a
program can have, for example, an array named IF,
READ, or GOTO, with no error indicated by the
Compiler (as long as it conforms to the rules that
all arrays must obey). Using such names, however,
is not a recommended preactice.

SCOPE OF FORTRAN NRAMES

The scope of a name is the range of statements in
which that name is known, or can be referenced,
within a FORTRAN program. In general, the scope
of a name is either global or local, although there
are several exceptions. A neme can only be used
in accordance with a single definition within its
scope. The same name, however, can have
different definitions in distinet scopes.

A name with global scope may be used in more
than one program unit (a subroutine, function, or
the main program) and still refer to the same
entity. In fact, names with global scope can only
be used in a single, consistent manner within the
same program. Al subroutine, funection subprogram,
and common hames, &s well as the program name,

1000201:05A ' 5-3
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have global scope. Therefore, there cannct be a
function subprogram that has the same name &s &

subroutine subprogram or as &
Similarly, no two function subp

program can have the

A name with local scope is
within & single program unit.
sedpe can be used in another prog

different meaning, or

in no way required to have similar

same name.

common cata ares.
rograms in the same

only visible {(known)
A name with a local
rem unit with &

with & similar meaning, but is

meanings in &

different scope. The names of variables, arrays,

parameters, and statemen

t functions all have locsal

scope. A name with & local scope can be used in

the same compilation as another
T name,*but"“a“'ﬁiolﬁl_scope as
name is not refeirenced within
containing the local na
named FOO, and a

program unit

long as the program unit containi

item with the same
long &s the globel
the program unit
me. ‘Thus, a function can be
local variaple in another

can be named FOO, without error, &8s
ng the variable

FOO does not call the function FQO. The

Compiler detects all scope €rro

error message when

bugs in programs.

One exception to the scoping T
given to common data blocks.

rs and issues an

they occur, SO the user need
not worry about undetected scope errors. causing

ules is the name
It is possible to

refer to a globally scoped common name in the

same program unit that an i

name Bppears.
names are always

from ordinary names

5-4

dentical locally scoped
This is allowed because COmMon

enclosed in slashes, such &s
/NAME/, and are therefore always distinguishable

by the Compiler.
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Another exception t

: o the seoping rules i

\ S
sg??n?éiis fto st'atement functions. 'I‘hlz ?ca(;ie fmr:
single stater::nmmn parameters is limited tgetlg
Any other us t’-'ntf forming that statement i‘unctione
fumetion i n?)toa ]fgzs% names within that statement.

ed, and .

that statement fun°0ti0n’is allol:lgd other use outside

URDECLARED FORTRAN NAMES

;V;;:gugtgfsg name that has not appeared before is
oo In an executable statement, the
compller I ters from the context of -its use h’ow t
contex% Ofa name. If the name is used in tho
e tha variable, the Compiler creates ae
chiry into t e symt;ol table for a wvariable of thart1
na m.ame I3&1::@ 1s mferreq from the first letter of
o har I,. 5, [zrrriallle;, :frﬁab;fs beginning with the
. s M, e consi i
gvé};iiltasll eo_thers are eo'nsidered ;23‘:? mt'(le‘%zrs’
Coauls (an be overridden by an IMPLICIsg
statemen ts;;:e Chapter 6). If an undeclared na
s ent'; fie context of a function call, a s mg}e
e e ty is t;:r‘eate.d for a function of t,hat f\f:amc'1
i ots ype 1z:mg m_fer:red in the same manner s
oo of fOvana le. Similarly, a subroutine entr is
Create tarre:: n?wly encouniered name that is gs lg
g5 the t ag of a CALL statement. If an ente
e Saeh A subroutine or function name exists i
e oEloba Symbol table, its attributes am
coore ent?-y WJtII; :hno;emogo ;:ie tnewly created symbro?
. stenci

such as a previously defined sub:(;stsinaerena(f}]f;eg;?rfé

used as a funeti
. ion nam
issued, ' €, &n error message is

1000201:05A
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FORTRAN Names

In general, one is encouraged to declere all nzmes
used within a program unit, since it hLelps to assure
that the Compiler associates the proper definition
with that name., Allowing the Compiler to uss &
defeult meaning can sometimes result in logicel
errors that are quite difficult to locate. Indesed,
most modern programming languages require the
programmer to declare all names, to avoid any such
potential difficulties,

CHAPTER &
SPECIPICATION
: STATEMENTS

b
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Specification Statements

This chapter describes the specification statements
in SofTech Miecrosystems FORTRAN 77,
Specification statements are non-executable. They
are used to define the attributes of user defined
variable, array, and function names. There are
eight kinds of specification statements:

IMPLICIT
DIMENSION

Type Statements
COMMON
EXTERNAL
INTRINSIC

SAVE
EQUIVALENCE

Specification statements must precede gll
executable statements in & program unit. If
present, any IMPLICIT statements must precede al)
other specification statements in a program unit as
well,  Otherwise, the specification statements may
appear in any order within their own group.

- IMPLICIT STATEMENT

An IMPLICIT statement is used to define the

default type for user-declared names. The form of
an IMPLICIT statement is:

IMPLICIT type (a [,al.) [,type (a [,a)...)]...

The 'type’ is one of INTEGER, LOGICAL, REAL,
" or CHARACTER[*nnn]

1000201:06A | 6-3
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The 'a' is either a single letter or a range of

letters. A range of letters is indiceted by the -

first and last letters in the range separated by &
minus sign. For & range, the letters must be in
alphabetical order.

The ‘nnn' is the size of the character type that
is to be associated with that letter or letters.
It must be an unsigned integer in the range 1 to
127. If *nnn is not specified, it is assumed to
be *1.

An IMPLICIT statement defines the type and size
for all user-defined names that begin with the
letter or letters that appear in the specification.
An IMPLICIT statement applies only to the program
unit in which it appears. IMPLICIT statements do
not change the type of any intrinsic functions.

Implicit types can be overridden or confirmed for
any specific user-name by the appearance of that
name in a subsequent type statement. An explicit
type in a FUNCTION statement also takes priority
over an IMPLICIT statement. If the type in
question is a character type, the user-name’'s length
is also overridden by a latter type definition.

The program unit can have more than one IMP LICIT
statement, but &ll implicit statements must precede
sll other specification statements in that program
unit. The same letter cannot be defined more than
once in an IMPLICIT statement in the same program
unit.

6-4 1000201:06A
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DIMENSION STATEMENT

A DIMENSI_ON statement is used to specify that a

user-name is an array. The form of a DIMENSION

statement is: '
DIMENSION var(dim) [,var{dim}]...

where each ’'var(dim} is an array declarator. An
array declarator is of the form:

name{d [,dl... )
'name' is the user defined name of the array.

'd' is a dimension declarator.

DIMENSION Declarators

The number of dimensions in the array is the
number of dimension declaratoers in the array
declarator. The maximum number of dimensions
is three. A dimension declarator can be one of
three forms:

An unsigned integer constant.

A user-name corresponding to a non-array
integer formal argument.

An asterisk.,

A dimension declarator specifies the upper bound
of the dimension. The lower bound is always
one. If a dimension declarator is an integer
constant, then the array has the corresponding

1000201:06A 6-5
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number of elements in thet dimension. An erray
has a constant size if all of its dimensions are
specified by integer constants. If a dimension
declarator is an integer argument, then thet
dimension is defined to be of a size equal to the
initial value of the integer argumont upon eniry
to the subprogram unit at execution time. In
such & case, the array is called an adjusteble-
sized array. If the dimension declarator is an
asterisk, the array is an assumed-sized &rray, and
the upper bound of that dimension is not
specified.

All adjustable- and assumed-sized &rrays must
also be formel arguments to the program unit in
which they—appemr:~ Additionally, an assumed-size
dimension declareior may only eppeer as the last
dimension in an array declarator.

The order of array elements in memory is
column-major order. That is to say, the leftmost
subseript changes most rapidly in a memory-
sequential reference to all array elements.

Array Element Name

The form of an array element name is:
arr{sub [,sublw.. )}
‘arr? is the name of an array.

isub' is a subscript expression.

6-6 1000201:06A
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A sul_)script expression is a
used in selecting a specific
The number of subseri

n integer expression
element of an array.,

: pl expressions must m
the number of dimensions in the array declaraatﬁh

The value of a subscript expression must be

~ between 1 and the u .
it represents. Pper bound for the dimension

TYPE STATEMENTS

;I‘Sygﬁds;gtements are used to speeify the type of
oser e lped names, f\.type statement may confirm
' verride the implicit type of a name T

statements may also specify dimension infor;naiior{pe

A user-name for & variable,
{unctlon, or statement function may appear in
typz itfatg?ent. Such an appearence defines th;l
wsii)hin ] p::)tg game for the entire program unit
program unit, & neme may not its
:gpe explieitly specified by a type gtatemehnivzolts
fan orce. A type statement may confirm the t e
ﬁaman u}tnnsxc function, but is not required g‘i:
€ ol a subroutine or main o
appear in a type statement. Program cannot

array, external

INTEGER, REAL, LOGICAL Types

The form of an INTEGER
R
type statement is: » REAL, or LOGICAL

type var [,varl...

1000201:06A
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'type' is one of INTEGER, REAL, or
LOGICAL.

‘var' is a variable name, array name, function
name, or an array declarator. For & definition
of an array declarator, see the section on the
DIMENSION statement in this chapter.

CHARACTER Type Statement

The form of a CHARACTER type stetement is:

CBARACTER 1*nnn [I.)1 var (*manl [, var I*nnnl) l...

5 —

o
tyar' is a veriable name, array name, Orf &N
array declarator. For a definition of an arrey
declarator, see the section on the DIMENSION
Statement.

'nnn' is the length in number of characters of
& character variable or character array
element. It must be an unsigned integer in
the range 1 to 127.

The length nnn following the type name
CHARACTER is the default length for any name
not having its own length specified. If not
present, the default length is assumed to be one.
A length immediately following a variable or
array overrides the default length for that item
only. For an array, the length specifies the
length of each element of that array.

8-8 | ' 1000201:06A
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COMMON STATEMENT

The COMMON statement provides a method of
sharing storage between two or more program units,
Su’fr? program units can shere the same data
without passing it as arguments. The form of t

COMMON statement is: he

Sl%ﬁMON [/ [enamel /] nlist [[,] / [ename] /

fcname_' is a common bloeck name. If a 'cname’
is omitted, then the blank common block is
specified.

'nlist’ is & comma separated list of variable
names, array names, and array declarators.
Formal argument names and function names
cannot appear in a COMMON statement.

In each COMMON statement, all varisbles and
arrays appearing in each nlist following a common
block name cname gare declared to be in that'
common bloek. If the first chame is omitted, all
elements appearing in the first nlist are speci’fied
te be in the blank common block.

Any common block name can appear more

in COMMON statements in thgpsame prog?:;r? ﬁgicte
All elements .in all nlists for the same common.
block are sequentially allocated storage in that
common storage area in the order that they appear,

- All elements in a single cominon area must be

either all of type CHARACTER or none of type
character. Furthermore, if two program units
reference the same nemed common area containing
1600201:06A ' 6-9
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character data, essociation of character variables
of different lengths is not allowed. Two variables
are said to be associated if they refer to the same
getual storage.

The size of a common bloek is equal to the number
of bytes of storage required to hold all elements in
that common bloeck.
block is referenced by several distinet program
units, the size must be the same in all program
units.

EXTERNAL STATEMENT

+«n EXTERNAL statement is used to identify a
user-defined name as an external subroutine or
function. The form of an EXTERNAL statement is:

EXTERNAL name [,namel...

name' is the name of an external subroutine or
funetion.

Appearance of a name in an EXTERNAL statement
declares that name to be an external procedure.
Statement function names cannot appear in an
EXTERNAL statement. If an intrinsie function
name appears in an EXTERNAL statement, then
that name becomes the name of an external
procedure, &nd the corresponding intrinsic function
can no longer be called from that program unit. A
user-name can only appeer once in &n EXTERNAL
statement.

6-10 1000201:06A
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Specification Statements

INTRINSIC STATEMENT

An INTRINSIC statement is used to declare that a
user-name is an intrinsie function. The form of an
INTRINSIC statement is:

INTRINSIC name {,namel...

thame' is an intrinsie function name.

Esch user-name may only appear once in an
INTRINSIC steatement, If a name appears in an
INTRINSIC statement, it cannot appear in an
EXTERNAL statement.  All names used in an
INTRINSIC statement must be system-defined
INTRINSIC functions. For a list of these functions,
see Chapter 13.

SAVE STATEMENT

A SAVE statement is used to retain the definition
of a common block after the return from a
procedure that defines that common bloek. Within

a subroutine or funetion, a common block that hes

been specified in a SAVE statement does not
become undefined upon exiting from the subroutine
or function. The form of a SAVE statement is:

SAVE /name/l [,/name/]...

where: '‘name' is the name of a common block,,

NOTE: In SofTech Microsystems FORTRAN 77 all
common blocks are statically allocated, so the
SAVE statement is not necessary. Common blocks
are never disposed on exiting & procedure. The

1000201:06A : 6-11
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SAVE statement is implemented here for the sake
of program portability.

EQUIVALENCE STATEMENT

An EQUIVALENCE statement is used to specify
that two or more variables or arrays are to share
the same storage. If the shared variables are of
different types, the EQUIVALENCE does not cause
eny kind of automatic type conversion. The form
of an EQUIVALENCE statement is:

EQUIVALENCE (nlist) [, (nlist}]...

where: 'nlist' is a list of at least two variable
names, &array names, or array element names.
Argument names may not appear in an
EQUIVALENCE statement. Subscripts must be
integer constants and must be within the bounds
of the array they index.

An EQUIVALENCE statement specifies that the
storage sequences of the elements that appear in
the list nlist have the same first storage location.
Two or more variables are said to be associated if
they refer to the same actual storage. Thus, an
EQUIVALENCE statement causes its list of
variables to become associated. An element of
type character can only be associated with another
element of type character with the same length, If
an array name appears in an EQUIVALENCE
statement, it refers to the first element of the

BITAY.

6-12 ' ' 1000201:06A
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Stetement Restriections

An EQUIVALENCE statement .cannot specify that

REAL R,S(10) _
EQUIVALENCE (R,S(1)),(R,S(5))

W'hl?h forces the variable R to appear in tw
distinct memory locations. Furthermore .
EQUIVAI‘,ENCE statement cannot specify ’tht;[:
consecqtlve array elements are not stored j
sequential order. For example: "

REAL R(10),5(10)
EQUIVALENCE (R(1),8(1)),(R(5),S(6))

is not allowed.

When EQUIVALENCE statements and COMMON
state_mqnts are used together, several furth

restrictions apply. An EQUIVALENCE statemee?
cannot cause storage in two different com ,

blocks to become equivalenced e
EQUIVALENCE statement can extend .a com o
block by adding storage elements following Tl?g

common block, but not precedi _
block. For exa:mple; preceding the common

COMMON /ABCDE/ R{10)
REAL 8(10)

EQUIVALENCE (R(1),5(10))

is not allowed because it extends the common

block by eaddin t .
the bloc{c. g storage preceding the start of

1000201:064 6-13
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Data Statement

The DATA statement is used to assign initial values
to variables. A DATA statement is a non-
executable statement, 1If present, it must appear
after all specification statements and prior to any
statement function statements or executable
statements. The form of a DATA statement is:

DATA nlist / elist /[,] nlist / elist /]...

‘nlist' is a list of variable, array element, or
array names.

'elist' is a list of constants or constants
preceded by an integer constant repeat factor
and an ssterisk, such as:

5%3.14159 3*'Help' 100%0

A repeat factor followed by & constant is the
equivalent of a list of all constants of that
constant's value repeated a number of times
equal to the repeat constant.

There must be the same number of values in each
clist as there are variables or array elements in
the corresponding nlist, The appearance of an
array in an nlist is the equivalent to a list of all
elements in that array in storage Sequence order.
Array elements must be indexed only by constant
subscripts.

The type of each non-character element in a olist
must be the same as the type of the corresponding
variable or array element in the accompanying nlist.
Each character. element in a elist must (1)
correspond to a character variable or array element
in the nlist and (2) have a length that is less than
or'equal to the length of that veriable or array
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element. If the length of the constant is shorter,

it is extended to the length of the varioble by

adding blank characters to the right. Note that &
single character constant cannot be used to define
more than one variable or even more than cone
array element. :

Only local varlabies and erray elemenis can unpear
in a DATA statement. Formsl arguments, varisbles
in common, and function names cannot be essigned
initial velues with a DATA statement.

74 1000201:07A
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Expressions

‘this chapter deseribes the four clesses of
expresstons found in the FORTRAN lenguage. They

ares

Arithmetic Expressions.
Cheracter Expressions.
Relational Expressions,
Logical Expressions.

ARITHMETIC EXPRESSIONS

An arithmetic expression produces & value which is
either of type integer or of type real. The
simplest forms of arithmetie expressions gre:

Unsigned integer or resl constant.
Integer or resl variable reference.
Integer or real array element reference.
Integer or real funection reference.

The value of a variable reference or array element
reference must be defined for it io &ppear in an
arithmetic expression. Moreover, the value of an
integer variable must be defined with an arithmetic
value, rather than a stastement lagbel value
previously set in an ASSIGN statement.

Other arithmetic expressions are built up from the

above simple. forms using parentheses and these
arithmetic operators:

1000201:084 ' . 8-3
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Operator Representing Operation  Precedence

** Exponentiation Highest
/ Division
Intermediate
* Multiplication

- Subtraction or Negation
Lowest
+ Addition or Identity

Table 8.1. Arithmetic Operators.

ALl of the operators are binsry operators, appearing
between their arithmetic expression operands. The
+ and - may also be unery, preceding their operand.
Operations of equal precedence are left-asssociative,
except exponentigtion, which is right-associative.
Thus, A / B * C is the seme as (A / B) * C; and
A ¥¢ B ** C is the same as A *¥% (B ** ().
Arithmetic expressions may be formed in the usual
algebraic sense, as in most programming languages,
except that FORTRAN prohibits two operators from
appearing consecutively. Thus, A ** -B js
prohibited, although A ** (~B) is permissible., Note
that unary minus is also of lowest precedence, so
that - A * B is interpreted as - (A * B).
Parentheses may be used in a program to control
the associativity and the order of operator
evaluation in en expression.

8-4 1000201:08A
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Integer Division

The division of two integers results in & value
which 1s the quotient of theé two values,
truncated toward 6. Thus, 7 / 3 evaluates to 2,
(-7} / 3 evaluates to -2, 9 / 10 evaluates to 0,
and 9 / (-10) evaluates to 0.

Type Conversions and Result Types

Arithmetic expressions may involve operations
between operands which are of different type.
The general rules for determining type
conversions and the result type for an sarithmetic
expression are:; :

An operation between two integers results in
an expression of type integer. '

An operation between two reals results in an
expression of type resl,

For any operator except **, an operation
between a real and an integer converts the
integer to type real and performs the
operation, resulting in an expression of type
real.

For the operator **, g real reised to an
integer power is computed without conversion
of the integer and results in &n expression of
type real. An integer raised to a real power
is converted to type real, and the operation
results in an expression of type reel. Note
that for integer I end negative integer J, I *#
J is the same as 1 / (I ** IABS{J)) which is
subject to the rules of integer division; so, for

1000201:084 85
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example, 2 ** (-4) is 1 / 16 which is 0.

Unary operators result in the same result type
as their operand type.

The type which results from the evaluation of en
arithmetic operator is not dependent on the
context in which the operation is specified. For
example, evaluation of an integer plus a real
results in a real, even if the vealue obtained is to
be immediately assigned into an integer veriable.

CHARACTER EXPRESSIONS

A character expression produces a value which is
of type character. The forms of character
expressions are:

Charecter constant,

Character variable reference.

Character array element reference.

Any character expression enclosed in parenthesis.

There are no operators which result in character
expressions.

RELATIONAL EXPRESSIONS

Relational expressions are used to compare the
values of two arithmetic expressions or two
character expressions., It is not ellowed to compare
en arithmetic value with a character value. The
result of a relational expression is of type logical.

g6 | 1600201:08A
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telational  expressions may use any of these
operators to compare values:

Opersator Representing QOpersation
LT, Less than
.LE. Less than or equal to
LEQ. Equal to
NE. Not equeal to
.GT. Grealer then
.GE. Greater than or equal to

Table 8.2. Relational Operstors.

All of the operators are binary operators, appeering
between their operands. There is no relstive
precedence or associativity amorg the reletional
cperands, since an expression of the form A .LT.
B .NE. C violates the type rules for operunds,
Relational expressions may only appear within
logical expressions. -

Relational expressions with arithmetie operands may
have an operand of type integer and one of type
real. In this case, the integer operand is converted
to type real before the relational! expression is
evaluated.

Relational expressions with character operands

- compare the position of their operands in the ALCH

collating sequence. An operend is less than
another. if it appears earlier in the collating

1000201:08A 8-7
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sequence, ete,

compared, the shorter operand is considered ay

were blank extended to the length of 1the long
operand.

If operands of unequal lengih

LPe
i il

&

LOGICAL EXPRESSIONS

A

type logiecal,
expressions are:

logical expression produces = value which is of
The simplest forms of lcgical

Logical constant,
Logical variable reference.
Logical -array element reference.

Logical -furetiorreference.
Relational expre:sion.

Other logical expressions are built up from the

above simple forms

using parentheses and these

logical operators:

8-8
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Expressions
Cperator Representing Operation Precedence
NOT. Negation Highest
AND, Conjunction
OR, Inclusive disjunction Lowest

Table 8.3. Logical Operators.

The .AND, and .OR. operators ere binary
operators, appearing between thelr-logical
expression operands. The NOT. operator is unery,
preceding its operend. Operations of equal

ce are left associative; so, for example, A
E)AriIch}enB -AND. C is equivalent to {A .AND. B)
-AND, C, As an example of the precedence rules,
.NOT. A .OR. B .AND., C is interprete.d the
same as ((NOT. A4) .OR. (B .AND, C). ‘It is not
permitted to have two .NOT. operators ad]acept to
each other, althouzh A _AND, .NpT. _B is an
example of an eallowable expression with two
operators being adjacent.

The meaning of the logical operators is t_heir
standard semantics, with .OR. being "nonexclusive™;
that is, .TRUE. .OR.

PRECEDENCE OF OPERATORS

When arithmetie, relational, and logica_l operatprs
appear in the same expression, their relative
precedences are: !

1000201:08A
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Opersator Precedence
Arithmetic Highest
Relational

Logical Lowest

Table 8.4. Relative Precedence
of Operator Classes.

EVZ L, UATION OF EXPRESSIONS

Any varieble, arrey element, or function referenced
in an expression must be defined at the time of the
reference. Integer variables must be defined with
an arithmetic value, rather than & statement label
value as set by an ASSIGN statement.

Certein arithmetic operations are prohibited if they
cannot be evaluated (e.g., dividing by zero). Other
prohibited operatiors are raising a zero valued
operand to & zero or negative power and raising &
negetive valued operand to a power of type real.

8-10 , 1000201:084
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Assignment Statements

An assignment statement is used to assign & value
to a variable or an array element. There are two
basic kinds of assignment statements: computetional
assignment statements and label assignment
statements.

COMPUTATIONAL STATEMENTS

The form of u computational assignment statement

is:
var = expr
'var' is a variable or array element name, and

'expr' is an expression.

Execution of & computational assignment statement
evaluates the expression and assigns the resulting
value to the variable or array element appearing on
the left. The type of the variable or array
element and the expression must be compatible.
They must both be either numerie, logical, or
character, in which case the assignment statement
is called an arithmetic, logical, or character
assignment statement,

If the type of the elements of an arithmetie
assignment statement are not identical, sutomatic
conversion of the value of the expression to the
type of the variable is done. The following table
gives the conversion rules:

ATNAaAnNAT _Nn A
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Type of Type of expression
variable o

array element integer real
integer expr INT(expr)
real : REA L{expr) expr

Tsble 9.1. Type conversion for arithmetic
assignment statements.

If the length of the expression does not metch the
size of the variable in a character assignment
statement, it is audjusted so that it does. IV the
expression is shorter, it is padded with enough
blanks on the right to make the sizes equal before
the essignment takes place. 1f the expression is
longer, characters on the right are truncated to
meke the sizes the same.

LABEL ASSIGNMENT STATEMENT

The label assignment statement is used to assign
the velue of a format or statement label to an
integer variable., The form of the statement is3

ASSIGN label TO var
Nabel' is a format label or statement label, and

'var! is an integer variable.

Execution of an ASSIGN statement sets the integer
variable to the value of the label. The label cen
be either a formet label or a statement label, and
it must appear in the same progran unit as. the

v . el
Vo T L N AR N T L A S e e A o s T e oy =

Assignment Statements

ASSIGN statement. When used in an assigned
GOTO statement, a variable must currently have
the value ot_‘ & statement label., When used as &
format specifier in an 1/0 statement, a variable
must heave the value of a format statement label
The ASSIGN statement is the only way to assi '
the value of & label to a variable. en

[N
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Control Statements

Control statements are used to control the order of
execution of stalements in the FORTRAN language.
This chapter describes the following control
statements:

Unconditional GOTO.
Computed GOTO,
Assigned GOTO,
Arithmetic IF. :
Logical IF.: C
Block IF THEN ELSE.
Block IF.

ELSEIF.

ELSE,

ENDIF,

DO.

CONTINUE.

STOP,

PAUSE.

END.

The two remaining statements which control the
order of execution of statements ere the CALL
statement and the RETURN statement, both of
which are described in Chapter 13.

UNCONDITIONAL GOTO

The syntax for an unconditional GOTO statement is:
GOTO s

where s is a statement label of an executable
statement that is found in the same program unit
as the GOTO statement. The effect of executing a
GOTO statement is that the next statement

"executed is the statement labeled s. It is not legal
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to jump into a DO, IF, ELSEIF, or ELSE block from
outside the block (see the various sections for an
explenation of the kinds of blocks).

COMPUTED GOTO

‘The syntex for & computed GOTO statement is:

R

- GOTO (s [, 8] W) i,

where i is an integer expression, and each s is &
statement lebel of an executable statement that is
found in the same program unit as the computed
GOTO statement. The same statement label may
appear repeatedly in the list of labels. The effect
of the computed GOTO statement can be explained
as follows: Suppose that there are n labels in the
list of labels. If i < 1 or i > n then the computed
GOTO statement acts as if it were a CONTINUE
statement, otherwise, the next statement executed
will be the statement labeled by the ith label in
the list of labels. It is not sllowed to jump into &
DO, IF, ELSEIF, or ELSE block from outside the
block (see the various sections for en explanation
of the kinds of blocks).

NOTE: computed GOTOs are ofter used to
implement 8 CASE construct.

104 1000201:10A
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ASSIGNED GOTO

The syntax for an assigned GOTO statement is:
GOTO i [,] (s [, s] ...J]

where 1 is an integer variable name, and each s is
8 statement label of an executable statement that
Is found in the same program unit as the assigned
GOTO statement, The same statement lubel may
appear repeatedly in the list of labels. When the
assigned GOTQ statement is executed, i must have
been assigned the label of an executable statement
that is found in the same program unit &s the
assigned GOTO statement. The effect of the
statement is that the next statement executed will
be the statement labelled by the label last assigned
to 1. If the optional list of labels is present, a
runtime error is generated if the label last assigned
to i is not among those listed. It is not legal to
jump into a DO, IF, ELSEIF, or ELSE block from
outside the block (see the various sections for an
explanation of the kinds of blocks).

ARITHMETIC IF

The syntax for en arichmetic IF statement is:
IF (e) sl, s2, s3

where e is an integer or real expression, and each
of s1, s2, and s3 are statement labels of executable
statements found in the same program unit as the
arithmetic IF statement, The same statement label
Mmay appear more than once among the three labels,
The effect of the statement is to evaluate the
expression and then select a label based on the

1040201:104 1{-5
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value of the expression. Label sl is selected, if
the velue of e is less than 0; s2 is seleeted, if the
velue of ¢ equals 0; and s3 is selected, if the
value of e ‘exceeds 0. The next stetement
executed will be the statement labeled by the
selected label. It is not legal to jump into a DO,
IF, ELSEIF, or ELSE block from outside the block
(see the various sections for an explanation of the
kinds of blocks). o

LOGICAL IF

The syntax for a logical IF statement is:
IF (e) st

where e s a logical expression; and st is any
executable statement, except a DO, block IF,
ELSEIF, ELSE, ENDIF, END, or another logical IF
statement, The statement causes the logical
expression to be evaluated; and if the value of that
expression is .TRUE., *then the statement, st, is
executed. Should the expression evaluate to
~FALSE., the statement st is not executed, and the
execution sequence continues as if a CONTINUE
statement had been encountered.

-
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BLOCK IF THEN ELSE.

The {ollowing paragraphs describe the bloek IF
statement and the various statements associsted
with it. These statements are new to FORTRAN
77 and can be used to dramatically improve the
readability of FORTRAN programs and to reduce
the number of GOTOs of the various forms. As an

~overview of these sections, the following three

code skeletons illustrate the basic concepts:

Skeleton 1 ~ Simple Block IF which skips & group
of statements if the expression s false:

IE{Y.LT.10) THEN
Some Btatements execoted only if I.LT.10

ENDIF

Skeleton 2 - Bloek IF with a series of ELSEIF
statements:

IF(J.GT.1000) THEN
Some statements executed only if J.GT.100D
ELSEIF{J.GT.10D}THFHN

Some bBtatements executed only if J.GT.100 and
J.LE.10G0
ELSEIF{J.GT.J0G)THEN

Some statements executed only if 2.GT.10 and
J.LE.100C and J.LE.JO0
ELSE

Some &tatements executed only if none of above
conditions were true
ENDIF
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Skeleton 3 - Dlustrates that the constructs can be
nested and that an ELSE statement can follow &
block IF without intervening ELSEIF statements
(indentation solely to enhance readability):

1F{1.LT. 10D} THER

. Some statements executed oniy if 1,LT.100

INL}.LT. 10} THEN

. Some Etatements execuled orky i{ I.LT.10D
. and J.LT.1D
ERDIF

. Sowe statements executed only if 1.LT.108

ELSESF{?.LT.1000]) THEN

Some statements eaecuted only if 1.GE.J00 and

- F.LT.I0JD
JFLJ.LT.10) THEN

. Some Btatements executed only if 1.GE.1G0
. and 1.LT.1000 and J]LT.1D
ENCIF

. Some Etatements execvied only if F.GE.100 and
. I.LT.1000D
EX’LIF

In order to understand, in detail, the block IF and
associated statements, the concept of an IF-level is
introduced. For &ny statement, its:IF-level is

nl - n2

where nl is the number of block IF statements
from the beginning of the program unit that the
statement is in, up to and including that statement,
and n2 is is the number of ENDIF statements from
the beginning of the program unit up to, but not
including, thai statement. The IF-level of every
statement must be greater than or equal to 0; and
the IF-level of every block IF, ELSEIF, ELSE, and
ENDIF must be greater than 0. Finally, the IF-
level of every END statement must be 0. The IF-
level will be used to define the nesting rules for
the block IF and associated statements and - to

10-8 | | ,
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define the extent of IF bl
ELSE blocks. ocks, ELSEIF blocks, and

Block IP

The syntax for a bloek IF statement is:
IF {e) THEN

where e is a logical expression. .

associated with this block IF statemmeﬁt IEort:;?sctI;
of all of the executable statements possibl
none, that appear following this statem’ent 'I‘hlg
Is up to, but not ineluding, the next E.LSELF
ELSE, or ENDIF statement that hes the same IF-
level as this block IF statement. (The IF-level
defines the notion of "matehing™ ELSEIF, ELSE
or ENDIF.) Executing the block IF st;tement’
first causes the expression to be evaluated, If it
evaluates to .TRUE., and there is st lea.st one
statement_ in the IF block, the next statement
executed is the first statement of the IF blocE
Following the execution of the last statement ir;
th'e IF block, the next statement to be executed
will be the next ENDIF statement at the sae |
IF—leve! &s this bloek IF statement. If tr;:e
expression in this block IF statement evaluates tg
-TRUE,, and the IF bloek has no executabl
statements, the next statement executed is the
next ENDIF statement at the same IF level .
the bloek IF statement. If the expressias
evaluates to .FALSE., the next statemeg?
executed is the next ELSEIF, ELSE, or ENDJF
stetement that has the same IF-level !;s the block
IF st;tement. Note that transfer of econtrol into
:ﬁoied.block from outside tﬁat bleck is not

1000201:10A 10-8
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ELSEIF

The syntax of an ELSEIF statement is:
ELSEIF (e) THEN

where e is a logiecsl expression. The ELSEIF
block associated with an ELSEIF statement
consists of all of the executable statements,
possibly none, that follow the ELSEIF statement.
This is up to, but not including, the next ELSEIF,
ELSE, or ENDIF statement that has the same IF-
level as this ELSEIF statement. The execution
of an ELSEIF statement begins by evaluating the
expression. If its velue is .TRUE., and there is
at least cne statement in the ELSEIF block, the
next staiement executed is the first statement of
the ELSELF block. Following the execution of
the last statement in the ELSEIF block, the next
statement to be executed will be the next ENDIF
statement at the same IF-level as this ELSEIF
statement. U the expression in this ELSEIF
statement evaluates to . TRUE., and the ELSEIF
block has no executable statements, the next
statement executed is the next ENDIF statement
at the same If level as the ELSEIF statement.
If the expression evaluates to FALSE., the next
statlemzant executed is trhe next ELSETF, ELSE, or
ERDIF statement that has the same IF-level sas
the ELSEIF statement. Note that transfer of
control inte an ELSEIF bloek from outside that
block is not allowed.

16-10 , 1000201:10A
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ELSE

The syntax of an ELSE statemént is:

ELSE

The ELSE block essociated with an ELSE
statement consists of all of the executable
statements, possibly none, that follow the ELSE-
statement up to, but not including, the next
ENDIF statement that has the same IF-level gs
this ELSE statement. The "matching"™ ENDIF
statement must appear before any intervening
ELSE or ELSEIF statements of the same IF-level.
Note that transfer of control into an ELSE block
from outside that block is not allowed.

ENDIF

- The syntax of an ENDIF statement is;

ENDIF

There is no effect of executing an ENDIF
statement. An ENDIF statement is required to
"mateh” every block IF statement in a program
unit in order to specify which statements are in
a particular block IF statement,

1600201:10A 10-11
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DO

The syntax of a DO statement is:
DO s [,] i=el, e2 [, e3}

where s is a statement lebel of an executable
statement. The label must follow this DO
statement and be contained in the same program
unit. . In the DO statement, i is an integer
variable; and el, e2, and e2 are integer
expresvions. The statement labeled by s is calied
the terminal stetement of the DO loop. It must
not be an unconditional GOTO, assigned GOTO,
aritbmetic IF, block IF, ELSEIF, ELSE, ENDIF,
RETURN, STOP, END, or DO statement. If the
terminal statement is a logical IF, it may contain
any executable statement except those not
permitted inside a logical IF statement.

A DO loop is said to have a "range" beginning with
~ the statement which follows the DO statement and

ending with {and including) the terminal statement
of the DO loop. If & DO statement appears in the
range of another DO loop, its range must be
entirely contained within the range of the enclosing
DO loop, although the loops may share a terminal
statement. (This is not recommended.) If a DO
statement appears within an IF bloek, ELSEIF
block, or ELSE block, the range of the associated
DO loop must be entirely contained in the
particular block, If a block IF statement appears
within the range of a DO loop, its associated
ENDIF statement must also appear within the range
of that DO loop, The DO variable, i, may not be
set by the program within the range of the DO

- - 1 : L
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loop associated with it. [t ig
1 . not allowed to j
into the range of & DO loop from outside its raj::gn:f

The execution of a DO -
: statement
following steps to happen in order: causes the

The expressions el, e2, and e3 are evaluated, If

e3 is not present, e3 def :
evaluste to 0). - aults to 1 (‘_?3 must not

The DO variable, i, is set to the value of el,

The iteration count for the lc¢ i

op 1s computed t
be MAX0(({e2 - €l + e3)/e3),0) which may bce)
zero (Note: unlike FORTRAN 66) if either e1 >
eZ and e3 > 0, or el < e2 and e3 < 0,

The iteration count is tested; and if it exceeds

zero, the statements in the rap
loop are executed. ge of the DO

Following the execution of the i
C terminal stat t
of a DO loop, the ‘following steps oceur in ordeemrfgnL

The value of the DO variable, i, is ineremented

by the value of e3 which we
s com
the DO statemert was executed, puted when

The iteration count is decremented by one

The iteration count is tested if i

; and if jt
zero, the statements ip the’ range of f})}c:e%dg
loop are executed again.

The value of the DO variable i i

! _ is well-defined '
ex?cutlon Qf the loop; no matter if the I?)O al?c?l
exits as a result of the iteration count becoming.

1000201:10A 10-13
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zero, &s the result of e transfer of control out of
the DO loop, or as the result of a RETURN
statement.

Example of the final value of a DO variable:

C This program fragmeant printe the number 1 to 11 on
C the COMSOLE:

DO 200 I-1,10

230 WHITE{*,'[I5}"'}]

WILITE{*, " (I5} "))

CONTINUE

The syntax of 8 CONTINUE statement is:

CONTINUE

There is no effect associated with execution of a
CONTINUE statement. The primary use for the
CONTINUE statement is a convenient statement to
lebel, particularly as the terminal statement in &

DO loop.

STOP

The syntax of a STOP statement is:

STOP [nj

where n is either a character constant or & string
of not more than 5 digits. The effect of executing
a STOP statement is to cause the program to
terminate. . The argument, n, if present, is
displayed on CONSOLE: upon termination.

it 14 ' : 1000201:10A
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PAUSE

The syntax of a PAUSE statement is;
PAUSE [n]

where n is either a character constent or a string
of not more than 5 digits. The effect of executing
& PAUSE statement is to cause the program 1o be
suspended, pending an indieation from the
CONSOLE: that it is to continue. The argument,
n, if present, is displayed on the CONSOLE: as
part of the prompt requesting input from the
CONSOLE:. If the indication from the CONSOLE:
Is recelved to continue execution of the program,
execution resumes as if 8 CONTINUE statement had
been executed.

END

The syntax of an END statement is:

END

Unlike other statements, an END statement must
wholly appear on an initial line and contsin no
continuation lines, No other FORTRAN statement
such as the ENDIF statement, may have an initim"
line which appears to be an END statement. The
effect of executing the END statement in a
subprogram is the same as execution of a RETURN
statement, and the effect in the main program is to
terminate execution of the program. The END
statement must appear as the last statement in
every program unit, :

1000201:10A 10-15
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I/O0 System

Chepters 11 and 12 of this manual deseribe the
FORTRAN 1/0 System. Chapter 11 describes the
basic FORTRAN I/O concepts and statements, and
Chapter 12 describes the FORMAT statement. The
four major Sections of these chapiers are:

1/O System Overview - Provides an overview of
the FORTRAN file System. Defines the basic
concepts of I/O records, 1/0 units, and the
various kinds of file recess available under the
System,

General Discussi.  of 1/O System Concepts &nd
Limitations - The definitiors made in the I/0
System Overview are related to how to
accomplish various <imple, as well as complex,
tasks using the I/C System. There is a general
discussion of 1/O System limitations.

I/O Statemerts - The statements cf the 1/0
System ere pr. ted with the exception of the
FORMAT statemc

Formatted I/C and the FORMAT Statement - The
FORMAT statement and formats ip general are
described.

NOTE: Kkefer to "Concepts and Limitations® in this
chapter for & brief discussion of the most commonly

used forms of files and 170 statements, and for a

complete sample program that illustrates the most
commonly used forms of I/O,

1000201:11A 11-3
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1/O SYSTEM OVERVIEW

In order to rully understand the 1/0 statements, it
is necessary to be familiar with a variety of terms
and concepts related to the structure of the
FORTRAN 1/O System, Most 1/O tasks can be
accomplished without a complete understanding of
this meterial, thus, the reader is encouraged to skip
nConcepts and Limitations™ on the first reading and
subsequently use the "I/O System Overview"
primarily for reference.

Records

The building block of the FORTRAN file system
is the Record. A Record is & sequence of
charecters or & sequence of values. There are
three kinds of records:

Formatted.
Unformatted.
Endfile.

A formatted record is a sequence of charactlers
terminated by the character vslue which
corresponds to the Freturn" key on a terminal
(character value 13), Formatted records sare
processed on input consistent with the way that
the Operating System and Text Editor process
characters. Thus, reading characters from
formatted records in FORTRAN is identical to
reading characters in other System programs and
other languages on the System. Formatted files
are normally transporteble across p-System
implementations on different processors.

n

-4 1000201:11A
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An unformatted record is a sequence of values,
with no System alteration or processing; no
physical representation for the end of record
exists. Unformatted files generated on different
processors are not generally interchangable, since
the internal representations of integers and reals
differ among processors,

The Syster1_1 makes it appear as though an endfile
record exists after the last record in a file,
although no physical endfile mark ever exists.

Files

{& FORTRAN file is & sequence of records.
FORTRAN files are one of two kinds:

External.
Internal.

An external FORTRAN file is & file on a device
or the device itself. An internal FORTRAN file
is a character variable which serves as the
source or destination of some I/O aection. From
this point on, both FORTRAN files and the
rotion of u file as known to the Opersting
System and the Editor will be referred to simply
as fi'les, with the context determining which
meaning is intended. (The OPEN ststement
provides the linkege between the two notions of
files; and in most cases the ambiguity diseppears
since after a file has been opened, the twc;
notions are one and the same.)

1000201:114A 11-5
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File

Properties

A file which is being acted upon by a8 FORTRAN

program has & variety of properties.
properties are described

These
in the following

paragraphs.

File Name

A file may have & name. If present, a name is
a character string identical to the name by
which it is krowa to tne File System. There
may be more than one name for the same file,
such as SYS:A.TEXT and #4:A.TEXT.

File Position

13

A file has a position property which is usually
cet by the previous 1/O operation. There is &
notion of the initie) point in the file, the
terminal point in the file, the current record,
the preceding record, and the next record of
the file. It is possible to be between records
in a file, in which case the next racord is the
successor to the previous record and there is
no current record. The file position after
sequential writes is at the erd of file, but not
beyond the endfile record. Execution of the

ENDFILE statement positions the file beyond
the endfile record, as does a read statement

executed at the end of file (but not beyond
the endfile record). Reading an endfile record
may be trapped by the user using the END=
option in a READ statement.

‘ 1000201:11A
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Formatted ang Unformatteg Files

An external file is o
or Cxte Pened as either fo
formatte;mat}g?ld. _All internal fil;rsnat“
e, o.f . Hes which are formatted ¢ &'l:
ent unfdrmatfrg]atteq records, and fileg 3315:1.
reeoiniy Fiie consist entirely of unformattle
freords €8 which are formatted ob X
uctural rules of -TEXT files osoeyth&iJ
s a

they are full i i
Editop ¥ compatible with the_ System Tex

SequentiaJ/Direct Access

;&rnd?:;te{nal file is opened as eit
ct. Sequential files contain records with

Direct access files ma
o Y be reed or i i
Reﬂor?:lgd‘ie; (tl(ljgy are random acce-v's“s-ltf’(ieln ).
el in 8 direct access file are numb oo
onduentia Y, wlth.the first record numbered
e o l;ecords In & _du-ect aceess file ;red
e come ngth, which is specified at the tgve
i %_oper{ed. Each record in the fi e
¥ ldentified by its recorg number ;lzf i]f
s ic
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I/O System

was specified when the record was written. It
is entirely possible to write the records out of
order, including, for example, writing record 9,
5, and 11 in that order without the records in
between. It is not possible to delete a record
once written, but it is possible to overwrite a
record with a new value. It is an error to
read a record from & direct access file which
has nol been written; but the System will not
detect this error, unless the record which is
being read is beyond the last record written in
the file (a nen-written record before the end-
of-file conlains garbage}. Direct access files
must reside on block-structured peripheral
devices sueh as the diskette, so that it is
meaningful to specify a position in the file and
reference it. The System will sttempt to
extend diiect access files, if an attempt is
made to write to a position beyond the
previous terminating boundary of the file.
However, the success of this depends on the
existence of room on the physical device at
the appropriate location.

Internal Piles

Literna! files proidz a mechanism for using the
formatting capabilities of the I/O System to
convert values to and from their external
character representations, within the FORTRAN
internal storage structures. That is, reading a
character variable converts the character values
into numerie, logicel, or character values; and
writing into & character variable allows values to
be converted into their (external) character
representation.

11-8 : 1000201:114A
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Special Properties of Internal Files

An internel file is a character variable or
character array element, The file has exactly
one record, which has the same length as the
character variable or character array element,
Should less than the entire record be written
by a WRITE statement, the rematning portion
of the record is filled with blanks. The file
position is always at the beginning of the file
prior to I/O statement execution. Only
formatted, sequential I/0 is permitted with
internal files; and only the I/O statements
READ and WRITE may specify an internal file,

Units

A unit is 8 means of referring to a file. A unit
specified in an I/O statement is one of:

External unit specifier.
Internal file specifier.

External unit specifiers are either integer
expressions which evaluate to non-negative
velues; or the charecter *, which stands for the
CONSOLE: device. In most cases, externs unit
specifier values are bound to physical devices (or
fites resident on those devices) by name (using
the OPEN statement). Once this binding of value
to System file name occurs, FORTRAN 1/0
statements refer to the unit number as & means
of referring to the appropriate external entity,
Once opened, the external unit specifier value is
uniquely associated with a particular external
entity until an explicit CLOSE cecurs op untit

1000201:11A 11-9



1/0 System

ogram terminates. The only exception lo
:}I:f: [;Lo%e binding rules is that the unit value 0
is initially sssociated with the CONSOLE: de;m_e
for reading and writing, and no explicit OPE thls
necessary. The character * is interpreted by the

System as specifying unit 0.

An internal file specifier is a character v_ariable_
or character array element which du‘ec;t_ly
specifies an internal file. :

CONCEPTS AND LIMITATIONS

The FORTRAN I/O System

FORTRAN provides a riech combination of possible
file structures. Choosing from among these many
structures may at first seem somewhat confusmgt.
However, two kinds of files will suffice for mos

applications.

* - CONSOLE: & sequential, f'ormatted- file,
also known as unit ¢ - This partlcular_umtlhas
the special property that an entu-et mg
terminated by the return key must be eniere
when reeding from it, and th'e_ var:c;;x]s
backspace and line delet(_: keys familiar to the
System user serve their normal funqtlon_rii
Note that a READ from any other unit wi
not have these properties, even if tpqt umtE}g
bound to CONSOLE: by an explicit OP
statement,

11-10 1000201:11A
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Explicitly opened external, sequential,
formatted files - These files are bound to &
System file by name in ap OPEN statement.
They can be read and written in the System
Text Editor compatible format,

Common I/0 Operations

Here is a sample program which uses the kinds of
files discussed in the previous paragraph for
reading and for writing, The various I/0
stitements are explained in detail later in this
chapter in the "I/O Statements" Section,

C Copy a file with three columns of integers, each 7
C columns wide, froma {ile whose name 35 input by the
C user to another file rameg GUT.TEXT, TEVErsing the
C positions of the first and second column.
PROGRAM COLSWP
CHARACTER*23 FNAME
C Frompt Lo the CONSOLE: by writing to *
WRITE(®,900)
500 FORMAT{'Input file name - *
€ Read the file name from the CONSDLE: by reacing from #
READ(*, 910} FRAME -
218 FORMAT (A}
C Use unit 3 ior input, any uhit humber except 0 will dg
OPEN(I,F1LE=FRAME)
C Use unit 4 for output, any unit hupber €xcept @ ang 3
C will do
OPERITL, FILE="0UT, TEXT: ¢ STATUS«* NEW" )
C Read and write uniil end of File
100 RERD(3, 920, END=200)1,0,K
WRITE(4,920)0,1,K
%20 FORMAT {BN,3117)

. GOTC 100
200 WRITE{*,910) 'Cone"*
END
1000202:11A 11 1
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Less Common File Operations

The less commonly used file structures are
appropriate for certain classes of epplications, A
very genergl indication of the intended usages for
them are as follows: If the I/O is to be random
access, such &s in maintaining & database, direct
access files are probably necessary, If the data
i3 to be written by FORTRAN and reread by
FORTRAN (on the same brand of processor),
unformatted files are more efficient both in file
space and in I/O overhead. The combination of
direct and unformatted is ideel for a databese to
be created, maintained, and accessed exclusively
by FORTRAN. If the data must be transferred
without any System interference, especially if all
256 possible bytes will be transferred,
unformatted 1I/O will be necessary, since ,TEXT
files ere constrained to contain only the printable
character set as data. An example of a usage of
unformatted I/O wculd be in the control of a
device which has & single byte, binary interface,
Formatted 1/O would, in this. example, interpret
certein characters, such as the ASCII
representation for carriage return, and fail to
pass them through to the program unaltered.
Internal files are not /O in the conventional
sense bul 1ather provice certain characier string
operations end conversions within a standaerd

mechanism.

Use of formatted direct files requires special
caution, FORTRAN formatted files attempt to
comply with the Operating System rules for
JTEXT files (for a discussion of .TEXT files, see
the Opereting System manual). FORTRAN 1/O is
able to enforce these rules for sequential files,
but it cannot always enforece them for direct

1/O System

files. Direct files are not necessari

- _ rily legal
-TEXT files, since any unwritten records contein
undefined velues which do not follow .TEXT file

constraints.  Direet files do, of o
FORTRAN 1/0 rules. ’ ourse, obey

'1'% file opened in FORTRAN is either "old" or
new”, but there is.no concept of "opened for
reading” as . distinguished from "opened for
writing™. Therefore,” you may open "oldr
(existing) files and write to them, with the effect
of modifying existing files. Similarly, you may
alterpgtely write and read (o :ile ,same file
(E)rowdmg that one avoids reading beyond end of
f{le or reading unwritten records in a direct
files). A write to a sequential file effectively
deletes any records which had existed beyond the
freshly written record. Normally, when & device
15 opened as a file (such as CONSOLE: or
P'RIN.‘I‘ER:), it makes no difference whether the
f{le Is opened as "old" or "new". With diskette
f}les, opening "new" crestes & new temporary
flle'. If that file is closed using the "keep"
op_tion, or if the program is terminated without
doing a CLOSE on that file, a permenent file js
created with the name given when the file was
opened. If a previous file existed with the same
name, it is deleted. If closed using the "delete"
option, the newly created temporary file is
deleted, and any previous file of the same name
xs_left intact., Opening & diskette file as "old"
will generate a run time error if the file does
not exist and alter the existing file if written,

B
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1/O System,

In addition, there is an I/O intrinsic function EQ},
presented in Chapter 13, whieh returns a logical
value indicating whether the file associated with
the unit specifier passed to it is at end-of-file. A
familiarity with the FORTRAN f{ile system, units,
records, and access methods as described in the

previous Sections is assumed.

Elements of 1/0 Statements

The wvaricus I1/0 statements take certain
parameters &nG arguments which specify sources
and destinations of date transfer, as wel. as
other facets of the I/0O operation, The
abbreviations .used throughout this Section are
defined in the following three subsections,

The Unit Specifier (*u')

The unit specifier, 'u', can take one of these
forms in an /O statement: :

* - refers to the CONSOLE:,

external file

integer expression - refers to
value of the

with unit number equal to the
expression (¥ is unit number 0).

name of a character variable of character
array element - refers to the internal file
which is the character datum.

11-16 1000201:11A
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The Format Specifier {'f*)

The format specifier, 1f'
! can t
forms in an 170 statémer;t: _ake one of these

statement label - refeps
to t
statement labeled by that labe] he FORMAT

integer varlia.t)ie name . |
_ = refers to t
FORMAT label which that integer variabl}:

has been assi .
statement, gned to using the ASSIGN

ehargc_ter expression - the format whieh is

zgggé‘;ed 1s the ecurrent valye of the
er expression provi

racter provided as the format

_ The Input/Output List {*iolist®)

The input/output list, il '

- v 10ASt', zpecifies
entities whose values are transf,'errgdcglci{ll‘ztf\he
and WRITE statements, An iolist is ayposs}b]?

o

empty list, separated .
which consist ox!j by commas, of items

Input or Output entities — .
two subsections, see the following

" s

1000201:114- |
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Implied DO lists - see "Implied DO Lists” ip
this section,

Input Entities

An input entity may be specified in the iolist
of a READ statement and is of one of these
forms:

Variable name.
Array element name,

Array name - this is a means of speeifying
ell of the elements of the array in storege
sequence order,

Output Entities

An output entity may be specified in the
iolist of a WRITE statement and is of one of
these forms:

Variable name;
Array element name;

Array name - this is a means of specifying
"all of the elements of the array in storage
sequence order; _

11-18 ' . 1000201:11A
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Any other expression not beginning with
the character ' - to distinguish implied
DO lists from expressions.

Implied DO lists

Implied DO lists may be specified as items in
the I/O list of READ and WRITE statements
and are of the form:

(iolist, i = el, e2 [, e3])

where the iolist is as above (including nested
implied DO lists); and i, el, e2, and the
optional e3 are as defined for the DO
stetement, That is, i is an integer varinble-
and el, e2, and e3 are integer expressions:
In a READ statement, the DO variable i (or
an associated entity) must not appear as an
input list item in the embedded iolist, but
may bave been read in thé same READ
statement outside of the‘ implied DO list.
The embedded iolist is effectively repeated
for each iteration of i with appropriate
substitution of values for the DO variable i,

1/0 Statements

The following 1/0 statements are supported

FORTRAN, The possible form pi?gr eagﬁ
statement is specified first, with an explanation
of the meanings for the forms following. Certain
items are specified as required, if they must
appear in the statement; and are specified as
optional, if they need not appear. Typically,

1000201:114 11-19



I/O System

optional items have defauits. Examples are
provided.

OPEN Statement

OPEN(

11-20

u,

Required; must appear as the first argument,

“Must ‘not be iniernal unit specifier.

FILE=fname,

Tre file name, ‘'fname', is a character
expression, This argument to OPEN is
required and must appear as the second
arguinent,

The following arguments are all optional and
may eppear in any order. The options are
character constants with optional trailing
blanks (except RECL=), Defaults are
indieatec,

STATUS='OLD"

Default, for reading or writing existing files.

1600201:11A
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STATUS="NEW!

For writing new files,

ACCESS="SEQUENTIAL' (Default)

ACCESS='DIRECT"

FORM='FORMATTED' (Default)
FORM='"UNFORMATTED'
RECL=rl)

The record length, 'rl', is an integer
expression,  This argument to OPEN is for
DIRECT a&ccess files only, for whieh it is
required.

The OPEN statement binds a unit number with

external device or file on an external

device by specifying its file name, If the file
is to be direct, the RECL=r] option specifies
the length of the records in that file,

1000201:114 11 99
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" REC=rn

For direct access only; otherwise, error,
Positions to record number rn, where rn is a
positive integer expression. If omitted for
direct access file, reading continues from
the current position in the file.

END=s)

Optional, statement label. If not present,
reading end of file resuvits in a run time
error. If present, encountering an end of
file condition results in the transfer to the
executable statement labeled s whieh must
be in the same program unit as the READ
statement.

iolist

The READ statement sets the items in iolist
{assuming that no end of file or error condition
occeurs). If the read is internal, the character
variable or character array element specified is
the source of the input; otherwise, the external
unit is thz source.

Example program fragment:

€ Weed a two dimentional array for the example
DIMERSION IA{}O,20)
C Read in bounds for array off fizst line, hopefully less

C than 10 and 20, Then zead in the array in nested
C implied DO lists with input format of 8 columns of width
C % each.

READ(3,930)1,d, ({IA(1,3),3=1,J) ,1=1,1,1}
590 FORMATI2IS/, (BI5))

11-24 ' i 1000201:11A
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WRITE Statement,
WRITE(
u,
Required;‘must be first argum.ent.
. :

Required for formatted write as sscond

argument; must not appear fo
oy Ppe r unformatted

REC=rn)

For_ .direct access only; otherwise error
POS'lt'IODS to record number rn, where’ rn is e;
Positive integer expression. If omitted for
direct  access file, writing continyes at the
current position in the file.

iolist

The WRITE statement transfers the iolj i

] 2 e lolist ite
to the unit specified. If the write ig interneTlS
the charaetef‘ variable orp character arra’
ele;metnt specified is the destination of thg
Oulput; otherwise, the externaj it j
destination. ’ ut ' the

1000201:114 17 3¢



/O System /O System

ENDFILE "writes” an end of file record as the
next‘ ’record_ of the file connected to the
specified unit, The file is thep positioned

Example program fragment:

C Place message: "One = }, Two = 2, Three = 3" an the .

€ CONSOLE:, not doing things in the Filapliest wayi ﬁftEI‘ the end Of fl]e reeopd, so further
WHITE(*,980)'One =',]1,1+1,"¢ce = ',+41414]) - . S 4

980  FORMATA,J2,', Two =',1X,1i,", Thr',A,11) S?quentla] data transfer ig prohibited unti)

: either a BACKSPACE or REWIND is executed,

An ENDFILE on g direct aceess file makes alj

BACKSPACE Statement records ?vritt_en beyond the positicn of the new
_ end of file disappear,

BACKSPACE u
REWIND Statement

Unit is not internal unit specifier. Can only
be issued on wunits which are bound to REWIND u
blocked devices, Can only be issued on
units  whieh are direet or sequential
formatted (i,e., not on sequential

unformatied).

b _

Unit is not an interna] unit specifiep.

! ;E_icecution of a REWIND statement causes the
i He associated with the g ecified i
BACKSPACE causes the file ccnnected to the N d with sp ed unit to b
specified unit to be positioned before the ! positioned at its initia) point,
preceding record., If there is no preceding
record, the file position is not changed. Note
that if the preceding record is the endfile

record, the file becomes positicned before the
endfile record. ~

I/0 Side Effects Restriction

Any funetion referenced in &n expression within
any I/0  statement must not cayse any I/O
statement to be executed,

ENDPFILE Statement

ENDFILE u

Unit is not an internal unit specifier.
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CHAPTER 12

FORMATTED I/0
ANP THE FORMAT sTATEMENT

The format Specification
possibly following initial
with g matching ®)n,

matching ojn

Formatted I/0 and the FORMAT Statement

Matted 1I/0 apg the

familjarity with the
file System, Units, 'records, aceess
Methods, and I/o stateme

Ms as describeqd in the
Previous chapters is assumed

FORMAT SPECIFICATIONS

pecifies g format,
Ormatted, rather thgp an
ent.  Sueh 4 format may he
Specified in one of thre. ways, as €xplained in the
previoys chapter. Twg ways refer to FORMAT
statements, &nd one | j i

unformatted I/0 Statem

wRiTE(',QQB}I,J,K
950 FORHAT[?IS,I])

ASSIGN g TO 1Fmy

390 FORM&T[ZIS,I3?

HRITE{'.JPHT)I,J,K

HRITE(‘,‘(ZIS,IJJ'II,J,K

CHARACTER & PrTCH
FMTCH < 215, 13)0
NRITEI',FPTCH}I.J;K

itself must begi
blank charactep
Characters b

i with (",
S, and end

eyond the
are ignored,

nd like gj)

statements, may not be the target of

1000201124
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Between the initial "(" and terminating ™" is a list
of items, separated by commas, each of which is

one of:

[r] ed - repeatable edit descriptors
ned - nonrepeatable edit descripors

[r] fs - a nested format specification. At most
3 levels of nested parenthesis are permitted

within the outermost level.

where r is an optionally present, nonzero, unsigned,
integer corstant called a repeat spezifization. The
comma separating two list items may be omitted, if
the resulting format specification is still
unambiguous, such as after a P edit descriptor or
before or after the / edit descriptor.

The repeatable edit descriptors, explained in detail
below, are:

Iw

Fw.d
Ew.d
Ew.dEe
Lw

A

Aw

where I,
editing; w and e are NONZero, unsigned,

constants; and d is ap unsigned integer constent,

The nonrepeateble edit descriptors (also explained

in deteil below) are:

1000201:12A

F, E, L, and A indicate the manner of
integer

Formatted I/O and the FORMAT Statement

'xxxx' -~ character co
n
speciel rules below stants of any length; see

nHxxxx - another
means of s ifvi
constants; see rules below becifying character

nx
f
\
kP
BN
BZ

;v;};r%za;;ﬁfjtigc;;;};e,thﬁ, X, slash, backslash, F, BN
€ manner of editing; x i ;
é\c)sn(;lfaﬁ?.arzigerl;( n Is a nonzero, unsigﬁ:ed, instegg':’-r
is . . .
constant.’ an optionally signed integer

FORMAT AND I/0 LIST

Before describing in greater detaj

fjegsl‘tzlpgt speqified by each ogal-tlheteheagoa;‘ene;dqf
spncli‘}P ors, it must be explained how the form 1':
o i 1(§at10n-mteracts with the input/output 'H-
iolist) in a given READ or WRITE siate'rnentp st

If &n iolist contains at least i
;egeg}gble_edit deseriptor mu;)tn ee;;siminatthleeafst nat
Speec'lf-lcapon. In particular, the empt orn:th
Sp ification, (), may be used anly if no it A
p;?_(.'lfled In the jolist (in which case “?ms ale
?gc?r!:i caku:seq by thg I/0 statement is the 1(;1;);)121{
foeo ite;l?flgﬁe a;cl'c}(;n ?ls]s?)eiated with formats)
olist w ecom i ith
& repeatable ' edit descriptor Zuisiiogla:sg “;l/tcr)]

1000201:12A |
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Feprmatied ;0 and the FORMAT Siatement

staiement execution in turn. In contrast to this,
the other format control items interact directly
with the record and do not become associated with

items in the iolist,

The items in a format specification are interpreted
from left to right. Repesatable edit descriptiors act
as if they were present r times (omitted Tt is
treated as & repeat factor of 1). Similarly, a
nested format specification is treated as if its
j:ems appeared r times.

The formatted I/O process proceeds as follows: The
nformat controller® scans the format items in the
order indicated above. When a repeatasble edit
descriptor is encountered, either

a corresponding item appears in the jiolist, in
which ease the item and the edit deseriptor
become associated, and 1/0 of that item proceeds
under formsat control of the edit deseriptor; or

the "format controller"” terminates 1/0.

if the format conteroller encounters the matching
final ) of the format specification; &nd there are
no further items in the iolist, the "format
controller" terminates 1/O. If, however, there are
further items in the iolist, the file is positioned at
the beginning of the next record; and the "format
controller® continues by rescanning the format,
starting at the beginning of the format
specification termineted by the last preceding right
parenthesis. If there is no such preceding right
parenthesis, the "format controller® will rescan the
format from the beginning. Within the portion of
the format rescanned, there must be at least one

12-6 1000201:12A
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repeatable edijt descriptor

the format specification.be
nested format specification
used to indicate the number
nested format specification
change the previously set séal
blank econtrol jn effect

com:roller“ terminates .
an input record is- sl:i’p
written on output, e
descriptor, ’

S.hould the rescan of
€in with a repeated
y thfa repeat f{actor is
of times to repeat that
The rescan does not
e lﬁctor or BN or BZ
Yhen the "for
the remaining charactersmgl15
ped or an end cf record is
xcept as noted under the edit

EDIT DESCRIPTORS

Here are the detajl

€ ed explanati
format specification descri%tors v
nonrepeatable edit descriptors; ’

of the various
beginning with the

Nonrepeatable Edit Descriptors

TXxxx? (Apostrophe Editing)

The apostrophe edit deseriptor

:ig?]?ﬁracter constant, E?nbedgz:esd tgfar{::;m .

e c'ant,Aand double ' gre interpreted aare

sing RE;AD Sptosttrc){:ahe editing may not pe u:eg

constant S a ement: It causes the charact
© De transmitted to the output um‘ct “

THN2NY:1 24
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Formatted 1/0 &nd the FORMAT Statement
Statement

the FORMAT S

Yurmatted I/Q and

\ (Backslash Editing)
: iting)
H (Holerith Edi

Normally when the
Howing n

. iptor causes the fo

The nH edit descrip

" ! terminates, the end of datg transmission gp the
- d as significant, current record oeceyrs, If the last edjt
characters, with blankstr‘::ugﬁput. Hollerith deseriptor ehcountered by the
tc be transmitted tOd in a READ. controller™ is the backslash, this automatie end
editing may not be use of record is inhibited, Thjs allows subsequent
) e I/0 statements to continue reading (or writing)

Examples of Apostrophe and Hollerith editing:

out of {or into) the S5ame record. The most

"format controllern

common use for this mechanism is to prompt to
(ween the the CONSOLE: and read g response off the
€ Each write 0“"-?"'"? characters be : same line as in:
C slashes: /ABC'LLF
WEITE(*,970) . .
R e S AL IR WRITE(*,"(A ") 'Input an integer -y
.. qu, Qe ' \
WRLTE (v * (JHABC"*DEF) ") READ(*,{BN,I6)") |
NR]TEI':gﬁDE_DEF} .
960 FORMAT L THAD

; i seriptor does not inhibit
] : the automatje end of
X (Positional Editing) reading from the * ypjy

_ . Input from the
X edit descriptor - CONSOLE: must a}ways be:‘termmated by the
cheth e iy (o e i b e G e el
causes the ‘{E‘::S p(':;?on’:ext n c¢haracters &re ;

characters; '

key to function
; : Properly.

i On output (& WRITE), the ‘:nz{nfj;t’

Sklppe'dior causes n blanks to b?che itten, X

deserip tat further writing to ecord ;' b (Soate pactas o
- ];[“a ise, the nX descriptor resu |

oCnrurs; o'f arwise,

no operation.

The kP edit descriptor is used to

set the scale
factor for subsequent F and g edi

_ [ ¢ dit descriptors,
_ until another xp edit descriptor is €ncountered,
] {Slash Editing) At the start of each I/0 statement, the scale
d of data transfer on fI:aCtOIr: edqu'als _0. The secale factop affects
The slash indieatesdthe e(f)ln input, the file is - ormat editing in the
r L]
the current reco

following ways:
d.

.. of the next recor

o to the beginning

positioned

is written; and
. d of record is W L ,
the ?ﬁtpl‘:st’p:sniti?rzed to write on the beginning
the fue

of the next record. :, 1000201:124 | 190
o 1000201:124 |
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ed I/O and the FOR
: MAT Stetement

On input, with F and E editing, providing that blanks,
no explieit exponent exists in the field, and F
output editing, the externally represented
number equals the internally represented
number multiplied by 10%*k.

- . .. READ(*, 100
On input, with F and E editing, the scsale 100 £GRMAT (an, 16)
factor has ne effeet, if there is an explieit /123
. . : L/,
exponent in the input field. 7123 456ccrsy

f123<cry/, or
7 1Z3<cra/.

B et

On output, with E editing, the real part of the
quantity is output multipliec by 10**k; and the
exponent is reduced by k (effectively altering
the column position of the decimal point, but
not the value that is output).

The BN edit deseri i
The | Pter, in conjunetion with i
infinite blank padding et the end of fo‘:'lrfl};tizg

records, mak i
. €5 Inter i :
convenient, active input very

BN and BZ (Blank Interpretation) Repeatable Edit Descriptors

These edit descriptors specify the
interpretation of blanks in numerie input fields.
The defsuit, BZ, is set at the start of each
i/0 stetement. This makes blanks, other than . The I, F, and E edit ¢ 1

leading blanks, identical to zeros. If a BN 170 of integer and r Iescrlptops are used for
edit deseriptor is precessed by the "format - general rules apply t eal data., The following
controller®, blanks in subsequent input fields y to all three of them;
wil) be ignored. unless, &nd until, a BZ edit
descriptor is processed. The effect of ignoring
blanks is to take all the nonblank chaeracters in
the input field and treat them as if they were
right justified in the field with the number of
leading blanks equal to the number of ignored

I, F, end E (Numeric Editing)

g?hg;put:l, iﬂe’ading blanks are not significant
dependingaor‘ls tl?geB;Qntgrpg;ti‘d differently;
Je : r lag in ;
: t I.s)till b]{ank fields always beco?nge theeff;ct,
. Us signs are optional, vue

Overrides the edit deseri !
. - Iptor specifij :
the dec{lnal point position, pecification of

-
P

12-10 1000201:124  1000201:124
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Formatted /O and the FORMAT Statement

enerated are
On output, the characters ger :
right jlf)sti;'ied in the field with padding
leading blanks, if necessary.

On output, if the number o'f c-haracttel:z
produced exceeds the field IWldth!dtl?r the
exponent exceeds its specified width,
entire field is filled with asterisks.

1 (Integer Editing)

The edit descriptor Iw must be agsomated \.:r;ll]g
an iolist item which is of type mtegtelr. o
field width is w characters 1In lqngtll]. ol
input, an optioneal sign may appear in arz Paphs.
Tre general rules in the_: preceding parag
apply to the I edit descriptor.

F (Real Editing)

The edit descriptor F_w.d_ mufstl b(,; I-B;:f)cm'lt‘?}g
i iolist jtem which is of typ -
xli:i?hagflthe field is w positions, the %ﬁtt-}on&l
‘ i i igits e inp
f whieh consists o'f d digits. ,
i?iiliti ct))egins with an optional sign, foll(‘.-?vlf,_dl hg
a string of digits, optionally _coqtammg :
decimal point. If the decimal %o1qt lsthireseegit’
. ) s 0
it overrides the d spec'xfle i e ;
](lﬂtescriptor; otherwise, the “ghtmoi‘tlgwdifgl'tst]?e
string are i;1terprc?ted as fo '
E:ll::imal pgint (with leading blanks conyertiid o
zeros if necessary).  Following this :
optional exponent which is one of:

+

1000201:12A

1000201:124

Fermatted I/O und the FORMAT Statement

Plus or minus, followed by an integer; or
E or D, followed by zero or more blanks,
followed by an optional sign, folowed by an
integer (E and D are treated identically).

The output field occupies w digits, d of which
falls beyond the-decimal-point, gnd the value
output is controlled both by the iolist item and
the current scale factor. The output value is
rounded rather than truncated.

The preceding general rules 8pply to the F edit
deseriptor,

E (Real Editing)

An E edit descriptor either takes the form
Ew.d or Ew.dEe, In either case, the field
width is w characters. The e has no effect op
input. The input field for an E edit deseriptor
is identical to that described by en F edit
deseriptor with the seme w and d. The form
of the output field depends on the scaje factor
(set by the P edit descriptor) whizh is ip
effext.  For a scale fucior of 0, the output
field is a minus sign (if necessary), followed b

a decimal point, followed by & string of digits,
followed by an exponent field for exponent,
exp, of one of the following forms:

Ew.d -89 <= exp <= 99

E, followed by plus or minus, followed by
the two digit exponent,

12-13%
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Formatted 1/0 and th= FORMAT Statement

Ew.d -999 <= exp <= 999
Plus or minus, followed by three digit
exponent.

. Ew.dEe —{10%%*¢) - 1) <= exp <= (10**e) -1
E, followed by plus or minus, followed by e
digits whieh are the exponent with possible
leading zeros.

The form Ew.d must not be used, if the
absolute value of the exponent to be printed

gxceeds ©9¢,

The scale factor contreols the decimal
normelization of the printed E field. If the
scale factor, k, is in the range -d < k < 0
then the output f{field contains exactly -k
leading zeros after the decimal point and 4 + k
significant digits after this. If 0 < k < d+2
then the output field contains exactly k
significant digits to the left of the decimal
point and d - k - 1 places after the decimal
point, Other velues of k are errors.

The preceding general rules apoly to the E edit
descriptor.

L (Logical Editing)

The edit descriptor is Lw, indicating that the
field width is w characters. The iclist element
which becomes associated with an L edit
descriptor must be of type logical. On input,
the field consists of optional blanks, followed
by an optional deeimal point, followed by &8 T

]2-]l4 1000201:124

1000201:124

F
ormatted [/0 gpq the FORMAT Statement

t

On output, w - 1 p
lanks :
T or F as approprigte, followed by either

A (Character Editing)

;It?]ivf?srn:ismof the edit descriptor are A or Aw
In the io]isfﬂﬁi?nt’ t‘i]iethnumbt_er ¢ characters.
] ’ ’
is).soc'l;hteq, -dett.:rmines the I‘rej;,lgcttl]l Ettm b‘GCOT'n(?S
« ihe lolist jtem pyst be of e¢h or o
if it 15 to be associated wity an A
descriptor., Op input, if w exceed

ut field fire

- ; 0 I'
input characters are left justil"ied“}f;rrliie,in;hf
L u

iolist item, and trajling blanks are

Provided; otherwise, the leftmost w o

VZ2-18§
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PROCRAMS

ANDP
SUBROUTINES

Programs and Subroutine

This chapter describes the format of program units;
A program unit js either g i

main program, g4
submutine, or a functi i
brocedure is yseq t
subroutine, This ¢

seribes the CALL
and RETURN state

85 well as functi

MAIN PROGRAM

A mein program j; any program un;¢ that doeg not
hase g FUNCTION or SUBROUTINE statement g
its First Statement, may have g PROGRAM
Statement gs jtg first Statement, The €Xecution of
ins with the first €Xxecutable
in the main program. Consequently,

precisely one main program in every
executgble program. = Tpe form of ;) PROGRAM
Statement js.

) PB'OGRA‘,M Pname

where; 'Pname’ js g
the name of the i

I



o jarmaptaln Jivalith b sl

i el G e B,

T o

oA AL

PN " o T

Programs and Subroutines

SUBROUTINES

A subroutine is a program unit that can be celled
from other program units by a CALL statement.
When envoked, it performs the set of actions

“defined by its executable statements and then

returns control to the statement immediately
following the statement that called it. =~ A
subroutine does not directly return A& value,
althouzh values cen be passed back to the calling
program unit -via parameters or common variables.

SURBROUTINE Statement

A subroutine begins with a SUBROUTINE
statement and ends with the first following END
statement. It may contain any kind of statement
other than & PROGRAM statement or &
FUNCTION statement. The form of &
SUBROUTINE statement is:

SUBROUTINE sname [( {farg [, fargle] ) |

rsname! is the user defined name of the
subroutine.

‘farg' 1s & user defined name of a formal
argument.

The name 'sname' is a global name, and it is
also local to the subroutine it names. The list
of argument names defines the number and
(with any subsequent IMPLICIT, type, or
DIMENSION statements) the type of arguments

11

'
S
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to that subrouti
- Ine, Ar
appesg Eument na
INTRINSIC otitON, DATA, EQUIVALENGE. o
ox statements. The followi CE, or
ample of a subroutine: cliowing is en

Program TEST
irec=3000

b=1._0
h=2.0
a=3.0
t=4.0

call prndat Iirec,b,h,a,tl

end
fubroutire pragat Cieu,v,x,y)
r r r
ocpen{é,tile="prj
: Printer:*
200 w:zte[ﬁ,ZUD}i,u,v,x Y :
furmattl‘,dFID.ZJ '
return
end
30op ] |
.00 2,00
J.op

£.00

CALL Statement

A subroutine j

y 1s exee
executing a CALL st
umt that references
of a CALL statement

ute
ater:enzis.a consequence of
In another Program

that subroutj
iss utine. The form

CALL sname [( ferg [,argl.. ]))

1
Sname! i
€' 1s the name of g subroutine

' .
arg’ is an actual srgument,

13-§
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An actual argument may be either en expression
or the name of an array. The actual arguments
in the CALL statement must agree in type and
number with the corresponding formal arguments
specified in the SUBROUTINE statement of the
referenced subroutine. If there are no arguments
in the SUBROUTINE statement, then & CALL
statement referencing that subroutine must not
have sny actual arguments, but may optionally
have a matched pair of parentheses following the
neme of the subroutine. Note that s formal
argument mey be used as an asctual argument in
another subprogram cull, _

Execution of a CALL statement proceeds as
follows: All arguments that are expressions ere
evaluated. All actual arguments are associated
with their corresponding forma! arguments, and
the body of the specified subroutine is executed,
Control is returned to the statement following
the CALL statement upon exiting the subroutine,
by executing either a RETURN .statement or an
END statement in that subroutine.

A subroutine specified in any program unit may
be called from any other program unit within the
same executable program. Recursive subroutine
calls, however, are not allowed in FORTRAN.
That is, a subroutine cannot call itself directly,
nor can it cell another subroutine that will result
in the first subroutine being called sgain before
it returns control to its caller,

13-6 -

- Mmay contain any kind of statemen
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FUNCTIONS

fetj:‘i::sct;on'alxs refere;nced In an expression ang
parns r\, ue that is used in the ‘computation of
fhat p:essnon. Thel:e are three kinds of

tons: external functions, intrinsic functions,

and statement functions. Thij |
) . i .
three kinds of funetions, S section describes the

A function reference ma

: Yy appear in i i
expression. Exeeution ’ on refemotic

_ of a funetion ref
causes the funetion to be evaluated, an?jre?l::

resulting value is used as ap operand in the

fname ( [arg [,argl..] )

'fname’ is the na

me of an extern intrinsi '
Statement funetion. o ntrinsle, or
' .
&rg' is an actual argument.

:n actual argument ma
¥pression or an array Th
. e number of
?EEUI}]SEZSquSt bz the same as in the defc;init?g;ug%
tion, and t i
sgree , he corresponding types must

y be an &rithmetic

Externa) Functions

An external function is specified
program unit, It begins with
statement and ends with an END

by a funetion
8 FUNCTION
Statement., Jt
t other than a

PROGBAM statement or a SUBROUTINE

1000201134
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'statement. The form of & FUNCTION si{astement
is:

[typel FUNCTION fname { [farg [, fargl..] )

'type' is one of INTEGER, REAL, or
LOGICAL.,

‘fname' is the user defiped name of the
function.

'farg' is & formal argument name.

The name '‘name' is & global name, and it is also
local to the function it names. If no type is
present in the FUNCTION statement, the
function’s type is determined by default and any
subsequent IMPLICIT or type statements that
would determine the type of an ordinary variable.
If a type is present, then the function name
cannot appear in any edditional type statements.
In eny case, an external function cannot be of
type cheracter. The list of argument names
defines the number and, with any subsequent
IMP LICIT, type, or DIMENSION statements, the
type of arguments to that subroutine. Neither
ergument names por 'fname' can appear in
COMMON, DATA, EQUIVALENCE, or INTRINSIC

statements.

The function name must appear as a variable in
the crogram unit defining the function. Every
execution of that function must assign & value to
that variable. The final velue of this variable,
upon execution of & RETURN or of an END
stetement, defines the value of the function.
After being defined, the value of this variable
can be referenced in an expression, - exactly like

13-8 ' 3000201:13A

Programs ond Subroutines

any other variable An ext i
_ . ernel funectio
return values in addition to the value oril‘ Tl[:g

funetion by assi
Enment to one i
formal arguments, £ or more of its

Intrinsie Functibns

Intrinsic functions are funeti

predefined by the FORTIAN ct)]r?lgislerth;rfd are
aval]ablfe for use in a FORTRAN progran'l ’I‘eg;g
13.1 gives the hame, definition, nur;1ber of
paramelers, and type of the intrinsie funetion
available in p-System FORTRAN 77 l AS
'IMP!,lCtIT statement does not alter the ty;;e of an
Intrinsic funetion. For those intrinsic functionn
that allow several types of arguments, ali

arguments in a single refer
Sama s g ence must be of the

All intrinsie functions us i
) ed in & progr i
must appear in an INTRINSIC statemgnt.g Hunit

An intrinsie function na
me ma
INTR.INSIC statement, but only
futnqtlons listed in Table 13.1 ms
Intrisie funetion name also ma i
' Y appear in g
;sltlatement, but only if the type is the sam:ygg
€ standard type of that intrinsic funection,

y do so, Ap

Arguments to certain intripsi

\rg Intrinsiec funetj
limited by the definition of the functi;onnsbea;e
computed, For example, the logarithm ofg:

negative number i i
allowed. €r 1s undefined and, therefore, not

1600201:13A
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Statement Funetions
name of a formal argument to another statement

funetion. The type of all such uses, however,

A statement funetion is a function that is mus

defined by a si_ngle statement. It is similar in the tsabrr?etzs :ﬁgﬁr‘er Ilfo:alr(:fan;]al argument name is
form to an assignment statement. - A statement to that name withip the f' then a refereqce
function statement can only appear after the defining it always refers 1 Stateinent function
specification statements and before any Rever to the other usage 0 the formal argument,

executable statements in the program unit in
which it appears, A statement function is not an

1 it i . i Withi i
exscutable statement, since it is not executed in thin the expression 'expr', references to

order as the first statement in its particular variables, formal arguments, other functions
pregram unit,  Rather, the body of a statement array elements, and constants are allowed,
function serves to define the meaning of the Statement funetion references, howevyer must
statemernt runction. It is executed, as any other PEft_?!‘ to statement functions that have’ be

function, by the execution of a funection : defined prior to the statement function ip whiiﬂ
reference. The form of a statement function is: they appear.  Statement funetions cannot pe

recursively called, either directly or indireetly.

fname ( [arg [, argl..] ) = expr
A statement function can only be referenced ip

'fname' is the name of the statement function. the program unit ip which it is defj d
efined,
o hame of a statement function eannot appe T]}e
arg' is a formal argument name, any specification statement except mpp a:- ”
. ; ’ a
' N - statement which may not define that name asype
expr' is an expression, | ' of 3, 8nd in & COMMON statement s tne heme
e

of a common block., A statement funetion cannot

The type of the 'expr' must be assignment be of type character,

ccvepatible with the type of the statement

functior name.  The list of formel argunent

names serves to define the number and type of RETURN STATEMENT
arguments to the statement function. The scope

of formal argument names is the statement _ A RETURN stat
function, Therefore, formal argument names may the calling proagr‘;‘:fz;itc.&us]tis n{:tunl;l of contro! to
be used as other user defined names in the rest function or subroutine, The f0¥m0 Y appear in g
of the program unit enclosing the statement statement js: of & RETURN
function definition. The name of the statement ‘ '

function, however, is local to the enclosing RETURN

progrem unit and must not be otherwise used; ‘ .
except as the name of a common bloek or as the

1000201:13A 43- {4
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Programs and Subroutines

Execution of a RETURN statement terminates the
execution of the enclosing subroutine or function.
If the RETURN statement is in a function, then
the value of that funetion is equal to the current
value of the varieble with the same name as the
function.,  Execution of an END stetement in a
function or suoroutine is equivelent to execution of
& RETURN statement,

PARAMETETLS

This seelion discusses the relationship between
formal and actual arguments in a function or
subroutine call. A formal argument refers to the
name by which the argument is known within the
fanction or subroutine; and an actual argument is
the specifie variable, expression, array, etec., passed
to the procedure in question at any specific calling

leocation.

Arguments are used to pass values into and out of
procedures. Variables in common can be used to
perform this task as well. The number of actual
arguments must be the same as formal arguments,
and the correspending types must agree.

On entry to e subroutine or function, the actual
arguments become associated with the formal
arguments, much as an EQUIVALENCE statement
associates two or more arrays or variebles, and
COMMON statements in two or more program units
associate lists of variables. This association
remains in effect until execution of the subroutine
or function is terminated. Thus, assigning & value
to a formal argument during execution of a
subroutine or function may alter the velue of the

13-12
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corresponding actual
: argument If
argument is a const ion e, o
ant, function r
r J eference
expression other than g Simple variable assi,gn?;gag
; ¥

In particular, assipni

» GSSIgnIng a value to g
argument.of -type character, whep the ;OI‘th]
trgument is a literal, can be disastrous cluel

iaﬁlrlt:agtpal argument _is an expression, it

freua -4 1mmediately prior to the association of
.a anc{ actual arguments, f an aery

drgument js an array element, jts subsgr;pai
) he a iat]

?l?g remains constant 'tl'u:oughout the exezic;(i:;?ltlg?

pProcedure, even if jt conteins variables thgt

&re redefined durin i
e Ede g€ the execution of the

A fo::mal argument that
associated with ap actun
variable, an array element,

Is & variable may be
1 argument that is g
or a&n expression,

A forma} argument that i
5 fo : S an arrg
oi c;;at;iaw1thlan actual argument thgt ?’s ;?]ag”ge:
Ghnenss 8T ly elemeant, The number ard size oi”
thanous n a formal argument may pe different
referencete <t:f the actual argument, byt g
limpaene tho he formal array must be within ti?
whits o ! ;3 Storage sequence ip the actug) arrg .
bounds is t;1oetrec?t—‘f-rteeciec::d a:s e::ment O iae thes{e‘
e€rror j i
FORTRAN program, the results gre unplrr:ed?ct:é?g 1

Intrinaic
Ho.
Type of

Function Defi
gLl efinition 3
—E1iniLion MgE kame Argqume
hame q nt f i
Trpe Conversion . i e
b - ONverEion 2 INT Raal ' *
to In - !
) teger 1FIX Reai nntcgger
int (al Integes
bee Mote }

06N 194
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Truncalt jon
Heat =51 Whole
Humuer

Kearernt integtr
Abscluty Yalue
Remaynder ing
Transier of Sign
FPoeitive

Dirffecence

Chooeing Largest
Valure

Choosing Saall
€5t Value

Square koot
Exponential
Hatuzal Logatithm
Common Logarithm
Sine

Cosine

Tangent

ArcEine
Arccosine

Arctangent

Byperbolic Sine

13-14

Conversion
to Real

See MNotg 2
Conversion
ko loreger
See ¥Hote 1

Conversion
to Character

int (a)
Sce Fote 1

int(a.5) ao=i
intla.5) a<0

int{a.5) a>=0
int{a.5) a-0

a
alintial/az)*al
See Note 1

al if a2»=0
al if a2<0

als2 if alral
Gif alc=a2

naxlal 82,0001

ririal,r2,...}

a**0.5
e*"a
loglal
loglbra}l
pinis)
cas (&)
tania)
arcsinial
arccoslal
arctanlal
arckan(al/al}

sinhia)

REAL
FLOAT

ICHAR

CHAR -

AIKT

ANINI

HINT

TARS

ADS

MOD
AMOD

151GN
S5IGN

JITTM
DIk

A% O
AHAK]

AMARD
Paxl

HIKO
AMIK]

ARING
ALIN]
SURT
EXF
ALOG
ALOGID
EIN

.
cos
TAN
ASIN
MCOS
ATAR
ATANZ

E1NH

integer
Integer

Characoer

Integer

Real

Real

Hea)

Im eger

Real

Integer
Keal

InLeger
Real

Integer
heal

InLeger
Real

Inteqer
Real

Integer
Heal

lateged
Feal
Real
Real
Reai
Real
Real
Real
Heal
Aeal
Real
Rea)
Eeal

Feal -

Real
Real

Integyer

LTharacter
Acal

Real
Integer
Integer

Real

integers
Real

Integer
Real

integer
Real

integer
Real

Eeal
Inteyer

Integer
Real

Real
integer
Real
Feal
Real
Real
Heal
Real
Real '
keal
Real
heal
Resl .

Real

1000201:13A
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Hyperbolic Cogipe thshial 1

Cosy Re
. L3 Real
T:fg;ﬂ:l:c tanhta) 1 TANH
Real
keal
Lexically Creat
er al >» a2
b Toers See Hope s 2 LGE Character Logical
Léxically
. al > az
Greater Than ! T
See morn 4 Character Logi
ogical
Lexically Less
al o= 32
Than ar Equai See bote § : L Chazacrer begical
Lexically
al < a2
Less Than : e
Sue Norn . Character Logj
Ogical
End of rFij A
ile End. Of_ Fijeral 1 EQF
See maile ¥ lnteger Logical
Table 13.1

Intrinsic Funetions

Table 13.1 Notes

1) For a of type real, if g >=

largest integer not
! _ Ereater t
int(a) is the most negative ihan o

8. IFIX(a) is the same as INT(a)

2) For a of ¢ i
ype integer, RE i
greatest possjbie precisic’m. éf‘%:)v;iie:;ofthe
_ rom

brocessof to pp
s REATe processor, FLOAT(a) js the same

3) ICHAR conve
integer valye,
lSh the ASCI)
Character, and is ip th

. € range @
any two ¢haracters, el and e%, (cltOL;I”.cl)F(')r
.LE, is

.TRUE, if i
ICHAR(ez) i and only if (ICHAR(e1) .LE,

4} :?E(fflggz) returns the value .TRUE if
I 8l follows a2 in thé 1
i A
Sequence, Otherwise jt returns .FAS].(.:SIh{ oot

al =
lating

1000201:134

0 then int(a) is the
if a <o then
nteger not Jess than

13
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LGT(al,a2) returns .TRUE. if al follows a2 in
the ASCII ecollating sequence, otherwise it
returns .FALSE..

" LLE(al,82) returns .TRUE. if al = a2 or if al

5)

6)
7

precedes a2 in the ASCII collating sequence,
otherwise it returns .FALSE..

LLT(al,a2) returns .TRUE. if al precedes a2 in
the ASCIl colating sequence, otherwise it
returns JFALSE..

The operands or LLGE, LGT, LLE, and LLT must
be of the same length.

EQF(a) returns the vealue .TRUE, if the unit
specified by its argument is at or past the end
of file record, otherwise it returns .FALSE..
The value of a must correspond to an open file,
or to zero {which indicates CONSOLE:).

All sngles sre expressed in radians.

All arguments in an intrinsic function reference
musi be of the same type.

1716 ’ 1000201:13A
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Compilation Units

This chapter describes the relationship between
FORTRAN and the Pascal segment mechanism, 1In
hormal use, the user peed not he aware of such
intricacies, However, if the ‘user desires to
interface FORTRAN with Pascal, to ecreate
overlays, or to take advantage of separsate
compilation or libraries, the details contained here

are helpful, This chapter consists of the following
sections;

Units, Segments, Partial Compilation,
and FORTRANM,

The $USES Compiler Directive,

Linking Pascal and FORTRAN,

The $EXT Compiler Directive,

The first section discusses the general form of g
FORTRAN Program in terms of the Operating
system objeet code structure. The next section
describes the $USES compiler directjve, This
directive provides access libraries op already
compiled procedures, and provides overlays ip
FORTRAN, fThe next section describes how one
links FORTRAN with Pascal, The final section
explains the $EXT compiler directive,

PARTIAL COMPILATION

If &« FORTRAN compilation contajng ne main
procedure, then it is output as if it were g Pasca]
unit compilation. The unit is given the name 'Y

followed by the name of its first procedure, For
example:

C ~=- No PROGRAM Btatement present
SUBROUTINE x

END

11002015144
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Compilation Unitr.

SUBROUTIRE Y
EHD
SUERDUTINE 2

ELD

i i TUX'.
qould be compiled inte a single unit bn'igltedcode is
(a e for later examples that the obj eI
(ASSUT to file 'X.CCDE') Al p{joeedur-e;in unit
Pra, ithin unit UX must be defined wit punit
i Wnlle:ss a $USES or a S$EXT S'tatensl,?'i]]ilarly
o uthem to reside in another 1'!n1t(.j . olrln othe;
:?grer:iures in unit UX cannot be ti?:llea $:J'SES i

i ther units con E
utm:faml:eﬂfss t'rll‘;ug, a typical main program that
StAa » : .
would cell X might be:

C -- This is the main pregram BIGGIE

SUSES UX IK X.CODE
FROGRAM BIGGIE
ChLL %
b |
SUBRQUTIKE W
QALL b
Ep
the
'ere not present,
SUSES statement wer . ;e
N Rt $I~IJJ compiler would expect_ su_broutmesewmre
Y oto ae r in the same compilation, ts:a?n:zt here
e Bg'ﬁegutine W. Assume that thetoo ]fhe e
?fter“s}i-;- compiletion is output
or
1BIGGIE.CODE".

aMn

1000201:14A
14-4

compiler to open the .CODE ¢
the unit ’unitname’,
information associated w
feasonabie FORTRAN eq
FORTRAN compilation

commands must appear before any FORTRAN
statements, specification

control lines,
present, the name 'filename?

- Process, If it ig not, the file “sysr
is used as g default,
has no effect on p,

Compilaticn Units

statement, For more

inforation op the $USES
Statement, see the sectio

' on the $USES statement,
THE $USES COMPILER DIRECTIVE

The $USES compiler dirzetjve provides

severel
distinet funetions to the user., It all

m FORTRAN.

The format of the $USES control stetement is:

$USES unitname [ IN filename 1] OVERLAY ]

where: 'upitname: Is the name of 8 unit.

filename! iIs & valid file name,

ts, the $ must appear
This compiler directive direets the
ile ’fi]enar,:e', locste

and process the INTERFACE
ith that unit, E€nerating g
uivalent declaration for the
in progress, All $USEs

or €xecutable, pyut the

er §
filename? is
is used ag the file to
EM.LIBRARY’
The optiong] field OVERLAY
Togram execution ang is ineluded

If the optiong) "IN

1000201:344
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Comyiletion Units

in version IV.0 only for compatibility with version
H.O.

WARNING: If a FORTRAN main program $USES a
Pascal unit, any giobel variables in the INTERFACE
part of that unit will not be accessible from
FORTRAN. See the next section, "Linking Pascal
and FORTRAN," in this chapter, for further
information.

Seperate Conpilatien

Separate compilation is accomplished by compiling
a set of subroutines and functions without any
main program. Each such compilation creates a
code fiie containing a single unit. Then, when
the main program is compiled, possibly along with
many subroutines or funetions, it $USES the
separately compiled units. The routines compiled
with the main program obtain the correct
definition of each externally compiled procedure
through the $USES directive.

In the simplest form, when no $USES statements
eppL=ar in any or the separate coripilations, the
user simply SUSES &ell scparately eompiled
FORTRAN units in the main program. flowever,
this limits the procedure cells in ecach of the
separately compiled units to procedures defined in
the same unit. I there are calls to procedures
in unit A from unit B, then unit B must contain
a SUSES A statement. The mein program must
then contein a $USES A statement as its first
$USES statement, followed by a $USES B
statement. This is necessary for the compiler to
get the unit numbers allocated consistently.

- 1000201:14A

Compiiution Units

In more complicated cases, the user g

that al references to brocedures eigeoure

_in outside unpits
_}:,S Sstetement ip

then unit C must fipst $USE i ’
: 5 unit A, Likew; i
units I and E both $USES unit F, they botr:sﬁ':’usl{

contain exactly the .same $US
: SE ]
to the $USES F statement, S stetements prior

LIIKING PASCAL AND FORTRAN

;)SEEHSJ tl;]r;itt.unitThe UF?RTRAN Program can then
_ . nrortunately, the exceeding
}Flclr}“otype strueture present in Pas’cal IS not ;Séls]grl]{
a?]d PR‘TRAN. Also, the J/0 sysiems of FORTRAN
possibf;c?i) a(;'e not compatible, Therefore, it jg not

_ O everything one might desj i
sectjonp does, however h ¢ "o wnai s
L doe elp the i
possible in Interfacing t,he two Iangﬁgggsdo what s

T .
tal;(e(:erg;e ;gg{e;?{lA;;'ec?unons that the user must
_ . O to work f '
ﬁgggr?ms. The FORTRAN 1/G pmcedu;?;gi UI;eastchal
thep or ithe allocation of file related Storgpe N
user should not force the deallocation _ofg l;e:;

memory vig ealls to MARK
a and
Other restrictions may &apply in spec'/or s DASE.

Since there are p
> é ascal types that )
FORTRAN €quivalent, the way FORTRAN Fo‘g;{s r.-;?

Pasca] paremeters j
: 5 somewhat limited,
i(;]es recogmze both reference and valuye o kAN
€n calling Paseal Subroutines. The following

parameters

1000201:144 ' "1
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table shows how FORTRAN views Pasea)
declarations:

Pasca) Declaration; FORTRAN's View:
Ignored.

Ignared.

lgnored. :
SUBROUTINE X{arg-list}
type FUNCTION Xilarg-list)

CORST anything ... 3

TYFE anythiag ... ;

VAR anythirg ... ;

FROCEDURE Xlarg-1imtly

FUNCTION Riarg-listl: type;:
Kote: type most be IMNTEGER,
LOGICAL, or REAL.

tUpe:
LELL LEAL
FOULLEAN LOGICAL
CIFR . LHARACTER 1
M F AN CHARMCTER®R 1 (&« n (= 127
any ¢ther identifiers INTEGER
arg-list:
(VAR I,Jd: typel (1.2
type I,J
{1,J3 type! **Y There 3¢ no propes
FORTRAK equivalent Lo value

paranmeter s, but the FORTRAN
comiller does generate the
correct Calling evquence for
Pascal fputines with value
plramelers.

Exewples of using Paecal
from FORTRAN:

ALFAS=>CIARACTERS
ALFALID=>CEARMCTER® 20

Likewise, when the INTERFACE information for e

FORTRAN program is output, it must be mepped
onto Poscal declarations. The following table gives

the corresponding deciarations:

PORTRAN Declaration; Fascal's View;
FROCELURE Xlarg-list);

SUBRCUTINE X(ary-list)
FUKCTTON X{arg-iistl: type;

type FUNCTION X{arg-lisk)

type:

INTEGER INTEGER

REAL REAL

LOGICAL BOOLEAN

CHARMCTER"D CHAR no=1
PACKED ARRAY of CHAR

2 €= p (= 127

arg-list;
{I} (VAR I: typel

type I

14-8 1000201:14A

Compilation Units

NOTE:
FO}'{l'f}EANwSS?t a“Pizésct?]l compilation USES a

: , ¢ responsibilit
ggéizal brogram to make syre that apy negde(zlrtthe
qee argtions f'or the ALFAn types are pro esﬁe
I—‘ORIEI?R}\N 'ghls‘tcannot consistently bhe dong bij

RTE 8 It would Jead to dupli
;ieflmt_lons should a yser use two I~‘Ou}£{)’lf§?kt§ ly‘pe
a?lo?}?éih eapl; decleres the sape type Theruemti:

point that must pe mede .f

H A . ‘ O
Esgfgartn_s thai call FORTRAN subroulinesf PL?thal
acm&jl;tme has a REAL parameter that jg if}
sca-lar iﬁsf;a;rr?‘y, the: Pescal Program must pass g

: e8d ol ¢n rrrey,  This should &

IE‘)iertt)lem. Since the Pasea] program cah r;o:ltstha
51 element of the array, and a]) FOR¥RA;§
ggrif%neters are reference Darameters th
bo RAN subrout_ine has access tg the ,whole
Pas?;;i The user 1Is cautioned tq remember tba(t3
o stores its arrays in row-major order hﬁ
TRAN stores them in column*major order, e

W : \

thhem;n‘taerlljl?cléqs{'{tzﬁ Program $USES g pagey Lnit
ection varjasbles j : !

are not sccessible from FORTe}iA]Ii‘] that Pascal unit

Here are two examples which j
' * ] > Xen b illustrg i
g:;;;fClI}i 1tsheach0r{iplshed between F(l)l}btt’I{;"{j%eN }zfig
. Irst examp] o it i '
: Ple, a Paseal upijt se
eﬁpfoyFegRT;.f}hAN host.  The ALFAn constr}Se?J}g
interface.s [_en the FORTRAN compiler parges tt
type aee) eclion of the Pascagl unit, jt ignores ”:e
ICoRe aration wh'ere ALFA25 jg defineq, H‘hﬂ’e
Poced € APROC is parsed, however, FORTRA‘}?
paekgd Zes that parameter A is g 95 elem
pac Fogr';:ay of characters, This correspond etnt
e EC RAN declarstion CHARACTER* D o
SHown in the host FORTRAN pProgram bejow 2 as

1000201:147
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PLSCAL LNJT

vnikt pascal;
interface
type alfa25b-packed arrayll..?5) of char;
piccedure aproci{var asalfa25s);
implementatjon
procedure apiocivar a:alfa2s);
begin
end;
end.

FORTRAN ROST FROGRAM

$#uscL pascal in pascal.code
subrovtine friran
rharacter ™25 array
~all zproc farrayh

In the next example, 8 Pascal program uses a
FORTRAN unit. A host Pescal program which
defines any ALFAn's must do so in & unit. In this
example, the unit is called ALFAS, Upit ALFAS is
required because the Pascal program must use the
FORTRAN unit (with a USES stetement) before any
Pascel types can be declared, The unit can define
the necessary ALFAn types before the Pascal
compiler parses the FORTRAN interface text.

One thing that you mav notice is thai there isn't
any ALFAZ25 type in the FORTRAN interface text.
(There is only the standard FORTRAN
CHARACTER®*25 statement.) This may lcad you to
wonder why sueh & type haes to be declared in
order for the Pascal compiler to parse that
interface text. You should note that the Pascal
compiler doesn't actually " parse the original
FORTRAN text, Instead, the FORTRAN compiler
creates a Pascel interface section whenever &
FORTRAN unit is compiled. This Pascel-translated
interface section is what the Pascal compiler sees
and it contains an ALFA25 type,

14-10 . 1G600203:14A
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_ _ second to lagst Jj
Indexed array is passed, Since the lglaes);:aallf

translated FORTRAN interfaece section conteing

;elicstt u;l;i;thﬁakes thi§ barameter type ALFA95 you
Paceine RITE with [1] rather then simpl,y A
2 loads the starting address of the arrg )

A onto the stack whj 5
weoum® broperly. nleh enables FORTRAN to

FOPTRAN unIT

Subiout ine funjy
Icturn
end

Subiout ine fwrile (a)

chatactei "2y 5

dimension ailsg

do 16 i=],15%
WEited{®, ' (n) '} afiy

10 Cont inue
Telurn
2nd

PALCAL HUST PROCRAR
Fiogram Pascal?;

NLt alias;
interface

type alfa2s « acked
implementac s F Arcayil,.25) of char;
end;

USeE alfas,

[E17) rox.lanz‘codef vlunyt;

i.):jn:eger;
didriayll. , 15] gof aitazs;

begin

e

nd

far 3ix1 4o 15 do
for jt=] 1o 25 do

afj,ilx-chrlliordi'n‘lls
fu:zte(a(l!l;

16002071:144
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THE $EXT COMPILER DIRECTIVE

The $EXT compiler directive is used when one
desires to call assembly language routines, or
routines in $SEPARATE FORTRAN or Pascal units,
from & FORTRAN 77 routine. The form of the
$EXT directive is:

i St BRUUTIKE 1
SEXT | I jrocname Aparany
11 type ) FLUNCTIOF }

Cwhere:  toypet ig eithey INTEGER, 1OGICAL, or REML,

'procnene! LE LNe nane of tid wubtout ine ar functien, and

"tparars’ 15 an anteger rgqual to the nunbier of
Fovaneters Lhat thir procode:o [CgulIus,

This direciive must appear before any FORTRAN
statements, either specification or executable, but
may follow comment lines or other $ compiler
directives. All parametlers are passed by reference
(called VAR parameters if Puscal) to procedures
defined by the $EXT directive. It is up to the
user to follow this convention, es the linker does
not enforce {t. The linker does, however, check
the number of parameters,

14-17 : 1000201:144
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APPENDIX A
ANSI FORTRAN DIFFERENCES

This appendix is directed to the reader who s
familiar with the ANg] Standard FORTRAN 77
Subset language as defined in ANSI X3.9-1978. |t
concisely  describes  how SofTech Microsystems
FORTRAN 77 differs from the siéndard language,
The differences fall into three general categories:

Unsupported Features
Full-Lenguage Features
Extensions to Standard

Unsupported Features

There are two significant places where SofTech
Microsystems FORTRAN 77 does not comply with
the standard. One is that procedures cannct be
passed as parameters and the other is that
INTEGER and RLAL data types do not occupy the
same amount of storage. Both difier2nces gre due
to limitations of the p-machine architecture,

Parametric procedures Bre  not supported sinply
pecause there is no practical way to do so in the
P-miachize.  The insiruction set does not aliow the
loading of a procedure’s address cnto the staek,
and more significantly, does not provide for the
calling of a procedure whose address is o the
stack.

1000201:04 A -
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REAL variebles require 4 bytes of storage while
INTEGER and LOGICAL variables only require 2
bytes, This is due to the fact that the p-machine
supported operations on those {t{ypes are

implemented in those sizes,

Full-Language Fesatures

There are several features from the full language
that have been included in this implementation for
a ~eriety of reasons. Some were done at either
minimal or zero cost, such as sliowing arbitrary
expressions in subseript calculations, Otners were
included because it was felt that they would
significantly increase the utility of the
implementation, especially in an engineering or
laboretory epplication, An example is the
generalized 1/0 that allows easier control of
peripherals, In all cases, a program which is
written to comply with the subset restrictions will
compile and execute properly, since the full
language properiy includes the subset constructs. A
short description of full language features included

in the implementatiun follows,

Subseript Expressions - The subset doe:;; not allo'w
function cails or &cray element reierences 1n
subseript expressions, but the full languege and this

implementation do.

1000201:0AA
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Do  Variable Ex .
. pressions -~ The .

. u e full lan & Do
Microsyste guage does not. \
expresgisor?smsjnF%%TRﬁ[Et also  allows fyu) Si?g?é?
Simi : . ement limit :

arly, arbitrary integer expreSSJOnschepu;?ltc:onsé
Wwe

in impiied DO Jog ; !
WRITE statements, t5 @ssociated with REAp &nd

Unit
/O Number - SolTech Microsystems FORTRAN

allows an /0 ypj
: . t to be ifi .
expression, as does the fyI] ?EI?;:J{:E?S Py an nteger

Expressions ip /0 1i
! list - The s,

e . ibset d

fjﬁr?zilp.ns Lo appear in ap I/O list Ofvsh;m ellow

of a 15'51;11%’% d;)test allow expressions i’n ther?j’](s) lti?t?

il g dlenient, SofTec} .

FORTRAN allows expressions in theﬂ I/RCT)Ic;‘iOsSint?ms
ol &

WRITE statement i
. T providin
with an initia] Ie;”t j_:)arenthgesglat they do not begin

iﬂCident]y’ does n
ot
evaluate the leading +.ge!1erate an

Expression ip

| eomputed

Microsystems FORTRAN allows an e
X

the value of g o
omputed GOTO i .
full language rather than the Sdbsc?tnif;gﬂg vith the
ge.

1000201:04 4
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Generalized 1/O - SofTech Microsystems FORTRA..
allows both sequential and direct access files to be
either formatted or unformatted. The subsel
language restricts direct Aaccess files to be
unformatted and sequential files to be formatied,
SofTeeh Microsystems FORTRAN also contains an
augmented OPEN statement which takes additional
paremeters that are not ineluded in the subsetl.
There is also & furm of the CLOSE staiement,
which is not included at all in ihe subset. 1/0 is
described in more deten in Chapters 11 and 12,

Extensions to Stundard

The lanzuage implemented has several minor
extensicre to the full language standard, These are
briefly described below:

Compiler Directives - Compiler directives have been
added to allow the programmer 1o communicale
certain informstion to the Compiler. An additional
kind of line, called a Compiler directive line, has
been added. Tt is charucterized by & dollar sign '$'
appearing in column 1. A Compiler directive line
may appear any place that a comment line can
appzr, glthough certain directives are restricted to
appear in certain placer. A Compiler directive lfne
is used to convey certsin compile-lime information
to the System about the nature of the cmjr'ent
compilation. The set of directives is briefly listec

below:

$INCLUDE filename

- . 1000201:0AA
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Include textually the file

the source N .
. ested inelud ;
depth : Reludes are ip )
. Pprot)fmnestmg of _flve files, Thllgle[fnmwd to 2
gram may include verjous F:fiegx“mp_lel,
i with

Subproprams .
which gd » €ach of which include ; .
escribe  common 5 various files

a -
depth of nesting of three f];?;s) (whieh would be g

o
filename' at this point in

$USES ident

[ IN filengme ]
[ OVERLAY !

This is similar t
0 o USLS :

SUbI'oaijgSmp”er° The already eompile”:j ggp UCSD
.CODE fif]er Pt'lfsaa] procedures contained IERSN
LI - 1 en'amei or i t e
bECoi'{g\ETéhlinARYl Gif no, file namg jSlhe‘ {ile
This  di able from the currently com ']_plesem)’
trective must appear befor‘e Iilhlng code,
e

noncomment input i initi
Chapter 14, b line, For more details, S;ael
$XREF
Produce g
cross-refere; isti
each procedure compiled]ce listing at the end of

L ,.ll . r ™
$LXT SUBROUTINE name # parms

or
$EXT [type ] FUNCTION name #params

The ¢ i
subroutine or funetion named

&n : Vot e
_ &ssembly language routine or hame! is ejther

$SEP i it} \ - l
S ﬁ:l;:\t'li‘ge U]I;I]t (either FORTRAN ros:me; cal)
pirammeetd 45 exactly '#params® refei?;uaél.

1000201:0:4 A A-¥
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zdit Control - The edil_ cgn}rol character
?\?c}{cﬂﬁsr‘beﬂdused in formats to 1nl?1b1t' this(:wc{;;gié
advancen -nt tc the next record which is :::i cloned
with the completion of a .READ_ or a Whhk
t This is particularly uselu ]
statemfinn. to an interactive device, such as
%rglr\ln‘%pOLIg:, so that a response can be on the same

line as the prompt.

] i insi tion = An intrinsic
i of File Intrinsic Func_ _
Hr?ction EOF, has been provided. t’[‘hedfng;;?lg
seeerts ,a unit speeifier as an _argumen anh e
u ‘(;gical value which indicastes wnether

specified unit is ac its end of file,

: ' source
- r and lowercase
rercase  Input Uppe e
j'[lm;(t' is allowed. In most contexts, lolwer';::;m
lcl?ﬁaracters are treated as indlstmg]ljlshab z oren
) ' owerc
i ris. ’
L u rease  counterpa o
;?gerll;ficagfe in character constants and Holler

fields.

1000201:0AA
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SAMPLE PROGRAM

This program demonstrates how

some of the
FORTRAN subroutines and files are y

sed,

There are three FORTRAN subrontipes und one
Pascal procedure called from the FORTFRAN host
pProgram.  The Pascal procedure INIT Gisplays the
description and instructions of the program. Given
the radius, the FORTRAN subroutines comprte the
areg, surface area, and volume of & circle.

This program opens a sequentiel, formatted file that
is saved after program termination, Input to the
program is via the console, which is opened by

default. Both exponential ang floating point
outputs ere represented,

fuses PASCIMNIT in FASCIRIT.code
Frograr DEMD

intege, COUNT

open{l,FlLE='Circle.dala',bTATlFr'new'

fFORM="[urmatregr,
open(G.FILE"printe(:'}

Prirt program INCLIUCY jrns via a Fa=cal unge
call INIT

P™ = 3.14159
COUNT = )

50 ‘continue

write(®, " (A'Radius for carele!
Write(®, ' {I3COUNT
write(®, "{Aa', 1

c Input radius ith blanks being 1gnored

read{*, " {BN,F{.G) ") R
if (R .eq. 0,00 goto 10D

1000201:04 A
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100

1i%

120

in

Compute the Area, Surface Area, and Volupe
call ACOMP(P],R,AREA)

call SCGHMPI(FI,R,SAREA}

call VCOHWF(PI,R,VOLUKE}

wiateil, 200 COUNT,R,ARER,SAREAR, VOLUME
COURT = COUNT + 1
goto 50

1 t
S5et end of file marker and start at the firs
record of the file.
endfile 1
rewing 1

writel&, (/) "}
write(b,220)

Prirt the data using exponcentiel notation
10 I=1,COUNT ] ) ]
doriad(l,?ﬂﬂ,end=llal l,R,ARLA,SAnLﬁ,vD_JHE

writelé,200) 1,R,AREA,LARER, VOLUKE
continue

Go 1o the beginning of the file
cewind 1

. . ion
Frint the data using floating point hotatio

writei6, ' (/7))
writelf,220)

do 115 I=1,COUNT ]
ooread(},260.2n6=120) 1,R,ARER,SAREA , VOLUME

writelb,230} I.R,AREA,SARER, ¥OlUME
continue

cliosell, STATUS<"kecp')
I S LA *SURFACE ARER',
:z:iZ:EE CIaCLE" 6K, "RAJIUS" 10X, *AREA' BX,"5U

T&,"VOLUKE' /)
forrab {55, 4F16.5)

end

rubrout:pe ACOMPIFL,RAD, AREAL
ARE: = F1* RAD*®2

return .
en

subrouwtine SCOMP(FP1,PARD, SARER)

SAREA = 4 * PI * (RAD*'2}
return
end

subrcutine VCOMF(P1,RAD,VOLUME}

VOLUME = {4 * PI * (RAD**3})/2
return
end

- 1000231:0AA
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The following is the Pasca]

unit  used by the
preceding program:

Unt PASCINIY;

interface
PrGcedure INTY;

IMElementat ) on

Poncedure INJT,
Yar J: Integer;

beyin
gotaxy 15,07

Wrale In ' Thy. Progran Yenlutes phip arca, surf ce arca, "),
Tetoxy 1S, 0g),;

wittelnt'and volume
gotosyils, 09y ;
writeln{'epd the input, ENLH;
qotoxy{15,10};
WINECIn{'wil} he re,
GOULGEY (1S, 22,

0f o ¢ircle given the fadius. To*);

4 fot the fadiys, Cutput '}

Presented in pwg ways: '),

wWritelpi!® 2) Esponcntial'l;
Yotoxy (15,13,
writelnt!' b} Floating Foint '},
QOTONy (0,14 ;

end;

end,

This appears on

the screen when the program
run:

is

This progran CURPIUL eyt “I€a, zurface area,
and volume of ; Circle guuen the radiug, To
tpd the inpye, tiler 0 fof ppe radiug, Outpute
will be Fefiesented 3n Iwe waye;

al Lxponentja)

b Floating Foint

Radius for circle
Radiug fgr Clrcle
Radiug foy circle
kadiue for Circle
Radius for circle
Radjus foy circle
Radiug fgp circle

et A I VI
LBl L I
oo

I

1000201:04 A
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The FORTRAN program prints the following:

CIRCLE

LTI AR R

CIFCLE

L P

A-172

RADIUS

AODBOE+ D)
L100Q0E+D2
- 20000E1 D2
< AG00RE+T]
-60000E+0)
-SGD00E+GY

RABIUS

<.00000
Q.Gopoo
a.wbopo
2. L000y
&.0bo0DD
B.L6000y

AREA

L50265E+02
LIYEIBE4OS
LI2566L404
LY256BE+02
LIYVIGE+QD

20)06E+03

AREA

EY ) B 1]
11406000
125660000
1e.56600
J13.io000
2CY.06000

SURFACE AREAM

S 20106E+03
LI2%56E404

L50265E+404

LS0285E402
LAS2319E+03
- BO425E+02

SURFACE ARER

205.06000
1256 . 60000
SU2E.50600

50.76500

452.359000

$04.25000

YOLUME

.2680EE+0)
L41BEbE+DY
L3A510F 0%
L33510EDE
L9047EEYD)
L2144TE4DE

VOLUME

268.0800G
41 BE. 50000
33510.00000
33.51000
S04.78000
214470000

1000201:0AA

APPENDIX C
FORTRAN ERROR MESSAGES

Compile-Time Error Messapes

1 Fatal error reading source block

2 Nonnumerie charscters in label field

3 Too many continuation lines

9 Fatal end of file encountered

5 Labeled continuation line

6 Missing field on $ compiler direetive line

’ compiles Sraetive g, 11 Specified on 3
8 Unrecognizable § compiler directive

9 Input source file not valid textfile format
10 g’lxacxégggré depth of include file nesting
11 Integer constart o erflow

12 Error in real constant

13 Too many digits in constant

14 Identifier too long

IOGUZDI:UA;& Ay
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15

16
17
18
18
20

21

22
23

24

30

31

A-14

Character constant extends to end of
line

Character constant zero length
[ilegal character in input
Integer constant expected
Label expected

Error in label

Ty name expected (INTEGFR, REAL,
LOGICAL, or CHARACTER[{*n])

Integer constant expected

Extra characters at end of statement
(" expected

Letter IMPLICIT'ed more than once
) expectled

Letter expected

Identifier expzcted

Dimension{s) required in DIMENSION
statement

Array dimensioned more than once

Maximum of 3 dimensions iIn an array

1000201:0AA

32

33

34

35

36

37

38

39

40

41

42

43

44

45

Appendix C

Incompatible arguments to EQUIVALENCE

Variable appears more than once in a
type specification statement

This identifier has already been declared

This intrinsic function carnot be passed
a3 an argument

Identifier must be a variable

Identifier must be g rariable o  the
current FUNCTION

/' expected
Named COMMON block already saved

Varigble already appears in g COMMON
block

Varigbles in  two different COl
AT
blocks cannot be equivalencad HON

Number of subscripts in EQUIVALENCE

statement Goes not agree wi :
with
declarat.on variuable

EQUIVALENCE subseript out of range

Two distinet  cells EQUIVALENCE'¢ to
the same loeation in a COMMON block

EQUIVALENCE statement exte
i nds
COMMON block in the negative directiona

1000201:04 4 <
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46

47

48

49

50

51

52

53

54
55
56
a7
58

59

EQUIVALENCE statement forces g
variable to two distinet locations, not in
a COMMON block

Statement number expecied

Mixed CHARACTER and numeric items
not sallowerd in same COMMON block

CHARACTER items cannot be
EQUIVALENCE'd with non-character
items

Illegal symbol in expression

Can't use SUBROUTINE name in an
expression

Type of argument must be INTEGER or
REAL

Tyre of eargument must be INTEGER,
REAL, or CHARACTER

Types of comparisons must be compatible
Type of expression must be LOGICAL
Too many subscripts

Too few subscripts

Variable expected

'=' expected

1000201:0AA

Appendix C

60 Size of EQUIVALE )
: :NCE'd CHA
Items must be the same HACTER
61 llegal assignment - types do not match
62 Can only call SUBROUTINES
63 Dumm
Y puarameters canuor }
| COMMON statenients sopear m
64 Dumm
Yy —parameters cannot g i
EQUIVALENCE slatements prearin
65 Assumed-size arra i i
y deciarations ean
be used for dummy arrays ony
66 Adjustable-size array  declarations cap
only be used for dummy arrays _
67 Assumed-size arra i 1
¥ dimension ifi
must be last dimension specitier
68 Adjustable  bound must  be eithep
parameter or in COMMON ior
et ON prior to
69 Adjus
Justable bound i i
v must be simple Integer
70 Cannot have more than 1 main program
71 The size of & named
. COMMON
the same in al procedures st be
72 Dumm
¥ arguments canpot i
DATA statements fppear in
1000201:0AA ¢y
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100

101
102
103
104

105

111
112
113
114
115
116

117

A-20

Statement out of order

Wnrecognizable statement

lllegal jump inte block

Label already used for FORMAT

Label already defined

Jump to format label

DO siatement forbidden in this context
DO label must follow DO statement
ENDIF forbidden in this context

No matching IF for this ENDIF
Improperly nested DO block in IF bloek
ELSEIF forbidden in this context

No matehing IF for ELSEIF
Improperly.nested DO or ELSE block
' expected

) expected

THEN expected

Logical expression expected

10060201:0AA

Appendix C

11 : '
8 ELSE statement forbidden in this context
119 No matehing IF for ELSE
120 Uncondition forbia i
conond al GOoTO forbidden in this
1 .
21 Assigned GOTO forbjdden in this context
122 Bloek 1IF i i
ek statement forbidden in this
123 Logical IF i '
c;;%:ext statement forbiddern 1y this
124 Arithmetje i i
Arihn IF statement forbidden in this
125 ,' expeeted
126 Expression of wrong type
127 RETURN forbidden in this context
128 STOP forbidden in this context
129 END forbidden in this context
131 Label referenced but not defined
132 DO or IF bloek not terminated
133 FORMAT sta
tem i i
B ent not permitted 1n this
134 FORMAT labe) already referenced
1000201:04 A
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135
136
137
138
1389

140

141

142

143

144

145

146

147

148

[ R

FORMAT must be labeled
Identifier expected

Integer veriable expected
'TO' expected

Integer expression expected

Assigned GOTO but no  ASSIGN
statementis

Unrecognizable character constant as
option

Character constant expected as option

Integer expression expected for unit
designation

STATUS option expected after ',' in
CLOSE ststement

Character expression as filename in
OPEN

FILE= option rmust be present in QOPEN
stalement

RECL= option specified iwice in OPEN
iatement

Integer expression expected for RECL=
option in OPEN statement

TN00207:0A 4

149

150

151

152

153

154

156

157

158

159

160

161

162

1000201:04 A

Apnendix C

Unrecognizable option in OPEN statement

Direct access files must s ecif :CL=
in OPEN statement b yoRECLE

Adjustable arréys not allowed :
elements owed as I/0 list

End of state‘ment encouniered in implied
DO, expressions beginning with ' not
allowed as I/O list elements

Beglsb!e required as ccntpg! for irapiied

Expressions not allowed as regd;
list elements cading /0

REC= option appears twice in statement
REC= expects integer €xpression

END= option on} allowed j 3
statement Y " " READ

END= option appears twice in Statement
Unrecognizable 1/0 unit
Unrecognizable format in 1/0 statement

Options expected after v
statement L ' oo

Unrecognizable 1/0 1jst element

A-23
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163

164

165

166

167

168

200
201

202

203

205

206

207

A-24

Label used as format but not defined in
formal statement

Integer variable used as assigned format
but no ASSIGN statements

Label of an executsble statement used as
a8 format

Integer variable expected for assigned
format

Label defined more than once as format
Function with no parameters needs null
parameter list ( } even when there are
no arguments

Error in reading $USES file

Syntax error in $USES file

SUBROUTINE/FUNCTION name in $USES
file has already been declared

FUNCTIONS cannot return values of type
CHARACTER

Unable to open $USES file
Too many $USES statements

No .TEXT info for this unit in $USES
file

Ilegal segment kind in $USES f{ile

FAARODT-1A A

Appendix (

208 i
There is no Such unit in thig $USES file
20 . r
9 Missing UNIT name in $USES statement
210 Extrg
charact
dnora ¢ ers at end of $USES
211 Intrinsie units cannot be overlayeg
212 Syntax error in $EXT directive
2
13 A SURROUTINE cannot bave a type
214 ' ’
S_UB]{QUPINE/FUNC']']ON hame in $Ex
irecttve has already been defined .
400 Code file write error
401 Too many entries ip JTAB
402 Too ma
ny SUBRQO
e UTINES/FUNCTIONS in
403 Proced
aure  {oo .
orase large (code buffer too
404 Insuffici
tent  room ]
yeton o0t for scrateh  fils on
405 Read error on scrateh file
o .
160020704 4 A-zt
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Run-Time Error Messages

600

601

602

603

604

505

606

607

608

608

610

611

812

613

614

.‘A-ZG

Format missing final '

Sign not expeected in input

Sign not followed by digit in input
Digit expected in input

Missing N or Z after B in format
Unexpected character in format

Zero repetition factor in format not
ellowed

Integer expected for w field in format

Positive integer required for w field in
format

) expected in format
Integer expected for d field in fori .
Integer expected for e ficid in format

Posilive integer required for e field in
format

Positive integer required for w field in A

format

Hollerith field in format must not appear
for reading

615

616

617

618

519

620

621

622
623
624

625

626

627

628

Appendix C

Hollerith field in format requires
repetition factor

X field in format requires repetition
factor

P field in format requires repetition
facler

Inteper appears before "' or ' ip
format

Integer exprcted after ' or °*-' in
format

P format expected afler signed repetition
factor in format

Maximum nesting level for formats
exceeded

)" has repetition factor in format
integer followed by "' il'egal in format
tr

.1 1s illegel format control character

Characte. constant must not appear in
format for reading

Character constant in format must hot be
repeated

'/* in format must not be repeated

"\' in format must not be repeated

18000/1-0 4 4
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628
630
631

632
633
634

635

636
637
639
640
641

642
643

644

A-2¢

BN or RZ format control must not be
repeated

Attempt to perform 1/0 on unknown unit

. number

Formatted I/0 attempted on file opened
as unformatted

Format faiis to begin with '’
I format expested for integer read
F or E for.nat expected for real read

Two ') characters in formatted real
read’

Digit expected in formatted real read

L format expected for logical read

T or F expected in logical read
A format expected for character read
I ferimat expected for integer write

w fie.d in F tformat not greater thar d
field + 1

Scale faetor out of range of d field in E
format

E or F format expected for real write

1000201:044A

645
646

647

648

649

650

651

652

653

654

655

656

657

658

Appendix

L formatl expected for logical write
A format expected for character weite

Attenpt to do unformatted I/O0 1o & ur
opened as formatted

Unabie to write biocked output, possib
NG room oun device for file

Unable to read blockeg input

Error in formatted textfile, no <er> j
last 512 bytes

Integer overflow on input

Too many bytes read out of direct acces
unit reecord

Incorrect number of bytes read from ;
direct access unit record

Attempt to open direct access upit
unblocked device .

Attempt te do external /O cn g i
beyond end of file recorg uit

Attempt to position g unit for direct
access on a nonpositjve record number

Attempt to do direct access to g unit
opened as sequential

Attempt to position direet access unit on
unblocked device

A-29
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659

660

661

662

663

664

665

666

667

827

648

699

1000+

£-30

Attempt to position direct access unit
beyond end of file for reading

Attempt to backspace unit connected to
unblocked device

Attempt to backspace sequential,
unformetted unit

Argument to ASIN or ACOS out of
bounds (ABS(X) .3T. 1.0)

Argument to SIN or COS too large
(ABS(X} .GT. 1LE6)

Attempt to do unformatted /O to
internal unit

Attempt to put more than one record
into internal unit

Attempt to write more characters to
internai unit than its length

ECF called on unknown unit

Integer varieble not currently assigned a

~ format lsbel

End of file encountered on read with no
END= option

Integer variable not ASSIGNed a label
used in assigned goto

Compiler debug error messages - should
never appesr in correet programs

1000201:04 A
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