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INTROBUCTION

The Computer One Meniior is an invaluable tool for anyone developing
software {or the QL. It has been designed to 1zke full advantage of the QDOS
operating system, aid can handle several jobs at once.

[t has a Jarge and powerlul set of instructions, mast of which can be invoked
with only ane or two key depressions. Users can Jdump and disassembie
memory, trace programs, and control jobs. Memory can be modified. moved
and searched. When tracing you can set breakpoints and wateh for particular
cvents. ‘There is also an extensive sct of channel management commands to

_allsw user definition of screen layout, and output to any QL device, for

example, a printer or file. The sophisticated user will be able to take advantage
of the Monitor’s ability to clone itsc!f to monitor several jobs at once.

This user guide assumes that the user has a knowledge of 68000 assembly
language, a basic knowledge of QDOS, the QL operating system. iacluding the
use of TRAPs to make systcim calls 2id the concept of QDOS jobs.

USING THIS GUIDE

This scction contains a brief overview of cach chapter.

CHAFTER | describes how to backup the monitor cartridge, gives a gencral
overview of the monitor and explains how Lo start the monitor.

CHAPTLER 2 describes how to use the menitor, explaining the syntax of
monitor commands by working through a short debugging session using one of
the example pragrams on the system microdrive cartridge.

CHAPTER 3 describes cach command in detail, giving examples of the usc of
cach command.

CHAPTIER 4 contains a summary of the commands, giving the full syatax of
vich command.



CHAPTER ONE
GETTING STARTED

1.1 BACKING UP

The supplied microdrive castridge should be backed up immediately on receipt.
This cartridge should be treated as a Master copy. 1t is recommended that you
make two backup copies using the Master cartridge only as aa cmergency
backup and not to run the software. Backing up may be done by running the
supplicd "CLONL' prograin as foilows:

I. Place the Master copy in microdrive 2 (the right hand side drve).
2. Place a blank cartridge in microdrive 1.
3. Enter the following command:

LRUN mdv2_clone <ENTER>

4. The QL will respond with various instructions to name the now cartridge and
iniliate the copying, MAKE SURE THE MASTER 15 IN DRIVE 2.

3. The “cioned” system may be used as soon as the microdrives have stopped
running.

Repeat the procedure with another cartridge, and store the master and one of
the copics in a safe place. Use the semaining copy as your working iaster —
only usc the others in an emergency. Please note that you may only copy the
software for your own use.

1.2 OVERVIEW

The Monitor is designed 10 give you an understandable view of the machine’s
current state. [t does 50 mostly by giving you dumps of memory in various forms
(dump fur data, disassembly for programs}, plus a copy of the maching’s internal
registers, i.e. the data registers DO to D7, address registers AO (o A7, the
program counter PC, system stack pointer SS, and status register SR.

The data/program/register displays are kept in separate windows for clarity,
and the form of cach can be altered to suit your own taste. To keep things
simple, a small region i the machine is considered as the “main”™ area under
concern, and its addresses are simpler to specify and normally appear as
“program counter” relative,

tn actual fact, since the program counter tends to change during tracing ete.,
another pseudo-register is used to keep the bottom addiess relative to which
common addresses ase taken — it is called BP (base pointer). The top of the
area is beld in a pscudo-repister called TP (top pointer). In addition there are 8
other pscudo registers called RO to R7 which you may use for your own
purposes, they are useful for storing temporary results, especially addresses, for
subsequent use.

Under normal circumstances you will probably be interested in debugging a
single program, and it is this which will be held between BP and TP. The
program will need some stack-space, and also has to be loaded into the machine
into a “safe” area of memory. Tius is where the cuncept of a “job™ is useful. The
operating system on the QL (QDOS), can allocate arcus of memory which will
not conflict with other programs or data. Scctions of such- memory are often - - -
referred to as jobs, and can be referenced via a special number or “job_id™, The
Monitor’s load command is responsible for asking QDOS 1o allocate an arca of

" memory, as a job, for your program (or data). Once loaded BP, TP, A7 (the

stack pointer), PC cte. are set to sensible valucs to allow you to start analysing
your program and the memory which it affccts.

The monitor can run several jobs simultancously. Only the “current” monitor
job would normally be traced, but any other job loaded and started from the
maonitor will be suspended by the monitor whenever a breakpoint or program
error in that job oceurs. The monitor can then be used to examine the job,
including the registers which are set to their values when the error occurred.

1.3 LOADING AND RUNNING

In this and all subsequent sections it will be assumed that the program is in
microdrive 1. [t could equally well be stored on any device, ¢.g. floppy disks,
and may be referred to as, say, fipl_clmon, in such cases,

The Monitor runs as a QDOS job and is initiated by the supesrBASIC command:

exec mdvi_cimon <ENTER>



When the monitor has been loaded a number of windows appear on the screcn
and you may have to press CTRI.-C before you start entering monitor
commands. To re-enter superBASIC or other jobs which have an active
prompting cursor, press CTRL-C again. The monitor can take its input from any
channel; usually this will be from the keyboard, but you may wish 1o cxccule a
patticular set of commands cvery tme you start the monitor, When the monitor
has just been EXECed, you can use the down arrow or up arrow keys to open
the tiles ‘mdv1_boot_mon’ (down arrow) or *fipl_boot_mon’ (up arrow) and
the monitor will take its initial commands (rom onc of these files, See section 3.6
for more information on channel management.

A typical session might start and cnd as follows:

exec mdvi_c¢imon (start Monitor)
{(CTRL-C) (if necessary 1o switch
from BASIC to Manitor)
Lload mdvZ_myprog {get program to be debupped
into memory)
dis (disussemble from start)
: (ete)
(dcbugging your program here)
kill 20003 (get rid of job (if neeessary))
quit (exit Monitor)

When you EXEC the monitor. there is no current job to be monitored, so the
monitor is st to look at SuperBASIC.

Remember when using the monitor that vou are working with the machine at a
very low fevel and that it can be easy to crash the QL unless you are very
careful, particularly when poking values into memory, or moving blocks of
memory in the machine.

CHAPTER TWO
USING THE MONITOR

This chapter describes how to start using the Computer One monitor, giving a
description of the general formai of commands, the types of parameters
accepted by commands and some cxamples of the use of the more common
commands.

2.1 COMMAND FORMAT

The gencral format of a command is:
Command [#channel[,]] [¢parameters)§ [{;] flags]

where “| |” is used to denote optionai jitems, Some of the commands will
demand that their parameters are written explicitly, but most use a “default” to
save you having to eater them. All commands can be abbreviated. To ebtain a
list of the commands available type: '

help (ENTER) (or simply h (ENTER))

in response to the C1MON> prompt. (Al command lines need ENTER at the
end, and this will be omitted from now on.) More than one command can be
entered on a line by using a colon as a command separator,

If two commands start with similas sets of letters then the first command in this
list will be chosen. (For clarity commands are always written in full in this
manuat.)



2.2 CHANNELS

When (he monitor is loaded a scrcen appears in the {cllowing format:

Dis

0
2 Dump

1

Regs _____ linput

The screen has five channels open, numbered 0 to 4. Channed 1 1s the input
channel and it is in this window that the monitor command prompt appears. Ali
commands have a default channel which is used if no channcl is specificd. Most
commands use channel 0 as their default. The concept of channcls is very similar
to that in SuperBASIC and new channels can be opened to allow disassembly,
memory dumping ete. to other devices, such as priaters or microdrive files,
More detailed inforination on channel management is given in chapter 3, scction
3.6.

2.3 PARAMETERS

Maost of the commands have some paramecters following the channel number.
These parameters, depending on the command, can be colours (for channel
management), line counts, values, addresses, ranges of addresses, or job or
channel ids.

Cuolours
A colour is specified as in SuperBASIC and can include values to produce

stipples. It is easier to specifiy stipples using binary or octal valucs.

Line counts )
A line specifier is a decimal integer which specifics the number of lines to be

output to the scicen in a dump or disassembly command.

Job and channel ids .

A jub-id is a 32-bit value, which identifies a monitor job, for example 20003, A
channel id has a similar format and identifies a channel. Note that if the id starts
with a hex letter it must be preceded by a zero (or $).

2.3.1. Value Specifications

Values can be specificaed as numbers (any base) or combinations of numbers
using the operatiors +, —, *, /, 1, &, <, >, “and %. A value can also be an
ASCII string, the conlents of an address or the value of an address. There is a
special null operator (.) which can be used to resolve ambiguities. See section
233,

The syntax for a valuc can be formally specified as follows (a vertical bar
ndicates alternative sclection):

<value> = [$31<hex number> | B<decimal number> |
A<pctal number> | %<binary number> |
“<string>" | P<string>' | ~ <value> |
+<yalue> | =<value> | <value>+<value> |
<value>-<value> | <value>x<value> |
<value>/<value> | <value>! <yalue> |
<value>B<value>» | <value><<value> |
<value>><value> | <value>*<value> |
<base n>%4<n—ary number> | - = -~ - - =
?<address> | d<address>

The operators above which are not self-explanatory are

! (bt or) & (bit and) < (shift left)
> (shift right) ~ (not) A (mod)
% (allows the given value io be specified in the given base)

A number defaults to the hex value if it is not preceded by a S, &, % or * Hex
numbers must stari with a digitora S (i.c. put u 0 or a § in front of the number
if it starts with a letter). The precedence of operators is essentially left to right
{monadic operators have higher precedence than diadic), but can be altered by
surrounding values in square brackets. Note that if a string is used in an
arithmetic cxpression iis value is considered 1o be the long word made up of the
ASCI codes of the rightmost four characters of the string.

The operator ‘7" in front of an address returns the long word at the specified
address, The operator ‘&’ is used Lo convert an address type into a value type.

Example : Using indircct addressing

325(a0) - address found by addina $25 to contents of AQ.
This could be written 25 + A0, i.e. the value $25 added o the contents of AQ.
If all this scems a bit confusing the best way to find out about values is to ﬁsc the

eval command which displays the 32-bit hex form of a value. Below are some
examples, but we sugpest that you try more examples yourself using the monitor,



Examples:
cval 0+&20 = S00000023 (15 + 20 in hex)
eval §+{4*3] = S00000014
cval ‘a’ = 500000061
cval ‘deba’ = 564636261
eval §1—% 10 = 50000007f
cval 7BP = contents of base pointer
cval 1(a0) = address in ab as a value
cval 7ab = value in ab (same as above valuc)
eval § "6 = S00000062 (8 mod 6)
cval 44 = S00000024 (44 in base 8)

2.3.2 Address Specification

A lot of commands need an address as one or more of their parameters.
Normally addresses specified are taken relative to an internal register called BP.
However absolute addresses can be specificd by following ihe relevant address
with a £ sign. Registers can also be considered as addresses. Think of a0 as being
were the value of the register ad is held. In addition addresses like (20) 6{a2)
22(al,d2) or even 12(28064) may be given, with the usual assembly language
interpretation. (12(28064) means S12+iongword contents of 28004.)

The formal specification for an address is as folows (curly brackets followed by
* indicate that the part in brackels may be repeated zero or more times).

<address> = <yvatue> | <value>£f | register |
C<value>] ( <address>[.w | .11 {,<address>C.w | .12}* )

<register>= dC...d7? | aC...a7 | rO...r7 | pc | sr | bp 1 tp
The last part of the address specification may look rather imposing but is just a

furmai specification of the indireet addressing modes. Examples of allowable
indirect addresses are:

{a0)) — contents of register ad

{30000} — contents of location 35000

10{a0,d1.w) — 510 plus contents of al) + sign extended contents of di
(a0,d1,d2) — contents of a0 + contents of d1 + contents of d2

Where a command takes an address range this is specified as

<addr range> = <addressi> | <addressi>,<address2> | = |
<address1>\<value>

This means that an address range is as follows

i. a single address

2. all the addresses in the range caddress 1> to <address2>—1

3. if "="is specified thea the range used wilt be from the base of the current job
to the top of the current jab, i.e. (BP), (TP)

4. if a «value 1s specified then the command using the range will operate on
«value> addresses slarting at the given address.

Exampics:
& 100 the singic address 100(BP) |
0d0,0f0 addresses in the range Od((BP) to 0f0(BP)-1 )
d0\20 { all the data registers = 8 longwords |
al,al { samic as above, since address registers follow data

registers in job hcader )

The registers r0. .r7 are a set of regisicrs which can be used for any purpose. For
cxamplc you may wish to temporarily store all the data registers in the 1
registers.

Again the best way to find out about addresses is to practise using them. You
can wse the eval command with the & operator (o get uddresses and convert
them 10 value types.

Examples:
cval 4630 = $30 + contents of BP
eval 308 =530
eval £25(a6,d0.w} = $25 + contents of dO + sign extended contents of d0
cval €BP = address whese BP is held

2.3.3 Ambiguities in parameters

A large number of the monitor commands can take default values and this can
lcad to ambiguitics when specifying parameters of these commands with
operators which are both monadic and diadic. For example the command

poke 4 ~3

can be taken to mean ‘poke the address 4(bp) with the value -3” or *poke the
address i (bp) with the default value'. The monitor syntax checking would take
the sccond meaning. To resolve ambiguous cascs you can use the null operator
*." ta force the diadic operator to be taken as monadic, i.e. use

poke 4 =3

to foree the first meaning. There are very fow cases where ambiguitics are likely
1o arise, but this operator will allow you to foree the required meaning.



2.4 FLAGS

The flags control the precise action of certain commands, and are mostly
defauited. They can be set globally vsing the flags command, but can be
overridden by specifying the flag with a specific command. Each flag can be
preceded by ‘no’ to twn it off.

Flag
rel

pe

hex

asc
an
dn
m

dis
regs

trap
)

jsF
break
walch

job

Command(s)

dis, dump, reg, jobs

dis, dump, regs

dis, dump

dump
regs
rcgs
regs

trace

trace, job, load

irace

trace

trace, go

trace

cammands which
output addresses

Action

QOutput addresses in BP
relative format

Qutput addresses for lines
displayed. For reg displays
PC, status register and i3P

display hex code or
hex memory dump.

display ascii memory dump
display address registers
display data registers
display user registers

display disassembled code
while tracing

display register dump after
command

trace through traps

trace through jsc/bsr
subroutines

sct breakpoints before
¢xeculing instruction

set watchpoints before
exccuting instruction

displays address in form

xxxx+job, not xxxx(bp). Where
*job™ is base of current job, (Sce

section 3.1.1 for usc of flag)

10

Default
On
On

On

On
On
On
Oit

On

Off

On

Off

Examples:

dump 28000 ;nohex Memory dump in ASCII form only.

regs #3 ;rn nopc Display registers including user registers, no PC
or BP register,

trace ;notrap nojsr Trest exccution of traps and jsrs as single
instructions,

2.5 EXAMPLE PROGRAM

This section gives an informal iniroduction to the basic commands of the
monitor. Chapter three gives a detailed description of all the commands.

The system microdrive cartridge has two files — example_asm and
example_cde. We shall use the _cde hle as an example program. It increments
register d0 50004 times and then makes a call to one of the QDOS traps to get
the version of the operating ststem. The program has an error in i, which we
can fix while monitoring it.

In this example it is assumed that the ' monitor cartridge is in"microdrive one,
First start vp the monitor

EXEC mdvi_clmon
and press CTRL-C to get the flashing cursor in the monitor window with
CIMON> prompt. To load the program mlo the monitor use the load
command:

load mdv1_example_cde

When the monitor has loaded this file it wiil have set up a job for it, but rhe job
will not have started to exccute. If you now type in the command

jobs
with no parameters, information about the current jobs on the QL is displayed
in window 0. There should now be two jobs, assuming there were no other jobs
running when you started the monitor; the job with job-id 0 1s SuperBASIC, the
other job is the one you have just loaded.

To look at the first few disassembied instructions of the job we use the dis
command, which has the form:

dis [Hchannel[,]1laddress]l, Lines][C;]11flags]

11



‘I'he default disassembly address is the one after the last address examined, or
the start of the current yob, if it has not yet been disassembled, The default
number of lines to display, i.e. instructions to disassemble, is 8, since the
disassembly window is eight characters high. So we can now enter

dis or
dis 0,8

and the first eight instructions are disassembled in window 3. The display shows

the adldress, the hex code and the disassembled code for each instruction. The
output of the addresses and the hex code can be turncd off using the nope and
nohex flags. Remember that if you are trying to disassembie an arca that
contains data rather than code, the output will be meuningless. Areas of :iata
can be examined using the dump command. which has the same parameiers as
the ¢is command. Each line of duinped memory consists of eight bytes giving
the hex values, follawed by eighi bytes giving the equivalent ASCI characters.
Non-printable ASCII characters are displayed as dots, The nohex and noase
flags can be used to turn off part of the display, for example

dump 0,8 noasc
When you are using the dump, dis o7 trace commands you can use ihe down
arrow {o repeat the last command from the last used address. ‘Thus 1o

disassemble a large number of instructions from the stari of the program usc

dis 0,8

followed by sepeated presses of the down arrow. The up arrow key can be used
to disassemble the few instructions before the current one or to dump the picce

of memory just before the curreat address, With the trace command the up
arrow key will skip the next instruction, i.e. it will not be exccuted.

We can now start tracing our job using the trace command. This command has a

simliar format to dump and dis:
trace [#ichannetl,]i{addressC],ines]C{;1flags]

the default lincs for this command is one, allowing single stcp tracing casily.
Enter the command

trace or
trace 0,1

“The first instruction has now been executed and the disassemblced code of the

next one has been displayed. Note that a dump of the registers has automatically

been done. You can now use the down arrow to trace threugh single
instructions. The first few instructions of this program make up a loop which

exits when d1 rcaches 50000 and since we don't want to single step through this

12

we can sct a break point at the first instruction past the end of the loop. The go
command can then be used to execute until a break point or error conditions is
encountered. The first instruction past the loop is SOC(bp), so sct a break point
at this address:

break Oc
If you now type

breaks
all current break points are displayed in window Q. Now type

go
The program will stop running when the breakpoint is reached. If you now issuc
the regs command all registers are displayed. You can see that d1 now has the
value 50000 (=SC350). Although we won't trace this piece of code again we
can remove the break point by typing

nobreak Oc¢
If you disassemble the picee of code from the break point by typing

dis Dc
vou can see that the code scts up some registers and uscs a trap call. This trap
returns the version of the QDOS operating sysiem in d1. We now waat to
execule the next iastruction. To do this we can enter

trace Oc,1
or just

trace
since the PC is at the correct instruction. If you now examine the registers you
will see that dO has the value 1. The value should be O if the trap is to work
correctly. To change the value of a register, or indeed of any memory location,
you can use the poke or . command. Both commands are the same, but poke
uscs a default length of a byte, . uses a default length of a long word and
redisplays the registers, The formats of the command are:

pokel_<size>] <addr range> <value>

.[_<size>] <addr range> <value>

13



«size> = b or w or |. The command fills all bytes, words or longwords in the
specificd address range with the given value.

Since we want to poke d0.| we shall use . :
.d0 0

We can now continue tracing, The next instruction to be traced is the trap.
When tracing, a trap is usually treated by the monitor as a single instruction, so
that you don’t have to trace through thc whole trap. This means that after
tracing the trap nstruction the next one will be the one after the trap in the user
code. However, if you do want to trace through traps you can use the trap flag
when issuing the trace command. The saine apglics to subroutines called using
jsr or bsr. The jsr flag can be uscd to trace through subroutines, (The default for
subroutine tracing is on.)

We shall assume that we are not tracing the trap, so just press the down arrow or
use the trace command to continue tracing. Register d1 shoutd now contain the
four ascii characters giving the operating system version, for example '1.02°,

If you now press the down arrow key twice more the bast two iastructions of the
program will put the value in d2 into the arca of memory just beyond the end of
the code. To examine this arca of memory use the dump command

dump (a0),1
The first 4 bytes displayed will give the operating system version number,

Having traced through this small program we can now kill the job using the
monitor kil command:

kill <job-id>

The <job-id> can be obtained by using the jobs command. The current job is the
one whose basc is given in BP relative form. Another way of killing the job is to
have code in the program o explicitly kill a job. You would normally have code
10 do this if the program you are developing is eventually going to be a QDOS
job.

Atlthough this is a fairly trivial cxample, it helps to iflustrate some of the more
commonldy used commands in the monitor. Chapter thrce contains a detailed
description of these commands and all the other monitor commands, including
micmory searching, memory moving, waiching for particalar cvents, job control
commands and channel managecment commands,
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CHAPTER THREE
THE MONITOR COMMANDS

This chapter gives the full dscription of each of the monitor commands, giving
the full syntax, the default output channel, the relevant flags and the default
values of parameters not entered. The flags cannot be abbreviated ard aze
switched “off” by preceding the name with “no”. Al flags except trap, rn and
job ase “on” at system start-up. Note that the default channc] for any command
can be altered by issuing the command name followed by a channel number and
full-stop. Several commands can be entered in a single line by separating them
with a colon (2).

Example:

reg #0. {set default register dump to channel 0}

3.1 EXAMINATION

3.1.1 Disassembling code
Command: dis [#chan(,]] [<address>][,<lines>] [([;I1flags]

Defanit Channel: 3

Drefault Address: current PC in job header or address after last code
disassembied

Default Lines: last <lines> specificd or if «lines» is 0 the height of the current
window (or 8 if output is not to a window).

Flags: {no]hex [no]pc [no|rel [no)job

Once this command has been issued the up-arrow and down-arrow keys
(without being followad y ENTER) can be used to scan upwards and
downwaids through code rapidly.

Action: an arca of memory, {rom the given er default address, is disasscmbled
in standard Mciorola format. Bad code is disassembled as far as possible, or
ends with *?” if found to be meaningiess. The number of instructions
disassembled is given by the number of <incs». It is advisable (0 use a <ines>

15



value which will allow all the disassembly te fit into a window. The outpus for
cach instruction shows the address in BP relative format (ualess the rel fag is
“off™ or the address lies vutside the current job, j.e. outside the range (BP),
('TP)), the hex code for the instruction (unless the hex flag is “off™y and the
disassembled code. If the pe flag is “off” .he address is not ouiput, Note that
instructions are always on word boundaries and that code disassembled may be
initially incorrect if the address given is not at the start of an instruction.

Note that the job flag is useful if you want to produce output which can be
reassembicd. The job flag causes relative addresses to be output in the form

XXXX + job

where xxxx is the offset from the start of the job and “job” 1s a label which
would have to be declared at the start of the file containing the code. To output
the code 1o a file in this form you should open a {ile as ene of the monitor
channcls (say #5) and disassemble Lo this file as follows:

dis #5, 0,<any number> ; nopc nohex job

Repeated presses of the down arrow key would then continue to output code to
the given channel.

Examples:

dis 12 (disassemble window-height lines from 12(bp))

dis #0, 100£,6 ;nohex
(disassemble 6 lincs from absolute address 100 outpuiting to
chanacl ( with no hex code)

dis ({a7)) (disussemble code whose address is on top of the stack.
Usefui if the value on top of the stack is a return address.)

dis 7?a7  (same as above example)

3.1.2 Displaying memory
Command: dump C#chanl,J] (<address>1(,<lines>] EC;1flags]

Default Channel: 0

Default Address: 0 (BP) or address after last code dumped

Default Lines: last <Jines» specified or if dlines> is O the height of the current
window (or 8 if outpur is not 10 a window).

Flags: [no]hex [no]asc [no]rel [ro]pe [no]job

Onee this command has been issued the up-arrow and down-arrow keys

{without being followed by ENTER) can be used to scan upwards and
downwards through memory rapidly.
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Action: an area of memory is dumped in the normally accepted manner (i.e.
address, iex contents, ascii contents). 1f the rel flag is “off” the address is
absolute; if the hex flap is “of ™ the hex dump is not outpot; if the asc flag is
“off" the asci dump is not output.

Examples:

dump 0,6 (dump 6 lines of ouiput from address ((BP))
dump 6(al) (dump window height lines from address 6
+ contents of register aQ)

3.1.3 Displaying registers
Command: regs [#chanl,1] {[;Jflags]

Default channel: 2
Flags: [no]an [no}dn [no]rn [no]pc [no]rel [no]job

Actinn: displays the current job's address and data registers, the status register,
the program counter and job’s base pointer {BP). These registers are used
during tracing. If the pe flag is “off” then only the address and data registers are
displayed. if the an or dn tlags are “off” then the address or data registers are
not output. I the ra (lag is “on” then the monitor's set of user registers is
displayed.

Examples:
regs (output to default channel all registers except rn)

regs KO;rn nopc (output a, d, r registers to channel 0)

3.2 MODIFICATION
3.2.1 Poking memory

Command; poke[_<size>] <addr range> [<value>]

Default size: b (bytes)

Default valoe: 0

Note: The size can be one of *b”, “w” or “|”, indicating byte, word or longword
poking respectively, Note that using the status register SR causes the size to be
sctto “w” and using SR in forms of this command, other than to poke a
consiant value, may give unpredictable results.
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Aclion: the memorv specified (cither by single address or a range) is poked to
the value given. If a range of memory is to be set then the address incremeats by
1, 2 or 4 or the length of a string, if a siring is supplicd, until the sccond address
is reached. Remember that poking memory must be done with great care.

Examples:
poke 81 46 (sct location S8 1(bp) to $46 (hyte valuc))
poke 200,300 (clear all locations from S200(bp) to S2FF(bp))

poke_w 20000,21000 23 .
(set all words from 20000 to 20FFE to S0023)

poke_1 8(aé6) 1 (set the long word at address 8 + contents of
register a6 to SOUO0N001)
poke O\10 O (set 16 bytes to O starting at G(BP))

poke 20, 'hello'  (poke the string at S20(BP))
“." is an alternative to poke which is more likely to be used on registers.
Command: .[_<size>] <addr range> [valuel
Default size: | (longword)
Default value:
Flags: [no]regs

Action: Same as poke, except that a register dump is done automatically at the
end of the command. Note that this can be used 1o sct a range of registers to Lhe
given value,

Examples:
.pc a0 (set PC register to start of current job)
.d6 3456 (set register db to S00003456)
.a2,a5 ?bp (set a2, a3, a4 to the job basc register)
.d0N20 (clear all data registers 8 longwords)
._w 6{ab,d2.w) (clear word at address 6(a6,d2.w))
.0dD 23 (sct longword at 0dO(BP) to SOGGO0023)

3.2.2 Moving memory
Command; move <addr range> <address>

Action: copics a block of memory byte by byte frem the range specificd to the
caddress> specified.
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Examples:

move 0£,8000£ 20000 (copy botiom S80UQ bytes 1o 20000,
the screcn)
move a0,ad rD (save registers a0. .a4 in r0. .r4)

3.3 VERIFICATION AND SEARCH
3.3.1 Comparing memory

Command: compare [#chanl,1}<addr range> <address» [[;]flags]

Default channel: 0
Flags: [no]asc [no|hex [no]pc [nojrel {nojjob

Action: compares the range specified with the area starting at «address». The
first mismatch is reported (in a form similar to dump, giving what was found/
what it shouid be). Afier a move no mismateh should be found unless memory
has altered since i1t was moved. If no mismalch is found the message ‘ok’ is
displayed. Note that the specified flags apply (o the dumped output.

Examples:
To check that the two moves abave worked correctly use

compare O£, 8000£ 20C00

compare #3,a0,a5 r0

compare 0\20 100 (compare 520 bytes of memory from
(bp) with 256(bp))

3.3.2 Memory search

Command: find[_<size>] [#chanl,]] <addr range> <value>
CL;J1flags]

Default size: b (byte)
Defanit channel: 0

Action: searches the range for the given value, reporting using 8 dump, as in the
compare command. If a string is given as the value then the comparison is case-
independent, the step size for comparisons being onc byte, The specified string
may use the character *?' as a wild card to match with any other singic character.
Otherwise adding _b to the main command compares bytes located at every
byte, _w compares words, with word spacing, and _1 compares longwords, also
with word spacing. Note that “=" can be used for the «ddr range io search
through the whaole of the current job.
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Exampies:

find 0£,40000 "cimon"”  (scarch all memory for CIMON string)

find.w 0,2000 4AFB (look for “break™ instruction from (bp} 10
§2000(bp))

find_L = -1 (find, within the current job, SFFFFFFFF
word aligned)

find 0\&2000 30 (scarch 2004 decimal bytcs starting at
0{bp) for 530)

3.4 MISCELLANEOUS COMMANDS
3.4.1 Loading jobs

Command: load <device> [<address>]
Defanpit address: job basc set up by monitor.

Action: loads the file named at the address given (if supplied). Uf no address is
piven then the file is loaded as a job. ('This happens even if the file is only really
a data file — the monitor will allocute a dataspuce of S100 bytes for any code
contginud in the file.) The internal Mositor registers, bp (base pointer) and tp
(top pointer), are st to the botiom and top of the job created,

This arca will have addresses output in the form 7?7?(bp), and, since bp is
added to certain forms of address in ary case, are the addresses which are most
casily referenced (and probably the one most frequently used). The repister set
used is that of the new job’s header (q.v. jobs}), so that they reflect the values
which would normally be set when the job is activated, The job’s priority is sct
to zero, but the job is aot suspended — if you wish to start the job, without
teacing it, then use the go command, (N3, do not start jobs which are only
data!)

Examples:

Lload mdv1_myprog_exe  (load this filc and sct it up as a job)
load flpZ2_my_dat (r0) (load this filc into memory at the specified
address)

In this last example you should ensure that the memory at the address speeified
is available, probably by using the heap command and using the address
returned as the load address. Loading a file at an absolute address shouid only
be used for data fites, since the monitor will not sct up a job for it.
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3.4.2 Queue tracing
Command; queue [#chanl,1] [<address>[,<lines>1]

Default channel: 0

Default address: No default address except to continue tracing the remainder of
a queue,

Delault lines: the previous «lines» value, or the height of the window if no
previous diness value, (8 lines if output not to window).

Action: traces round a “queue” of addresses, outputing 8 bytes of memory for
cach address in the queue. The listing stops if the queue wraps round on itself
(i.c. <address: is met agwin), if 0 is encountered, or if the number of lines
specificd have been output (the rest of the quene can be traced by re-issuing the
queue command).

3.4.3 Leaving the monitor

Command: quit

Action: kills the monitor job, plus any clones started with the clone command
(sce section 3.8). Any jobs loaded with the load conunand will not be removed
— use kill 1o remove these if necessary. f you quit the monitor while there are
still jobs running which have been started or examined by the monitor, the
system may crash if any of the jobs cacounter a breakpoint or program error
after the monitor job has beea deleted.

3.4.4 Screen refresh

Command: mode [<mode>]

Action: [f no «modue is specilied refreshes all current monitor windows, 1f
«mode» is 0 sets the screen to defaunlt startup screcn.

3.4.5 Eval

Command: eval {<value>l [\[<base>]J

Default channel: O

Default value: 7hp
Default base: hex
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Action: eviluates 1I?c expression supplied, eutputting the resuli as a 32-bit hex
::umhcr. if ro base is givea, or as a signed number in the given base. Note that
the default will 1cll you the address of the base of your curren; job, and that
]
eval d<address>
car: be used to evaluate address expressions,

Examples:

eval A12345\2 (convert octal 12345 to bin
eval QefB8\8 (canvert $0cf8 to octal) o)

Sections 2.3.1 and 2.3.2 show more cxamples of this command,

3.4.6 Saving code
Command: save filename <addr range> [<datasize>)
Aclion: saves the given range of memo i
o _ ‘ emory to the given file. If a data size js
specificd the given file is made an EXECable job, with the given value a:i s

::f:aazlczlc. No’tc that the data size given will be subtracted from the top value in
e "TESS range, since this is assumed to be the current data space of the job.

Exarﬁplc:
save mdvZ_myjob_exe = 100
would save job's basc poi
jogfl save from the current job's base pointer to $100 bytes from the top of the
3.4.7 Setting flags
Command: flags {CnoJ<flag>}*

:fh;!iun: sets the default values for Rags on all subscquent commands. The
ctauli can always be overridden by specifying the fiags on the command being

used.
Examples;
flags nohex norel rn (output from dump or dis wil) suppress hex

paris. All ad_drcsscs will be absolure. Regs
command will display user registers)
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3.4.8 Allocating heap

The heap allocation commands allow you to allocate space on the common
heap, savang the base address of the allocated memory, and to deallocate the
space. You can aiso display all the heap ailocated to the curreat job.

Command: heap <address> <value>

Acetion: allocates cvalues bytes of common heap and stores the base address at
the piven address.

Command: noheap <address>

Action: returns 1o the common heap the area of memory whose base address is
stored at the given address. Note that this area must have been allocated from

the heap.
Command: heap

Action: displays the base address and length of all areas of memory allocated
from tie heap to the current job. Be wary of using the cloné command with this
command, since the heap may be changing while the clone is looking at it. This
may cause an address trap error in the clone.

Examples:

This example shows how the screen could be saved on an area of heap and then
restored from the heap.

heap rQ 8000 (allocate 32k and store base in reg r()
move 20000\8000 (r@) (move 32k from address $20000 (the screen)
and storc at base address)

r.nove (r0I\8DDO 20000 (restore screen)
noheap 0 (decallocate heap)
3.4.9 Managing channel ids

Command: Channels

Action: displays the channel ids of alt channcls open for the current job and the
address of the channel block on the heap. :
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Command: nge hannel <chan=-id>

Action: closes the channel st id i i
o cla pecin ated. The channel-id is a 32-bit number similar

3.5 PROGRAM DEBUGGING
3.5.1 Tracing code

Command: Trace CH#chanl, 1] [<address>If,<lines>) EC;3flags]

Default address: current rogram
Default lines; | s PG

Flags: [n hex [no]j i
(o] Wi e P et (101 ][} o

Action: i
imc;;;i[::'ilt "jl:l:c; rl;:;slt. :::Eg nl;l;g: ::irc (;)rclscnt as trace normally automaticully issues
L s ands (unless told otherwise by addi dis and
noregs). The instruction at the add iven i disassomblod. alonn ap
' i Tcss given is disassembled, along with
other instructions just prior 1 i i obah of
¢ : O their execution. At the end of the bat
mstructions being executed {normal n Elesleppinet, o e
: only one for sinple- i i
Jip & g ucci,l ° y ngie-stepping), a register
nd you are then able to examine/: isters
Jump : ‘ ) mine/aiter registers as usual. The
. w:parzr;;::vdk:c:)}; :; :ctth::odc‘on]tmuc trg;‘;ng (the disassembly of the ﬁ;st instruction
[ ¢ Isplay scusibly ). The up-arcow key can be e '
over a single instruction should i E Wit
_ _ you not wish to execute it. When traci
: _ - When tracing the
monttor will report program creors (see section 3.5.6), break poinrs {scg section

3.5.3) and watch points (see secti 5 : : ;
sié ibctlons 3’5.5'9 (sce section 3.5.4). For details of tie Jsrand trap fags

Examplcs:

tr i i
ace {anfngle S:ijp current instruction, with disasscmbly
clore and after, plus register dum
. ' p)

trace 400,6 naohex (trace through 6 instructions starting at S400(bp)
with register r.lm_'np at end of trace. Don't output
he{( code with disassembled instructions, N umber
of instructions to execute is 6 from now an)

3.5.2 Unlcondilional execution
Command: go [<address>]

Default address: current job's pro
: ‘ .
Flags: [nojbreak job's program counier (PC).
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Action: releases the current job, sctting the priority to $20 if the job has no
priority, i.c. is inactive. The job will continue to exceute untif it is suspended, or
a breukpoint (sce section 3.5.3.) or program crror occuss (sce section 3.5.6).

Break and Watch puints
To simplify the process of debugging programs you are allowed to sct “breaks’

in Lhe program {to save single-stepping through large amounts of code). You
can also make the trace mechanism watch for cenain events (e.g. a register

reaching a certain vaiuc).
3.5.3 Breakpoints

Command: break <address>

Action: Sct a break point at the specified address. When using the trace or go
command exccution will stop at this address. Note that the breakpoint is not
actually set in the code until a go or trace command is issued.

Command: nobreak <address>

Action: cicar the break point at the specified address.

Command: breaks [#chanl

Defanlt channel: 0
Action: display ali current break points.

Command: nobreaks

Action: clear all breakpoints

Examples:

with the code (nohex)
0G00(Lp) moveq K10,d0
0002(bp) moveq #7,d2
0004 Cop) add. 1 d0,d3
C006(bp) dbra d0,0004(bp)

you could issuc the following commands:

.break 4 set a breakpoint at 4(bp)
breaks tist breakpoints (0004(bp) will be listed)
trace 0,130 start cxccution of 1) instructions the tracc will stop at

0004(bp) with a message of the form
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Breakpoint
JB=<job-ig> PC=0004(bp) SR=000

trace conlinue trace from break
another break will occur when th
¢ pro
nobreak 4 cancel the break point P
trace 10 instructions will be traced without interruption

Note: Breakpoints cannot be set j '
4 S nR : ® 8 i
ol O OM, but they can be simulated using watch

Th ‘n- i

atl IE]:‘S(;: rr:rcz::‘:'cf::'con:piar}qfsct t;o::rtracmg sets alf breakpaints, including the one
fuction (if any). To continue fromab i i

t the ‘ _ reakpoint when =

slepping the fracc command must be issued; down-arrow wiil not work sl:igl:‘:

scts all breakpoints cexcept at the current pc), e

3.5.4 Watchpoints

Comumand; watchf_<size>) <addr range> <valye>

Default size: | (long word)
Action: watches for a location at the specified address or in the range of

?(gi‘:irris)‘(.sésigfci‘?gas]:t :1?;:}:){::1 g'ilvl'cn valuc. Note that longwords are watched for at
the trace cummanc'i; the godcof;::‘:gddrgzzc;bxs;:gl??lﬁ; o MRS eta
Commands: nowatchi_<size>] <addr range>»
~Action: removes watches at the given address or range af addresses,
Command: watches
Action: lists the addresses of a) current watch points.
Command: nowa tches
Action: removes 3j] watch points

Examples:

watch_w d0 -1

::(i):;!gl waich for the value of register d becoming $7279 FFFR and would be
écr able nzl a watchpoint on the program above to stop tracing whea the loon has
cranmnated (dbra decrements the bottom word of do until it reaches —| 'J‘j
cancei the watchpoint the command St
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nowatch_w di)

would have to be issued (the size extension to the basic command must match
for a register watchpoint). A breakpoint in ROM can be implemented using

watch pc <address»

Warchpaints terminate exceution prior to executing an instruction (i.c. just after
the disassembly). The note on the use of the down-arrow with breakpoints
(section 3.5.3) also applics to watchpoints.

3.5.5 Skip Tracing

It is useful to skip certain instructions, especially trap calls, whose affects are
well known and assumed to be correct. Normally the trace command will skip
the inner code of a trap calt, producing no disassembly for the code and
cHectively treating the teap as a single instruction. Fubl tracing then continucs
again onc instruction past the cail. If vou do wish 10 trace through the QDOS
traps then the trap flag should be turned on when the trace command is being

used.
Example:
trace (pc),5 trap

[t is also possible to have the Manitor sct a temporary breakpoint just past a jsr
or bst instruction to allow the inner code of thesc instructions to be skipped as
well. However, care should be taken when skipping any of the QDOS
subroutine vectors, which can return to addresses other than immediately
following the jsr instruction (for example vector S122). In this case you can set
your own breakpoints or watchpoints at all possible return addresses. If you find
that you have lost contral of the monitor (because it is waiting for the temporary
breakpoint immediately following the jsr) you can press the CAPSLOCK key 4
times to regain control. This can also be tried at other times when the monitor
appears to have “locked”, .

Example:
With the following code
0026(bp) jsr 0084(bp)

002A(bp) moveq #6,d0
002C(bp) subg.l #2,d0
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the rrace command
trace 26 nojsr
will only produce output of the form

D026(bp) jsr 0084(bp)
002A(bp) moveq #6,d0

(assuming the jsr completes correctly)
rather than

0026(bp) jsr 0G084(bp)
0084(bp) ....

Note that these flags do not apply when tracing in ROM, so if you decide 1o
trace a QDOS vecetor using the jsr instruction, then all iraps used by this
subroutinc will be traced.

IF you start tracing a subroutine and wish to skip the rest you can casily set a
breakpoint, assuming you are not in ROM, by issuing the commands

break ((a?)) (set break point at rousine return address)
go (continue until break point)

3.5.6 Program Errors

The 680008 is capable of gencrating certain sorts of “exception” (error), some of
which QDOS allows the user to trap. The exceptions can be annoying when
developing machine-code on the QL as normally the program tends to crash,
stowing down the QL considerably, or stopping the muchine altogether. The
monitor will report the cxee ption which has occurred in order 10 allow you to
correct it and continue exceution. The monitor can detect crrors on any jobs that
have been loaded and started using the monitor or have beea EXECed since the
monitor was started. Thus, you may get ¢reors on jobs other thaa the current
one. The following are messages which will be issued, with an explanution of the
reasons why the exception may have occurred, and possible corrective action,
The format of the MESSALE oulput on a program error is showa below, using an
illegal instruction error as the example error message.

Message: Illegal instruction
JB=<job~-id> PC=<address> SR=<status>

JB=<job-id» => the job-id of the job in which the error occurred.
This can be any QDOS job which has been started
or examined using the monitor and need not be
the current job,

PC =<address> => value of program counter when exception occurred.

. o o
Note that in all exceptions and the register dump the <ad?rcss;;] ;s ‘?;o:-ztll;;clau <
to bp if its value is between the contents of bp and tp, unless g

permanently set off.

SR=<status> => value of status register when the exception occurred,
in hex plus flag values.

i its) indicz ing of the interrupt mask
: sccond nibbic (4 bits) indicates the sctting 0 _
E:::l: sltl:;:ﬂ‘g cn:';;:no:lly be 0} efnd that the first nibble indicates the setting of the

trace and supervisor-mode bits (B=tracc,2-=§upc;,A-b0lh).

If an crror occurs in a job that is not being lracfct.:. the BiOhhl:nS:l;Ec:r(rj[‘):(rj :‘:::[:] :?:d
j i : register values of the job w : .
ob header is set to refiect the regis e . r

J\’ou could then use the job command to mch this job (hc‘ csrrcm monitor
job, since the error gives the job-id, so that it can be exmained.

Message: Address Trap Error
MESSEE FC=xxx XY @<address> IR=yyyy

Y = ==2> yser data memory access
here X gli){i) =>> uscr program memaory access
101 =2 supervisur data memory access
110 =>> supervisor Program mMemory access
111 => interrupt acknowledge

X= I=2> instruction in progress
E =>> exception processing

Y= R => read cycle aborted
W =>> write cycle aborted

@«address» =>> address generated
yyyy=instruction in Instruction Regisier

The program counter may not be at the start of an iastruction (this is why the
value in the instruction register is also quoted).

ing i i in view
If tracing is in progress then the ofiending insiruction shguld’ blc eu:D ::‘:m’a .
otherwise to find the instruction it is suggested that you issue th

dis ~10(pc)
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Reason: word apd longword data addresses must be as a word aligned (cven)
address. Hence

move.1 #1,a0
move. 1 (a0)+,d0
move  label, a3  (label not word aligned)

will cause this exception.

Corrective action: alter the contents of the
the program! If you alter the register 1o its correct value using the puke or .

command, you can set the program counter to the instruction that cause the
error and continue execution,

Message: Privilege Violation

Reason: certain instruction: Can only be executed in supervisor-made, c.g,
andi.w #SDFFF,SR or rie.

Corrective action: set the sy pervisor-mode bit ia the status register, or add the

instruction trap#0 to your program (the QNOS call to erer supervisor-mode).

Message: Illegal Instruct ion

Reason: an unrecognised opeode has been met (its disassembly is likely to be

suspect). (An rts may cause this or other erross if the stack has been
mismanaged. )

Message: Division by Zero
Reason: something like divs d1,d0 has occurred when d1 contains zero,

Corrective action: ensure thap the first argument for diys or divu is non-zero
(test first if necessary).

Messages: CHK Instruction Trap
Unrecognised Trap
Unimplemenited Opcode

Reasons: other cvents which occur in Enstruction-specific circumstances. Only
the sophisticated user is likely to meet these! (no doubt they can cope). it is
possible that these will occur as an alternative to Illegal Instruction, if somecthing
has gone Wrong, causing execution to continue at the wrong address, for

example when the correct return address for an rts instruction is not on top of
the stack,
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offending address register, or rewrite

i ome
NB Unimplemented opcodes may not always be spotied _sml:]::i ?..l;g: (I;?s S
code on top of the relevant vectors. Any of these events in

Message: Unexpected Trace Trap

i ¢ trace
Reason: the trace bit in the status register has been set, but not by th
command.

3.6 CHANNEL MANAGEMENT

. . "
imilar to superBASIC's but no
management comsnands are s s
Eﬁﬁﬁﬁg dcfau%t these commands always refer to the [ast channel refere

c.g

regs
cls

i ific ¢ Is can be used of course as
i ister window (#2). (Specilic channels ¢ USC :
“{!ni'ic;l:l? :;?:n:gﬁgs) To change the default channel for a ctlalmmand use the
z"t:inmand name followed by the required channel and a full-stop.
Examplc:

dump 4#3. (dump output defaults to channel 3)

Command: c¢ls [#chanl
Default channel: last channel used
Action: clear last screen used, or given channel.

2 s: ink CHchan,] [<colour>]

Comumands paper [#chan,) [<colour>]
strip [#chan,l L<cotour>]
border [#chan,] E<colour>]

Default channel: last channcl used.

Defaults: ink 7
paper 0
strip 2
border 2

i r sefs the
Actions: set the colours of various parts of a wmdow;!giolc that pape
;tn’p colour too. Only border widths of 1 are supported.

31



Commands: open #chan,<devige>
close Kchan

Actions: apen/close a QDOS device. Up 10 16 channels can he used, numbered |

i)oto 15. ghanncl 1 is a!wag's opened for input and is the channel from which
!akrzr:an 5 ?fc‘lgkcn. Thus channel 1 could be opencd as a microdrive file to
sct of initial commands when the monitor is EXECed. If a {ile read error
occurs, l1hc file is closed and a standard console device
reported. Bad command lines will be ip i
! gnored by the monitor, so fi
commands should be carefully constructed, fles of

Command: window [#chan]
Default channel: last channel used

3;.::]“: this command allows you to alter the position and size of the last

ndow accessed, using the cursor control keys. A flashing cursor appears in tf
channel 1 window when the command is catered. Use the up~armwp?j o
arrow, Ieft—n(ruw and right-arrow keys to move the relevant windn\s: l_‘Jan:L
CIRL key with these keys to move the window by 10 pixels at a tine \:fh ;
you haw_: linished meving/altering the window Just press FNTéR t ¢ $h
the monitor. The sizc of the window will then be displaycc; o retumto

Examples:
To output disassembled code 1o a printer you could use

open #10, serig
dis #10,0,20

o open i file from which the monitor takes commands you could use

open #1, mdv1_bioot_mon

I'his could be useful if you wanted to design your owa screen Jayout. Two

‘.”l“l“q“l(} hIL'\‘ are bupp]l\.d b llh th
C mmIIlOI I“C]Dd Ive d“”d C h() I n

Mo .
; nu:;l ,:I:;: lhc‘?pcn command always implicitly closes the previous deviee open
annel = the device can be closed with the close command if nccessary

To open a new window and change its size

open #5, scr

window {can now afie i

cr/move new w i
{use cursor keys here) iR
(ENTER) (rcturn to monitor prompt)
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15 opened, and no error is

3.7 308 MANAGEMENT

There is not enough space to explain the concept of a job in full in this manuai,
so certain parts of this chapter will assume that the reader knows what a job is.
Some explanation is supplicd in the overview. In addition to what is said there
you should realize that jobs are normally programs, and that these programs are
exccuted “concurrently” by QDOS. (i.e. you could start the one-line
supcrBASIC program

repeat Loop:at 0,0:print date$

yet still be able to use the monitor without apparent interruption.)

3.7.1 Listing jobs
Command: jobs [#chanl

Default channel: 0
Flags: [no)rel [nojob

Action: lists all jobs not dependent on the monitor giving the job_id, the owner,
the base of job (the job header is $68 bytes back from the base in QDOS version
1.03 and earlicr versions), the priority and the job length.

3.7.2 Altering the “current” monitor job
Command: job <job~id>

Flags: all those that apply 1o a register dump and [nojregs

Action: Makes the given job the “current” monitor job. Automatically displays
the current state of the jubs registers. This atlows the job to be traced. All
register dumps using the regs command will refer 1o this jobs registers. Note that
the lvad command automatically scts the “current” job to the one it loads.
Making a job that is currently running the “currcnt” job causcs the job to be
suspended. BP and TP are also set. Note that because superBASIC moves from
time to time BP and TP are continuously updated and will not be alterable if the

current job is superBASIC (job-id = 0).

3.7.3 Suspending jobs
Command: suspend [<job=-id>]

Detault: current monitor job
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Action: Suspend the job with the given Gob-ids.

3.7.4 Releasing jobs
Command: release [<job-id>]
Default: current monitor job

Action: rcl'casg the job with the given <job-id>. Notc that if the job he iority 0
!hcn releasing it will not cause it 1o start exccuting, but will onl : e on E}{:ufmy
its suspended state. In this case use the priority cgmmand to i::zrca[:-‘} :‘;L . ;nm
priotity. Note also that if you are releasing the current monitor job . “E s
the go command, which also sets the priority to S20, if it is four':]d tc{ (I:’J: Ban e

3.7.5 Altering the priority of jobs

Command: priority [<value> [<job-id>1]

Defauli value: $20
Defanlt job-id: current job

;ﬂa:;g:j?gsi;l:; F:Lority of thg _fjiven job to the piven value. If the priority was 0
d the j a suspended state it will start excenting. Simil: i
priority is sct to O while the job is running, this will stop i:.& S

Example:
job 40006 (suspend/examine job and registers)

-d0 0 (alter registers)

go (start job again)

3.7.6 Killing jobs
Cowmand: kill <job-id>

i]\l;l!ﬂll;. abort cx!:cul.mq of tllc Job stated (any job waitin 8 for the completion of
job named will receive a “not completc” ¢rror). This command should b
used, before exiting the monitar, to force remove all Jobs loaded using the | y
mmmm?d. unless the jobs contain code to delete themsclves, I yOlll kﬁl :hcc oad
'c1;r‘r.cni. job l[‘ac_n certatn commands, including regs and {race will give an “invalid
jab” error, until you change 10 a new job by using the toad or job commands
Note that k . cun be used to kill the current job, o
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3.8 CLONING MONITOR COMMANDS
Command: clone [<command>]} {:<command>}

Action: if so «command» is specified this command lists all clones in a form
similar to the jubs command. Otherwise it scts up a job to repeatedly execute the
given commind(s). This command can be extremely usceful for monitoring the
progess of jobs without explicitly tracing them. For exampie, if you suspected
that a joh was looping somewhere, you could clone the regs command so that
the registers for the job were continually updated on the screen.

Examples:

flags noregs (stop all implicit register dumps)
clone regs (start up continuous display of registers)

scts up a job which continuously issues the regs command. This means that
window 2 (assuming this is still the register window), is effectively “jammed” for
all other purposcs, since it is homed and written to by the clone on a never-
ending basis. (The botiom of the window is always cleared just before the
window is homed to cater for command whose output varies in length over a
period of time, ¢.g. during clone jobs,)

clone jobs #5

would give an up-to-date picture of all the jobs to channel §, which you might
have opened as a sereen which docsn’t interfere with the rest of the monitor

screens.
clone dump #5,(a1),2

would cantinuably display the memory pointed at by the register al. This would
be useful for monitoring the contents of a buffer.

clone eval #6,00(a6,21)

would continually cuput to channel 5 the address of the top of the superBASIC
stack, if the job-id is 0.

To control clones you can use the norinal job-control commands, i.e. suspend,
release, priority, kill. The clone command supglics a list of job-ids, which are

vsed in the normal way. Clones are sub-jobs of the momtor and are therefore

automatically deleted when the quit command is issued,
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CHAPTER FOUR
SUMMARY

4.1 GENERAL COMMAND STRUCT URE
command [#(channeL>[,]]E<parameters>[[;J<fLags>]

All commands can be abbreviated (an ambiguous abbreviation causes the first in
the following list to be take). (Relevant flags arc listed in more detail in section
4.3.) If more than one command s specified on g single input line, a colon
should be used as a command scparator, '

Cominand: Default;

help
dis [<address>][,<tines>3 dis #<dis_chan>,

<last-address>, <last-{ines>
Umﬁ“0=>umwmmmhﬂ@q

dump [<address>]£,<tines>] dump #<dump_chan>,
<last-address>, <last-lines>
(up- and down-arrow set up aficr
dis/dump)

trace E<address>][,<Liﬁes>] trace (pc),1 notrap

(down-arrow =2 next instruction(s))
(up-arrow == skip instruction)
(stops on lines, breakpoint or

watchpoint)
regs regs #< > .
s g regs._chan>;norn
job  <job-id»
go [<address>] go (pc¢)

load <device> {<address>]
save <device> <range>
C<value>]
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Command:

findl_<size>] <range>
<value>
poke[_<size>] <range>
L<value>]
.L_<size>] <range>
C<value>]
queue [<address>](,<Lines>]

quit
move <range> <address>
compare <range> <address>
breakfs] [<address>]
nobreakl[s] [<address>]
watchlesI[_<size>][<range>
<value>]
nowatchles][_<size>]
f<range>3
suspend [<job~id>]
release [<job-id>]
priority [<value>
[<job~id>]]
kill <job-id>

window

cls

open <device>
close

ink L<colour>]
paper [<colour>]
strip C<cotour>]
border [<colour>]
mode [ <mode>]

clonefs) [<command>]

channels

nochannel <channel~id>

heap [<address> <value>]

noheap <address>

eval [<value>l
{\[<base>1]

flags { Lnol<flag> }#

Default:

find_b
poke_b <range> 0
-l <value> 0 regs

queue <last-address>,
<last-lines>

watch_L

nowatch_L

priority 20 <current job>

window #<last-chan>

ink #<last~chan>,7

paper #<last-chan>,0
strip #<last=-chan>,2
border #<last-chan>,?2

eval 7?hp \$%10
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4.L.1 Parameter Syntax
The constructs used above are c;lcfincd as follows:

<value> =[$I<hex_number> | B<decimal _number>
:<oct§t_number> 1 z<binary:number>
<string>™ | '<string>' | ~<value»
<value>| =<vatue> | <values+<value>
<value>-<value> | <value>w<value>
<value>/<vatue> | <value>! <yalue>
<value>&<value> | <value><<yvalye>
<vatuer><value> | <value>A<yalue>
<base>¥<valuey | ?<address> | d<address>

The operators above which are not self-

——— e —— — —

explanaiory arc:
! (bit-or) & (bit and < (shi
-or) hift Je
> (shift right) _ =~ (no1) ) A Ersnclft})] o
% (allows the given value to be specified in the given base)

[ and | arc used 10 alter precedence, fevels are as follows:
:,: gzoncr‘.;c_ﬁ;),-,&l,:k,*,z_ (valuc operands)
y yadic) ,*,/,! & {diadic),<,>, (diadic),% (diadic)
" (value opcrands)
(address operands)

<address> =<value> {==<valy i

= e>(bp) if <value>
I<Val|-.le>£ {==f0rced abSOLute)a ue < $1OUDD}
t<register>

IE<vaLue>J(<address>{,<addres.s>f. wl. ()

(last of these includes (rn) xxxx(rn) xx(rn,rm) ete. Spaces are stripped

throughout, cxcept bef, “("1i i
e pt betore the “(™ in, say 99(a0) which causes ambiguity in some
<register> =d0..d7?la0..a7IpclsrirO, .r7lbpltp
<range> =<address1>[,<address2>] |
<address>\<value> | =
(= mcans from job base to top of jub)
<size> sblwll

:’;h;n:el) I <lines> = <decimal_number>
ode> | <colour> | <job-id> | <channel-id> | <base> =

<value>
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4.2 CHANNLLS

The main text of this manual probably pives the impression of a set of actual
default channels for each command. Tt is tmore correct to say that a logical
channel is attached to each command, and that an actual channel is then
associated with each logicai channel:

Logical Channel Actual chanael on startup
ast_chan»
«dlump_chan»
«regs_cham
«dis_chan»

W o

Most commands use «dump_cham. To alier the logical 1o actual relationship,
issue any command dirccted to the logical channel with a trailing full-stop. e.g.
dis #0. or help #3. (these would force even implicit references to the relevant
windows to alter, i.c. the implicit disassembly within a trace would now be
directed to chanacl 0.)

4.3 FLAGS

These can be sct globally using the flags command, or locally on the command
itsclf. Flag names cannot be abbreviated (ambiguity with parameters would
oceur if this was allowed).

Flag Commands Contruls

rel any command which output of address in bp-relative form -
cutputs-addresses

job ditto output addresses as xxxx + job not

xxxx(bp}

pc dis,dump,regs output of location/pregram counter

hex dis,dump : output of code/hex

asc dump output of ascii

an regs output of address registers

dn regs output of data registers

m regs output of user registers (normally off}

dis trace implicit disassembly

regs trace, load, job impiicit register dump

trap trace skip-tracing of trap calls (normally off)

jsr trace skip-tracing of jsr/bsr instructions

break tracc,go setting of breakpoints

waitch trace examination of waichpoints
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INDEX

Address specifications
Address trap error

Backing up
Base pointer
Border command
Break command
Breakpoints

in ROM

CAPSLOCK key
Channel management
Channels ‘
opening, closing
Channcl ids
Clone command
Colours
Command format
Command parameters
Command scparator
Compare commund
Current job

Data size for jobs
Debupeging

Default channel, changing
Disassemble command
Displaying memory
Displaying registers
Dump command

Eval command
Errors, program
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Find command
Flags
Flags commang

Go command

Heap allocation
Heap command

Ink command
llegal instruction error

Job flag, use of
Jobs

loading
Mmanaging

Kill command
Killing jobs

Leaving the monitor
Loading and running
Load commang
Locked monitor

Mcmory
compare
move
modify
search

Move command

Open command

19
tG, 39
22
24

23
23

31
a0

16

20
13

14, 34
14, 34

21

20
27

Paper command

Poke command
Priority command
I'rivilege violation crror
Program cirors

Pscudo registers

Quit command
Queue command

Refreshing the screen
Regs commund
Release command

Save command
Skip tracing

31
13,17
k2|
30
28

21

21

21
17
34

e L

Startup

Status register
Strip comuainl
Summary
Supervisor mode
Suspend command

Trace command
Trace bit

Value specification

Watchpoinis
Window command

Zero divide crror
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