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Foreword

A sheet of paper may carry the jottings of an idiot or a sonnet by
Shakespeare, but by itself it is nothing. In the same way a
computer, however powerful it may be, is only what the
programmer makes it, and therefore the skill. and art of
programming has risen to great importance. Hence this book,
which takes over where the manual provided with the Spectrum
leaves off. No manual can say it all and ours can only give the basics
of programming. This book, by means of program examples,
teaches skills of programming which, without its aid, might take
years to acquire. It will be of great benefit both to the reader who
has recently taken up programming and to the more experienced
programmer who wishes to increase his skills.

Clive Sinclair
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Introduction

Production of the Oxford University Press dictionary took over 70
years, because the compilers wanted to include every word in the
English language, and every meaning of every word. | felt, when
surveying the ground this book could cover, that writing The ZX
Spectrum Explored could also take 70 years, if every possibility of
the computer was catered for. Therefore, | selected what seemed
to me to be the most important elements of programming on the
Spectrum, and the areas in which you would be most likely to want
to apply your computer, and drew up a book outline based on those
conclusions.

Many of my computer books include a statement along the lines
of ‘This is a doing book, not a reading one’, by which | mean the
book is to be regarded as a tool to direct hands-on computer use,
rather than one to be read as you might read a novel. The same
admonition applies to this book. While you may well get some
benefit from just reading through it, the real value of the book will
only be realised when you read it with your Spectrum turned on,
and when you enter each of the routines and programs when you
come to them in the text.

Do not feel that there is any pressure on you to read the whole
book from start to finish in the order in which it is presented. There
may be things you already know, or at this stage have no desire to
know. By all means, bypass these chapters the first time you work
through the book, and then perhaps you can come back to them
later.

Whatever you do, don't regard The ZX Spectrum Explored as a
textbook. Textbooks seem to me to be pervaded by a sour air
which renders their contents joyless, and that is the last thing |
would want this book to be. It is a guidebook; a signpost; an
indicator towards areas of computer use where real adventures lie.
Please regard it as such. If you do, the book shouid help you get a
great deal of pleasure from your Spectrum.

In The ZX Spectrum Explored, we start by looking at the
fundamentals of programming, then go on to ways of adding colour
and sound to your programs, using the relevant commands to get
the Spectrum to produce effects which are more interesting than
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you may have thought possible.

Using the Spectrum for business, and then in education, is
covered next — with each chapter supplied with a number of fully-
developed programs — and then we have a major chapter on
games. This chapter includes programs for several ready-to-run
games, and should give you a number of ideas to help you create
your own games. The production of user-defined graphics is also
discussed in the games chapter.

An even more spectacular use of the Spectrum’s high resolution
graphics is outlined in the next chapter for the production of three-
dimensional graphics.

Finally, we look at the use of machine code on the Spectrum, and
suggest ways of further developing your programming skills. In the
appendices you'll find a brief history of computers, an explanation
of some of the jargon associated with them, and an outline of the
Spectrum’s specifications.

All in all, | hope we've managed to produce for you a
comprehensive guide to your ZX Spectrum which will help you
make the most of your computer in the coming months.

Good programming,
Tim Hartnell,
London, September, 1982
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Programming in BASIC

BASIC is the world’s most popular programming language —
because it is the easiest one to learn. Computer languages are
spoken of in ‘levels’; a high level language is one which is close to
English, a low level one is closer to the weird patterns of ones and
zeros a computer understands.

BASIC is a high level language. Even if you have no experience of
programming at this point, you'll be pleased to learn you already
know quite a bit of BASIC.

Words like PRINT, STOP and AND mean just about the same
thing in BASIC as they do in English. So does IF and THEN and OR. |
hope you can see already that programming is simpler than
perhaps you had thought it would be.

Essentially, when you write a program, you give the Spectrum a
series of instructions to follow. The Spectrum, like all computers
built to date, has quite extraordinary calculating and decision-
making abilities, but absolutely no imagination. If you tell the
computer to do something, it will do it. If you leave out part of the
instructions it will attempt to carry out the rest without realising
that something has been left out.

Imagine you had a robot servant, and you wanted it to draw a
bath. GO TO BATH might be the first instruction in its program. IF
BATH IS EMPTY THEN TURN ON TAP. IF BATH IS FULL THEN
TURN TAP OFF. The robot would happily trundle to the bathroom,
dip its electronic hand into the bath and discover it was empty, and
then turn the tap on. It would stand there forever, waiting for the
water level to reach a point where it would be detected, so the tap
could be turned off. But because you forgot to include an
instruction like CHECK IF PLUG IN PLUGHOLE and IF PLUG NOT
IN PLUGHOLE THEN PUT PLUG IN PLUGHOLE, the robot would
not think to do this.

This is exactly how your Spectrum works, by following explicit
instructions from you. And believe it or not, with a few
reservations, your Spectrum could more or less follow the
instructions or program you gave the robot . .. because those
instructions contain a number of words of the BASIC programming
language.
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Here is a simple program for the Spectrum which | am sure you
can understand, even without any training in programming
languages.

LETA =20
LETB=A+A
IF B = 40 THEN PRINT “B EQUALS 40"

This is straightforward English, yet it is also BASIC. The first line
of the program (LET A = 20) is simple, as is the second one (LET
B = A + A). The third line looks remarkably similar to one of the
earlier robot instructions such as IF BATH IS EMPTY THEN TURN
ON TAP; IF B = 40 THEN PRINT “B EQUALS 40”. You could
almost type this program into your Spectrum, and it would work,
with the Spectrum printing up instantly B EQUALS 40.

The only thing these three lines need to turn them into a program
is a number before each line. The following is a program which the
Spectrum would act on.

10 LETA =20
20 LETB=A+A
30 |IFB =40 THEN PRINT "B EQUALS 40"

The line numbers can be any numbers you choose (between 1
and 9999). The computer automatically sorts them into order. We
tend to number programs in steps of 10 because it leaves room
between the lines if we decide to add something else in later.

So you see, already you've had some experience of the BASIC
programming words LET, IF . . . THEN and PRINT. The equals sign
and the plus sign you will know from ordinary arithmetic. In many
cases, they behave in BASIC just like they do in ordinary sums.

Before we actually plug in the Spectrum and do some
programming, 1'd like to introduce you to another word in BASIC
which, as you'll discover in a moment, you already know. In fact the
word is really two words — GO and TO.

In BASIC they always come together as GO TO, and are available
from a single key on the Spectrum {the G key). You'll recall we had
our robot start the bath-drawing program by saying GO TO BATH.
in the world of computer programming, we say GO TO a line
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number. We could add a final line, 40, to our three line program
above which reads:

40 GOTO30

This would mean that the computer would execute line 30, and
print out B EQUALS 40 then would move on, in sequence, to line
40, where it would find the instruction GO TO 30@. Without
guestioning why you have told it to do this, the computer would
follow instructions, and GO TO line 30, where it would find the
instruction to print out B EQUALS 40 which it would do. It would
then proceed to line 40 where once again it would strike the
instruction GO TO 30 . . . . and of course it would do so, until the
end of time, or until the screen was full of the words B EQUALS 40.

We can proceed no further without having the Spectrum turned
on, so get out your computer and — following the instructions given
in the manual - plug it into the power supply and the television set.

The keyboard on the Spectrum looks forbidding when you first
tackle it, all those funny words like MERGE and VERIFY, and the
mathematical terms including SIN and COS which you had hoped
you'd left behind for ever at school. Don’t worry. Once you know
your way around the keyboard, you'll find it remarkably simple to
control, and in the words of the advertisement for the Spectrum’s
predecessor ‘within days you’ll be talking to it like an old friend'.

The Keyboard

Two of the most important parts of the keyboard are the shift keys.
They are on the bottom row, the CAPS SHIFT (in white) in the
bottom left hand corner, and SYMBOL SHIFT (in red) second from
the right in the bottom right hand corner. These keys determine
what you are going to get when you press the other keys, with their
bewildering array of words and symbols.

I'll assume from now on that your computer is turned on. Press
any of the white alphabet keys, and you'll see the word written on
the key (such as LOAD, LIST or PRINT) appear. This is a ‘keyword'.
One of the ways the Spectrum makes the best use of its memory,
and a feature which makes it very easy to program, is the keyword
system. Simply pressing a key produces the whole word from that
key. On most other computers you have to type in aword like LIST,



14 Programming in BASIC

DIM or FOR in full. Hold down the CAPS SHIFT key, and press the
DELETE key (top right hand corner) until everything you've typedin
so far has been erased.

Now, press the P key, and the word PRINT will appear. Then,
press any of the number keys, so you have something like PRINT
62735 at the bottom of the screen. Now press the key marked
ENTER (right hand side, one up from the bottom). The screen wiill
clear and the number you've requested will appear at the top of the
screen. The computer has obeyed your instruction to PRINT a
number. The Spectrum generally waits until you have pressed
ENTER before actually doing anything.

We'll enter a simple program, to show the keyword system in
use. Type in the following, after holding down the CAPS SHIFT and
pressing the 2 key (CAPS LOCK) to get capital letters in the
program.

10 INPUT (just press the | key) A (now press ENTER to
show you've finished the program line)

20 PRINT A (press ENTER)

30 GO TO 10 (press ENTER)

Note that the word PRINT comes from the P key, and GO TO
from the G key. The spaces in the program listing are added
automatically. Once you have this in your computer, we can make
it work, by pressing the R key, which will make the word RUN
appear, and then pressing ENTER. A flashing cursor will appear at
the bottom of the screen, showing the computer is waiting for a
number. Enter any number, then press ENTER. You'll see your
number appear at the top of the screen. You know from the
discussion of GO TO BATH we had earlier, that the final line of the
program (line 30) sends action back to line 10, so the computer will
continue to execute this program loop for ever, or until we stop it.
You can stop this program by entering any letter except Awhen the
Spectrum is waiting for a number. The computer will stop, printing
an error message at the bottom of the screen.

Once you've stopped the program, touch the A key, press
ENTER, and the screen will go black, and then clear, with the
copyright notice at the bottom of the screen. The keyword
available from the A key is NEW, which wipes everything in the
computer’'s memory, so you must use it with care.
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So, you've learned that the white keywords are obtained by
pressing the key required after you have entered a line number.
Let's look at the words in red on the keys. Hold down the SYMBOL
SHIFT key, and then press the Y key. You'll see the word AND
appear. Still holding down the SYMBOL SHIFT, press the G, and
THEN will appear. So red words on the keys, and the symbols like
+ "and £, are obtained by holding down the SYMBOL SHIFT, then
pressing the required key.

You get the green words above the keys by pressing down both
shift keys together, then letting them go, and touching the key
required. Try it now. Press down the CAPS SHIFT and the
SYMBOL SHIFT keys together, let them go, then touch the A key.
The word READ should appear.

It is a little more difficult to get the words in red under the keys.
Press down both shift keys together, then release the CAPS
SHIFT, but do not let go of the SYMBOL SHIFT. Then press the X
key. The word INK should appear. You may have to practice this a
little to ensure you get the word INK (or BEEP, PAPER, FLASH or
BRIGHT) every time.

Read through this whole section again, doing each of the
exercises, until you're sure you understand it. Don't worry if it
seems 1o take a long time at present. You'll be pleasantly surprised
at how quickly you will learn the keyboard system. At the end of
this introductory chapter we have a program designed to teach you.
where the alphabetical keys on the Spectrum are, to encourage
‘touch typing’, but first | want to introduce you to the first real
program in this book. It may take you a while to type in, but please
persevere. Once you've entered the whole of this program into
your computer, press RUN and play the game aginst the Spectrum.

The program plays ROCK, SCISSORS and PAPER, a computer
version of the human game in which two players hide their hands
behind their backs, and bring out a hand making a symbol for rock (a
closed fist) scissors (two fingers pointing) or paper {open hand).
Rock beats scissors (because a rock can blunt scissors) scissors
beat paper (because scissors can cut paper) and paper beats rock
{(because paper can wrap a rock). You enter your choice of ROCK,
SCISSORS or PAPER in this program by entering the numbers 1, 2
or 3. The choice they represent is shown at the top of the screen.

Before you enter the program, the following comments may
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help. You get the little copyright symbol in line 20 by pressing down
both shift keys, then holding down the SYMBOL SHIFT and
pressing the P key. The equals sign (first used in line 30) is from the
L key. You get it by holding down SYMBOL SHIFT, then pressing L.
Remember to press ENTER after each program line is written, to
get it to move from the bottom of the screen into the program
proper at the top. If the line refuses to move up, a flashing question
mark will appear somewhere in the line. This is the computer’s sign
to you that you have made a mistake in the line. Look carefully at
the point where the question mark is flashing to discover your
mistake.

The colon (:) after the word CLS (which stands for Clear the
Screen) in line 60 is found on the Z key. Hold down SYMBOL SHIFT
and press Z to get it. Line 70 has a single apostrophe (') after the
word PRINT, before the opening quote marks (“). You'll find the
single apostrophe on the 7 key, and it is obtained by holding down
the SYMBOL SHIFT, and pressing the 7. The double quotes come
from the P key.

You need to exercise a little care to get line 170 into your
computer correctly. After 170 LET C=, you need the word INT
which is not typed in letter by letter, but is obtained from the R key.
Press both shift keys, release them, then press R and INT will
appear. The open bracket is on the 8 key {hold down SYMBOL
SHIFT while pressing the 8 key) and the word RND is available from
the T key. Press both shift keys at once, release them, then press
T. The asterisk (*), which stands for multiply in BASIC, comes from
the B key, and is obtained by holding down SYMBOL SHIFT as you
press B.

Do not try to spell out words like AND, OR, THEN and TO, but
find them on the keys. These words are obtained by holding down
SYMBOL SHIFT, then pressing the relevant key.

Now, enter the program, then return to the book.
1@ REM ROCK, SCISSORS, PRPER
=2 REM © HARTHNELL , 1982
3@ LET COMP=2
4@ LET hHurM=2

S@ FOR A=1 TO ia
6@ CLS : PRINT “ROUND NUMBER

7@ PRINT "1 - ROQCEK®”
8@ PRINT "2 - SCISS0RSY

b
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a@ PRINT "3 - PAPER”

1e@ PRINT *"ENTER 1, 2 OR 3"
11@ INPUT B _ -

iZ@ PRINT ~ YOU PICKED “;
I3@ IF B=1 THEN PRINT “ROCK™
J4@ IF B=2 THEN PRINT "SCISSORS

158 IF B=3 THEN PRINT "PRPER”
188 PAUSE D8 . L
17@ LET C=INT ‘ﬁNﬁiﬁ!nl
i1&a PRINT I PICKED i
i2@ IF C=1 THEN PRINT *
8@ IF C=2 THEN PRINT

21@ IF C=3_THEN PRINT “PAPER"

&R

23@ IF B=C THEN PRINT "7"IT"'S A
DRAW! " &0 TG L

242 IF =1 BND BR=2 OR C=2 OND R
=3 OR C=3 AND BR=1 THEN PRINT "X
WINI”: [LET COMP=COMP21: GG TO D
25& IF B=1 AND C=2 0OR B=2 AND C
=3 OR B=3 AND C=1 THEN RRINT %Y
o WINI": LET HUM=HUM+1

26@ PRINT ~‘“SCORE"™’“"HE> “;COMRP
JTRAB 1@ "YOou>» v HUM

270 PAUSE 1@o

2Ba NEXT A

298 IF HUM=COMP THEN PRINT “°"T
HAT GAME A5 3 DR\~ i

3@ IF HUMCOMP THEN PRINT "X
HON THAT GAME! ™
SAR IF COMP oHUM THENM PRINY 7 7YYy

ouU WON THAT GAME!

This is part of a game in progress:

ROUND NUMBER 7

3 - E8%5somrs

3 - paPER

ENTER 1, 2 OR 3
YOU PICKED FRAPER
I PICKED SCISSORS
I wIN?

SCORE.

ME> 2 yaur> 3
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10

20

30

40

50
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I'll go through the program line by line, to try and explain
what is happening in each line.

This line starts with REM, which stands for REMark. REM
statements are included in programs only for the benefit
of humans reading the program listing. The computer
ignores everything that appears in a line after the word
REM.

This is another REM statement, also ignored by the
computer. :

LET means much the same in BASIC as it does in English.
The word COMP {short for computer) is called a variable,
which is any combination of letters and numbers (starting
with a letter) which is assigned {(or made equal to) a
numerical value. COMP holds the computer’s score, and it
is set equal to zero at the start of the game.

This line does the same for a variable called HUM, for the
human’s score.

FOR ... This is the start of what is called a ‘FOR/NEXT
loop’. The computer generally goes through such a loop
the number of times indicated by the last number in the
FOR statement. Look down to line 280 (NEXT A). This is
the end of the FOR/NEXT loop. In this program, the
computer runs the gauntlet from line 50 to line 280 ten
times, carrying out all the instructions within the program
as it does so.

CLS, as mentioned before, Clears the Screen. The colon{:)
allows you to add a second statement to the line. PRINT
does just that, printing the words in quote marks following
the command PRINT. As well as that, the computer prints
the value of A. The first time through the FOR/NEXT loop A
is equal to one, the second time to two, and so on until A
equals ten the last time through the loop. So PRINT
“ROUND NUMBER ";A produces ROUND NUMBER 4,
or whatever number A is equal to, on the screen.
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These three lines print the numbers 1 to 3, and the word
(such as ROCK) they represent. Note the apostrophe
(from the 7 key) before the opening quotes in line 70. This
moves the print position down a line, so that there is a
blank line on the screen between the words ROUND
NUMBER 4 and 1 — ROCK.

The apostrophe is used again to put a blank line before
ENTER 1, 2 OR 3 is printed.

The INPUT command waits until a number is entered by
the user. In this case, the number you enter is assigned to
the variable B.

This prints YOU PICKED.

These three lines interpret the number you've entered
(1, 2 or 3—assigned to B) and decide which word (ROCK,
SCISSORS or PAPER,) this stands for, and prints it up on
the screen.

PAUSE. This puts a short delay into the program, to make
it look as if the computer is ‘thinking’. The number after
the word PAUSE is in fiftieths of a second, (sixtieths in the
US), so PAUSE 50 is a delay of one second. PAUSE 0 will
wait forever, or until any key is pressed.

This is a very interesting line, in which the computer
generates a random number. Random numbers are very
useful in games programs. The RND function (both shift
keys, then press T) generates a random number between
zero and one. You can show this by typing in PRINT BND,
then pressing ENTER. You'll get a number between one
and zero. Line 170 turns it into a whole number in the
range one to three. If the 3 which follows the asterisk
within the brackets was changed to, say, a 10, then C
would be set equal to a number chosen at random by the
computer between one and ten. However, in this case we
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180

190
-210

220

230

249

250

260

want the computer to choose 1, 2 or 3, so we multiply
RND by three.

This begins the statement to tell you what the computer
has chosen.

These lines change the 1, 2 or 3 which C has been set
equal to into ROCK, SCISSORS or PAPER.

The variable D is set equal to 260. This is so, at the end of
lines 230 and 240 (GO TO D), the computerwill GO TO line
260. The Spectrum is quite happy to GO TO results of
calculations, so you could (although it would serve no
purpose) end lines 230 and 240 with GO TO 2*130 {two
times 130)

If B and C are the same number, the computer knows that
it and you have chosen the same thing, so prints IT'S A
DRAW, then GOes TO D (i.e. GOes TO 260)

This complicated looking line determines if the com-
binations of C and B result in a win for the computer.
IF they do THEN the computer PRINTs | WIN and adds cne
to its score (LET COMP = COMP + 1). Although this
statement looks a little odd when compared with normat
arithmetic, it really means ‘make the variable named on
the left hand side of the equals sign equal in value to the
old value of the variable, plus one’. Don't worry if you don’t
understand this right now because the reason for it will
gradually become clear as you use lines like this more
often.

This checks the human win condition, and if it finds it, adds
one to the human score (LET HUM = HUM + 1)

This prints out the score. Notice that there is a single

apostrophe before the opening quote marks, and two
single apostrophes after the guotes which follow SCORE
and before the quotes which precede ME. As you've no
doubt seen from running the program, this puts two blank
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lines in before the line starting ME is printed. The pointing
arrow head, the ‘greater than’ symbol, which follows the
words ME and YOU is obtained from the T key, when you
press it while holding down the SYMBOL SHIFT key.

270 This PAUSESs for two seconds sc you can read the result of
the round.

280 NEXT A'is the end of the FOR/NEXT loop which started in
line 50. As explained earlier, this sends action all the way
back to line 50, where the value of A is increased by one,
and then the following lines are executed in order.

290 If the value assigned to the variable HUM is the same as
the value assigned to the variable COMP, then the
Spectrum knows that the game is a draw, and prints up
the message (after skipping two lines, using two single
apostrophes) “THAT GAME WAS A DRAW".

300 IF HUM is less than COMP, then the computer knows that
you have won.

310 IF COMP is less than HUM, then the computer knows that
you have won.

| hope this explanation does not seem too bewildering. | am
trying to get across the fundamentals of programming the
Spectrum in BASIC in the simplest possible way, and a lot of
ground must be covered in a short time.

Adding a little colour

We'll be looking at ways of making the most of the Spectrum’s
colour capabilities {and sound) a little later in this book, but for now
I'd like to introduce you to a few of the simplest uses of the colour
commands, so you' can see how well these can be used to enhance
programs. A new version of the ROCK, SCISSORS, PAPER
program, with colour commands added, follows. You can easily

modify the program you now have by using the Spectrum'’s edit
facilities.
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1@ REM ROCK, SCISSDORS, PRAPER
2@ REM © HARTNELL , 1982
38 LET COMP=@
i@ LET HUH=@
S@ FOR A=1
6@ CLS : PRINT INK 2; "ROLUND NU
MBER “; INK 1i;A
7@ PRINY INK 1;° 71 - ROCK”
8@ PRINT INK 2;"2 - SCISSORS™
I@ PRINT INK 3, "3 -~ PAPER”
ieo PRINT INK &; PRPER 2, - "ENTE
i, oR 3¢
110 INPUT B
13@ PRINT INK B -yOu PICKED ";
1ze 8=1" THEN PRINT "ROCK®"
Llae IF B2 THEN PRINT “SCICSORS
15@ IF B=23 THEN PRINT "PRAFPER"
i6@ PRUSE Sa
i7@ LET C=INT {(RNDs#3)}+1
18@ PRINT INK C; "I PICKED ";
ig@ IF C=1 THEN PRINT "RDCK" _ _
_2@@ IF C=2 THEN PRINT “SCISSORS
21@ IF C=3 THEN PRINT “PRPER"
22@ LET D=26#
23@ IF B=C THEN PRINT FLASH 1; '
“IT'S @ DRAW!™: &0 TO D
24@ IF C=1 AND B=2 OR C=2 AND
=3 OR C=3 AND B=1 THEN PRINT FLH
SH 1; BRIGHT 1; "I WIN!™: LET CO
MP=COMP+1: &0 TO D
2S@ IF B=1 AND C=2 OR B=2 AND C
=3 OR E=3 AND C=1 THEN PRINT FLS
SH 1; °"YOU WINI“: LET HUM=HUM+1
282  PRINT 'USCORE- " "ME> ™ COMP
;TAR 1@ “You> -« HUM
27e PQUSE iee
E8@ NEXT B
285 INUERSE 1
2@ IF HUM=CDOMP THEN PRINT ~°°T
HAT GAME WAS A DRAWI "
3B@ IF HUM<COMP THEN PRINT ° "X
WON THAT GAME! "
31@ IF COMP<HUM THEN PRINT - "y

0 WON THAT GARME! ™

You'll see in line 60 the words INK 2 have been added. To get
these into the line, press LIST (the K key) then 60, so you have LIST
60, then press ENTER. The word ‘scroll?’ will appear at the bottom
of the screen. Press N to stop the listing scrolling further, then hold
down the CAPS SHIFT key, and press the 1 key, which has the
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word EDIT above it. The line the cursor (a greater than sign) is
pointing to (in this case, line 60) will appear at the bottom of the
screen. We want to insert the words INK 2 after the word PRINT,
so holding down the CAPS SHIFT, press the 8 key. You'll see the
cursor move across in the direction of the arrow on the 8 key. Once
the cursor has gone past PRINT, but before it goes any further, take
your finger off the 8 key. Now, press down both shift keys at once,
and then release the CAPS SHIFT key. Still holding the SYMBOL
SHIFT key down, press the X key, and —if all is well — the word INK
should appear. Follow this with a 2, then a semicolon (SYMBOL
SHIFT, then the O key), and then press ENTER again. You'll see the
amended line take the place of the original line 60.

RUN the program again, and you'll see the words ROUND
NUMBER 1 appear in red. The colours are chosen by the numbers
zero to seven (as will be explained in more detail later). INK 1 will
cause the letters following it to be blue, 2 will turn them red, and so
on. (You don't need to run a whole game through before
continuing. Just enter a Q when asked for your number, and the
program will stop with a puzzled error message, because it doesn’t
know what Q means.)

Press EDIT (CAPS SHIFT and 1) again, and line 60 will reappear at
the bottom of the screen. Using the CAPS SHIFT/8 combination,
move the cursor across to go past the quotes after NUMBER and
add INK 1, then another semicolon {which must join these extra
commands in a PRINT statement together) before the A. Return
the line to position within the program with ENTER and RUN the
program again. You should see the words ROUND NUMBER
appear in red, and the number 1 come up in blue.

If the colours are unclear, fiddle with the channel tuning, and the
colour control on your television, until you can see the red and blue
properly. Different makes of television reproduce the colours
differently, so you may find one colour is more intense than the
others.

You can now go through the whole program, making the
necessary changes, to add colour throughout. The lines which
need to be modified are 60, 70, 80, 90, 100, 120, 180, 230, 240,
250 and 285 (which must be added...it will sort itself
automatically into order). RUN the program again, and see how
well the colour commands enhance the program and give it life.
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Touch-typing Tutor

Our final program in this introductory chapter to the book is
designed to help you find your way around the keyboard. When you
RUN the program, it will put a number or a letter of the alphabet,
chosen at random, on the screen in the approximate position it is
on the keyboard. You have a limited time in which to press the
designated key. If you get it wrong, the forgiving computer gives
you another go. You'll be pleased to see how quickly you'll learn the
layout of the keyboard using this routine.

If you find you do not have enough time to find the keys when
you first run this program, change the 100 in line 180 into a bigger
number. Start with 300, and gradually decrease it until you feel the
time is about right for your present level of typing prowess. Be
careful to get the numbers and letters in the DATA statements
{lines 80 to 110) correct, as these control where the various
numbers and letters will be printed. After you've run through the
program a few times, come back to this book for a line by line
breakdown of it.

18 REM KEYBOARD TUTOR
28 IH AFE(36,5:

3@ LET SCORE=0

48 FOR A=1 TO 36

S8 READ B3X

5@ LET A$(RAY=D§%

7@ NEXT A

DATH "i18te=2"

se 20685, 305688
40611, "S8B614"

60617, " 78620

L+
T, TBOBR2B, 99626, "ee829” -
ag DATA "Hi282","Bl1S5S17 “C1811
»,"Dpi2es”, "Eages T, "F1z11" SrGi21a
s LvHI217", " I8923, "J1220

189 DRTR CHK1223",."L1226 . TMIB2S
"L, UNAS3a , ' 08eazet, TPas29t , TResz
T "RBQII e "512@5" CTOGI4™"

ii1e DATR "uesszae” . UiSi4’, "uUeges
v, TUXABEsS, YOSl T T, T ZIS0ET

1280 REM

'o'th'.‘t’-'h'.’.‘l

13@ REM THE TEST
id4d@d REM
lngSFDR A=1 70O i18: BEEPF .82,-10

":155 IF INKEYS$:>"'" THEMN GO TO 15

168 LET B=INT (RNDx36) +1

178 PRINT FLASH 1, PAPER B;AT U
AL (AR (B (2 70O 33113 ,URAL (A$(B) (&
TO 1) ;R%(85,1)
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20

30
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ia@ FOR C=1 TO 10@

198 LET C3HF=INKETYT S

208 IF CHE<>"" THEN GO TO 266
218 NEXT C

L8 INK 7: PAPER
GHT 1 "Y¥OL ToORK 7

228 FOR D=1 TO 78: NEXT D

238 NEXT A

248 80 70 38a

2E@ IF C3=A%(B.,31) THEN LET 5COR
E=SCORE+1: BEEP .25.3COREx4: PRI
NT AT i16.@8; PRAPER &; INK 2; "UELL
DONE. YDOUR SCORE IS NOU " S5CORE
285 IF C3$<MMIgi{B,13 THEH PRINT A

T @.@; INK 1; PAPER 6; FLASH 1.V

SORRY ., BUT THART WAS URONG™TH
B 1®; "TRY 8GRINT: GO TO 17
278 FOR =1 TG iea
288 NEXT D
290 NEXT A

3@ CLS : PRINT AT 8,2; FLASH 2
; BRIGHT 1; PAPER 6; INK 2 "YDOUR
SCORE WAS Y ;;SCORE;: ™ OUT OF 18™

31@ IF SCORE:>7 THEN PRINT AT 10
L, F: FLASH 1; INK 4. PRPER 7. BRI
GHT 1; "CONGRATULATIONS!

This is a REM (remember REM stands for remark)
statement which the computer ignores. Note you can put
as many spaces in a REM statement as you like.

Line 20 sets up an array. An array is used when you want to
store a list of numbers or words and refer to the item in the
list by referring just to the position it occupies in the list.
Line 20 sets up an array called A%. The dollar sign means
that the items stored in the list are words, within quote
marks, rather than numbers. The first element of the array
is referred to as A% (1), the second as A$ (2) and so on.

Sets a variable called SCORE to hold your score of the
number of letters you find correctly.

40-70 This is a FOR/NEXT loop, as in the previous program. Line

50 (READ B$) acts in conjunction with the DATA
statements (lines 80 to 110). It reads each of these in turn,
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80
-110

120
-140

150

155

160

170

one for each cycle through the loop. The first time through
the loop it reads the first item in the DATA line {"10602")
and assigns this to B$. Line 60 then assigns A8 (1) to this
value of B$. The next time through the loop, when A
equals two, so line 60 reads, in effect, LET A% (2)=B&, and
this time B$ has the value of the second item in the DATA
statement, “20605". This continues until all 36 items in
the AS list have been assigned a DATA statement.

The DATA statements. Notice that items are enclosed
within quote marks, and separated by commas.

Three REM statements

This sets up another FOR/NEXT loop. FOR/NEXT loops do
not have to be called A; any letter of the alphabet is
acceptable, so FOR J=1TO 10 or FOR M=1TO 10 would
do as well. BEEP .02, — 10 makes a short sound (BEEP is
discussed in detail later in the book), and CLS clears the
screen.

INKEY$, which you'll find above the N key, reads the
keyboard, waiting for a key to be pressed. This line waits
until your hands are clear of the keyboard before
continuing.

This sets B equal to a random number between one and
thirty-six, to choose one of the numbers zero to nine, or a
letter of the alphabet.

This is a fairly complex line, which prints the letter or
number on the key A8 (B, 1), atits correct location, which is
done by PRINTing AT the second and third numbers in the
DATA statement down (so if the second and third
numbers are 12, it would print 12 lines from the top), and
the fourth and fifth numbers across (so if the fourth and
fifth numbers in the DATA statement were 05, it would
print five spaces across). In other words, each of the DATA



180
-210

220

225

230

240

260

265

270
-280

290

300
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statements contains either a letter or number as the first
element, and the final four elements are its location on the
screen, items two and three being the position down the
screen, four and five the position across.

This FOR/NEXT loop waits a designated time for a
keypress, the length of the delay being set by the number
at the end of line 180. If a key has been pressed, line 200
detects this, and sends action to line 260.

If you don‘t press a key in time, the computer prints up the
message YOU TOOK TOO LONG

This is a short delay, using a FOR/NEXT loop. You can use
PAUSE or an ‘'empty’ FOR/NEXT loop for a delay.

Sends action back to line 150 for the next test.

At the end of ten goes, sends the computer to line 300 to
print out the final score.

Checks to see if the key pressed is the same as the one
printed on the screen, and if it is adds one to the SCORE,
and prints out the message WELL DONE, YOUR SCORE
IS NOW 3, or whatever your score happens to be.

If the key pressed was not the same as the one shown on
the screen, prints SORRY, BUT THAT WAS WRONG, TRY
AGAIN, then sends action back to line 170 to let you try
again. Notice that there is a single comma after the close
guote marks following the words TRY AGAIN. Leave this
comma out, and see how this changes the display.

This is a delay before the next letter or number is printed
on the screen.

Sends action back to line 150.

Prints out the score.
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310 Adds a congratulations message if a score greater than 7
has been achieved.

You'll find this is a very useful program to help you gain familiarity
with the keyboard layout.

The material in this chapter has been somewhat condensed but |
hope that careful reading of it, and entering the programs at the
right time, has given you a fair introduction to programming in
BASIC on the Spectrum. This information should complement that
given in the two manuals which came with your computer to help
you become a proficient programmer fairly rapidly. The rest of the
book will assume you have mastered the information given in this
chapter, and that you understand the introductory manual, and
much of the early material in the second manual which came with
your computer.
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Exploring the Spectrum’s
colour

The Spectrum has six colours (dark blue, red, magenta, green,
cyan, and yellow), plus black and white. Each colour is given a
number between 0 and 7. The relationship between colours and
numbers is:

Black

Dark blue

Red

Magenta (a sort of pinkish purple)
Green

Cyan (a light blue)

Yellow

White

NOoOOOR_AWN-—-

If you have a black and white television, or turn the colour control
right down on your colour TV, you'll see these colours, printed in
this order, form a range of greys from black to white. Try this:

10 FORX=0TO7

20 PRINT INK X; “ B B" (two solid squares obtained by
pressing the white shift key, followed by key ‘9" and
then key ‘8’)

30 NEXT X

The colour codes also relate to how the colours are produced by
the television. A colour TV uses blue, green and red light. All other
colours can be made up of a mixture of these three. Magenta is
made by mixing blue and red and its code, 3, is the sum of the other
two colours’ codes.

When you first switch on your Spectrum you will see that the
entire screen is white and you are typing on the screen in black. Itis
easy to add a splash of colour by using the BORDER command to
be found on the B key. Try this:

BORDER 1 (followed by ENTER)
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This turns the border dark blue. You can put any one of the eight
numbers after the BORDER command, and after pressing ENTER
the border around the screen will change to that colour. You can
also choose what are called INK and PAPER colours. The PAPER
colour is the colour of the rectangular page inside the border, and
the INK colour is the colour of the text and graphics characters that
you type in. Getting the PAPER and INK commands is a little harder
than the BORDER one. To change the PAPER to a new colour, you
first press the white shift key on the left of the keyboard, then the
red shift key on the right, and lastly, still hoiding down the red shift
key, you press the ‘C’ key. Try some of the following (note that as
with the BORDER command above, you don’t need line numbers
for these examples):

PAPER 3 : CLS (the CLS command is on the 'V’ Key)
PAPER 2 : CLS
PAPER 6 : CLS

You see the main rectangle of the screen’s page turn first
magenta, then red and then yellow. As you probably know, you can
put any of the eight colours’ numbers after the PAPER command.
But to get the colour all over the page, you must then follow your
PAPER command by a CLS (clear the screen) command (there is a
way of avoiding this — but I'll return to that later).

The INK command is just as easy to use. To get INK you press
the CAPS SHIFT key again, holding it down you press the
SYMBOLS SHIFT key on the right, and still holding the red shift key
down, press the ‘X’ key. The INK command is used in much the
same way as the PAPER one.

To see the effect of coloured text try:

10 PAPER7
20 INK3
30 CLS

40 PRINT “Testing”

If you run this program you'll see the computer prints the text in
magenta on a white background. You can put any colour text on top
of any colour paper, but many of the colours do not mix very well.
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To see what | mean change the above program to the following,
and run it.

10 PAPERS

20 INK4

30 CLS

40 PRINT “Testing”

It is very difficult to see the words. Red and-magenta don’t mix
too well either and typing magenta text on top of a green paper is
particularly difficult to read.

You can use the colour commands to colour just a part of the
screen, rather than change the whole page within the border. To
see this, try the following:

PAPER 7:CLS:PRINT INK 5; PAPER 1; “Testing”

As you can see, just the area behind the words was in light blue,
with the text in dark blue.

There are four things that you can do to the colour and all the
BASIC words for these can be found below the bottom row of keys
on your Spectrum; they are FLASH, BRIGHT, OVER and INVERSE.
The last two of these are not restricted to the use of colour, but
they have many uses when dealing with colour.

BRIGHT

The BRIGHT command is easy to understand. This is used to make
the colour of either the text (INK) or the background (PAPER) stand
out a little more. Using it the colours can be made a little brighter

and in some cases a hue or so lighter. This routine shows what
BRIGHT does:

10 FORx=0to7
20 PRINT PAPER x;BRIGHT 0; “;BRIGHT 1;“ *;
30 NEXTx

This prints spaces (think of them as little blocks of PAPER) in
blocks of two. The first is the normal colour and the second is the
same colour made brighter. As you can see the BRIGHT command
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is followed by either a zero or a one. Zero turns BRIGHT off, and
one turns it on.

This next program produces the same result, putting the
BRIGHT control in a loop:

10 FORx=0TO7
20 FORy=0TO 1
30 PRINTINKx; BRIGHT y;" “:

40 NEXTy
50 NEXT x
FLASH

The next word is FLASH and it is used rather like BRIGHT. It too is
followed either by a zero or a one depending on whether it is ‘on’ or
‘off’. We could make the BRIGHTer squares in the last example
flash for instance with this routine:

10 FORx=0TO7
20 FORy=0TO"
30 PRINTINK x;BRIGHT y; FLASHy; " ;
40 NEXT y: NEXT x

The routine shows that FLASH flashes between the colour of the
INK and the colour of the paper. If you have just switched on then
the INK is set to INK 9. INK 9 is a special statement which tells the
Spectrum to print in whatever INK would be the best contrast to
the present PAPER colour. The program you've just run shows that
for the four darker colours the Spectrum chooses white as the INK
and the other lighter colours have black. Hence the BRIGHTened
dark coloured squares flash between colour and white and the
lighter colours flash between colour and black.

INK 8 is also a valid statement. It means that the last colour is to
be retained. You can use these two numbers with PAPER
commands as well, and they have the same effect. Thus, PAPER 8
and PAPER 9 are valid statements. You can use the number 8 after
the FLASH and BRIGHT statements, but not the 9. In all cases the
number 8 means that what ever attribute that square was set to
will be retained when a new character is printed on top.
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INVERSE, OVER

The two remaining words that you can use when dealing with
colour are INVERSE and OVER. INVERSE carries out the basic
action in FLASH, namely to change the INK to PAPER and the
PAPER to INK. This has the effect of inverting the text, so white
writing on black becomes black on white, or vice versa. It works for
all the colours of INK or PAPER and takes a form similar to BRIGHT
and FLASH. Once again, the word is followed by either a zero
(meaning 'off’) or a one {(meaning ‘on’). However you can’t use 8
after this word. Try this to see how it works:

10 FORx=0TQO1

20 PRINT INVERSE x; INK 5; PAPER 1; “This shows how
inverse works”

30 PAUSE50

40 NEXT x

OVER is a very useful BASIC word and it refers to a way in which
you can overlay one character on top of another. Once again it uses
the zero-for-off and one-for-on control. Like INVERSE, you can‘t
use the number 8 after it. OVER works by calculating what is called
an exclusive-or operation on a character square. What this means
is that it lays one character over another, but where there is a black
dot in both at the same place it will print a white dot instead. The
way OVER does its job is best understood by considering that each
character square on the screen {there are 32 across and 24 down)
is made up of 64 tiny dots in an 8 by 8 matrix {rather like a chess
board or a square of graph paper). When asked to OVER print
something the Spectrum looks at the same dot in each of the
character squares in question and goes by this ‘truth table’ to
decide whether to end up with that dot as black or white:

NEW CHARACTER
BLACKDOT - WHITEDOT
BLACKDOT WHITE BLACK

OLDCHARACTER

WHITE DOT BLACK WHITE
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Let's take an example to make this clear. Print two characters
onto your TV screen, the capital ‘O’ and the zero ‘0":

PRINT "O 0"

Now imagine what you would get if you OVER PRINTed the
capital O on top of the zero. Having formed a mental image of what
you expect {bearing in mind that two blacks give a white) now try
the actual OVER PRINTing:

PRINT OVER 1;“0";CHR$S8;“0"
(Note that CHRE8 is a control character which backspaces)

You should get a cross-hatch line, or stroke. Do you see why? Try
OVER PRINTing a few other characters on top of each other and try
to predict what will happen.

How else can OVER PRINTing be used? One good use is making
objects appear to pass in front of or behind others. A simple
example of this is in the program OVERPRINT. In this a normal
letter 'p’ travels across the screen toward an inverse ‘p’. The
normal 'p’ passes over the other one momentarily creating a black
square {remember that black and white give black?) then goes on
its way leaving the inverse ‘p’ as it was. :

OVERPRINT

S PAPER S: INK 1: TLS
18 PRINT INVERSE 1; 87 10,18; "p

1S FDR a=d TO 2B
22 PRINT PREER 1: I{?{ = I!-B}ER
SE 1. _OVER 1_; &7 i@ a;
EEUISE

=
1@4@ FFTﬂT I?WEF{*‘E i; QUER 1,57
éésn XT a3

ATTR

I mentioned that you can only have one INK colour and one PAPER
colour in each character square. This is because the Spectrum
stores information about the colour of INK, of PAPER, whether a
character is FLASHing or not, and whether it is BRIGHT or normal,
for each character square in an area of memory set aside for
“attributes” (from location 22528 to 23296). This gives 768
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memory locations which is 32x24, the number of columns
multiplied by the number of rows on the TV screen. Each of these
memory locations contains a number between @ and 255 which
refers to what colours are there and so on. This number is returned
when you use the Sinclair BASIC term ATTR (x,y) where x and y are
the coordinates (as in PRINT AT) of the square in question. The
number is not easy to understand until you have had some practice
with it.
It is made up of four numbers added together. These are:

128 or @ depending on whether the square is FLASHing
64 or 0 depending on whether it is BRIGHT or not

8 times the PAPER colour’s code

and lastly the code for the INK colour.

You use ATTR as follows:

PRINT AT 10,10;FLASH 1; BRIGHT 1; INK2;
PAPER 6; “S";ATTR (10,10)

Here you are printing the letter S at the position row 10, column
10, inred ink on a yellow background with BRIGHT and FLASH both
on. What do you think the computer will report as the ATTR of
position 10,107 It shouldbe 128 + 64 + 8*6 + 2 = 242. This s fairly
easy to work out given that you know the attributes. If you are just
given the response to ATTR (x,y), and you want to work out what
the number means, you can use the ‘ATTR' calculator program.

You could set variable ‘A’ equal to the result of ATTR {x,y) in a
program and make use of the values of INK, PAPER, BRIGHT and
FLASH obtained. One good use for ATTR is detecting the nature of
the character at a certain position. For instance, you might wish to
have a space craft travel along until it hits a mountain. You couid set
the mountain up in a different colour to the rest of the picture, and
by testing whether the character space ahead of the craft is that of
the mountain or not you could tell when collision will occur.

ATTR CALCULATOR

18 INPUT "RTTRT R

28 IF "-1238«{8 THEN G0 TO S&

38 LET 3=3-128: PRIMNT “Fi3sh o
0,

‘4® 8O TO BB
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S@ PRINT “"Ftash OFF,
6@ IF 3-B84<8 THEN ca $o oo
7@ LET A=RA-84: PRINT "Bright «©

88 Go TO 188
S8 PRINT “"Braghl OFF,;”
188 IF Rs8=INT (R-8} THEN S0 TO

128 PRINT “"Papes is 7 INYT iR-732
,UL,IRE is Ti:A-(8xINT (BS8))

i1i3e STas

148 PRINMT “"No InK.Paper is "R/

In this case the mountain will usually be in a known position
(although you could arrange for a moving planet surface} so the use
of ATTR is not of great value. But in other cases you will not know
exactly where an ‘obstacle’ is or you may only be able to note
obstacles’ positions by many IF ... THEN statements. In these
circumstances, ATTR could be very useful.

Plotting a rainbow.

Let’s try some high resolution printing in colour. The next program
plots arainbow. Take note of how the command to draw anarcofa
circle is used to produce curves of colour. Note too that the arcs of
a different colour are a character space apart. Can you recall why
this must be so? There can only be one INK colourin each character
space, so if you draw two differently coloured lines too close
together, then the colour of the second one will ‘contaminate’ the
first by changing all the INK values in that square to its own code.

I REM RPAINMNEBOGL

2 LET a=1

S DI 2B S0 SuBR 18R
g L ET u=1

eaPER 7: BORDER &: OLS

1B FOR =188 TO 258 STEF IS

28 FCR u=1 T &

38 INK aiu}: PLOT s2u & ORAW
~-a,a-8@+0 ,PI2

48 MEXT u

S8 LT wy=uri

oR IF =7 THEN GO TDO 208

T8 MEXT 3
128 LET a(1)=3: LETY ai2}=1. LET
I3 =5: LET mtf4)=4: LET BIS)=R:
LET a3i6) =2

118 RETURN
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BRIMNT PRFPER 7,;RY 1o ,.5; INNK

=oa =
[rUST. INK 1 UPT; TMK s;fs 5 INK
&; 70T IME 8l R OINK 2 ~fuer
128 colours

Being able to print two colours in each character square can be
used to advantage to create up to 128 colours on your Spectrum.
You need first to define a graphics character which looks like a very
small chess board (as is on the ‘A’ key of the ZX81).

By making the PAPER one colour and the INK another you will
effectively make half of the character one colour and the other half
the other. Because the colours are spread evenly, the two colours
mix to form a new one. Red dots and yellow dots mixed in this way,
for example, give a good orange. Try it now, and see just how many
different colours can be produced on the Spectrum with the
program.

i REH CQLQUR‘»

28 PRPEER BORDFER &: £1 5
2@ REM G?‘iﬁﬁ&*%ﬁf LIKE CHARN
4@ FOR X=@ TO & STEP

S@ POKE USR P +X .89

B2 POKE USSR “P™+X +1, 176

128 FOR B=0 7O 1

1iv PRINT PRPER P, INK I BRIGH
T B. llppﬁl-

120 NEXT B: NEXT I: NEXT &

138 PRUSE Zbe

14@ CLS : PRINT “"ARND NOU FUl il &
CREEN. . .": PRUSE 2&8d&

15@ CLS

16@ POKE 23692.108
178 FOR P=@ TQ 7

ige FOR I=@ TQ 7

igea FOR B=B T 1

Z@e® FoRk K=B TO 51

218 PRINT PAPER P; INK I: BRIGH
;Dgp;ﬂnppppppppppppppppsppp?pnpp

22€¢ REM ALL &S ARE CGRAPHICS

CHR$ ON KEY ‘B°
23@ NEXT K
S48 POKE 23592, 106:
REM QUTO SCROLL
258 NEXT B: NEXT I: NEXT B
26@ STORP
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You could do this another way by drawing cross-hatched lines
across the screen using the DRAW and PLOT commands, drawing
the lines so that they are one pixel (dot) apart. By drawing in one
INK on top of a different coloured paper the same effect could be
obtained as when the graphics character was used.

The Spectrum can produce a very fine display by drawing lines
with the DRAW command which interact to give a kind of
‘interference pattern’. NETWORK is a good demonstration of this.

This program plots the screen’s central position over and over
again each time drawing from that point to a position on the edge of
the screen. If you draw to every edge position you will eventually
get a solid mass of colour. But by drawing to pixels at least one
pixel apart very interesting patterns emerge. This is because the
lines your Spectrum draws are not completely straight, but vary in
fixed ways depending to what point and from what point they are
drawn. The program draws all INK colours against all possible
different PAPER colours, and the effect depends on the colour mix
involved. Some colours seem to interfere with each other more
than others, and others appear to swim around the screen in
eddies caused by the pattern.

18 REM NETUORK

2@ LET Z=3

3 LET ink={(RND:E?Y +1

4@ LET paper=(RND*EI +1

S@ IF ink=paper THEN GO TOo 50

55 PRARER papsr: INK ink: L E

&2 FOR a=1i T 2 _ -

7@ FOR X=2 TO 254 STER =2 @

88 PLOT 125,58: DRAW (-137TlF ¢
{X*ZJ.Z*—B’

Q@ EXT X

108 FDF» Y= T8 175 _STEER 2

112 FLOT 128.88:. DRAY 127sZ.Z%-~
872+ 0¥ %2>

120 NEXT_ Y

138 LET Z=-Z
148 HNEXT A: PRUSE 188: GO TO Z&

[

The next program is at least as attractive as NETWORK. I've
called it ICESTAR. It draws a many-armed star in white and then
using a technique which adds a new dimension to your Spectrum,
overlays a new PAPER colour on top of (or underneath) the
snowflake. Usually, as you'll recall, to change the PAPER colour
you need to first state the colour number, and then use the CLS
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(clear screen) command. Of course, this destroys the pattern
you've drawn. For this reason, in this program, the Spectrum
creates a string of spaces the same length as the size of the screen
{704 character positions) and by printing this string over the pattern
in random colours, a splendid effect is obtained.

18 REN ICESTRR
22 INK 7. RBRORDER 3: PRPER 2. ©

2@ LETY Pg=" ": LET Tza=" *

4a® FOR X=0 TO 7d2

5@ LET PH=P$+T%

658 PRINT “.";: NEXT X

78 REM CREATED STRING OF
SPACES SIFE OF SCREEM

8@ CLS

98 LET FLAG=9

18@ FOR K=028 TO 3@ STEF i3

118 LET Y=R: LET Z=PX

120 LET C=188

IR@ LEYT E={Z~-¥3 0T

148 FOR L=y TDO Z STEFR E
A2 LET S5=HK£CD0S (L 3£
ice fE” H=5281IN L

i7¢€ ET Jd=530C05 L

i1S&a PLdT 125+H . . BB+

i8@ NEXT L

288 LET FLAG=FLAG+1

218 IF FLAG=1@81 THEN GO TO 2338
228 G0 TO 156

23@ LET FLAG=G: NEXT K
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2483 LET COL=INT (RND£6} +1

258 PRINT AT ©.0; PAPER COL: OU
ER 1:FP$ ‘

262 PRUSE 108: GD 7O 240

You can achieve this same result in another way too. Think how?
The most obvious alternative is to POKE the ATTRibute area of
memory with the code to change the PAPER colour of each
location on the screen. The ATTRibute area begins at 22528 and
the screen on which PAPER is changed (excluding the bottom two
lines where new program lines are entered) ends at 23231. The
following program also changes the colour of the screen without
destroying the text or pattern there:

10 FORx = 22528 TO 23231
20 POKE x,32
30 NEXT x

Can you see which colour I'm POKEing? Keeping in mind that the
PAPER colour is stored as eight times its code, this has POKEd the
screen with code 4, which is green.

The next program, NIGHTWATCH, plots a very attractive,
balanced picture on the screen, using many of the colour
commands we've discussed so far in this chapter.

1 REﬂ NIGHT&-#RT
2 2: INK 7 BORDER ©: ©

3@ LET A=INT (127 rRND7}

48 LET B=INT (87&RND)

S8 LET Z=INT (8xRND)

8@ LET R=INT_ (RNDx6)

7@ IF R<<2.95 THEN GO TO ia8

INK z

98 PLAT 127-R.87+B

i1@@d PLOT 127+R.837-B

1l@ PLOT 127-R.87-B

128 PLOT 127 +8.87+E

138 GO _TO 30

14@ PLOT OUER 1;127-/A.87-B
IS8 FLOT DQUER 1 127+R.87+B
169 FLOU DUER 1 187-8.874+5
179 PLOT OUVER 1:127+A,&57-B
is8® GO TO 30

Drawing circles in colour on your Spectrum can be rewarding.
The statement you use is of the form: CIRCLE INKi;x,y,zwhereiis
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the INK colour, x and y are the coordinates of the centre of the
circle, and z its radius. RANDOM CIRCLES is a program which, as
its name suggests, draws randomly-placed circles in randomly-

chosen colours.

REM RANDOM CIRCLES
PRPER B: CLS&

LET X=f234z2RNG) 318
LEYT ¥Y=ilS43RND} +310
LEYT Z={SIRND) +1
CIRCLE JINK Z.X,¥.,18
GG TO i8

The BOWLING BALL program does its work by drawing circles
of increasing radius from the same centre (using a STEP of 0.1 in
the radius increase). This has the strange effect of leaving five main
white areas in the balls, and hence the name for the program.

BOWLING BALL

INK 1: PRPER &: CLS
LET X=l@w: LET ¥=X
FOR a=@ TQ 22 &TEF, .3
CIRCLE X.¥.a

NEXT a

LET X=138: LET Y=8FS
GQ TG 28
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Drawing circles one on top of another, as you saw in the random
circles program above, can produce multi-coloured circles,
because as two circles are printed close together, the colour of the
second changes part of that of the first. This effect is used againin
the program CONE.

.1 REM CONE
§g PRPER &: CLE
W
@ FOR X=38 TD 188 STEpP 1@
S@ LET Z=(G2RND) +1
58 CIRCLE INK Z;X.V.,¥-235
7@ LET V=Y +4
50 NEXY X
98 PRUSE 2
As you can see the circles are drawn in ever-increasing size and
in random colours, producing an almost three-dimensional effect.
The final program could form the basis of a rather more complex
figure drawing and colouring program. It allows you to draw a
triangle of any size within the screen’s boundaries and it will be
filled in the colour of your choice.
i RENM TRIAGNBLE DRRUEKR
S SURDER 1. PRRPER T L1 S
e INPUT “START X COORDINATE™S;

28 INPUT “S5THRRT ¥ COORDINATET.
38 INPUT “HEIGHT?“H

35 IF Y+H>17E THEN GO T4 1868
4@ INFUT “LENGTHT" L
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45 IF X+L 355 THEN GO TO 1808
58 INPUT “COoLOURT",C
8% CLS
6@ FOR P=8 To H
7O PLOT X.¥: DRAW INRK &L .,P
80 NEXT P
88 STOoP
188 CLS : PRINT “0OUT OF RARNGE™"’
TUENTER AGaINT
118 GO TO 1@
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Exploring the Spectrum'’s
sound

As you probably know, it is very easy to get sounds out of your
Spectrum. You use the BEEP command. (You'll find it printed on
your keyboard in red below the ‘Z' key. First press the white CAPS
SHIFT key, and the SYMBOL SHIFT key on the right-hand side at
the same time, and finally — still holding down the red shift key —
press the ‘Z' key.) To make a sound, type in something like this:
BEEP 1,0 (followed by ENTER). If you try this you’'ll hear a tone
which is about a second long and at a pitch around Middle C. The
first number refers to how long a note is wanted, and the second
determines the note’s pitch. The 'duration’ number, which can be
from about 0.00125 to around 10, is in seconds. Any time shorter
than 0.00125 will not really sound at all, and a duration longer than
10 seconds will throw up an error report, “Integer out of range”.

The second number can be in the range —60 to +69. Each step
refers to either a semitone above Middle C (which is number @) ora
semitone below it. So BEEP 1,1 will sound a tone a semitone above
Middle C for a second, and BEEP 1,—10 will sound a note 10
semitones below Middle C. Remember to put the comma
between the two numbers.

You can get some idea of the range of frequencies the Spectrum
can produce by running the following short program:

10 FORn=-60TO69
20 BEEP.2:n
30 NEXTn

As you heard, the pitches ranged from a series of fast clicks to
high warbles. For music you may well conclude, as | have, that the
most useful range is around Middle C—about 20 either side —and
this possibly explains Sinclair's assignment of Middle C to zero.
However, the highest and lowest pitches can be of use as well, as
we'll see in due course.
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You have probably noticed how quiet the sound is. To get louder
sound, you need a lead to plug your Spectrum into an external
amplifier. Most amplifiers with a ‘mic’ socket are suitable. You can
get the sound signal from both the ‘ear’ and the 'mic’ sockets at the
back of the Spectrum, with the ‘ear’ signal being a little stronger.
You may have to experiment to see which is best to attach to your
amplifier.

Once you attach an external amplifier you may notice that as you
press each key there is a ‘click’. This feedback on pressing a key
can be useful, but the click you hear without external amplification
is much too quiet to be of use. You can remedy this by entering the
following, as a direct command: POKE 23609, 100 (then press
ENTER).

Now, whenever you press a key there is a distinct beep. This can
be very useful when you're typing quickly, and only looking at the
screen occasionally. However this beep will also be ampilified by
your external amplifier when you use one. You will either have to
put up with this or leave your Spectrum in its ‘click’ state whenever
you are using sound a lot. Of course you can plug and unplug the
leads at the back, but this is rather a lot of fuss. If you do use an
external amplifier, though, you will have to unplug the amplifier
from the back of your Spectrum each time you want to load a
program or save one (depending on which outlet you used at the
back).

Let's get back now to the music. As each note number in the
BEEP command represents a semitone rise (or fall if it's a negative
number), there are 12 of these to an octave. Thus Middle Cis 0, and
the C above is 12, and so on. You could type music into your
Spectrum by setting your tune out as notes on staves, with bar
lines, and then convert each note to its BEEP number and each
note’s duration to a number (probably setting a single beat as 0.25
seconds). But this is time-consuming. It would be much more
convenient to be able to type in a melody as a series of letters for
notes, and numbers for beats.

Our MUSIC PLAYER Program allows you to do this. It tells you it
treats the letters A to G as the lower octave (where ‘C’ is Middle C)
and letters a to ¢ as the next higher octave. You enter your melody
as a single line where each note is followed by a number which
indicates its duration. I've chosen 1 to represent a one beat note, 2
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for two beats and so forth. To give yourself a choice of speed add a
line like this:

5 INPUT “What speed? 1 is slow, 5 is fast”;x

You also need to change line 370 where the BEEP command is
executed:

370 BEEP X{Z)/XY{2)

As you'll see when you try this program, it is much easier than
having to write out music on staves beforehand.

i@ REM MUSIC PLRAYER

28 DIM X (S8 DIM Y IiE&}

3@ LET K=@: LET L=1

48 BORDER 2: PRAPER 4: INH @ ©

S2 PRINT AT 2,18; INUERIE .M
U3XIC PLARYER™ "~

6@ PRINT "TYPE IN YOUR MUSIC £
S A LINE OF LETTERS RAND MUMBERS.

78 PRINT ~""PUT NOTEZ A3 LETTYTE
ESTZ.Q_LLDUED BY THEIR LENGTH IN B

88 PRINT ~""yYOu HAUE T DCTR
UVES.THE 1§ QUER ONE IS FROM A TO €
RAND THE UPPER FROM a8 TO ¢.°

9@ INFUT N3

188 FOR R=31 YO LEN NS J3ToFP 2
11@ IF CODE WN$iA) (87 THEN &0 TO

=280
8" THEN LET K=—R.

512@ IF NS (A
138 IF MS(RY="d” THEN LET K=R.S
14@ IF NS (AY="e" THEN LET K=1
15@ IF NS (RY="Ff" THEN L ET K=1
16@ IF NS(RY="g"” THEN LET £=1.8
é?e LET Yi{L)=iCODE NE(AX -87) 3 {8

K
18@ LET L=L+i
198 LET K=R
202 NEXT R
218 LET L=1
228 FDOR T=2 TO LEN N$ STER 2
23@ LET X (L) =UAL N${T} s
248 LET L=t 31
258 NEXT T
268 60 TO 368

i

” 0in
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2768 STOP
5283 IF NSAXY="A" THEN LT X=-.
5293 IF NERY="8" THEN LEY K=,

8@ IF NS (A) ="F" THEN LET K=02.85
3160 IF NSIRA) ="G" THEMN LET X=D.K
328 LETY Y L) =I{CDDE N3$IiR} -B7-K) =*

338 LET K=8

348 LETY L =131

35& GG TO 28

368 FOR Z=1 T tEN NS 2
3768 BEEP X{Z) /2,.¥ (&}
388 NEXTYT I

PIANO

It would be good to be able to play the Spectrum as a piano. The
next program allows you to do this. It uses the INKEY$ command
to scan the keyboard to see which key you press. I've written it so
that you have a choice of three octaves with the note 'C’ being on
the ‘T' key in each case. A pictorial version of your ‘piano’ keyboard
is presented on the screen to help you remember which keys go
with which notes. You can think of the letters Q to P as the white
piano keys and the numbers above them as the black sharps and
flats. The Spectrum was designed to play a fairly good ‘even
tempered’ scale, which is rather like that on a real piano, so you
should get reasonable (if rather quiet) music from your ‘piano’.

1@ REM PRPIANC
280 INK 7: BORDER O: PRPER 2: ©

LS
3@ PRINT AT 5,13; INUERQSE 1. PR
IAND™ ‘ cs
480 PRINTYT AY 8,8, vl BN
#H’TE KEYS HRE FROsE F

S0M ‘@° TO 'P°™
5@ PRINT AT 12,8: "PRESSING 27
WILL GIVE 8 HICAER OCTRRE.  X°
GIUES B LOUER ONE™
6@ RRINT AT 16.8B; IHUERSE 3;°%
RESS ‘U° FOR UIBRATO AND M’ to_
SUITCH IT OFF
72 PRINT AT 13.@; INUERSE 1'“p
RESSING ‘C° PUTS  MID © ON T
SRINT
B@ LET K=@: LET X=2.3
oS3 PAUSE S@0
1@2 REM UISURAL DISPLAY
ii@ CLS

w
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12€@¢ FRINT IN\-‘ER&E 1,87 1€,

G‘“, 57 314 6; “u\\ -

8; “E" ;F?T

218 "R AT 16, 3_2,; “T“fRT

e.20; "o AT 1e,22; “F"

i3 PRINT PRPEFE @;HY
8,7;"3"; AT &,9; “4“ ; BT

a8,

AT &.15; “?“ tRT 8. 19. g

LAY~ 3
14@ IF INKEY ="
_15@ IF INKEY $=""X"

=
16@ IF INKEY$="C"
17@ IF INKEY&=“U™

a3
1868 IF INKEY&="M"
319@ IF INKEY &="2"
2@ IF INKEYS&="3"
) a}i‘a IF INKEY $="a4"

Z 4K

202 IF INKEYS&="g"
+8

230 IF INKEY$="7"
+

24@ IF INKEY§="9"
+

25@ IF INKEY$="@"
+

260 IF INKEY$="9"
e
L2370 IF INKEY§="u"
“28@ IF INKEYS$="E"
3 +K

298 IF INKEY§="R"
15R

386 IF INKEY$="T"
-

;310 IF INKEY §="¥"
32@ IF INKEYS$="u"
3@ IF INKEYS$="1I"
3I4@ IF INKEYs$=“0"
3I5@ IF INKEYg=!p"

6@ GO To 1350
a37e STOP

* THEN

THEN

THEN
THEN

THEN
THEN
THEN
THEN
THEN
THEN
THEN
THEN
THEN
THER
THEN
THEN

THERN
THEN
THEN
THEN

THEN

18,134,
i@, 18; 31" AT h R

‘ -
i
s“‘n

ot
iAT &.‘Elj
CET Ko2E
CET X%=6.
LET X=0.
BEEPF X, -
BEEE X, -
BEEF X, -
BEEF XK.1%
GEEF X. T
BEEF X,;6
BEER X,8
BEEF X, -
EEEPR X. -
BEER X, -
EEEP X. -
BEEFR M.0
BEEF X.,&Z
BEEFR X.4
BEEFR X, T
BEEPR X.7?
BEER X. 9
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The program asks you which octave you want with a choice of
either having Middle C on the ‘T’ key, or the octave below this or
the one above. Of course, there’s nothing to stop you rewriting
lines 140 to 350 so that touching other keys produces different
notes.

Finally, the program asks you if you want "vibrato'. This sets the
note's duration to 0.03 seconds instead of 0.3. Experiment with
other duration values to see the effect. | found that durations much
longer than about half a second made it too slow to play, and much
shorter than three hundredths of a second was too ‘clicky’. You
may like to think of a way to introduce a change in tempo. You'll
need to have the duration of each note vary to produce variants like
‘slow,quick,quick’. Try a subroutine with a GO SUB command. This
would need to do something like play the pressed note at the basic
duration and then follow it with two more notes half or even a
quarter as long as the first. But don't forget that subroutines take a
little time to execute, so the whole program might start to feel
rather unresponsive if you add too many things.

The Spectrum will allow not only fractional durations, but
fractional note values as well. This might come in useful if you want
to tune your ‘Spectrum organ’ to another instrument. This would
be easy to do. If you add the lines:

355 IFINKEY$ = “K” THEN LET k=k+0.05
356 IFINKEY$ = "L" THEN LET k=k—0.05

then the notes you play will be a fraction sharper or flatter with each
press of either the ‘K’ or 'L’ keys ('K’ to sharpen, 'L’ to flatten). You
could use this facility to produce fractional note pitches to play
‘oriental’ sounding music, with 16 or more notesin a scale, instead
of the usual 12.

OTHER EFFECTS

You can do more with your Spectrum than just turn itinto a piano. A
visual display of musical notes can be produced. To do this we'll
use the Spectrum’s ability to define new characters discussed in
detail in the games chapter. The MUSIC WRITER program forms
the basis of a longer program which allows you to type in your
music much as you did in MUSIC PLAYER as letters, numbers and
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# signs, but this time it turns each note into a crochet, quaver or the
like on the screen, printing it on the correct stave. You can change
this program so that as you play your Spectrum like an organ or
piano, it prints the notes on the screen.

v

1@ REM MUSIC WRITER
2@ PRAPER ©: INK @&: BORDER 7. ©

38 LET X=1851

48 RENM DRAW STHUES

S8 FOR yY=1 T@ &

a2 PLOY @.¥: DRAL 255.w»

7 LET X=X-&

8@ NEXT Y

ag Fas A= TQ ¥

188 RERD 7T

11@ POKE USSR “"L"+R,7T

128 NEXT B

i13@ FOR B=6 TQO 7

148 RESD T

is@ POKE USSR “K7:R,T

168 NEXT B
41?@ ﬁRINT QUER 1:HR7Y J3,3; "L"; AT
L3 TR

182 BEEPF @.28,

19@ REM TOFP OF NDTE SHRPRE
2088 DRATH 8,4 ,.7.,5,4,4,8,. 43
21 REM BOTTC““! oF NDTE SHARE
22 DATAH Q,.6W1,124 124,124 .88, &,

23 3TfTaP

ADDING SOUND EFFECTS
There's a good chance that you are interested in playing games on
your Spectrum. Can the computer give the added dimension of
sound to games? Can it make sounds like phasors firing, footsteps
or train noises? The answer is both ‘Yes’ and ‘No'. It can produce
some fairly useful noises which will enhance your games.
However, if you expect the sounds to be as good as those
produced by arcade machines, I'm afraid you'll be a little
disappointed.
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PHASOR FIRE, PHASOR FIRE 2 and PHASOR 3 give three ways
of making a suitable sound for a space shooting game, and
WALKING shows how you can incorporate sound with movement.
Note that the first graphics characterin line 140 is an L, the second
isaKk.

i@ REM PHASOR FIRE

28 LET D=0@.8128

38 FOR X=1 TOQ 2

4@ FOR Y=4 TQ 1I6 STEPF 2
S8 BEEP D,Y

68 MNEXT Y

78 MEXT X

18 RE PHARASOR FIRE 2

28 FOR X=-18 TO

38 BEEP @.8125,; X‘

48 NEXT X

5@ FOR Y= TO -5 STEP -1
6@ BEEP 8.2125.Y

T8 NEXT ¥

1@ REM PHASOR 3
28 FOR X=5 TO 20 STEP 1.5
380 BEEP .005,X
40 NEXT X
58 FOR ¥Y=28 TO & STEF -31.5
660 BEEPFP .808.Y
78 NEXT Y
8@ PRAUSE 3@
RUN

1@ REM URALKING

28 FOR PR=02 TO 7

3@ READ X

4@ POXE USR "L +R X
58 NEXT A

88 POKE USR “"K"+R,X

18@ FOR T=0 TO 1
11@ PRINT AT 21,7T;""";

12@ NEXT T

13@ FOR C=@ TOQ 231

140 PRINT AT 28.C; %" : PRUSE 3
PRINT 87T ea,r-"ﬁ'. PRISE 3: PRI
NT RT 28.0; "
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158 BEEP 8.082,38: BEEPFP R.R2.,.48
168 NEXT C
17e GO TO_ 1@e ,
188 REM DATA FOR 2 UERSIONGS OF
AN
190 PATA 24 ,36.153,126,24,128.,1
32,4 ,24 ,36, 153 126 24 38,--,32
EBB STOP
Another useful routine is the program which simulates a bomb
drop. This makes the frequency of the note fall from around the
highest pitch available to one some 20 semitones lower. The rate
of fall is fast at first, but gets even faster to give the impression of
the bomb speeding up as it gets closer to the ground.
18 REM BOMB
20 FOR X=69 TO 55 STEP -2.3
3@ BEEP 8.85.X
43 NEXT X
58 FOR =0

TO

6@ BEEPRP ©.01. —1@ BEEF €e.e1.-5
®: BECF 2.81.-6&
P@ NEXT ¥

More elaborate micro computers offer not only the ability to play
single notes, but also up to three voices at once, with variations of
frequency (called frequency envelopes) and perhaps a white noise
generator to create surf-like sounds. Your Spectrum can’t match
this, but you can use some tricks to go beyond simple BEEP BEEP
sounds. FREQUENCY/TIME SHAPES and FREQUENCY SHAPES
show how you can produce frequency envelopes of sorts.

In the first of these programs, as well as being able to vary steps
between the two notes, you can also vary the duration of the note.
In this example it goes from Middle C to the whole note above
starting with a fairly short duration and getting shorter as it
approaches the final frequency.

4
FREQUENCY/TIME SHAPES
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18 REM FRESUENCY TIME SHAPRES

c\EE\ INK 7 2GROER £ FPRAPER 3 ©
L\—

32 LET DuiR=|.@8

4@ FOR F=22 TO 2 2TEFR 8.5

@ GEEP DUR.,F

@ DRAW SOD DR, 20xF

7e LET PBUR=DUR-8.&85

o8& NEXT F

2@ DRAY TB.8: BEEFPF O.5.
A8 GO TO 1868

The second program ramps up (or down) from a given frequency
to the next in steps which you define in line 4@. Instead of the

sound jumping from one pitch to the next it slopes up to it or down
to it by incrementing the pitch in fractional values.

£ Y
d Y
F A Y

'.' X

I L %

A A Y

) b}
5 \
/ N
;!i ‘s.“
.P‘-;;’. \
e \\
——— N
1@ REM FRESUENOY SHARES
5@ BORDER 4 PARED 4. DLS
38 REM YOU COULD CHAMNGE THE
URLIIES OF F,FE,GND S.
49 LET F=@: LET FE=3: LET S=1
S@ FOR X=F TO FE STEP S
£2 DRAU 2535, 2@sX
TE BEER D.@®3.%
: NEXT X

- i B <~
I prend 9,6 BEEF 8.2,.FE
36 FOR v=FE TO F STEP -5
110 DRAW 25*x5, -20 %Y
i2@ BEEP 8.83.Y
13@ MNEXT ¥
148 50 TO 148

You may wish to experiment with these envelopes, putting
several together to form more complex sounds. Doing this sort of
thing makes the Spectrum sound even quieter, so | strongly
recommend the use of an external amplifier.

The final program in this chapter, MUSIGRAPH, links together
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the Spectrum’s sound and colour capabilities. It sounds notes of
random pitch and duration {with fixed limits). The higher the note
the higher up the screen a blob of colour is printed, and the longer
the note, the further to the right the blob is printed. The resultis a
collage of colour where what you see corresponds to what you
hear.

i@ REM MUSISRADRH
=28 BORDER_&: PIQPER 8: CLS
Z@ FOR X=2 TO 31

49 LET NOTE=RND 20
S@ LEY DUR=RND:z2.4

B8R L EY INK=iRNDI&)+1

78 PRINT INK INK;8T 28-MOTE,.X;

8@ BEEF DUR_ NOTE
Q@ NEXT X
ied LS . GO TD 38
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Using the Spectrum in
business

Like all computers, the Spectrum by itself can do nothing. With
appropriate software a vast variety of tasks can be handled. Users
regularly buy software with many features they do not want, but
which do the basic work to be done.

As time goes on (if the system is good) they gradually come to
use the features, and before long they cannot understand how
they got on without them. Some examples of what a computer
system can do are given shortly. These examples show that
computer systems can be an enormous help —if they are organised
properly.

As | pointed out in the first chapter, computers can do anything
which can be reduced to a set of elementary commands which
they can act upon. They will always act exactly in accord with the
information they've been given. For example, if your invoicing
program contains a section to ‘send a reminder to everyone who
has not paid their account this month’, some people will be getting
letters threatening legal action if they don’t pay £0.00 AT ONCE.

The degree of care required in producing and using computer
programs depends upon the application. The effort required to
ensure absolutely that the space shuttle goes up, rather than
down, would be wasted on a new and better anagram game.

Computer applications can be grouped into a number of (not
clearly delimited) classifications:

BUSINESS AND DATA PROCESSING. Usually fairly simple
operations are carried out on relatively large amounts of data. Stock
control, for example, requires virtually nothing more difficult than
addition and subtraction; but it is important to find the required data
as fast as possible. Most of the time taken to run a program is used
up in handling information held in memory. A well-designed
business system will comprise modules which can interact with
each other. Thatis, a sale should cause changes in your ledgers and
your stock; and invoices, advice notes, and the like should be
produced. There are advantages to having your word processor
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program interact with your business programs. Everything should
be as foolproof as possible. In particular, human error should be
expected and checked for when this is feasible (for example, the
program should check that entries are, in some sense, reasonable).
Such business systems are few and far between, but they are
worth paying for.

Good software is expensive to produce and maintain. One
Spectrum package which is available is a very sophisticated project
planner, which is claimed to be at least as good as any similar
program on the market. It costs a good deal less than other
planning programs; yet it costs more than a 16K Spectrum. When
looked at in perspective, the careful user will spend more on
evaluating the package than the package price (software
evaluation may require several days work by a highly gualified
person). It will take time to tell if users will be prepared to pay the
price which will be necessary to stimulate production of really first-
class software.

WORD PROCESSING. With an add-on keyboard, the Spectrum is
capable of being a very respectable word processor. A word
processor allows you to type in text and see it on the screen in raw
form. You can edit, insert, delete, or move text to your heart's
delight. When the wording is right, you can print your text, neatly
formatted. Then you can go back and make further changes.

SCIENTIFIC OR ‘'NUMBER-CRUNCHING’. Caiculations can be
very complex. Relatively little input, output, and memory may be
required, but much CPU time is spent on actual calculations.

TECHNICAL APPLICATIONS. The Spectrum can be used to
simplify life for people such as architects, planners and engineers.
Elementary programming skill can pay off for these applications, as
many one-off and non-standard calculations arise. Standard
technical software also exists, and is often very worthwhile.

REAL-TIME AND CONTROL APPLICATIONS. In this group, the
computer is plugged into the real world. The result of a process is
not a printout, but an action, such as switching motors on and off.
In many cases the programs are time-critical, that is the result must
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be ready at exactly the right time, neither too early nor too late. This
is unlike most other applications which can proceed at their own
rate.

COMMUNICATIONS. Computers can be used to communicate
with a variety of devices, including, in particular, other computers.
This can be done over ordinary telephone lines. Many interesting
possibilities arise.

The Spectrum is well-suited to business applications because itis a
powerful machine at a very reasonable price. If abusiness is to use
a computer, there are obvious and real advantages to owning one.
Just about everybody who has used a typewriter has uses for a
word processor. The Spectrum may emerge as a much-used real-
time controller, and will show its capabilities doing useful scientific
work.

It is generally recommended, quite rightly, that you should look
at the software you need before deciding which computer to buy.
Many people have been caught out by buying computers with
impressive specifications only to discover that suitable software
was not available, and would be somewhat expensive to have
produced to order. This attitude should perhaps be modified
slightly in view of the enormous market which the Spectrum has.
Whatever you need is either available now, or will probably
become available in due course. Spectrum business software
tends to be fairly cheap compared to similar software for other
machines. However, lengthy demonstrations, after-sales support,
and custom modifications are rare. When selecting software for
the Spectrum, keep in mind that the quality of packaging and
advertising will not necessarily correlate with the guality of the
software. Recommendations from knowledgable users and, to a
certain extent, magazine reviews are the main sources of
information.

Even if you decide not to buy commercial business software at
the moment, there are a number of ways you can use the
computer to help you using programs you‘ve written or adapted
yourself.

The balance of this chapter is five programs |'ve written to give
you an indication of the ways in which the Spectrum can helpyou in
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a small business, orathome. The programs may not fit your current
needs exactly, but should be fairly easy to modify to make them
suitable for you.

The programs are:

PERSONAL ACCOUNTS — which allows you to specify any
number of recurrent costs and — like the other programs — contains
a menu to allow you, among other options, to save the current
state of your accounts on tape.

DIARY — which sorts entries into date order, and prints them out on
demand.

TELEPHONE DIRECTORY — which accepts names and telephone
numbers {as might be expected), searches rapidly through the
directory for a requested name, and can be updated and expanded
at any time.

DATABASE - this stores up to 130 items of 24 characters twice
{on a 16K machine; a much larger file can be created on a 48K
machine), in a way which allows them to be accessed by one of
two criteria. The program is set up to store a collection of 130
records and can print out a list of records in alphabetical order by
artist name or by titie, and allows searches to be made through
either list. it can easily be adapted to handle other requirements,
and, if only a single file is required, and less characters per file are
needed, can handle many more items, while still retaining the order
and search facilities.

FINANICAL MODEL/SALES PROJECTION - one of the most
popular packages of business software in the world is Visicalc, a
spread sheet calculator which allows the user to feed in current
figures, then make future projections based on those figures. This
program performs two of the tasks of Visicalc: it analyses the
pattern of sales figures from month to month {or between
whichever time periods you decide), and then allows those figures
to be projected, with the projection based either on the average
sale per month for the period when results are known, or on the
sales results of the last known month.
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These programs may well need modification to be of use to you
in a small business, or for home use. The main reason for including
them in this chapter, apart from theirimmediate use, is to show the
ways business software can be written. Business software rarely
contains ‘clever’ coding as do many arcade games programs. The
approach is usually more methodical and less exciting. The tasks to
be accomplished by a business software package can usually be
clearly delineated before you begin, whereas a game may evolve
as the program is written.

You'll find it relatively easy, once you know what you're trying to
achieve with a business program, to write the program, or to get
someone to write it for you.

We'll now look at the programs one by one, and see what we can
learn about writing business applications software from the
listings.

PERSONAL ACCOUNTS
When you first run this, you'll see a menu appear which reads as
follows:

Current balance is £0

ENTER

1 — To start from scratch

2 — To modify payment schedule
3 - To deposit money

4 —To save on tape

5 —-To stop

It is a good idea to provide a menu like this to ensure that the
program can be used without either elaborate instructions, or the
programmer leaning over the shoulder of the user explaining what
to do next. It would be reasonable to assume that the first time you
run this program, you enter 1, ‘To start from scratch’. When you do
this, you'll see: “Enter the number of items which must be paid for
each month”. Here you input the number of recurrent costs you
have, such as your mortgage, car payment, any hire purchase
commitments, your credit card, other standing orders, and the like.
ltis best to be over-generous withthe number of categories when
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you first run this, as it is impossible to add later ones once you've
started using the package.

If you enter 4, as the number of recurrent costs (as is shown in
the sample run which follows the program listing), you'll then be
asked to enter, one by one, the 'name of item’, and then the
monthly cost of this. Names of items, and their costs, can easily be
changed later on. Once you've run through the list (adding ‘blank’
items for spare numbers you've given yourself in excess of your
immediate needs), you'll be given the chance to modify any of
them you wish: 'If this is correct, press ENTER. If there is an error,
enter the number of the item you wish to change.’

[f the program does not yet have your bank balance, as it will not
when you first run it, it will instruct you to 'Enter last known
balance’, and then ‘Enter any deposits, including salary, one by
one. Terminate entries by entering “E”’. As you enter any deposits
you've made, the balance figure —shown at the top left hand corner
of the screen — will automatically increase. Once you've added all
your deposits, and signalled this to the Spectrum by entering “E”,
you'll be given a further choice: “Enter 1 to subtract all of current
payment schedule, or2 formenu”. If you enter 1, the computer will
subtract the total cost of all the items you listed earlier as your
recurrent costs. It will print up the balance before, and after, the
month’s costs have been subtracted.

You will then be back at the starting menu, by this time the
‘Current balance figure is . . . " is not (hopefully) zero, as it was the
first time you ran the program. All variables within a program are
saved with the program when it is saved on cassette. However,
starting the program next time with RUN or CLEAR wiill wipe out
the contents. The last line of the program (GO TO 430) ensures
that, after the first time you use the program, it will start running
automatically, retaining your present balance.

Notice, when you run this program, the use of INK and FLASH to
highlight parts of the program. The colour and other graphic effects
should be used whenever necessary to cut down on the possibility
of operator error. As well as this, input should be ‘error-trapped’
where possible, so that a user error does not cause the whole
program to crash. For example, line 325 rejects a null input from
line 320. A null input (just pressing ENTER without previously
entering a number) would cause a crash at line 340. Similarly,
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although the program asks (in line 310) for “E” to be entered to

" _

terminate the entry of deposits, the program will also accept “e” as
there are no instructions within the program to ensure that CAPS
LOCK has been engaged.

12 REM PERSONAL ACLOIINTS

12 LET BRLANCE=2

AS GO TD 400

28 PRINT '’ “"Enter the nuaber
of items which sust be paid for
each msonth™

3@ INPUT NUMBER: CLS

42 DIM AS$ INUMBER, 12}

S@& DINM 8 {NUMMBRER)

6@ FGR A=1 TO NUHBER

7@ PRINY AT A4-1,0 ‘"Enter name
of item *; FLASH 1;AR

88 INPUT As iR

98 PRINT AT R-1,@; "And how muc
h is “‘nstnk,"each month? (in £)

1ed INPUT A(A)

11 PRINT AT B- 1 B,R THRE 3:RA%1{R
}I;TRE AR “£";: R (/)

i2@ NEXT R

13@ PRINT ““If thiszs is correct,
press*, FLASH 1,"ENTER“' FLASH
;Y s XIF there is an error."."ent
er the number ofF the item” . “you
wish to change."™

4@ INPUT BEB%

i5@ IF B$="" THEN 0O TOQ 26&

1668 LET B=URL B%

ti?BﬂPgINT “Enter new name ror i
188 INPUT A% (B} )
188 PRINT “And how much is "“; A%
iB) ."each mponth? (in £

2@8 INPUT AiIBR)

21& CLS

220 FOR A=1 TQ NUMBER

23@ PRINT R;TRAE 3 R$(A) ;TRB A5;
“En;RIR)

24@ NEXT R

288 GO TQ 15

26@ LS

265 IF BRALANCE>@ THEN GQ TO 223

&

270 PRINT crvEnter Last Anomn b
atance’®

2588 INPUT EBRLANCE

2908 LS

382 PRINT AT 2.,8; "£Y:RALANLCE

114
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310 PRINT “""Enter any deposit:=
, inciuding”.,"salary, one by one
", Termpinate entries kY EDtEering

*; FLRASH 1, VE"

28 INPUT %

325 IF es$="" THEN GO TO 3282
383315 @%="E" OR R%="e" THEN GG

3408 LET BRALANCE=BALANCEsUSL (%
358 GO TO 368

368 INPUT “"Enter 1 toc =subtract
alt of”","current pavument schedui
e’,"or 2 For penu;C

365 IF C=2 THEN GO TO 48@
nga LET SPEND=@: FOR R=1 TO MHUM
380 LET SPEND=SPEND+R IR}

322 NEXT R

4008 CLS

418 PRINTY “"TRBalante before cur
rent”,"costs was £"; BALANIE

428 LET BALANCE=BALANCE -SPEND
43@ FRINT " "“Current bala2nce i=s
£ ,; BRELANCE

4¢B PHUSE 2ea

458 TUENTER®

45Q@ PRINT "3 - To start from S

478 PRINT ‘"2 - To modiFfFy paymse
nt schedule'
48@ PRINT "3 - Top deposit mone

L4888 PRINT "4 - To save on tape
489@ PRINT 'S To stop”™

S88 INPUT C: ELq
51 IFEl =1 THEN LET BRLANCE=8:

(XY

G TC 2
20 C=2 THEN GO TO 23
53@ IF C=3 THEN GC TO 2@aa .
4@ IF C=4 THEN SRAUE "RCCOUNTS"
588 IF C=5 THEN STOP
S68 GO TO 430

Sample run: PERSONAL ACCOUNTS

Current batance is £1342.7S
ENTER

i - To start from sScratch

2 ~ TO nodifu payment schadule
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S - TOo deposit maoney
4 - To save on tape

5 - To stop

b 3 CREDIT CRHRRD £123
=2 MORTGRGE £24S

3 CRR £54 .64
4 TRANSFPORT £X7

If this is correct, press
ENTER. Xf there is an evror,
enter the nuaber of the ilew
you wish to change.

£1342.7V95

Enter any depeoesit
salary, one by on
Terminate entries by entering E

&8, snctuding
€

Batance before curirent
COS LS wWas £13542.75

Current batance is E983.11

ENTER
1 -~ To start from sScratch
DIARY

The diary program can be used, of course, for any scheduling
system and although it deals with days at the moment, it can be
fairly easily modified to work for hours of the day if your needs so
dictate.

This is @ much simpler program than any of the others in this
chapter because its task is fairly easy to outline: (a) accept a date
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and an event; (b) sort the events into date order; and (c) print them
out on demand.

However the program is not as simple as it could be due to the
way we write dates. Although this program will only accept dates
in one form, as the number of the day, a slash {/), the number of the
month, slash, and the year, a moment’s thought will show that if
the computer just ignored the slashes, and sorted the dates by
their size, it would put the 12th of December 1901 ahead of the first
of January 1999 (121201 is a bigger number than 10199).
Therefore the program must be able to manipulate the date in such
a way as to ensure that earlier dates come out as ‘smaller
numbers’, but can still be printed in a form a human being will
recognise. A further problem comes from the fact that the day can
be one or two digits, and the month can be one or two digits. The
computer must be able to add a leading zero to single digit months
or days (and, of course, must know when such a zero is needed).

The routine which does all this lies between lines 40 and 80. Line
40 asks you to enter the date, given an example of the form
required. Line 50 sets another string (A%) equal to the date, soitcan
be simply printed in a few lines time. Line 60 checks to see if the
second element of the date string is a slash, and if it is knows that
the day is a single digit, so adds a zero at the beginning. Line 70
checks to see if the fifth element of the date string is a slash (which
it will only be if the month is a single digit) and if it is, adds a zero
before the month digit. Then, in line 80, the date is rearranged so
that the year comes first, followed by the month, and then the day.
{If you're reading this in America, by the way, you'll have to swap
the 4 TO 5 with the 1 TO 2 to overcome the fact that in the US,
the month is entered before the day when the date is written
all in numbers; you should also change the 25/12/84 in line 40 to
12/25/84).

Line 90 prints the date in its original form (which is why we set
B3% equal to the date you entered) in the top right hand corner. You
are then asked to enter the ‘event’ you wish to record next to that
date. As in the PERSONAL ACCOUNTS program, you now have
the ability to accept the entry in its present form, orreject it to enter
it again.

Assuming that you have accepted it, the program makes the
element of the D$ array, which is holding your diary, equal to the
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date (in its computer-readable form) and the event.

The routine from 220 then sorts out the contents of the diary,
and prints them in a form you will understand, with line 330 turning
the date back into a form you will recognize. Underneath the
program is a short sample run. As an exercise, you may want to add
a menu —as in the PERSONAL ACCOUNTS program — to allow you
to save the diary as itis, oramend it. Evenin its present form, if you
save the diary on cassette, and then start it with GO TO 40 (rather
than RUN), you'll retain all the previous diary contents, and be able
1o add additional ones which will automatically be sorted into date
order

1@ REWM DIARY

2@ DIM D209, 321

3I] FOR D=1 TO 28&

48 INPUT “Enter gdasie fas 25712
~84) YRS

S LET s =6B= .

6@ IF REI2)¥="r," THEN LET RAS=“2

33 +g$
78 JF RIS} ="." THEN LET A%=AS
{ TD 3% +"B"+F}$i% %D X

B3 LET A%t=A%{ o 8Y+»a%(4 TO S
Y +R%(Y TO 22 W
9@ PRINT AT 8,6;"Date: : L

189 PRINT ““"Enter schedute ite
R, "I(NC more than 22 itgtters) ™

1le INPUT C3

128 CiLLs

138 PRINT AT @.e;28%:"-";C%

34 PRINT < "*XFf this iz correci
spress “; JINUERSE ; “ENTER™; INV
ERSE 8."1If incorrect. fess *;
LASH 1; ""E~*"; LRs @.,"then ENTE

3

C
H

15€@ INPUT Es: CL S

360 IF E$<>"" THEN GO TO 4@
17€@ LET DS$S{D)Y=RA%EICE

i8@ PRINT “"“"Press ; IMNUERSE 1
; "ENTER™,; INUERSE & tc enter 5o
ext item.”,."Dr any ietter . then
ENTER. te."print cut schedute”
ice INPUT Ef: CLS

204 IF Eg="" THEN NEXT D

218 PRINT PRAPER 2; FLRSH 1;"Ple
ase stand by..:": PRUSE 31@2@: CLS
228 LET B=@

230 LET &G=D

242 LET EZ=1

258 LET B=Z+1
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26@ IF B>G THEN GO TO 338
278 IF DFiB)>DS{ZY THEN D TD 2

=T
28@ LET Z=Z#+i: GO TO 259
29@ LET Q%=D% (2}
300 LET D$(Z} =D% (B}
31@ LET_D%(B) =0%
328 GO _TO 258
S3@ PRINT DE(G) (S TO 63" D%
(8} 11 7O 23~

;DG 7 TO
340 LET G=£-1
35%@ IF G»>@ THEN GD TO 24@

Sample run: DIARY
22,8284 -DENTIST
A3 B4 s84 -BUY NEU CORAT
A7 84 B84 -SMITHFIELD

85 06 84 -DOCTOR
12/12/,84 ~-CHRISTMAS SHOPPING

TELEPHONE DIRECTORY

You should be able to see a link between DIARY, TELEPHONE
DIRECTORY and the program which follows it, DATABASE. All
three — in essence — accept information from the user, sort it in
some way (or ways in the case of DATABASE) and then either print
itoutin order or allow it to be searched. The structures of the three
programs should give you a number of clues as to how you can
construct a filing/sorting/ access program to suit your own needs.

The directory menu outlines the possibilities:

Enter one number:
1 -~ To start new directory

2 - To add new names

3 - To search for nuasber
4 - To save directory

S - To print directory

5§ - To stop
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Sample run: TELEPHONE DIRECTORY

INKEY 1i3-8&3as
JOHN 4344 -F7727
MRGGIE 222-222=2
TIM 13131-31112
URIAH 4445555
XENDN &58-5585

DATABASE

This program, which is really an elaborate form of TELEPHONE
DIRECTORY, is designed here to hold a collection of musical
records, and store them in two files, one by name of artist, and one
by title of musical selection. It is included in this section because it
can be used as a business filing system. As with other menu-driven
programs, the menu outlines the possibilities:

1 —Create new file

2 — Add new items

3 — Print out by artist name

4 — Print out by title

5 — Search for an artist

6 — Search for a title

7 — To save database on tape
8 ~To stop

The program asks you to enter ARTIST/COMPOSER, then
TITLE, then CLASSIFICATION. Classification is your own filing
system reference. The program does not sort using this, but simply
appends it to sorted lists, so looking for a title will produce the title,
artist and classification; and looking for an artist will produce artist,
title and classification. The F$ array holds the file which is sorted by
artist, and the title file is held in the E& array. When searching for an
artist or a title, the program only compares the first four letters of
the name. The printout shows a tiny DATABASE of five records,
printed out in artist order, and then in title order.

1@ REN DRTAHABRASE
2@ PRINT 7 "“Seilsctl an ocpiion

28 PRINTY "3 - irenaie npew §File
28 PRINT "2 -~ Rdd new iieps”
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48 PRINT 3 -
list name™
S@ PRINT g -~
e’
5@ PRINT TUE -
riis
il?g FRINT e -
¢ PRINT 97 -
e on tape"
Q@ PRINT v -
@@ INPUY B
13i@d CLS
iz2é@ IF 8=31 THERN
138 IF A=2 THEN
14a& IF A=3 THERN
is@d 1IF =4 THEN
168 IF A=5% THEN
17€@ IF R=H5 THEN
igdd IF =7 THEN
19@ IF R=8 THEN
298 G0 TO 2@
2ia DIM Fgs(i3e,
=2%1)
228 POKE ZS3822.
238 FOR J=31 TO
24@ PRINT AT &,
*Z* to tesrminate
252 PRINT RT ig.
“; FLRASH 31;4
QBQRINPUT
.

&
27a IF Ag=

Print cut by =
Priot ti
Search for an a

cui by

Search for 8 ts

To save databas
T sipp®

SR SuR
HEXT J
GO 3SUR
&0 JUR
G SuB
GO SUB
SAUE
SToe

: LS

INK 2; "Enter
*new eniries"
igd; “Ites nunbe:

“Enter artist-scompose

"Z THEN GO TO 39d
28& PRINT
292 INPUT “Enter titie ;7%
30 PRINTY T% X .
310 INPUT "Enter ctltassificatior:
code ;0
328 PRIN C%
S3@ PRINT “XIf this 38 ¢gprrect.
press Y“; INUERSE 1: 7 ENTER": INV

ERSE @,"if not.
“then ENTER™
3F4@ INPUT Z%
IF 2$,}un
LET FgiJ2
LET Esit
NEXT J

e stand byY...s50r
4QAR LET S=.1:
431@ LET Z=1
44 LET B=F+1

THEN GO
=R%
=T F+":
CLS

PRINT INK 1i;
LET

press any kew.

TO 24w
ST HE+":"+0H
II+R$+SK: l!_,_es

+°

FLASH 1;
ting
B=@

:Pieas



48 IF
HEN GO TO
NEXT
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IF B:G THEN LET g=-1: IF G

> =@ THEN LD TO Sz2@
IF F%{(BY«F$i{Z}Y THEN GQ TO 4

* LET B=Z+1

IF B>G THEN LET G=G-1: IF &

550
>@ TH%N gD TO 533

=@ THEN CLS : GO TOo =2a
IF Ef(B) \55(21 THEN GO TO &

LET Z=2Z:31: GO TO S48
LET Q%=E%(Z)
LET ESI(ZY=ES IR

s |

,..
53
m
»
3
&
s

RETLIRN N
PRINT "Enter name of artist

INPUT NS LET N$=N$+" "

FOR M=1 TO
F*(!‘_}é( TD 4) =Nt TO 42 7T

H .
PRINT “F!rt.lﬁt not foanpd™: P
200: RETUR
PRINT Fif!"ﬂ

PRINT "Enter titie®

INPUT N%: LET MNE=NS+" -
FOR M=1 TO

F E${M){ TO 4)=Ng{ TO 42 7T

83@ I
HEN GO TO SSB
8408 NEXT

8506

PRINT “Titie not found”: PR

USE 2@a: RETURN

86e
878
&ee

PRINT E$ (M}
PRUSE @
RETURN
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Sample output from DATABASE:

BEATLES: HELP: OOQ8
CHOPIN: URLTZ: 343
HOZART : FANTASIA: K367
STONES: RRINBOW: DER
VIVALDI: FOUR SERASCNS:EX

FAENTASIA: MOZART : K387
FOUR SERASONS:LUIURALDI-EX
RHELP:BEATLES: ODO&
RAINBOU: STONES: DE3
HALTZ : CHOPIN: 343

FINANCIAL MODEL/SALES PROJECTION

As | explained at the start of these programs, the FINANCIAL
MODEL provides a crude version of a few of the facilities provided
by spread sheet calculator programs like Visicalc. This program is
designed to take monthly sales figures, or number of rejects, or
turnover in staff or any other count of an event which occurs fairly
regularly, and has been recorded at regular intervals, and from this
information extrapolate future monthly returns, assuming all other
factors remain the same.

When you runit, you'll first be asked if you want a *hard copy’ {i.e.
dumped to the printer) of the program’s output. If you enter 1 for
yes, all the important output of this program (which will not include
all the user prompts) will be LPRINTed, as well as being displayed
on the screen. Next you'll be asked: “For how many months are
figures available?”. Change months to days, or years or whatever
time period you are working to. You will then be asked to enter the
figure for each month. As it is set up at the moment, the program
can cope with the input of 19 months. Change the ‘A — 1’ at the
start of line 100 to a zero if you have more than 19 months’ data.

The Spectrum will then work out the approximate change from
month to month. Comparing month two with month one, month
three with month two and so on. The average percentage change
will then be given.

You are then able to make an extrapolation of results, specifying
the number of months for which you want figures projected, and
whether you want this projection based on the last month for
which you have a figure, or on the average result per month.
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Once this has been provided, the menu allows you a number of
choices:

1 —To run the projection again (which means you can change
the starting figure from average to last month, or vice versa,
and over a longer or shorter period of time)

2 — To run through output again, but without entering figures
again (although you'll still have to answer prompts for the
projection)

3 — To run the program from the beginning (this wipes all
current data)

4 —To save this run on tape (which you'll then recapture by
choosing option 2 of this menu after reloading)

5 —-To stop

If you've run through the program once without the printer
working, and you decide you'd like a hard copy, use 5 to stop the
program when you reach the menu, then restart the program with
GO TO 10 rather than RUN. Next, select item 2 from the menu, and
you'll get your figures on to the printer without having to re-enter
them.

18 REM FINBDNCIRL
ﬂLES’PRBUEETIBﬁ
A8 GO SUB 498
28 PRINT *“‘“For howe many sonth
s are Figures available?

38 INPUT M: LEY TOT=2

4& IF M<2 THEN &0 TO 3@

S8 CLS : DIM Ri{M): DIM BiM
68 PORE 236_?2 g

86 PRINT AT 20,0; "Enter Figure
for month *; FLRSH 3; INK 2R

1860 PRINT AT A-1.8; BRIGHT 1; =~
APER 1; INK 7;% Month “;8;" ;7T

AB (1?—LEN STRS BiRAY); R(R\‘“

i8S IF Z=1 THEN LPRINT « oiE
nth “;A8;" ";TAB (17-LEN STR$ A

e
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118 LET TOT=TOT+A(A): NEXT R
11S FRINT AT 2@.8;7

l2@ LET AU=TOT. M: FQR E ; TL | ]
‘é??‘LET BiB}={il@@-{A{B-1) s1R0 . =
14@ NEXT B

145 PRUSE i@

158 PRINT - ° FLASH 1; INK 1;
Difference between Bponths:

155 IF Z=1 THEN LPRINT © D;tfer
ence between months.

6@ FOR RA=2 TO H

i7e PRINTY "Month “; INK 1i;R-1,
INK Q;TRE S "ta ponth ; JINK 1;=
;s INK @:;" - ":INT {B{RA}l+,.5);"%"
178 IF Z=31 THEHN LPRINT 'Hnnth f
sR-1,%"to month ";R;" - ;INT (B

Ry +.5); "x~

186 NEXT A

188 FPRUSE 188

is@ LET TDTRL“@

Ze8 FOR A=2

530 LET TOTAL-TOTAL+B (M

22e NEXT A _ !

230 LET AUERAGE=INT (TCTAL:1PA.-
(M-1)) ~10a

235 PRINT ° INK 2;"---—c--—----

249 PRINT °"Ave is v
; INK 1; FLASH 1i; QUERHBE, INK a;
FLASH @&; "%¥"

245 IF Z=1 THEN LPRINT "“Average
change is "; AVERRAEGE; “X*“

258 PRUSE 106

208 FRINT ° INK 2, Ve e -

. ———— ——— — > o — — —

- G G ME VEe W e TS M SR R R T M G S e ——

Esa PRINT “"Now & projection oy
chan .

265 gF Z=1 THEN LPRINT "Now a p
rojection of change:*

27 INPUT “"How many ponth s pro
éectxon de you want? “;NLIMBE

288 PRINT ““"Final recorded mont
h was “,RA{M)} '

290 PRINT “"Average pef ponth w
as ;1@ (INT RUs1

3808 INPUT “Do o wish tn base
projection on - Final ponth;
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oFf 2 -~ Average monRpth
T D

365 PRINT * INK 2;"-—————oomee
306 IF Z=1 THEN LPRINT “o—————o

—— v — v t—— - —

315 P?INT *"Honth 1, recorded:

3 M

3316 IF Z=1 THEN LPRINT “Month 1
P recorded: “;Ri{M

328 FOR A=p2 TD NH&BER

329 POKE 23c92.2

33@ LET E—E+QUERQEE*Ef125

34& PRINT “Meonth “;R;",; preject
ed: ";INT (E)}

342 IF Z=31 THEN LPRINT "Month -

JR; v, progected: *; INF ({(E)

3485 NEXT R

558 PAUSE 1@0: POKE 23692.,0

358 PRINT ° INRKR 2, Ve e

-._.—...—.—-———.—-_._-—-—-‘—-

56 IF Z=1 THEN LPRINT —

36@ PRINT ° INK 2; INUERSE 1;"E
nter your ChQICE
37@ PRINT 'TAB 2;"i - To run pr

ojection again™
382 PRINT TAE 3,2 - To run thr

ocugh output again, but
.without entering 7
igures again”

398 FPRINT TRB 3; "2 - Te run the
pregran froe the b

eginning*™
42@ PRINT TAR 3; "¢ - To save th

i run an tape’
485 PRINT Tns ;" - Ta stop™
410 LET Qs KEY %

42 s—"“ THEN GO TD 414

430 IF As="1" THEN GQ TO 266
14 IF AfF="2" THEN GO TO 1S@
458 IF R$="3" THEN RLUN .
46@ IF Rs$="4" THEN S8UE “SALES"
478 IF Af="5" THEN 5TOQF
488 GO TOD 38@
49@ INPUT Do vou want hard cop
Yy of ocptput®?
1 - xa*
pa— o!l.
50@ IF zZ«¢1 DR ZX2 THEN GO TO 49

S18® RETURN
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Part of one output: FINANCIAL MODEL

Month 1 1345
Month 2 1458
Monpth 3 1S67
Monith 4 i678
Month ©S i78e
Difference bhetween months.:
Month 1 to ponth 2 - B
HMopnth 2 to ponth 2 - 2%
Month & to ponth & - F3
Month 4 to sonth 5 - 8%
AvYerage ch&nge is &.38%
Now a Pro;ect:en of change:
Menth 31, recorded: 1789
Month ; projected: iS5z
Honth ; Projected: 2@432
Month 4, projected: 21484
Month 5, projected: 2334
Month €, proJjected: 24585
1 - To run progecticon 2c2:in
2 - To fun thioughk ocutput
aqgain, byt without
enitering fFigures
again
B - To fun Lthe progiras

from the beginning
4 - To save this run
on tape
S - To stop

Suggestions for further reading:

Business Information Processing with BASIC Struble, George (Addison-Wesley
Publishing Company, USA, 1980)

BASIC Computer Programs for Business Sternberg, Charles D. (Hayden Book
Company, Inc., USA, 1981) i

BASIC Computer Programs in Science and Engineering Gilder, Jules H. (Hayden
Book Company, Inc., USA, 1981)

Some Common BASIC
McGraw-Hill, USA, 1981)

Programs Poole, Lou and Borchers, Mary (Osborne/
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Using the Spectrum in
education

This chapter is written for those who wish to use the Spectrum as
an aid in teaching others, such as parents helping their children, or a
teacher using the computer in class. However, there is no reason
why you cannot use the programs and ideas, if you wish, to help
yourself with revision for exams, or just for a little brain-stretching
exercise. It is quite interesting how much you can learn just by
trying to write a program which will help others learn. At the very
least, you may well pick up a smattering of French, Physics or
whatever, while looking up information to store in a quiz program’s
DATA statements.

Commercial, educational software for the Spectrum (or any
other computer for that matter) tends to suffer from one of two
faults. It is either so simple and general that it is of little use to
anyone, or is so specialised that it is of use to only a very few.
Creating your own learning tools with the computer overcomes
both these faults. You can tailor the program exactly to your needs;
teaching and testing just those parts of courses which appear to
need particular attention. The routines and programs discussed in
this chapter can easily be adapted for your specific needs.

The chapter will concentrate on programs which give practice at
basic skills — such as numeracy and (in the case of one program)
knowledge of French. There are many other types of educational
programs you could write which could teach new"material, or
perhaps take the place of time-consuming laboratory work (such as
a program which ‘combined chemicals’ in specified quantities, and
showed the resultant mixtures). In most cases, you'll find that one
or more of the programs given here will give you a starting point to
produce the program you need.

Educational programs —as you'll see a little later on —do not have
to be dull. Some teaching programs can even be written quite
explicitly as games. Educational games require the players to
develop and apply their knowledge in order to compete with other
students. To work well, success should go to those who use their
knowledge most effectively, and although random factors may
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play some part, they should not determine the outcome of the
game.

Programs which teach new material can be very lengthy, as the
programmer needs to anticipate all of the likely mistakes and
misconceptions that may arise, and to provide correction
sequences for them. The same material will need to be presented
in a number of different ways so that a child who does not
understand the first explanation may succeed when the
information is presented in a different way.

This sounds extremely demanding, almost impossible, and a
good 'half-way house’ to this sort of program is one which is
written with the knowledge that the student has a particular text
book with him or her as the program proceeds. Then the program
can be used more as an intelligent guide to the book, than as a
‘stand alone teacher’. The program could, for example, say: “Now
that you've shown that you understand that Lamaism’s beliefs and
worship derive from the Mahayana form of Buddhism, I'd like you
to turn to page 26 of the textbook, and read how it was introduced
into Tibet. When you’ve done that, come back to the computer and
I'll ask you some questions about it”. On return, the questions
could check the material on page 26, and — if some lack of
understanding was shown — direct the student to a specific
position on that page, or to another reference to the topic
somewhere else in the book. Using a program in this way ensures
that a programmer’s time is not tied up creating endless PRINT
statements to cover every possibility, and means your Spectrum
can be used to help teach subjects which might otherwise seem
far too complex to allow for a computer approach.

Projects are a regular feature of primary school work, but
students often have problems locating suitable information. The
Spectrum can be used to store the information itself — which can
be accessed using a menu approach like Prestel — or it can be used
to help with the location of a suitable source of information. Apart
from the immediate benefits of this to students, it may well help
them become aware of the increasing importance of information
technology in modern society.

If a school, or for that matter your home, does not have access to
Prestel, a Prestel simulation with a limited number of choices can
be written which will help students become familiar with the
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techniques of using a menu-based process to locate information
stored in a cross-referenced ‘tree structure’.

Simulations of other types allow you to carry out investigations
which cannot be performed in real life. The Spectrum can use a
mathematical model to predict the outcome of making changes to
a system. You might wish, for example, to find out how pollution
levels will affect fish, insect and plant life in a pond. A simulation in
economics will allow you to alter the money supply, and see how
this affects employment levels. A chemistry simulation might
allow you to change the catalyst, temperature and pressure to
optimise the yield of, say, sulphur dioxide in a sulphuric acid
manufacturing plant. Of course, a simulation can only be totally
realistic when the mathematical model is an accurate
representation of the system. Even when it is not totally accurate,
so long as students are informed of simplifications in the
simulation, it can be still most instructive.

At the end of this chapter, I'll discuss some specific approaches
to educational software which have proved successful for others,
along with an idea of the kind of things which can easily be
transformed into educational programs. However, first I'd like to
discuss specific programs (some written by Jeff Warren, and
others by myself) which will show different approaches to the
production of educational software. Even if these programs are not
of immediate use to you in this form, they should give you models
to work from to produce your own programs.

Many educational programs use the RND function to set sums or
to select questions at random, so that the learner does not become
bored by a predictable sequence of questions. Our first program
randomly generates simple division sums, but it can easily be
altered to give practice in any basic mathematical skill.

Line 5 makes the user-defined graphics symbol D into an
ordinary division sign as used in school work. Next the initial score,
s, is made equal to zero. The program sets 20 questions using a
FOR/NEXT loop with q as the question number (lines 20— 120). The
questions take the form "What is 32 divided by 4?”, which the
Spectrum sets up as x/y. Line 30 gives a value of y between 2 and
12, and line 40 produces a value of x which will give a whole
number between 1 and 12 as the final answer. Line 50 displays the
question and accepts the answer using INPUT a. Line B0 chooses
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between the correction sequence of lines 70 and 80, or the praise
given by line 90, which also updates the score. Remember, you
have to press both the CAPS SHIFT and the 9 key at the same time
to obtain the graphics cursor, G, before typing the D in line 80. The
D will change into =+ when you run the program.

Line 100 enables the user to continue to the next problem when
he or she is ready for it. How quickly a student can take in the
information on the screen varies considerably, so that a fixed delay
is not a good idea. PAUSE could be used instead, but you would
have to set a long enough time, or the message might disappear
before it had been read, and once gone, the student could never
get it back. Never force the user to wait for the next part of the
program by using FOR/NEXT loops to create inflexible delays, as
this can be very frustrating. Note that line 100 allows you to stop
the program prematurely by keying in “s” before pressing ENTER.
The last line of the program prints the final score.

DIVISION TEST
__S FOR f=2 TQ 7: READ a. OOKE
USR “d"+F,a: NEXT §: DATA ©.16,0
.254.8, 18,2,
1@ LET 2=
2@ FOR 9=1 TO 2@
30 LET U=2+INT (RND#11)
48 LET X=usINT (RND*12+12}

58 PRINT AT S.Q;: PAPER &, "Ques
tion “;q9°°: PRINT “tWthat is “;x%x;"
divided by “;y;"7?": JINPUT 2

&8 IF a=x,-uy THEN GO TO 9@

7O PRINT PAPER &, " ""lroang. The
answ¥eryr i not “_.‘

80 PRINT “""x." D ";wy;"

PRIN‘T PAPER 6. "‘(: enember tha

s Y. X Mixesdgt o= Voix,t ok GDQ
TC‘ 100

p=10 ] pRINT crvtgood, Mt;a:;" is cor
rect.t: 5 =5 +2

10e INPUT “Press ISR to conti
nya.v;, c%: IF cg=""s" THEN STOP
218 ELS

128 NEXT g

13@¢ PRINT AT 8,4, "You s<ored ¢
5; out of zZ8*“

Make sure that you limit the difficulty of your questions to the
capabilities of the student. Do not allow the Spectrum to produce
questions like "What is 19 divided by 7?” if the student knows
nothing of remainders and decimals.
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You can make your program more responsive to the user by
using the score to control the difficulty of the questions. One way
of achieving this in the division program is to rewrite line 30 as:

30 LETy=2+ INT (RND*(3 + (s>=Db)*4 + (s>=10)*4))

Until the score of correct answers reaches five, y will be set in
the range 2 to 4, because the logical expressions (s>=5) and
{s>=10) will both equal zero, as both expressions are false. When
the score is five or more, the expression {s>=5) becomes true and
takes the value 1, and y will be given a value between 2 and 8.
Finally, when the score reaches ten, y will be given a maximum
value of 12. Similarly you can change line 40 to:

40 LET x = y* INT (RND*(5 + (s>=5)*7) + 1)

The advantage of this type of program control is that the
transition to harder problems is smooth, and the exercise will be
both easier and more pleasant for the user.

Although the program has been written for division sums, it is an
easy matter to change it to other types of calculation. We can
change the second part of line 50 to:

“Whatis 1/”;y;" of “;x;"?"

This now gives questions of the type “What is 4 of 32?" for
practice with fractions. You will need to change line 8¢ to match
the new question format. Try writing versions of the program to
cover addition, subtraction (remember to make the first number
larger than the second, unless the student knows about negative
numbers) and multiplication.

Many programmers like to make their software more personal
by having the computer respond to the user by name. The idea is
that it makes the machine appear more human. If you wish to do
this, you will need to write a subroutine which can converse in the
following manner:

Spectrum: “Hello. What is your name?”
Student: “Samantha”
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Spectrum: “Well Samantha, | hope that you are ready to
answer some questions about the anatomy of the rat.”

This can be carried further by having a list of ‘praise phrases’, one
of which is selected at random for each correct answer:

“That's right Samantha, tibia was correct.”
or

“Well done Samantha, femur was correct.”

This type of approach gives a lot of satisfaction to some children,
especially those who enjoy the talking computers and robots of
science fiction.

The Spectrum can also use childrens’ competitive instincts by
maintaining a best score record, together with a fastest time, if you
make use of the system variable FRAMES to time how long it takes
to answer a question. This works well if you have a student trying
to better his or her own previous performance, but can be
discouraging for the slower children in a group, so you should give
careful thought to its use.

The next program, ARITHMETIC QUIZ, shows the student's
name being used by the computer, and —in general —has a far more
friendly approach than that used in the DIVISION program. As well,
it allows the student to choose which type of question {addition,
subtraction, multiplication or division) will be generated.

i8 REM ARITHMETIC &2UIZX

3@ PRINT “"°“Hetlo,., there.> "
e ‘re going to try & few sums.™

4@ PRUSE 28e

88 CLS

6@ PRINT °~°""Noe, ¥hat is yYDUr
nampe?*"

78 INPUT ARS$

82 CLS

98 PRINT "~ '“"Plgassad to @22t 4y
gg, “; FLASH 1; BRIGHT 1; INK 1,
108 PRINT ~° ‘"Prgss anud kKey whe
n you're ready”;TAB B;"to Start.

110 PRUSE 8: LET SCORE=G
120 CLS
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i3@ PRINT “"Nouw, “";R$&:". I cCanh
give yYyou - rquestions on: v

24® PRINT """ 1 - addition;™

152 PRINT " 2 - sublraction;”

i68 PRINT " 3 - pultliplicatior
oQrT

178 PRINT """ 4 - divisio

n. *

188 PRINT “""Enter a number f
®m U, FLASM 1. 1 to &4 FLASM O;
to tell me which tupe 9Ff suss™ "’
You want o try.”

198 INPUT B&: LET B=URL BS%
@23@ IF B¢l OR Br4 THEN GO TO 1%
285 CLS

21 PRINY " QK. ":8B%:", s il
try SO@Me™ " U3UBS UsSinHyg g

220 FRINT INK 2; FLBSM 1; {Uaddi
tian" AND B=l)+{("subtracrion™ AN
D B=2)+("mpultiplication™ 8MND B=T
JF(UGgivision” BND B=4&)

232 PRAUSE 3068

24@ CLS

2588 PRINT " ""Enter 1
Nt e3asy suss""Vor B if
Fairty~"Tagifficult one
U Can gnteyr 2, 3 o9r 4
want questions which ar
to0 2359y, and net oo kard.l)"™
PSR INPUT C%: LET C=URL C$

278 IF C<1 OR C>»>= THEN GO TO 2¢€

)

2TS CLS

288 LET Ds=({"+" AND B=31}+i{7-" K
NEIB=E}+£“§“ BND B=33}+{" " AND FE
292 FOR E=1 TO 18

3@@ LET A=INT (RNDx{1@+C)]) +C

318 LET B=INT (RND3{l10+430)) :C

328 LET G¥=5TREF R+D$+STRS$ B

325 IF ABS (INT UAL GFI >UARL G
THEN GC 70 380

338 PRINT “"Nouw, ";A%;", this i=s
", TRAB B; "question nNumbes

342 PRINT """ uWhat is “;G%:; 77"
358 FRUSE Se

I6@3 PRINT “°""Try it now, and 1
Yype in“’“uour answer.”

I7¥@ INPUT F

378 PRINT ~°

38@ IF F=URlL ©oF THEN BEEP .@3;F
+SCORE: BEER 1.2#({F:SCORE}: PRIM
T FLASH 1; INK RNDs7; PRPER 9; "L
glt donpe, ":RA%: LEY SCORE=SCORE-
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Zaa IF F<>URL Gs THEN PF;gT “*NO
I'm sorry, “:A% ", ***the 2
nswer is 'URL G%

422 PRUSE 5@ .

¢1B PRINT " "“Your sSC0of€e iS5 now

s INK i; FLRSH 1; SCORE; INK @,

FLASH @; ou of "'E i

42 IF E¢l@ THEN PRINT cTTTRres
52 any key for the next questsion.
. PRUSE @8: CLS : NEXT E

4368 PAUSE 12082

440 CLE

458 PRINT ““"That bkrings us tou
the end of" " “that Quirx., “,P%; "
468 PRUSE 1&a

485 PRINT *°““You¢ score was *;
INK 1; FLESH 1;S8CORE; INK &; FL
ASH _@; " ocut of “;E;TRAR &: FLRASH
1, BRIGHT 1: INK 2;5C0OREzIRACE:’

4?% FRINT “““dWould you like ano
ther round?*  *Type in ¥~ if yovu
woutd, oFr “'Tpress any key to €

nda.
48@ INPUT Y%
490 IF Ys="Y" OR Y$="y" THEN GO

808 FRINT " ""It°'=z= been good d0O
ing sums wih " "you, “,;A%

426 PRINT “°*° FLASH 1, "Sege ycou
again zometisme”

E3@ STOPR

As you'll see when you run it, colour and FLASH have been used
to highlight certain things (such as the student’s name the first
time it is used). The conversation of this program proceeds as
follows:

“Hello, there.

“We're going to try a few sums.

“Now, what is your name? (Student enters his or her name}
“Pleased to meet you (FLASH, BRIGHT, blue INK), Samantha
"Press any key when you're ready to start.”

PAUSE 0 is used here (line 110) to hold the display until a key is
pressed. The variable SCORE (which holds the score, naturally
enough) is set to zero, and the screen clears (line 120). The
computer takes up the conversation again:



Using the Spectrum in education 85

“Now, Samantha, | can give you guestions on:
1 —addition;

2 — subtraction;

3 — multiplication; or

4 —division.

Enter a number from (FLASH on) 1 to 4 (FLASH off}to tell me
which type of sums you want to try.”

The student enters a number which, as you can see from line
190, is accepted as a string and then converted (using VAL) to a
number.

By the way, it is important to write programs so that incorrect
input doesn’t cause a crash. This is not fully covered in the first
program in this chapter, the division program, where the input of a
letter instead of a number could cause the program to stop with an
error message, leaving the user wondering what to do. This
problem can be overcome by treating every input as a string
variable.

You can use the CODE function to make sure that the input is
numeric, if that is what you require. Then you can convert the string
into a number using VAL. Try the following lines for a single-digit
number.

10 INPUT n$
20 |FLEN n$<>1THEN PRINT “Single digit please.” : GO
TO 10

30 IF CODE n$<48 OR CODE n$>57 THEN PRINT
“Numbers only please.” : GO TO 10
40 LET n = VAL n$: PRINT “Atlast.”

Run it to see that you can only complete the program by entering
a single-digit number. Numbers have character codes from 48 to
57 inclusive.

For multi-digit numbers you will have to separate the input into
individual characters using string slicing techniques and check
each character in turn. As an alternative you could use INKEY3 =to
get the number one digit at a time, with CODE INKEY$ = 13 {which
is the character code for ENTER) terminating the input.
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Now, back to our ARITHMETIC QUIZ. The computer has asked
the user to enter a number from one to four to select the type of
questions which will be asked. The conversation continues:

“OK, Samantha, we'll try some sums using subtraction {or
whatever Samantha had chosen)”.

Note how line 220 uses the Spectrum’s way of evaluating the
logical expression AND to choose one of the four words (addition,
subtraction, multiplication or division) depending on the value
which has been given to B. There is a PAUSE (line 230) and the
screen clears. The talkative Spectrum continues: "Enter 1 if you
want easy sums, or 5 if you want fairly difficult ones. {You can enter
2, 3 or 4 if you want questions which are not too easy, and not too
hard.)” This gives the user a measure of control over the program,
and the interactive nature of the experience to this point should
help the user feel he or she really is conversing with a ‘robot
intelligence’ with a personality. The input is accepted as a string
and converted to a number, and again the screen clears. Line 280
makes use of the AND logic evaluation again to determine the
arithmetic sign (+, —, * or /) which will be used in presenting
guestions to the user.

Line 290 starts the loop of 10 questions which will be presented
to the student, with lines 300 and 310 choosing numbers for the
problem, with the size of the number being related to the 'degree
of difficulty’ (variable C) requested by the student back in line 260.
Line 320 adds the numbers and the arithmetic sign chosen
together into a single string. Line 325 checks the result of this
problem, to ensure that the answer is not fractional (as it might be if
the sum was a division), nor negative (as it could be in a subtraction
problem). This validation line can be left out if answers which are
not whole numbers, nor above zero, are acceptable.

Line 330 prints out the gquestion, using the student’s name
again:

“Now, Samantha, this is question number 4

“What is 7 + 3?" There is a slight PAUSE, line 350, then the
Spectrum says:

“Try it now, and type in your answer.”
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Line 380 checks the answer, and, if it is correct, rewards the
student with a couple of beeps, whose pitch is related to the
number of correct answers which have been obtained so far in the
current test. The words “Well done, Samantha” are printed on the
screen, in a randomly selected flashing colour (using INK 9 to
ensure that the words can be read), and the SCORE is incremented
by one. If the answer given is wrong, line 390 prints up “No, I'm
sorry, Samantha, but the answer is 10”. Notice that there are no
flashing words, nor beeps for a wrong answer, so the correct
answer includes a better ‘reward’ than an incorrect one.

There is another short PAUSE, and the Spectrum prints up:
“Your score is now {INK 1, FLASH) 1 (FLASH off, INK normal) out of
3". If the tenth guestion has not been asked, the Spectrum then
says: “Press any key for the next question.” This Waiting‘for a key
press allows a student to proceed at the pace he or she feels most
comfortable with.

At the end of the tenth question, after a PAUSE, the screen
clears:

“That brings us to the end of that quiz, Samantha.” (PAUSE)
“Your score was (INK 1, FLASH) 8 (INK normal, FLASH off)
out of 10. (many effects) 80%

"Would you like another round? Type in “Y" if you would, or
press any key to end.”

Although it can take quite a long time to write a conversational
program like this, the increased interaction it creates with the
student more than repays the time spent in creating the extra lines
in the program.

Line 480 accepts the student’s answer, and line 490 checks if it
isa “Y” ora "y", thus sidestepping the problem of determining
whether the computer has CAPS LOCK engaged or not.

If the student says another test is required, the computer does
not just RUN from the beginning, as this would wipe the student’s
name from the computer memory, and the whole “Now, what is
your name?” sequence would have to be repeated, which would
convincingly destroy the illusion of an intelligent, helpful robot.
Instead, the computer goes to the point in the program (line 100)
which follows the “What is your name?” routine. If the student has
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not answered “Y” or “y” to the question regarding a further test,
the computer prints up: “It's been good doing sums with you,
Samantha. (FLASH on) See you again sometime.”

Although this explanation has been even longer than the
program, | hope it shows just how effective even a simple program
can be made with the use of ‘conversation’. Comparing the output
of ARITHMETIC QUIZ with the DIVISION program shows how
much more user friendly the second program is than the first.

There are other ways to make programs user friendly, by giving
more feedback than just “Well done” messages. Many children
welcome the additional motivation provided by linking the “school’
exercise to some form of game or visually interesting reward. We
are now going to extend the first program in this chapter in this
way, making use of the Spectrum’s user-defined colour graphics
and the sound generator.

At the top of the screen the program will show a river with an
incomplete bridge, and a tank on the left bank. Each time a sum is
correctly answered, the deck of the bridge is extended. If all twenty
answers are cofrect, a success ‘tune’ is played, the tank crosses
the completed bridge and fires its gun.

First replace line 5 of the DIVISION program by:
5 GOTO 150

and add to the end of line 90:
: GO SUB 250

Change line 110 to read:
110 PRINT AT8,0; FORn=1to 11: PRINT b%: NEXT n

Now add the following lines to your program.
Additional lines for DIVISION:

1I4G>IF s=28 THEN PRUSE 75: GO 7T
3 2606

145 STOP

158 FOR n=1 TO 4: READ =%

1E@® FOR a=8 TO 7: RERD a: FPOKRE
VER S$+k,a3: NEXT »

178 NEXT n
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égaagnTn “a“,7,15,7 ,.255,255, 107
‘3586 DATA “b".192,254,182,055,295
5,255,054, 108"

286 bPATA “c"”,255,9.0.%.0.9,9,8
o218 DATA “d".@, 14,8, 254,86, i6]a,

220 LET bg="

238 PRINT nT ‘s.@; "AE"‘: PRINT
APER 4 : PRINT AT a4,5; %
a % % i B R R R "I OPRINT AT 4,24

APER 4;™ “. PRINT PAPE
ibS; b

Ro16 810 10

258 PRINT AT 4,34+s; DUER 1;“C":

RETURN

26@ FOR n=@ TO 1@: FOR a=4 TQ &

STEP .S5: BEEP 0.81,m3n: NEXT B

NEXT n

27@ FOR n=@ TO 23: PRINT AT 3.n
;" AB": PAUSE S: NENXT

288 FOR n=1 TO 50@: PLOT 216, 15@
: DRAW INK 2;36,8: PLOT =16, 38R

DRAY INK 7;36,0: NEXT n

290 PRINT AT 9,10; "wetl done."

L]

Lines 150 to 170 set up four user-defined graphics symbols,
using the data held in lines 180 t0 210. The b3 defined by line 210 is
used in line 110 to clear part of the screen only, leaving the picture
of the bridge and tank undisturbed. This picture is created by line
230. You will have to obtain the graphics cursor before typing
“AB", as this will be the tank. The same applies to the “C” in line
250 and to the "AB” in line 270.

Line 250 draws a new section of the bridge roadway after each
correct answer. Line 260 plays the victory tune if all of the answers
are correct, line 270 drives the tank over the bridge and line 280
fires its gun.
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Here's what it looks like in action:

*—'I‘illllll

duestion 2

WHhat is 10 divided by S7

Food .,

I

is corvedct.

Fraas SN o coantinus.

bt yyy vy itii

Questiaon 12

tthat i3 18 diwided by 97

Hrong. The answ@ey i3 not 3

iremember that 9@ xXx 2 = 13 1}

Prezs BEaEES tc continue.
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wWell done.,

You can, of course, link the tank sequence to any educational
program to provide additional motivation. However, if you use it too
often, it may lose its appeal. Try making up sequences of your own,
bearing the following points in mind. Ensure that the reward
section does not interfere with the educational aspects of the
program. If it takes longer than a second or so after each question,
it will soon become tedious and annoying. The incentive should be
positive, encouraging the child to pursue success rather than to
avoid disaster. Do not penalise failure, because this makes some
children feel anxious, which does not make for enjoyable learning.

You can be fairly flexible in your approach to writing educational
programs. There is no particular reason, for example, why the
computer should always be used to both generate problems, and
check their answers. Our next program, EQUATIONS (which
generates equations of the type ax + by = z), for example, only
works out a problem, and prints it on the screen. When the student
wants to see the answer, he or she simply presses any key (except
BREAK) and the answer, along with the values substituted in the
original equations, is given. You may well wish to enter this
program into your Spectrum and, as an exercise, add a full
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conversational framework, a score-keeping mechanism, and a
means of accepting and evaluating the student’s answers.

i@ REM EQUATIONS

2@ INK 7: PAPER 1

3@ BORDER 1: 0L S )
4B DEF FN M M) =INT (RNDEN) +1
S@& LET A=FN M(1@}

6@ LET B=FN M {18}

7@ LET OC=FN H

8@ LET D=FH M(1@}

Q@ LET X=FN M

188 LET Y=FN M(12}

11@ LET EczAsX+B¥Y

12@ LET F=CsX4+D3Y _
13@ PRINT - °° IMK &;"The eguali

149 PRINT ‘TRB 8; INUERSE 1;8;°
< T3R.PBINY JTRTE
15e pn:r:rr 'TgaFa; INVERSE 1:C;°

g = "
16@ PRINT " YO U must sclve them
 fer . INUERSE 1; s INUERSE 2
Y _and ;g INUER"!E
173 PRINT * ""Pre
the scltution™
18©@ PRUSE @
i9a8 CLS
288 PRINT °°°°'TRAB B:;A;"X + “!B;

= E
21GFP§INT ‘TAB B:C;™x + “;D;"y
220 PRINT 'TAB 4;“The vatuvs of

X is . FLRSM 1:;X
23@ PRINT ‘'TAB 4. "The value of

.‘i‘ 5"
S 3ny kKed for

=

Yy is . FLARS3H 1:Y¥Y
B_ea.a P’?INT TFIB -3 = P 2D A
3_252"9!:&1:{:' "TEB (=3 =R S N

26@ PRINT "'“Press anyg ksu for
3 new probiesp”

270 PRUSE @

288 RUN

Sample run: EQUATIONS

The gguatiohs ara:

Sx + 14 =

b
11

X % 1y =

fiy

YoU must soilve them §fo2r X and 4y
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Press any Key for the sotution
3x + 1y = 13
FTX o+ 1y = 285
The vatlue of X is 3
The value of Yy is 4
3%3 + 134 = 13
723 + 1xds = 25

RPress any key for a neyw problem

The equations are:
ax + Sy = 129
ax + 6y = 128
You must solve them for x and 9

Press any key for the sclution
gx + Sy = 12@°
ax + By = 126
The vatue of x is 1@
The value of Yy is B
9318 + 538 = 12@
918 + 636 = 126

Press any key for a new problem

Our next program, CATS AND THINGS, is for very young
children. It uses INKEY$ throughout, and has rigorous input
validation. A random number of tanks, lorries or cats are displayed
on the screen, and the child has to type in the correct number.

Note the difference between the use of INPUT and INKEYS.
INPUT does give you the chance to correct mistakes. INKEYS has
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the advantage for single character inputs that you do not
subsequently have to press ENTER. This makes the program
quicker to use and gives it a more professional finish.

The tanks, lorries or cats are printed with the user-defined
graphics symbols A and B, the necessary data being held in lines
510 to 530. The type of object is selected randomly in line 20, and
the computed RESTORE sets the DATA pointer to the correct line.
Lines 30 to 70 then assign the name of the object to ng, and set up
the graphics symbols.

Lines 80 to 140 choose the number of objects, print them at the
screen positions specified by the data in line 600, and ask the child
how many objects there are. Note that you must have the G cursor
when you type AB in line 120. BEEP is used in conjunction with the
visual display to direct the child's attention in the correction section
{lines 180 to 230). Praise, accompanied by a rising sequence of
notes, is given by lines 250 and 260.

You may wish to improve this program by adding extra
statements to keep the score and to print it at the end of a setof 10
questions. You could also make the display more attractive by
introducing a random INK colourinto line 140. Avoid white catson a
white background, as children feel cheated when they forget to
count them. Try increasing the range of objects — how about birds
or spiders? Give your children some squared paper and get them to
devise some of their own. Write additional DATA lines from 540,
and increase the number in line 10 from 3 to your total number of
different types of object. Another variation would be to have
random positions for the objects, if you feel that the domino-type
pattern encourages convergent thinking.

CATS AND THINGS

E LET b#H="
-
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g9 RESTORE 6600

10 FOR n=31 TO =X

130 REASD X, 4

128 PRINT AT x,y;: "AB"

138 NEXT n

148 PRINT AT 15,06, "How many ';n
F: are there?"

150 GO 5UB 416

168 IF CODE is<48 OR CODE :1%>57

THEN GO TD 158

AV IF 1 5=STRE z THEMN GO TO 250

175 REM » SELUENDE =

i8@ PRINT AT 15,0, b%: RESTORE &

198 FOR n=1 Ta z

2@@ READ X,y

218 PRINT BT x.,4-1; PRPER 5;n
220 BEEP 1,n

28@ PRINT AT 21 L@ "Press ENTER™
298 6D 3SLB 4188
S@868 IF CODE i$<>13 THEN G TQ =

"3i1@ cLs . 66 To 1@
400 REM RSB R BN CINERT
n:&l@ IF INKEYS$<>"" THEN GG TO d-l

420 IF_INKEY$="" THEN GQ TO 4286
430 LET i%=INKEYS§
448 RETURN

5688 REM S s A S
510 DARTAR tani.s" Tar,?,18 .7 ,28%
,255 127.683.,.27, 'b’ 182,254,192, 2
55, 55,255,254 1a8

5‘-‘-‘@ DATAH "cath" Tarv.a.l128,.127.8
3,683,565 ,4.,40, 0" ,28,28,282 .24,
349_.8@,8@,8@

53 DATH tarr :es LTav e, e a,28
5,258,255,2585 .48, "7 .28 ,3&8, 38 .25
5,255, 255.255 12

6@@ DF!TFI 4., S,;G.S,i.il,lﬁ_il;?,
5,4,18,1e, 18 24 AR, 04
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Sample run: CATS AND THINGS

b wdl walh =

How many Lorries are there®

How many cats are there?




Using the Spectrum in education 97

So far in this chapter we've been concentrating on numerical
problems, which are the easiest ones to write for the Spectrum.
But there is no reason to assume that ones requiring verbal
answers need be much more difficult.

The next program, FRENCH VOCABULARY, stores the
questions and answers in DATA statements, and can easily be
extended or adapted for any similar one word answer quiz
programs. Notice in this program that the computer must have
CAPS LOCK engaged, as the questions, and the answers the
computer is checking, are all in capital letters. The program allows
the student to choose the number of questions he or she wishes to
try (line 80) and this number is used in the FOR/NEXT loop in line
100.

You may believe it is important in programs of this type to ensure
that the same question is not asked more than once in a run. If you
do, you may wish to use or adapt the mechanism given in this
program which ensures the meaning of the same word is not
asked for more than once in any run. Line 30 dimensions an array
and, as you know, sets every element of that array to zero. You can
see in the DATA statements that the word in English is followed by
the word in French, which is in turn followed by a number. When a
pair of words is chosen (by randomly reading through the DATA
statement, see lines 110 to 130), a value is also assigned to the
variable X. Each pair of words has a unique number, and this
element of the array is set to the value 1 in line 160. Line 150
checks to see if this element is 1 before printing up the question,
and if it is, RESTOREs, and then goes to choose another pair of
words (and flag number). Although this means it takes a little longer
at the end of the quiz to find an unused pair of words-than it does at
the beginning, you'll find the delay adds to, rather than detracts
from, the program when it is running.

You'll see that this program, like most of the earlier ones,
responds to a correct answer with a greater flourish than it does to
an answer which is wrong. Notice also that the program gives an
immediate correction if the student is wrong.

18 REM FRENCH UVOCRBULARNY

28 LET SCORE=8: PAPER 1: IRNR 7
BORDER 1: CLS

28 DI Ri28:
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48 PRINT ' 'TRE &6;"Uelcome o
kig French™

S@& PRINT TAB 38 "vocabulard tes
'R

&R PRINT “"TREB &; "Mow @anyd 9o
I mouigd™

T OFRIMNT O you tike to vy
12t 2@y

S8 IXRPLUT B

QB IF B<2 GQ B=2H THEN &G TOD 8
IS FQOR f=2 TO B

338 FOR D=1 TOQ IMNT (RND3x2E) +3
129 RERD Eg$: RERD FS: READ X
A3 NEXT D

1348 KESTORE : CLES

A88 IF AiIXM)=1 THEN GO YO 118
88 LET Ri{Xi=31

I7E& BPRINT 7 INK QND*?' FPRARER
E‘,’é Lugstian nuabher “,C; s

8 PRINT "~ "Whal is thé Frent

2@ IF AR$=F% THEN LET SCORE=SCC
RE+1: BEEF .1,2.5x5CORE: PRINT F
LasH 1; INK 2, PARAPER B; "7 """ Yes,

:Fg; " is correct ¢

2%a” ¥IF REL2>FE THEN PRINT 7~ “NO,

I'®m 20V y. '“"""'he F" ench wWord
or T EZ;TRB 5;"is “,F$

220" IF C<B THEN F’RINT T XINK OGS

FLASH 1; BRIGHT 1.7 Your score
is pow “; SCORE; "

238 PRUSE ice
248 NEXT C©

252 INK 2: PRPER 7: FLASH 1: ClL

S : PRINT AT 8,3;"In that tast y
o scored " SCORE

268 PRUSE 288&: FLARSH @

=278 RUN

288 DRTA "EUERYUHERE™ ., "PARTOUT
£33, USELDON™, "RAREMENT " .2, "OF TEN"

 THQUUENT ™ . 3 s "NEUER” , "JAMAB IS , 4,
"RLURYS" "TOUJUURS" .5

29@ DATA “UERY", TRES",6, "MORE"
e UPLUSY .7, "LESDSY, "HDINS" 8, YES"Y
. s DL‘I" . 9" NQ" '.NQN..

388 DATA “THANK YOU' ‘HERCI T211

s TONET, BN L, 12, UTWO, "DEUX" 13,
THREE" “"TRDIS™" 14, "FOUR" “@UATAE

S

318 PRATA "FIUE","CING",16,"SIX"

:'SIX", 17, "SEUEN" “SERPT™, ié “EIXGC

HT",."HUIT“,:LS,"NINE" “NEUF ,28
328 STOP
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Sample run: FRENCH VOCABULARY

tieLtcome t0 this French
voCabutary test.

ds eOUld
=+

HoWw ®manty wWor
O try¥ (1 to 28)

you Likes t

Question number 1:

What is the French for
MOQRE?

PLUS

Yes ., PLUS is5 cocrcect

YOouUr SCOqe is now 1

Guestion number 2:

What is ths French for
EVERYUHERET
PARTUOT

No, I'm sorfru.
The French word for EUERYUHERE
i3 PARTOUT

Yous sgcore is now 1
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guaestion nuabar 3:

What is the French for
FIUVE™
CING

Yes . CING is cCorcect
Your sScore is now 2

You can use the next program, QUIZ-MASTER, for anything from
weekly spelling lists to O-level Biology. The catch is that you have
to provide the questions. This is easier than you might think, and
hopefully students will do most of the work for you.

The program is used to store a selection of questions or clues,
together with the appropriate answers. Here are some examples
to start you off:

What is the French for “to give?”
(answer: donner)

Name the mineral mined at St. Austell.
(answer: china-clay)

Which sub-automic particle has 1 unit of mass and no
charge?
(answer: neutron)

Which cell organelles contain the cytochromes?
{answer: mitochondria)

Short, simple clues should be sufficient for the weekly spelling
test. If the list includes “knight”, a suitable clue would be "armed
horseman” . Persuade your child to type in his or her own clues and
words, and then try the test yourself to make sure that you agree
on the spellings.

The program first flashes the complete set of answers briefly
onto the screen one at a time. It then presents the questions in
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random order, but without any repeats. If you get one wrong, or
simply press ENTER, you are given a hint, "k . . . . t” for knight, or
“d....r" fordonner. RUN 500 allows you to create a new set of
questions and answers.

QUIZ-MASTER
10 REM
20 LET

S8 FOR n=l1 THO @: LET uini=n: M

; X=x-1
E8 FOR n=x TO x: LET y{ni=yin+
3 . n

9@ CLS : LET t=
1e8 PRINT AT 3,8;c%iq): INPUT 3

%

118 IF 1%$<2afiq){ TO i) THEN
GO TO 240

120 LET s=s+1: GO TOD 210

19 GO SuUB 41Q- CLS

140 IF xx» THEN gﬂ TGO &8

150 REHN HMIEHS :EQHF -
160 PRINT AT 5,0; "Your scoire wa
= ‘iS5 out oOfF "-m*h

i7@ ;avop

200 REM

“CAT a,ises

]

1

D

4

W 44
~
2}

fr

)

2660 IF =2 THEN GOQ TO Z1@

2T PRINT AT 7.0;"The ifight ans
Ner was:v;e%; 87 9,15, a%(93)

250 GG TO 1356

S00 REM REIRRES-
310 LET 1=1

2@ PRINT a7 7
L:",2%:87 21.8;

536 PRINT AT 9
TO L{g) -2)+a%iq
340 GO TO e

re is 2 hin

He
??iq,13+b$i1
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131G PRINT QT 91 B;"PFE::
to continue.’

428 GO SUER 428

450 IF CODE =13 THEN RETURN
440 GO TO i?@

R e T R 46
470 IF _INKEY$="" THEN ug TO 478

"E18 PRINT “MHow many questionsTh

Sz DIM cHim, S54): DIM asim,15)
DIM Lim3y: DIM d9(m)
EZ@ FOR g9=1 TO m

=248 CLES PRINT "Question ;g9 °
550 PRINT “Type in the question
o clug,.'“: INPUT cEHiq2

S68 PRINT CE(qQ)  ""Tupe in the
answer.": INPUT is

5?0 PRINT "is3:;ARAT 28.8;"If satis
fa;tnng, type sS; U ,"to detete typ
2 -

=550 GO 3UB 4E882

=290 IF X&$="d” THEN GO T4O o4&
E00 IF K&c<r's=" THEN GO Ta S26
10 LET L{gqi=LEN i$: LET a%i{q}=
1 %

£28 NENXT

S50 REM EHEINE oINS

5602 CLS INPUT “tthat 1s the pr

nogram namna TR E
ETO SQUE p3 LINE 2@

To understand how this program works it is best to start where
the questions and answers are fed in, from line 500 onwards. The
total number of guestions, m, obtained in line 510 is used to
dimension four arrays in line 520. Array ¢$ holds m questions, each
up to 64 characters (two lines) long. Array a8 holds the m answers,
each up to 15 characters long. If you want longer questions or
answers, then change these DIM statements. Array 1 is used to
hold the real lengths of the answers, as the answer strings are
padded out with spaces when they are stored in the array. The
answer length is used when the child's answer is compared with
the correct one

The answers are initially accepted using INPUT i$, so that their
lengths can be determined before they are stored in array a$.
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Lines 660 and 670 force you to save your program immediately.
As you have stored all of your questions and answers in arrays,
they will be cleared from memory if you use RUN. If you wish tore-
run the program you must use GO TO 20, as this leaves your
questions and answers intact. You might like to write a few lines at
the end of the main program to give the choice of running the
program again or not.

Returning to the start of the program, lines 20 and 30 initialise
variables; s is the score, and x is the number of questions which
have still to be asked; b$ is used to provide the hyphens in the
hints, and e$ is used to clear single lines on the screen.

Line 40 flashes all of the answers onto the screen. This is a
helpful memory-jogger for short sets of questions, but you should
delete it when the number of questions is large.

The array y (dimensioned in line 520) stores the question
numbers in a way that prevents annoying repetitions when the
program is run. Line 30 initialises the array so thaty (1) = 1,y (2) =
and so on. If there were only four questions in the test, then line 60
will give z a value between 1 and 4. Suppose that z = 2; the
question number g is made equal to y(2), which is 2. Line 70
decreases x, the number of questions left. Line 8@ eliminates
guestion numbers which have been used:

Before line 80 Afterline 80
y(1) =1 y(1)=1
y(2) =2 y(2) =
y(3)=3 y(3) =
y(4)=4 y(4) =

You get two points if you answer the question correctly at the
first attempt, and one point at the second attempt. Line 110 uses
the answer length I(q) in a string slicer to remove the spaces which
pad out the answer word when it is stored in array a$. You have to
remove these spaces because

"

“Constantinople” <> “Constantinople

The answer length is again used in line 330 to slice the correct
number of hyphens from b$ to make up the hint “C------------- “

You can use this program to reinforce your childrens’ schoo!
work in many subjects. If you feed French vocabulary, chemistry
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definitions and questions from English literature into the Spectrum
on a regular basis, you will soon establish a substantial bank of
revision material (and will probably learn quite a bit yourself). The
preliminary flash through the answers and the hint option make the
responses come easily to mind when the program is run again at
intervals throughout the year. This will give your child the
confidence in the basic meanings of words and terms, without
which further progress cannot be made in any subject. To enhance
the program, you could use a further array to store explanations or
additional information which can be called up or by-passed by the
user at will. Another possible development would be to check
wrong answers against a list of related terms, and to have the
Spectrum give the correct meaning of the child's answer.

From that very general educational program, we move to a very
different, quite specific one. This one, which | thought of while
reading the book ‘The Standard Reading Tests’, (see ‘Suggestions
for further reading’ at the end of this chapter), tests reading speed,
and retention. The computer chooses from sentences stored in
DATA statements from line 160, and prints them on the screen.
They are held on the screen for a time related to the length of the
phrase (see line 60) and then the screen is cleared, and the student
is asked to enter the phrase he or she has just read into the
computer. The phrase entered by the student is compared {except
for its first letter, so the first letter can be upper or lower case) with
the phrase (minus its first letter) generated by the computer.

If the two are the same a “Well done” message appears on the
screen, and in due course the screen clears and another phrase is
chosen. If the student gets the phrase wrong, there is a short
pause, and it is repeated. This occurs until the phrase is typed in
correctly.

You should alter the 20 at the end of line 60 to keep the phrase on
the screen for as long as you think necessary for the reading ability
of the child. The phrases used should, of course, also be altered to
suit the age and ability of the child. If you like you can take the place
of the computer, and get the child to repeat the phrase to you,
rather than type it in, if this seems a better way of strengthening
your child’s reading ability. incidentally, the book | mentioned will
give you a rich store of phrases and words to use in reading test
programs of your own.
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READING TEST
i@ INK 1: PRAPER 7: BORDER 7: ©

S8 FOR d=1 70 TINT TRNDE11) +1
= 1 L
40 BEEP 1-/u,33d: READ R$: NEXT

s@ PRINT AT 1@.,8; R
6@ PAUSE (LEN As) :2a

CLS

82 INPUT INﬁ Ei“ﬁag‘e?égg"tbge
hrase auk” ,"have 3 s-B=
P PRINT INUERSE 1;" ~;BS$;

1@ PRAUSE e

112 IF AZi2 TD Y=B%i2 TO } THEN
BEEP .3,.LEN RA$: PRINT “° INK 3&;
FLASH 1;"Welt done, that was co
rrect”: PRUSE 3@83: RUN

120 PRINY ‘““Sorry. that was no
t right" . . o

138 PRINT " “""Here it is again

14 PRUSE gg@: CLS

a]
168 DATA “"Watch the dog run”
17@ DATAHA “"The cat has four tegs

188@ DATAR “The €99 is brown®

19@ DATA "The sun is hot

288 DRATR "The fox runs quickiy”
218 DATR “The duck swiks siocuwiu

220 DATA “The camel has a8 hump™
230 DATA “"The bell is ringing”
24@ DATA “"The Ffish is wet®

283 DATRA “The book is open™
268 DATA “The bus is red*”

Children enjoy using the next program, DOODLE-BUG, to
produce sketches and doodles, but we will be creating maps and
diagrams with it. You can draw straight lines horizontally, vertically
or diagonally using the keys shown below:

T Y U
G S H ——pp |

z

The 'home’ key H at the centre has no effect.
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DOODLE-BUG

i BORDER © \
:B INPUT “Initial % coordinate

-h INPUT “Initial v coordinate

’u
8 PLOT x .4

R X1

-[\

e B 1

7@ LET Cc$=INKEYS$

SR LET H =3 CE="0 T3S (CHE =521
C$="N“.\—\'C$="1".\—f55=“9"3—-(C$="t
o3

SR {ET 9=y+{CHF="1") +{(CHF="4"") + ¢
CHF= R~ {CH=" R —{CH="N " —(CH=" I
a3

188 LET X=xX-({X>2551+({x<8)

11@ LEYT Y=y~ (x 21751 +1(4y::@)

128 IF ¢c$="5" THEN STOF

132 60 TQ 4@

Type in the program and run it. Select your starting position using
the pixel x and y coordinates as shown in the Spectrum manual
(page 102 of the first edition). Line 70 checks to see which key you
are pressing, and sets c3 equal to this. Lines 80 and 90 change the
x and y coordinates accordingly. If you press “m” then (c& = “m”)
is true, and so takes the value 1. The rest of the expressions in lines
80 and 90 are not true, and so equal 0. Thusx =x+ 1,andy =y +
1, and the next point will be plotted one position to the South-East
of the first. Lines 100 and 110 prevent you from going outside the
plotting area, which would result in a crash. Line 120 allows you to
stop sketching by pressing the “s” key.

You can save your works of art with SAVE “sketch” SCREENS.
This gives your picture the name “sketch”, and stores it on tape.
This simple sketch-pad program can be embellished in a variety of
ways. You can rewrite line 120 as:

120 IFc$="c”" THENGOTO 140
“c" for change passes control to line 140. There you can write
statements such as INPUT “Ink colour?”; ink. Write INK ink; into
line 40 after the PLOT statement, and you can now draw in colour.
You can include similar statements so that your repertoire includes
PAPER, OVER, FLASH, BRIGHT and INVERSE. The results which
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you can obtain can be quite elaborate, as the following sample
shows:

Sample run DOODLE-BUG:

«® ¥ %
I LS _{ L‘{ g L\
¢ ST o
e ™ 3
D] o
':'- 1 L
% t %
\o ) /
—_— . I
e LA bl
F e 2 i, 3
& RN
‘s-_..-z.-’

Phat is the nane of this town™

k"';
Y

WHhich o

f the numbered states is
Jyeanstang?
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The map of Australia was drawn using the original sketch-pad
program, modified by inserting the following two lines:

50 IFINKEY$ <>"" THEN GO TO 50
60 [FINKEY$ ="" THEN GO TO 60

This slows the program down so that it plots only one point each
time that you press a key. You need to find a map that is exactly the
right size to fit the plotting area on your TV screen. Trace the map
onto a sheet of transparent plastic, and tape this to your TV screen.
Use the program to copy the map onto the screen. Leave some
space on the screen for questions and answers.

When your outline is complete, save it. You can add to your map
using direct commands; CIRCLE 55, 50, 2 will produce a small
circle for a town. To find the coordinates of places on the map, use
the program again. Draw a line to the required spot, stop the
program, and print the values of x and y in a corner of the screen.
Restart the program using GO TO 40 and repeat the process.
Finally, reload a clean copy of the map, add your towns and cities,
and save the finished version.

You can apply the same technigue to produce almost anything
you like, from circuit diagrams in Physics to transverse sections of
plant stems in Biology.

The next task is to link your map or diagram to a question and
answer program. If the QUIZ-MASTER program is used, it needs
some modification. Replace line 40 with:

40 LOAD "map” SCREEN$

You will also have to direct all PRINT statements to the bottom of
the screen. The following sub-routine may help:

350 REM CLEAR BOTTOM THREE LINES
360 PRINT AT 19,0;e%;e3;e3

370 PRINT AT 19,0;

380 RETURN

Now RUN 500 and enter your questions and answers. When you
have saved this on tape, BREAK, and reload your map. Save this
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using SAVE “map” SCREEN$ onto the same tape immediately
following the question and answer program. Now when you load
QUIZ-MASTER, it will automatically load the map and go on to the
guestions.

As you've seen, in this chapter we've developed a range of
programs which students will probably enjoy using. and which can
be written without too large an investment of time. The programs
fall mainly into the category of drill and practice exercises.

To learn effectively a student needs: plenty of practice; instant
knowledge of whether his or her answers are right or wrong; the
ability to set his or her own rate of progress; and mostimportantly,
the satisfaction that comes from successful achievement.

There are other possible educational programs — such as those
which use multiple choice answers, and ones based on shapes,
such as parts of geometry — which we have not discussed.
However, the material we have presented should give you a good
point from which to develop your own software.

If you still feel short of ideas, you could send away for catalogues
of educational software for any computer. Simply reading the
catalogue should be enough to spark more ideas than you can
possible realise (in fact, this is one way | get ideas for programs in
general, by reading descriptions of what other people’s programs
do when run).

Now that we've come to the end of this chapter, you should
possess a number of simple but effective educational programs.
When you are extending your collection, either with your own or
with commercially-produced software, look for the following
points:

® You should not be forced to progress through several screen-
fulls of preliminary description each time you run the program.

® The amount of material on the screen at any time should be
minimised, so that attention is focussed on the important
details.

® |n the presentation of text, different colours should be used with
a purpose, as in the DIVISION program.

® |t should not be possible to crash the program however you
respond to the questions.
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e |f your answer is wrong, the correct answer must be clearly
displayed.

® You should be able to work through the program at your own
speed, without information disappearing before you canread it,
and without periods of enforced inactivity.

In the final analysis, a good program is one which achieves its

objectives, and which is a pleasure to use.

Suggestions for further reading:

The Computer Tutor Orwig, Gary W., and Hodges, William S. (Winthrop Publishers,
Inc., USA, 1981)

The Standard Reading Tests Daniels, J. C. and Diack, Hunter {Chatto Educational
Ltd., 1958)

Problems for Computer Solution Rogowski, Stephen J. (Creative Computing Press,
USA, 1979)

Microcomputers in the Classroom Maddison, Alan (Hodder and Stoughton,
London, 1982)

Understanding Calculator Math Oliva, Ralph A. (ed.) (Texas Instruments Inc., Dallas,
Texas; distributed by Tandy/Radio Shack, 1978)
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Playing games with your
Spectrum

No matter why you bought your Spectrum, it is likely that you'll
spend some of the time with it playing games. It is also likely that
you'lt soon realise that one of the great thrills of owning a computer
is devising your own programs —games or whatever — and making
them work.

In this chapter, I'll be looking at a number of games. All of them
will be explained in detail, with the intention of passing on some
hints on the writing of games which may well be of some help to
you when it comes to creating your own programs.

| can well understand that you may be tempted to simply enter
the final version of the game, without reading through the material
which precedes and follows the listings. If you do this, you'll
certainly end up with a program which works, but you'll miss the
main point of this chapter. Try to restrain yourself, and follow
through the descriptions, line by line, and for those programs
which are introduced gradually, entering each part of it when you
come to it in the description.

The first two programs, NIGHTFALL and JACK-MAN, are
explained in much greater detail than are some of the others.
‘These are the ones you should certainly read carefully, even if you
decide to skip the explanations of the later ones. There are many
ideas in the first two programs which | think it is very useful to
know, not only for understanding those particular programs, but for
applying to other programming problems.

NIGHTFALL
The first game involves flying an aeroplane over a city and
attempting to reduce the skyscraper to dust. The plane flies across
fthe screen getting lower as it comes to the end of a line. Eventually
it crashes into a skyscraper, unless you have first destroyed the
buildings.

.Our first need is to print up the skyscrapers. This can be done
fairly easily by using a FOR/NEXT loop from @ to 31 (the columns of
the screen) with a ‘nested’ loop inside which prints blocks up the
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screen for the skyscrapers. To make this clear try this program:

ie¢ FOR a=@ TO 31

2@ FOR b=11 TO 21
32 FPRINT AT b.a.; R
4@ NEXT b

S@ NEXT a

it will print a whole load of skyscrapers of equal length across the
screen. Try altering the values of ‘B’ in line 20 to vary the height of
the skyscrapers.

However, this routine does not produce a very interesting
skyline; it looks more like a large shoe-box than a city. To give the
skyscrapers varying heights we need a random factor. Try
changing line 20 to:

20 FORB=INT (RND*22) TO 21

The skyline will now look much more varied. The routine is now
beginning to create something which looks more like a city.
However it lacks uniformity. The first routine makes a city that is
too uniform, the second a city which is too random. We need a
guide-line around which a random-factor can work. Rather than let
a random-factor rule us, we need to control it. To this end we can
bring in a ‘difficulty factor'.

In order to plot a convincing-looking city we need a rough height
around which to build skyscrapers. Some will be slightly taller than
the average height, some will be smaller, but none will be very
much taller or smaller. In the last routine the average height was
eleven characters high; but some buildings were 21 characters
high, while others were only one high. A difficult game would be
where the average height was about 18, since your plane would
soon crash into the building. An easier game would be where the
average height was, say, five. Your plane would take quite a long
time to get to that level and crash into a building. Obviously, on the
easy game it would be stupid to have an average height of five and
find that one or two buildings were 20 characters high, because the
game would no longer be easy.

At the beginning of the game we want to ask the user for a
degree of difficulty (for example, in the range of one to nine). With
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this, we could build skyscrapers at a rough height guided by the
difficulty chosen. Try the following routine:
1@ INPUT “difficulty (1-9)*,

2@ IF d<1 OR d=:»®& THEN GQ TOQ 16’.\
2@ LET d=12-d

35 CLS

4@ FOR a=@ TO 31

S@ FOR b=d+INT (RNDs#%d) TO 21
8@ PRINT AT b.a;"'IB

78 NEXT b
80 NEXT a
o GO TO 1@

Type in anumber from one to nine and the Spectrum will printup
a fairly realistic skyline. Try putting in alow number and you will find
that the city is low accordingly. What happens when you enter a
number which is outside the range required? Why? Any program
you write should contain a routine to reject invalid input.

People often make a mistake when entering information via the
keyboard, and if unchecked, the error can stop the program
completely, or — if it continues to run — can confuse you with the
results it generates. A single line which checks the range of the
number entered can save problems.

If you understand how the program works so far, we are ready to
go on to the next stage: that of producing a moving aeroplane to fly
across the city.

First of all we need to choose what our plane looks like.
Searching around the keyboard | can't find any symbol which looks
even vaguely like an aircraft of any sort. It looks as though we are
going to have to employ user-defined graphics. Here's a step by
step way of doing it:

1] Draw a grid of eight-by-eight squares

2] Fill in squares until you have something which resembles an
aircraft from the side. Even if it seems a bit square don’t worry,
as it will probably look all right on the screen.

Here's the one | used: 11
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Now go across each row and write down a zero if a square is not
filled in, and a one if it is. For the above character you would get

[ SIS SR SR S S R G
(S RS R = =
Eall == R )
[SEEI SRR SRR S S
(SRR R o RS i S
[SESISEEC R S R S
(SRS =
[SRISEEE S R s R R S

Each row of zeros and/or ones is called a binary number.
3] Using your Spectrum, go to each row in turn and type:

PRINT BIN (the series of zeros and ones)
and write down the ordinary number it prints up, alongside the
binary number you have just typed in. For example, for the third
row you would type:

PRINT BIN 01100000

and the computer would display the number 96. You write this
down beside the number on the piece of paper, as follows:

01100000 96
Do not ignore any trailing zeros as:

0110000 0=296
but
011000=24
You should now have eight numbers. If you used the above

example you will have the numbers 0, 0, 96, 126, 127, 8, 16 and 32
in that order.
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Clear your Spectrum (by using NEW) and type:

1@ DATRAR I[4ousr e€ight numbersl
20 FOUR a=@ TO 7
S0 READ b: PORE USSR 2" +2.b

4@ NEXT a

The DATA statement should contain your eight numbers
separated by commas. Run this and nothing seems to happen.
However, now get into graphics mode and type the letter ‘a’, and
there is your tiny aircraft. You can now NEW the program if you
wish and the plane will still be inside the computer ready for use, in
fact the only way to get rid of it is to pull out the plug or define a new
character over it. As well as graphic ‘a’ you can get the plane by
using ‘CHR$ 144’. The above method can be used for any
character you want to design of your own.

Armed with the aeroplane character we can now go on to make it
move across the city and get lower. Type in the last ‘city-maker’
routine and add the following lines {in line 20, CHR$ 144 represents
your graphics-aeroplane):

LET u=@

LET p=2

FPRINT AT u.p:CHRESs 144

LET p=p+1

FPRINT AT uvu,p-31;" *»

IF p=32 THEN LET p=02: LET u
: BEERP .1.u

SO TO 13@

i

1 g b b o b
10+ 00 -J 0 F 1)

REORGEEE

You will be asked for a ‘difficulty’, and on entering it, you will see
acity printed. Then, you will see a little plane ‘fly’ across the screen
and get lower, ‘BEEPing’ as it goes (the ever-rising notes are
designed to increase the tension). The plane will soon go through a
building and carry on until it goes off the bottom of the screen and
stops with an error message.

What we want now is to have a line which checks where the
plane is being printed, and if it finds this is a skyscraper, blows the
plane up. For this we need two routines: one to check for a crash,
and a routine to print an explosion.
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First the crash-check routine - there are two ways of doing this:

SCREENS:
Replace line 60 with:

60 PRINT AT b,a;INVERSE 1;"X” {capital X)
and line 140 with:

140 IF SCREENS (u,p)="X" THEN STOP

SCREENS can read letters and therefore the program will stop
when the plane hits an 'X’. This means that the skyscraper-printing
routine will have to be altered so that INVERSE 'X'’s are printed
instead of graphic-blocks, which are not read by SCREENS.

ATTR:
To use the ATTR function, replace line 60 with:

60 PRINT AT b,a; INK5; PAPER 0; “graphic-block”
and replace line 140 with:

140 IF ATTR {(u,p)=5 THEN STOP

This works by stopping the program whenever the plane comes
to any character which is green on black and is not flashing and has
no extra brightness. The disadvantage of this method is that it is a
little complicated, and if, in other programs, there are many
different characters whizzing all over the place, it gets a bit
confusing trying to work out each character’s paper colour and the
like.

If you wanted to stop the program when the plane hit a yellow,
flashing blob you would change line 140 to:

140 IF ATTR (u,p)=134 THEN STOP
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Can you see how this works?

128 if the character is flashing, @ if steady yes: 1% 128 =128

64 if the character is extra bright, @ if not no: 0x64=0
8 x the paper colour (black = 0) 8x0=0
1 X the ink colour (yellow = 6) 1xX6=6

TOTAL = 134

Qut of the two methods, the easiest to use here is SCREENS, in
the form:

PRINT AT b,a; INVERSE 1;"X"
IF SCREENS (u,p}="X"THEN ... ... ...

As there are only two things that the plane will come across, the
air and the skyscraper, this function satisfies our requirements.
Replace line 140 with:

140 IF SCREENS (u,p)="X" THEN STOP
add line 142:

142 PRINT AT u,p; CHR% 144
and not forgetting line 60:

60 PRINT AT b,a; INVERSE 1;"X"

The program will now STOP when the plane hits a building.

A STOP is a bit boring and unimaginative. What we need is an
exciting explosion as the plane shatters. Try the following:

20@ LET x=p#8: LET u=i(21-u) %8

205 FOR a=1 To 40

207 PLOT x.4

21@ DRAW INT (RHND#2SB) - ,INT (R
ND*1S8) -y

220 BEEP .1.,26: BEEFP .21.10

ST® NEXT a
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Pick a point on the screen and assign the co-ordinates to uand p,
such as LET u=11: LET p=16. Enter these in directly. Now type:
GO TO 200 and press ENTER.

You should see the point on the screen ‘explode’, accompanied
by suitable noises. All we have to do now is change line 140 to:

140 IF SCREENS (u,p)="X" THEN GO TO 200
RUN the whole program and you will get:

a) a city plotted up on to the screen,
b} a plane whizzing along getting lower and lower; and
c] the plane hitting a building and exploding.

Now, read through the program again. Make sure you
understand how it works. Now, we're ready to add the final parts.
These involve having a bomb which you can drop from the plane to
destroy the skyscrapers and prolong your flight, and then dressing
the program up to make it look more professional.

Unfortunately, you are unlikely to completely finish this, or any
game. No sooner have you SAVEd it and sat back admiring what
you believe to be the definitive version, than someone will come
along, play it, and give you a great idea on how to improve it.

However, before worrying about any of that, we need to add the
‘bomb’ bit of the program. For this, we need a ‘flag’. A flag is an
‘indicator of the state somethingis in. It is usually given a value of 1
foron, and 0 for off. In this program the flag which we'll call ‘f', will
be equal to one when the bomb is in the air, and zero when it is not.
At the beginning we need to assign it to zero as the bomb is not
falling. This is how the program should look so far with ‘f’ being set
equal to zero:

1@ INPUT “dif

fic
20 IF d<1 OR d>9
30 LET d=12-4

(-3 . @

ulty .
THEN GO TO 316

35 CLs

1@ FOR a=@ TO 31

S@ FOR b=d+INT (RNLD%¥d) TO 22 .
E@ PRINT AT b.a: INUERSE 1;"X°
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ja@ LET p=0@2

11@ LET fF=@

140 IF SCREENg (u.pl="X" THEN ©
O TO 20

142 PRINT AT u,.p.CHR3S 144

16@ LET p=p+1

170 FRINT AT v,.p-1." "

18@ IF p=032 THEN LET p=0: LET U
=u+1: BEES .1.,u

190 GO TO 14b

IO LET x=pxE: LET y=(23-~ul x&
205 FOR a=1 TO 40

207 PLOT x.,4

21@ DRAW INT {(RND#256) =X, INT (R
NDx1S5&1 -9

220 BEEP .1.20: BEEP .Q1.10

238 NEXT =2

The bomb is ‘off’ {f = 0). What we need is a means of allowing
the user to drop a bomb {make f = 1). One easy way would be to
add a line like:

148 |IF INKEY® <>"" THEN LET f=1

INKEY$ holds the character of the key being pressed on the
keyboard (it is ‘empty’ if no key is being pressed). The routine
changes f to 1 when you press any key, when INKEY$ is not equal
to “". We could change the routine a little so the bomb is only
dropped when the zero-key is pressed. To do this you would need:

148 IF INKEY$ ="0" THEN LET f=1

However, it is easier to play (and remember) if you can press any
key to drop the bomb, so we'll leave 148 to allow any key to be
pressed.

Next we need two variables representing the position of the
bomb on the screen. When the bomb is ‘off’ it is inside the aircraft
ready to be dropped:

144 IF f=0Q THEN LET a=u: LET t=p (‘a’and ‘t’ are the co-
ordinates of the bomb)

We next need a character which looks like a bomb. A full-stop is
adequate, but you may prefer to define your own bomb. Using the
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method outlined earlier, see if you can design a bomb-character.
One bomb-shape is as follows:

The line which defines the character should read:
POKE USR “b“+a,b

and not:
POKE USR "a”" +a,b

as this will blot out the plane-character.

To access this new bomb-character use graphic-b or CHR$ 145.
If you prefer the simple life, you can use a full-stop as a bomb. In
this case, use a full-stop wherever | have put ‘'CHRE 145"

With our bomb-shape (or full-stop) at the ready, we are now
ready to actually print it. As the bomb is at exactly the same
position as the plane when it is not falling (when f = 0), we do not
want to print it up until it starts falling, or the bomb will blank out the
plane. Line 158 will print the bomb:

168 IFf=1THEN PRINT AT a,t; CHR% 145: BEEP .01,60—a

The bomb will now be printed up whenever you press a button. [t
will not fall however, until you add the following line 155, which
blanks out the bomb and adds one onto the variable ‘a’ which in
effect moves it down:

155 IFf=1THEN PRINT AT a,t;” ": LET a=a+1
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Although we now have a falling bomb, it is not a very good one
because it carries on down to the bottom and halts the program
with an error-code. What is needed is a line which checks whether
the bomb has hit a building (similar to line 140), or reached the
bottom of the screen.

157 IF SCREENS (a,t)="X" OR a=21 THEN GO TO 300
Now we can write a ‘building-blowing-up’ routine at 300:

300 FORa=aTO 21

310 IFRND > .99 THEN GO TO 340
315 BEEP .005,a—20

320 PRINTATa,t;”

330 NEXTa

340 LETf=0: GOTO 140

All we need now is:
235 GOTO10

and we have a continuous game. It is quite difficult to aim and drop
the bomb on the buildings you want to destroy.
Here is a complete listing of the game so far:

1A@ INPUT “difficult {(1-9)",d
2@ IF d+1 OR d>9 THEN GO TO 10
3@ LET d=12-d

35 CLS

4@ FOR a=@ TO 31

S@ FOR b=d+INT (RNDs:d) TO 21
68 PRINT RT b.,a; INUERSE 1;"X"
78 NEXT b

6@ NEXT a

9@ LET u=@

=&
l4@ IFQSC‘REEN$ (u,pl="X" THEN G

142 PRINT AT u_.p.:CHRS$ 144
144 IF =@ THEN LET a=u: LET t=

148 IF INKEYs$<>"" THEN LET f=1
L1885 IF f=1 THEN PRINT AT a,t."
: LET a=a+1
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157 IF SCREENS (a.t)="X" OR a=Z2
1 THEN GO ToO 22a

15S8& IF f=1 THEN PRINT RT a.t;CH
2% l145: BEEFP .21.6@-2

ié@ LET p=p+1

176 PRINT AT u,.p-a;" "

18@ IF p=32 THEN LET Fp=0: LET u
=u<+l: BEEP .1.u

ig@ GO TO 1¢a

200 LET x=p*8: LET u=i21-0) x8
295 FOR a=1 TO 4@

2@7 PLOT x.

21@ DRRAW IN (RND¥258) -x , INT (R
ND#158) -

22 BEE l1.,20: REEP .Q1.10

230 NEXT a

235 G TO 1@e

38@ FOR a=a 70 21

312 IF RND>.99 THEN GO TO 340
315 BEEP .2@5,a-2@

320 PRINT AT a,.t,;" v

[IZ@ NEXT a3

340 LET f=@: GO TO 140

The game works, but it lacks several things. In its present form
there is no colour, and no scoring facilities. Try and fit them into the
program (you could use a variable ‘s’ and add one onto it every
time a character of skyscraper is wiped out by a bomb — round
about line 300 or so). You will need to print the score at the end of
the game. In the final version at the end of this section | have
included a ‘highest score’ feature. This is fairly simple to add. Try
adding little bits to the program to make it smarter. You could try
defining your own skyscraper-character with windows rather than
a boring INVERSE “X'.

The ‘final’ version has DATA statements to define the user-
defined graphic characters, so that it can be typed inand run asitis.

‘Final’ colour version of NIGHTFALL:

2 LET h=@
4+ IF h=R THEN GO 3SUg 12020
S LET s==0
1@ PARER @&: INK &: BORDER 1
S@ PRINT AT 21.@; "difricutity (
1 to 9)Y 2": LET ds=INKEYS: IF LE
N d$<>»1 QR CODE ds$«<4Q QR CODE d#%
>B7Y THEN &GO TO 3@
32 CL3S
38 LET d=12-VAL d%
4@ FOR a=@ TO 31
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S@ FOR b=d+INT (RNDxd) TO 21
8@ PRINT PRPER @.ARAT b,3.CHRS% 1

T@ NEXT b

3@ NEXT a

2@ LET u=@

19@ LET p=@

11@& LET f=0

13@ PRINT AT 21.Q@.CHRS 20+CHRS
1+d%+" press anygy key 1o bomb*
14@ PRINT RT uv.p.;: IF PEEK (PEE
K 23884 +2868xPEEK 23688) =285 THEN
GO TO 20

142 PRINT INK 4;CHRS 144

144 IF =@ THEN LET a=u: LET t=

el
148 IF INKEYS$<>"" THEM LET =1
188 IF f=1 THEN PRINT AT a.t;"

”%¢EET a=a+l: IF a3=22 THEN GO TO
157 PRINT AT a.t;: IF PEEK (PEE

K 236841256 +PEEK 23685) =255 THEN

1S8& IF fF=1 THEN PRINT INK 2;CHR
% 145: BEEP .Q@Ql.8&-3

168 LET p=p+1

T@ PRINT RT u,.p-1; o

18@ IF p=32 THEN LET P=@: LET
=u+1: BEEF .1.,u

185 IF u=22 THEN GO TO 1=z

ig@ GO TO 14@

28 LET x=px8: LET y={(21-u} %8
208 FOR a=1 TO & STEF 1@&

27 PLQAT x .9

243 OAPW INR S INT (RMND X258 -X &
INT (RND%1S53) -y

220 BEEP .1,28: BEEFR .21.10

238 NEXT a

238 GO TO $&a6

3@ FQR a3=a TO 21

31@ IF RND».988 THEN GQ TOQ 340Q
31 BEEP .0Q05, a—aa

2@ PRINT RT a,t "

328 LET s=s5+1: IF & 25 =INT (&
SSBJ THEN PQOKE 236824 ,PEEK 23624 +

33@ NEXT a

34@ LET f=@2: GO TG 14@

14@@ IF h«s THEN LET h=s
4+1@ PRINT AT &,.&; "score:
i-score: ":h

I
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RERD as
FOR a=@
READ b: POKE
NEXT a
NEXT
RETURN

NIGHTFALL in progress:
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Hopefully the explanation of this game has given you a few ideas
on how games can be developed. We'll be looking at several other
games in the rest of this chapter, but not in quite as much detail as
NIGHTFALL.

JACK-MAN

This program is based very loosely on DODGEM (with a hint of
PAC-MAN), in which the player propels a little car around a maze,
scoring points as it runs over dots within the maze, and trying to
avoid running head-on into a car ‘driven’ by the computer.

The scenario for JACK-MAN is less gruesome. JACK is a
dastardly grape thief within an elaborately-designed French
vineyard. The object of the game is guide Jack around the vineyard
to eat as many grapes as possibie. At the same time, he must elude
the irate farmer.

Here is a plan of the vineyard, complete with grapes:

REXEN IS S 684’ " " SEESEIESENENEX
XENEXEXNMINKKN T 7 7 NXXXXXXXEXEXEX
XEXFXFXERXRRAKRNK KRR XA KX N X EXEXEX
A RN RN R XRXXXKX T T
Mt NN MR KX XXX 777
Xt NN XXX KX RXXXX 2 oy
N NN XXX KXXXXX
XX F LN EXXNXARNAXKA RN KX NN K EXEXEX
XEXFRENSTEEE58 " S S S EXEXENEN
NN X EOONDE T 7 XXX X RN X EXEXEX

T S e s eEXEXEX
CRAXXKXKX XXX EXEN

THXMRKLAE KX LK EX

.

K€ .
N Y I I T 2 2 MR 2 X A AR A A R A
AR AR A IR A AR S AR S AR AR SRR R e

Nearly a third of the final program is taken up by the routine that
prints up the vineyard with its different-coloured walls and grapes
(all the grapes are the same colour as are all the walls, but the
grapes are coloured differently from the walls). It would be wise to
SAVE the routine below, as it is so long, so that you can add to it
later rather than have to re-type it if you lose it for some reason.
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Note that the G's must be entered in the graphics mode.

2 LET h=@2
S LET ef=""Jdachk”

1@ DATR 6R,126,.2480,224,224 .20
126,606
12 RTA 886,188,188, 231,2585.,1
55,53,69,1:5 15.7,7 18,126,568
}4— DRATRH 6w, 126,255,231 .,.1985.,195
88.8,6.,8,2.2,5868..8a,668,8a
i3 ”RTR CE 126.:“5.2553255,255
1. . 0.6, 8,608,126, 8@,24.0
2@ oRTR' 2¢ 5@.=¢ 288 .24 .24 .36.
i@a
=8 FQR a= TO 7
@ FQGR b= TO 7
4@ RERALD ¢
s PFPOKE USSR CHR3 (14423} +b.C
&@d NEXT b
7@ NEXT a
TS LET s=6: LET w=1i
77 LET z=4: LET y=@: PRPER G&:
INVERSE 1
T& LET =@
T2 CLo

S@ PRINT INK =; "XXXXAXXXXXXXXX
R R A O KK
Q@ IF §f=1 THEN RETURN

1e@ PRINT INH ToUX", INK 4 "GGE
uGGCGngGG 'GGGCCGCGCGGCG"‘ IN
2

i11@ IF f=1 THEN &0 TO 8@

i2@ PPINT INK 2 X", INK y4:"G;
INK = "XXXXXMMXXXXXX™; INK g7
N Tk TOUXXXXXXXXXXXX"; INK 4
I!Cli ; II"K I . lhxll

13@ IF F=1 THEN GO TOQ_l@@&
14@ PRINT INK Z;"X"; JINK 4."G";

JINR = UXt, O INK g N GGEERGEGEEE
GGCGGCCC‘GGG" ; INK Z;"X"; INR 4
;UG INK O Z nxh

lSB IF f=12 THEN GO TO l=2@
18@ PRINT INK z:"X"; INK 4;"G";
IMNK z:"X", IMNK 9;"G": JINK Z;"XX

XURXAKMHX ™ ;" INK g o7 ey INK z;°
XXXXMHHXKX S INK 9, 76" " INK zi™X
CLINK Wi UGN INKTZUX©

i7@ TF-F=1 THEM ©OQ TO_i4@

18@ PRINT INK z;"X", INK y;"G";

INK z; "X';  INK U UER, T INKCZ; o
; TINK U " cheRGReERE” ¢ 't GGEGGRE6E"
pOINK ZivXT: INK y;vet: INK ZiUX
“5CINK 4avGhs INK Z XM

i9@ IF f=1 THEN GO TO lg6@
28@ PRINT INK z;"X"; INK 4:"G";
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INK . U"X": INK w,; " 6" INK z."X"
3 INK GaveTs T INK Z T PMHNMNXKXXT T
NE w7 720 INK 2, "XMEXXENXX" . X
NK 9. "6, INK zZ:"X". INK . "G""‘
IMK Z; X", INK 9 et TINK ZiUX

Z1@ IF f=1 THEN GQ o 1sa

220 PRINT INK z;"X", INK y,"G";

INK z:"X": INK 4y, ""‘"} INK z,"X"
; _INK ';J‘ “C”‘ INK =z . INR WG
GEGEGEGEGE - GEGRGBGGE" INK z;"X™; I
NE g, 76", INK =z, "X“‘ IHK 9. =R
INKE Z;UXY; INK 3 UGU; INK Z; Rt

=3@ IF r=a_ThHERN G0 To caa

249 PPINT INK Z; "X";: INK 4;:"6G";

INK PN INK 9 Yet; TINK Zz;tX©
¥ INK '-8 : "C" s INK Z . “xt o TINK u:vG
Y. INK O Z Cx RO SOOI M MNX T T INR

4i "G INK zZ;"X"; INK u; gt TIN
Koz "X"; INK 4;"G"; INK 2.“\-\"‘ I
NE i uC-- . THE = ; ZEVSY

2s@’ IF F=1 THEN GO To 220

26@ FOR a=1 TO 4

27T PRINT INK z; "X"; INK 4g;"""~
I "'; INK T *MMXXXMMX KN ERKENK

INK PR a- PPN ; THNK z; EYRL

256 NE\(T a

=8@ LET fF=1

I GO SUB 246
S8 INUERSE &

3T GO SUB 1048
JI1& LET u=22

PRPER @: INK &
L ET =17

LET du=&

LET tLi=4

nesm

LI
I

Having assigned starting values to the high score and the like
(see the list of variables at the end) and printed up the vineyard, the
program jumps to a routine which:

[i} prints the ‘super grape’, a flashing grape which scores five points
when eaten rather than the usual one point; once eaten by either
the farmer or Jack, it moves to another part of the vineyard;

[ii] plays a little tune. Many arcade games play a tune to start with
and after playing the game a number of times, this tune gets on
your nerves. If the music irritates you in this program, by all means
leave it out. The Spectrum reads the notes for the music from the
DATA statement at line 1050.

As the program jumps to this routine whenever a ‘sheet’ is
cleared, the high score changes when the score goes beyond it.
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On returning from the subroutine most of the other variables
used during the game are set to their starting values.

The program then continues on to the main part of the program
which sends the action to different subroutines when the player
wants to move Jack, or when Jack hits a wall.

The subroutines are as follows:

a] Automatic Jack-moving Routine

This changes the direction and the character of Jack when he hits a
wall, that is, if he is moving east and he hits a wall, the program
automatically changes his direction so that he is moving north, and
changes the character used so that he is also ‘chomping’
northwards. The player has no control over this. Jack is always
moving anti-clockwise.

b) Manual Jack-moving Routine

Each row of grapes is closed off by a wall and therefore Jack cannot
move across the rows. However there are four gaps where Jack
can move to new lines of grapes and/or avoid the oncoming farmer.
This routine is utilized when [i] Jack is in a gap and [ii] when the
player is pressing a key. The routine checks whether the player is
trying to move Jack in a valid direction, and if so moves Jack,
adjusts the relevant variables and sounds a note to help the user. If
the user tries to move Jack illegally, a different note is sounded.

c] Automatic Farmer-moving Routine
This adjusts the farmer’s direction when he hits a wall (see
Automatic Jack-moving Routine).

d] Manual Farmer-moving Routine

This routine is called when [i] the farmer is in a gap and [ii] the
farmer is not in the same line of grapes as Jack. Therefore the
farmer is atways on par for a collison with Jack. To start off with,
however, he can only move across by one, but as Jack clears more
and more sheets, the farmer’s manoeuvrability increases and the
game becomes more difficult.

e] Sheet Clearing Routine

This is used when Jack has eaten all the grapes, and sets up a new
vineyard. It is not so much a subroutine as a series of commands
which call up parts of other subroutines.
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fl End of Game Routine

This is called when the farmer "hits’ Jack It shrivels Jack up whilst
playing suitable sound-effects and alters the high score, if the
player has achieved one, asking for his or her name. It then sends
the action back to the beginning (without resetting the high score
variable).

gl ‘Super-grape’ Routine

This is called at the beginning of the program but is also called
when Jack eats a super-grape. It blanks out the old 'super-grape’
{by resetting 18) and then picks a point at random from the screen
and checks whether it is a suitable point to place a new ‘super-
grape'. If itis not, then it goes back and picks another random point.
A suitable point is defined as:

i apoint which is not on a wall

i apoint which is not in a gap

iii a point which is on an ordinary grape

iv a point which is on a place where Jack has eaten a grape
when more than half the grapes have been eaten.

The main program moves Jack and the farmer in their relevant
directions and calis up any of the above routines when needed. The
subroutines are situated as follows:

a] Automatic Jack-moving Routine lines 1000 — 1015
bl Manual Jack-moving Routine lines 565 - 700
c] Automatic Farmer-moving Routine lines 1020 — 1030
d] Manual Farmer-moving Routine lines 710 — 790
e] End of Game Routine lines 800 — 900
fl 'Super-grape’ Routine lines 1150 — 1250

| worked on each routine in turn, and then perfected the game as
a whole.

You might find it easier to enter the program if you ask a friend to
read out the listing (especially the vineyard-printing routine at the
beginning with all its INKs and PAPERSs).

When typing in the program, it is imperative that you use
graphics G's and not just ordinary G's, or the grapes will not be
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printed up. You might like to try typing in the part of the program
that defines the user-graphics first and then you will see a grape
come up whenever you use graphics G.

Final listing JACK-MAN

2 LET h=©0
S LET eg="Jdack™
1@ DATA 00,126,230 ..224..224.,248
126 .66
_12 DATA ©.66,195,185.231.,2585.,1
=6 ,60,60, 1‘35 15.?,.?_. 1,126,608
14 DATH &O. 126,255,231, 195_. 138
86,0,0.0.0, D &, E-Ei &Q, E-\B
18 bata’ E-B....-E_..?SS..:! . 255,288
<126,6.0,.6,8.60,126.66., E‘ . &
20 DRTAR ..4- E»@ 4—,.-.-.""'5.:.-:4- 24,36 .,

25 FOR a
4@ RERD
S FOXE UE-F( CHR$ (i1d4d4+a3 +b,C
5@ NEXT b

?5 LET ==0: LET wv=1
LET z=4: LET uw=8d: PRPER 3:

W
N
o
b1
g
i
)
-4
u)
-‘-j .,

8@ PRINT INK Z; "MXXNXXXXXXXXXXX
ER LS ST EE LSt e o
9@ IF f=1 THEN RETUR‘N

18@ PRINT INK z,; VX' ; TBRE
EGGC‘GGGCGC‘ e GCGCGGGC‘C‘GC‘C‘C‘“ ; IHN
Lz vXY

11®d IF f=1 THEN GO0 TO B0
12@ PRINT INK 7;"X"; INK w;"Gg";

INK X “NX}\\\’X}(XK}(A‘(“ ;O INRK oyt
Srvy INK O Z “"(K\}\"(X\'N\'\(\(}\'“,‘ INK ©
SUGY S OINK Z UXe

138 IF f=1 THEN GO TO 100

14@ PRINT IMHK z;"X"; INK 4;"G";

IN)\ ZiUXNYD O INK Yy S eLGOOGEGERE
N GCGGGGGGGGG"' INRKR z;"X"; INK 4
-; l\‘-ﬁll.- INK z‘; \IY\\

E@ IF f=3 THEN GO TO 1z28
_Lv.:»a PRINT INRK z; X", INK y,;"G6";
INK Z; "X, INK u,;"G"; INK Z; 3-(\(
;\\{:\ (xxxu . INK 9’. LI I I T INK - [53

X

g N

17 IF Ff=1 THEN GO TO 14@

is@ PRINT INK Z; “X": INR y;“G";
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I?Jh z}. A% Y OII.; INN g - l!GI\ - INK z - IIY‘!
s INK y; “eEGGGEEEE * ‘ ‘GGGEGEEEE"
i INK zZiUX") INK "G INK z;"X
' INK u; "8": INK :-.'.‘"*("

1@ IF f=1 THEN GO TO 150

22@ PRINT INK z;"X": INK 4;."Q";

INK z;"N";, INRKR 4y, “C‘“ ;  INK X, UXT
s INRK 4. "C" ; INK I "XXXXXXXX" ; X
NR oy, k "‘; INK T, "XXXXXXXX'"; T
NRK . "G"; INK Z; “N",.‘ INK 4, “C‘"'
INK "X INK 4 ;"G";, INK Z; nxh

21@ IF f=1 THEN 60 To ise

2@ PRINT INK z;"XY: INK y,"G":

INK zZ; X", INK y;"G"; INK z,;" ”
; INRK y. "G" : INK T “.\"" INK 4, "
[egeiricic]r i ’GGG!:GGG"' INK z;"X"; X
NK ‘.-’.; IIGII . INK ,.. lell‘; INK g-; .IG‘."
INK z . llxll - INK g - I\Eoll .- INK z‘; le’l

240 PF\'INT INK zZ; "XV INK 4;,"G";
xNK ’ ; e .fll . INK q-' IIGII - INK z'; il‘\.*‘PI
s INK y,; “C‘“ ;  INK ; "’ﬁ\'“ ; INK v; "G
v INK z; “\\’\'X\‘K‘C\'K\"&'KX“(XX" ;  INK

iy~

SUBEY; INK =z X" INK u."G"' IN
KOZ,UNY", INK 9;"6“; INK z;“ﬁ("' X
N H “G‘“; INRK ; N

IF =3 THEN GO TO 220

FOR a=1 TO &

PRINT INK z;"X";: INRK AT
i INK z,"xxxxxxxxxxxxxxxx"-
Gow SENTTINR oz vk

NEXT a

LET f=21

GO Zup 240
INVERSE ©
G0 SUE 1040
LET u=2

NBEME-JARGET BRI~
&

QMNP HEERIN0NZT il

(3 D LILAICIY A0 ~ g Ty~

FAPER &: INKR &
LET p=17
LET du=0
LET LlL.=4
4@ LET dp=1
345 LET (f=4
35@ LET a=1@
SES LET g&="""
360 LET =1
36S LET L$="""
7@ LET da=-1 .
S PRINT AT 39,93; PARPER &, INK
4; INUVERSE 1;"“Score:
LET t;@

ie@ IF INREvS$<>"" THEN BEEF .1
410 PRINT AT u,p; INK €,;CHRS$ ¢
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44 IF SCREENs {u+du ,p+dpir="X"
THEN GO TO 180

48 PRINT AT a,t; INK 3;9%

47 IF SCREENg (a+da,t+adt)="X"
THEN GO T 102&

498 LET 9$=SCREENS (a+da,t+dt}
4925 IF ATTR i(a+da,t+dt) >128 THE
N LET g&%=","

528 IF gs<}“’“ THEN LET g=v

18 IF g$s«<»>'™ AND g$<>"."™ THEN

LET \3$="G"

LET 2a=a+da: LET t=t+dt
éF a=zbd AND t=ri THEN GG sU

IF SCREENS (a,t3=""'" AND Ll
THEN GG SUB 7ie

PRINT AT a.t,“H"“

FRINT AT u,p, IMK 3;1%

LET w=p+du: LET p=p +4dp

IF ATTR i{u,pl=6 THEN GO TO

LET m=@: LET L$=SCREENS (u;
IF LE="" THEN LET Li$=",": LE

¥
b
rumam-@rg-1m

attyy

i

hat e LU TR T R IR 1A
4]

qmammnnmmp&a~&m¢pmmpme

-»’ T

5 ?:IF u=ka AND p=rl THEN GO SU
= 15

BEQ FRINT RT u,.p; >V F"

58S IF m=1 THEN LET =s=s5+1: LET
32=52+31: BEEPR .0205,-210: BEEPFP .28
Z,-5: PRINT AT 2,17, =

SET IF 532»=224 THEN GO TO 111@
S68 IF INKEYs$="" OR t$=""," THEN
= TO 490

B85 LET 1$=IMNKEYS

ETE IF CODE IMNKEY$<«SS OR CODE
NRKEY$:56 THEN GO TO 400

SE0 RESTORE E&S

S8E DATAH du,"e"  "7F?r.gp . "B, 08"
5908 FOR i=1 TO 2

e@d RERD J: RER JEF: READ X&
818 IF 4= AND INREvs(st AND
NREY$S<Xk$ THEN GO TO 4206

&2 NEXT i

&30 LET wi=u: LET pl=p

B4 LET Ll=0+{{i$="6"1-{i%="7"2
Ixidu=01 22
650 LET pl=pP+{({iF="86" -{ig="5"2

Jx(dp=0@) 22

858 LET n=(ig="6"1 % dp—13+i1$=‘
FTT)aidp=-1)+(21%="E") 2i{gdu=1)+(1i 8=
CEYY x{du=-112

S8 IF n=@a HEN LET n=-1

2eS IF Li+n= OR Li+n=5 THEN GG
TO 400

T8 LET Jd Jd+n
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658 LET u=ul: LET p=p3i

690 PRINT AT u,p, " F"

&9% BEEP .01.10

FEE GO TO 006

T1® IF INT g9=0 THEN RETURN

F1S LET tf=LFf+{LFSLAY—-(LF>LI
T2@ LET 9=9-1

?3@ LET o={tfytgrsiga==-33+(LFf~1
Jrx{da=1)

T4@ IF o= THEN LET o=-1%(dt =312
FT45 LET o=Dx2

FTEE LET t=t +0

CTEA LET o=(Llf>lgdx x(dt=22Y+ (L FqL
P ldtl=-1)

FES LET (f=tr

F7@ IF 0=0 THEN LET o=-1x(da=&)
P75 LET D=0 %2

TE® LET a=3+o

T80 RETURN

8508 RESTORE S0

8ab FQR a=1 TO 4

81@ READ b$: REARD 1

s2e PRINT AT U.P;b%

830 BEEPRP 1.r

84@ NEXT a

5@ FCR a=1 TO 64

8§56 RNExT aot-=s

2 PRINT AT 17.11; "GAME OUER™

S IF h<<s THEN INPUT "You havg
tained the hi-score: Please 3

Yype inh Your name and press

NTER. “ie$: IF LEN e%$>11 THEN PR

INT RT Uép_s.; "TOD ang----..- :

8E0@ IF h<s THEN LET h=s

&&s 1IF TNREY$—““ THEN GO TO 88F
£89@ GO TO

IBR DATA “F“,SB,“E“ 28,".",10. "7

CIJ@
1000 IF du=0 THEN LET du=-dp: LE
T dp=@: LET c=c+l: GO TO 420
i®1@ IF dp=@® THEN LET dp=du: LET
du=0: LET c=c+1 IF ¢c=148 THEN
LET co=144
1915 GO TO 428
10E® IF da=@ THEN LET da=dtl: LE7T
di=@: GO TO £15
193@ IF d1=0@ THEN LET dt=-da: LE
T da=@: GO TO B15
i94@ RESTORE 1e5@
1942 LET =s2=0
10485 GD SUB 1220
19S50 DATA 7,.1.7,.5,7.,..5.:18.1,12:
1,14,.5,12,1.5,18,1.5,12..5,7.,1.
Fie8,7,:,.5,12,1,12,1.7.2
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ISS RATA 7.1.7.1.1@.1.12.1.14., -

Z,.12.1.5,10.,13,32,1,7.1.7.,1.8.,.5.
+£.,1.85,.0,2

IPE® FOR a=1 TO 286

1070 REARD w REARD X

1080 BEEF X ~-10®.,w

1090 MNEXT a

1028 IF h¢s THEN LET h=s5 B
110@ PRINT AT 11.2; PARAPER 4 Ihe
Q@ "Hi-gvoare: “;h:RT 1& by
=%

110 RETURN

111Q LET w=v +RND

1320 Go TO OFT

115@ FOR d=24 TO @ STERP -1

115% BEEF .01.d

1169 NEXT d

116 EBEBEEF .1.,CE&

1170 LET s=3+%

11839 LET (g=".,"

120 LET ba=INT IRND*Z®) +1

1218 LET L=INT (RND=x2%) +1

1220 LET bLS=SCREEN$ {(ta.ril

122@ IF ©o%$=""" DR Lk%="X" OR (b¥=
T.Y ANE 52031312 OR (ba:rf AND ba <
13y THEN GO TO l=BB

i24@ PRINT AT ba,.rl;, FLASH 1; I
N _ S PRFPER G;“G©

124ES IF s*—ll‘ THEN LET 32==s2+1
125G RETURN

JACK-MAN in progress:

o PR A i S \.&.&./.‘-'ik}(.‘-ﬂ(.‘.(&-‘KF‘)"\-R,(JKXX\
R s s P CE SO SIS S ST EN
Ko, kFYXKRNXK"““'\\k\ﬁ\h\\\k\i\
\,kiiﬁiiiii'ii""i‘fiif‘i“iﬁi\
ﬁ.KCWXYKYXXXYX"““KN?YXKYKXX‘Y‘&
k.KiY“CQiiiii"’“ sor 2 REXEX
B EE 0 d o e & & i Sa YVXX¥KK XEX#X
!_}é\i\‘i“ii"'"iiiii“Y XNEXEN
XX 'Yi"-‘i)".‘P"}(.‘"')"}'.!(.ﬂ')'.I'}‘.EJ.NTP'?(XOK XQ\‘\
w7 E L8 3 i
X e <5 w
x”'*ﬂ ’*Hx—:uo:e exx x*"'*”x
R -1V daLLXXRYY\XX'*”"'x
NEXS X AN E YK KA KA EN RN K

EL Rt 2t Tt L L AR L L R
MEXE RN WL
&tXJX‘J‘J#O##‘“"“
EE 2 E 2 & S e .0 0 o Sl
\iX’O‘i‘#“i“"“

ifi‘ii'iiiii'“*

“66i€4>ik‘k.k
KN KK AK KL EXR
FE VI CEFFEEFEEX, \

“XXXXXXXKXX‘X,X

i&"i“‘di‘h X

; o =
’,XJKYiK&KX(KV(X&YKKY”““W?TNXRXE
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I-()‘}-{.K)".Fi,‘i‘. (‘-‘.‘K.&')"K!‘X!{K‘.f{}(e‘{ KRR AWK KXKX

K, 0 208 2 0 2 2 PR I Y pyoxs

X, .P\.K.i x .KM."X)(.X.X}" k)’.}".‘.f)' XJ’.\R}()‘}( Y
X W&‘-‘ii-‘“‘i-&'i R X 333 8 S LAt LT

’ pa g e REX X
’ "(?-(}(XXXXR X#X , X

XX EXMMHXRANAIHK T 7 7 7 XHXRRXXH XX EX X

x;xcx'xwxxiiii'
L XEX XS eSSE

S 666‘-§6‘{ » K‘\ x

i~

L x1aaxtw\‘*****'x

:  XRXRRXXXRKRRXAKK * * 727 %
& XNl Srore. PERRR’CCCx
Fecco oMby TimBORXNXXXXX" 70X

LA OO MO KM K KW KX, KEX X
T KEK XSS SEE T T TS EEEX XEX o =
XEX, ‘("KX"(X‘(K T TRRERXXNXX, XEX X

..-‘-(‘\,...., - ..'2{‘)\.:\’
P XX '.:(,{"()(‘(X}( ot '}\)()'\)(XX)(.-{X}(“( 2 X

NEE S F SRS EEEE" T T T SEEESESEd SN X
\'\‘-‘(‘(KKKXXXX’X" < 'K‘.‘(XXXR‘K.YK\XX \(

F I
Y

)f 3'.'. A / l‘#-’. Z'i / ':f.i ‘/'Jj P A '}':

Variables used in "Jack-Man’

h

UC—“~<N<U)OO'QJ&

» = a = a
o] c

highest score so far

name of person who attained the highest score so far
control variable for various FOR/NEXT loops
control variable for FOR/NEXT loop

READs user-defined graphics data

preseht score

number of lines the farmer can jump per gap

INK colour of the walls

INK colour of the grapes

flag for display routine

y co-ordinate of Jack

x co-ordinate of Jack

direction down or up of Jack {canbe —1,00r +1)
theline of grapes Jack isin (1 —4)

the direction left or right of Jack (see du)

the line of grapes the farmeris in (see )

Y co-ordinate of the farmer
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g% thecharacter which blanks out the farmer

t x co-ordinate of the farmer

I$  the character which blanks out Jack

da thedirection up ordown of the farmer (see du)
dt thedirection leftor right of the farmer (see dp)

q thenumber of lines jumped by the farmer for this
particular gap

c character used to print Jack

ba yco-ordinate of the ‘super-grape’

rl x co-ordinate of the ‘super-grape’

m  flagforwhetheragrape has been eaten

i control variable in FOR/NEXT loop

] READs legal directions in ‘Manual Jack-moving Routine’
i®
k&

ul) temporary values of the co-ordinates of Jack while
p1 J the 'Manual Jack-moving Routine’ is checking fora
legal move

alters the variable that stores the line that Jack isin
o direction the farmer needs to move in to be aligned with Jack

} READs legal characterin ‘Manual Jack-moving Routine’

b%- READs characters printed that shrivel up Jack when ‘eaten’
r READs pitch of notes played while Jack is shrivelled up

s2 number of grapes eaten so far on this particular sheet

w  READspitch of notes which play the opening tune

X READs duration of notes which play the opening tune

i$  key pressedthat triggers off the
‘Manual Jack-moving Routine’

Variables that READ data are those situated within FOR/NEXT
loops and are therefore constantly changing values.

POETRY
The first two games we've looked at in this chapter have been
moving graphic games, in which player interaction consists of
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making decisions regarding which keys to press to change the
position of objects on the screen.

‘Player interaction’ during the next game is zero, apart from
sitting back and admiring the output of the program. The program is
designed, firstly, to be entered just as it is, to see it in action. Then,
the most enjoyable part begins, when you add your own words to
the long vocabulary DATA statements between lines 200 and 320.

Here are a few verses of poetry produced by the program in its
listed form:

THE CHILD PRAYED SOFTLY
IN THE FOREST,
PLERDING FOR A NEED
TO SHARE THE MOON...
URATCHING THEN IN CRYING
« = UWATCHING, BLAMING.

THE GIRL SANG SADLY
IN THE EUENING,
ASKING FOR R UISH
TO MOUE THE LOUVE...
WATCHING THEN IN LAUGHING
.= s HOND "RING, GRASPING.

THE HARTYR CRIED QUICKLY
IN THE FORECOURT,
CRY ING FOR R TORCH
STESL THE LIGHT...
PRSSING NOW IN FRDING
« s GETTING, STARARTING.

THE MAN PLERDED SUIETLY
IN THE DAR
LOOKING FOR. R OISH
TD PUSH THE SUN...
GETTING RS _IN GIUVING
=« « SPERKING ., NOTHING.

THE PROPHET SCREAMED GQUIETLY
IN THE DRRK WOODS.,
STARING FOR R GRTE
TO FRCE THE HATE..
HUOND"RING A5 IN GRASP ING
s +sTREMBLING, DRRING.

THE ECHO PRRAYED FRINTLY
IN THE FOREST,
LOOKING FOR A PATH
TO MOUE THE SUN...
SHAKING NOW IN GIUING
e s GETFTING, GRASPING.
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and here is the program listing:

1@ REM FPoetry

2@ DIM RHII3,12Y: DIM Bi1X)

3@ RANDOMIZE : GO TO S@

4@ FOR M=1 TO i3

S@ RESTORE 1S9@3>i1psm

6@ FOR G=1 TO RND:18+1: READ R
$: NEXT G: LET AsiM =DRS

70 LET B{M)=LEN B%: NEXT M

82 RETURN

9@ POKE 23682.@

1@ FOR H=1 TO 1@

i@ GO SuUpR 4@

12e¢ PRINT ““THE “;B%{l:{ TOQ Bi1l
I3 OCCAS2NXL TO Bzt “UoAKIR)
{ TO B{3Y), ™ IN THE ";R¥{4)X (0 7T
0 Bi4yy, . "

13@ PRINT RIS { 7O BB " FOR
A ".PA%E®YT TO BiBY Y, TO ;A%
Br?(é‘;l'rq BiZ22;" THE ";R$is 1 TO
1483 PRINT RIS ( TQ 8203 " .8/
FA) { TO B(j@dx}) ;" IN “;RB%7131) (
TO Bi1i)) ‘
15 PRINT TABR &;"...";R${122 ¢ ¥
O BUl23):7, ";RA$SII{ TA B{13M);
16&@& RPRUSE 2ae

17€¢ INK RNDsx6
168@ NEXT H

20@ DRATR “MANT, "BOY™,"uWOMAN", "0
HILD® ,"SHADDOW" ,; SEQHOY, "BIRL <, OST
ALL ION" ; "PROPHET" “MARTYR "

218 DATHR “SKNG® “UQITED" s CSRIDY

: "SCRERBMED "EQIE.D“ “RLERDED S, P
""'F)'YED" “STCOD" “FELL s TESTUMBLEDY

22¢é pATA CEADLY ", “GLADLY ", "SLOK
LY ™, "FRINTLY'", SMADLY © s THUMBLY "
LaupLyY ™, SSOFTLY", "QUIETLY ", "aulc
RLY*"

223@ DATA YDARARK'Y, "DODRUAY ™, “GATE
WAY ", "MORNING" , “EVENING", "FORECD
URT >, “ARCHWAY "  “DRRK L‘GDD"\" “CRN
YON" , "FOREST"™

248 DATR “LODKING”, "SERRLCHINE',
YHOFING®  "TOUCHING  “REBCHING" , o
STARING" , "ASKING" , "ELE)-.-DINC‘” {5
ITING"” , "CRYINGY

258 DATAH “WAY", "PATH", "STEP“, "3
IGNT, "WIsHY “NEED" L CTOROHT, “pAOR
3] QKCRTE (3] tlDEQ Hll

be@ DATA "REACH", “TOUCH", "MOUE"

S USTERL Y, "SHARE ™ | "TURN" , “THIIST",
IIFQC:E 3 - ICPL‘SH ar . RCBLRHEIO
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278 DRATH "MOON", “"SER" , "NIGHT"
pRIN Te : lL D{jE R 8lﬁqTE 2z ce “LiNCC IRFEQR L x4
.x (13 L_'DY X CILICHT ar lan\, ll

28@ DATA “TRAKING" L CHRATOHING S, P
ASSING"Y  "BLAMINGY , “"BETTING . "“Hﬂ
KING , “TREMRBL ING" , “LND "R.I.Mm LU T
ERCHING , “SF‘EQB: I!-}E‘-"

29@ DATA “HEART W, “HOW!, "y, b
LN, “THROUGH , “FOR<, “THEN, “Jus
Tll ‘Rq s ..Nc.‘§‘ s

3@@ DHTR CNOTHINGY  “GIUING, “FR
DING" , “"DARING" . "QTRRTINE‘" s BusH
ING", “CRYING", "BLAMING" , "CARING"
s TERASPING"

3id DATA “TRKINGY, “"GUATCHING™ ., P
ASSING™ , "BLAMINGY , “GETTING" , “5HA
KING" ,"TREMBL ING" | “WDND "RING” T
ERCHING' , "SPEAKING™

32@a DLATR “NOTHING®Y  "GIVING", "FR
DING" , "DRARING", "STRRTINE‘" "LPUEH
ING" , "CRYING", "BLAMING" , " CRARINGS
s "GRASPINGY

It is fairly easy to write poetry programs for a computer, if you
follow a simple procedure. The trick is to write a verse of poetry of
your own, work out what parts of speech are used in this, and then
get the computer to randomly choose words of the correct type to
fill designated spaces within the program.

This particular program was written by first creating the

following, not very brilliant, verse:

THE EAGLE FLEW SWIFTLY
IN THE CLOUDS,
SEARCHING FOR A WAY
TO TOUCHTHE SKY . ..
FLYING THEN IN CRYING

. RUSHING, MOVING

Next a number of lists of words was built up which would take
the place of the words in italics. These words are in the DATA
statements from line 200.

Once this is done, the actual program construction is very
simple. Line 20 dimensions two arrays, one to hold the word when
it is selected, and one to hold the length of that word. Because
there are thirteen words to be added to each verse, a loop of one to
13 (line 40) is used. The word RESTORE means the computer goes
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back to the beginning of a set of DATA items before READing
them. The Spectrum allows you to selectively RESTORE, thatis to
RESTORE from a specific line. Line 50 RESTOREs the whole of the
line whose number is given by 190 + 10*M. This ensures that line
60, which chooses one of the next ten words randomly, always
starts its count at the beginning of the correct set of words. Line
70 sets the element of the array B to the length of the word.

Line 90, where the program proper starts, POKEs 23692 with
zero. This ensures that the screen automatically scrolls when it is
full, rather than stopping with the query ‘scroll?’. Line 100 controls
the loop which counts the number of verses the computer writes.
In its present form, the Spectrum will write ten verses, but there is
no reason why you should not change it to as many or as few as you
wish.,

We've already discussed the subroutine starting from line 40,
which is called from line 110. This selects the words to be used in
the verse, loads those words into elements of the array A%, and
their lengths into the array B.

Lines 120 to 150 print out the poem. We need the somewhat
inelegant (TO B(1)) after each element of the string array is listed, to
ensure that the trailing spaces {(which always fill up a string array to
its full length on the Spectrum) are not printed. Without this
mechanism, the poems would look very strange indeed on the
screen.

There is a pause (of about four seconds) after each verse has
been printed, the INK colour is changed randomly (line 17@) and the
computer goes back to print its next verse.

As | said at the beginning of the discussion on this program, the
enjoyable part of using it comes when you start substituting your
own words for those in the DATA statements given. Once you've
done this successfully, you may well want to write an entire poetry
program from scratch, starting with a completely different ‘'model’
poem.

METEORS

In this game you are a scout ship flying through space when you
suddenly find yourself in a meteor storm. You have to dodge the
meteors for as long as possible. Fortunately, there are a number of
fuel dumps within the storm, and you can refuel your ship simply by
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running into them (isn‘t modern technology wonderful).

You'll recall that in the POETRY program (line 90) we POKEd
23692 with zero to stop the Spectrum scrolling 22 lines, and then
stopping to ask ‘scroll?’. We'll do the same in this program which
essentially places you near the centre of the screen, and then
scrolls the universe up around you. The neatest way to get the
computer to scroll continuously is to print a NEWLINE character at
the bottom of the screen, which then scroils up to make room for
this ‘new line’. The NEWLINE character is 13 (CHR$ 13).

You use the graphics letters shown in the REM statements to
represent the symbols. Although you will not see the symbols
come up immediately, once lines 5— 70 have been run, the graphic
letters will have been converted to the user-graphics defined in
that part of the program. Again, you may wish to try running these
lines first, so that, for example, a meteor will appear every time you
press graphic B.

The fuel gauge is stored as a string, decreasing by one pixel’s
breadth every time a key is pressed and the ship thrusts to the right
(it automatically drifts to the left if you don’t touch a key). Hyper-
spacing (which moves your ship to a random point across — for
emergencies only as you may materialize onto a meteor) uses up a
chunk of fuel. If you get low on fuel you can drift (which does not
use up fuel), but beware, hanging on the left-hand side of the
screen means that you lose points rather than gain them. You re-
fuel by hitting a blue petrol pump {recognized by the fact that it is
blue). You blow up if you run out of fuel, or hit a meteor. The
explosion is generated the same way as in NIGHTFALL. The
meteors get thicker every 500 points. As with NIGHTFALL, the
bigger the score, the bigger the explosion. You hyper-space by
pressing the space-key, any other key moves you to the right.

You might like to improve the game by adding facilities for firing
{perhaps at enemy ships also caught in the meteor-storm and
appearing from time-to-time).

Program listing: METEORS
LET h=2

s =
RuEEg
r
m
-

v
f
a
0
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3@ DATA "a",255,656,66,36,24,24
.24.,@,"b" 680,126, 255,255 D&, &
12&, 60 ‘ ’ ! +BS5.2855

32'DATA "c".@.80,126. 126, 125, 1
26,.60.@."d" .0 .Q.24.60,860,24.0,0

33 LATA "R .12, 6.5, 74,74, 152 .
1225122

S& FOR b=1 TO S

37 READ a

i@ FOR a=@® TO 7

S0 READ c: POKE USR z2$+a.cC

8@ NEXT a

7@ NEXT b

22 DATRA 255.127.83,31,15.7,.3.1

74 FOR az@ TO Z:C3ERD ¢

%6 FOR b=@ TQ 7. POKE USR CHRS

{a+1@1) +b, ¢

Fa NEXT b: NEXT

e NERLER @ PAPER @: INK &: C

82 LET as="HIIINEI

84 LET stL=16

8§68 LET s53=148

a@ REM for ¥ use 3raphics A
198 REM ] ararphics B
1l REM e Qraphics ©
12 REM * graphics b
128 REM a8 graphics M
13@ IF SCREENS (u,pYc» " THEN
SQ TQ 2@

3132 PRINT INK 4.AT u,p.:"%¥v

138 POKE 23882,255
137 LET s=53+1: PRINT AT @.Q:s
132 PRINT AT @.,19; "rfust. ;0 INK

IS Lr»=225) x-14+5; TAB St a8

14@ FOR a=1 TO = -503 3: PRINT I
HEK 2. AT 21.INT \RND*?“\ CHRS (14
S+INT (RND*3)): NEX a

141 IF RND».Q9C THEN PPINT IMNK S
SABT 21, INT (RNDx311; '@

142 IF INKEY$<>"" THEN LET =a-=s
3+1: IF =sa>»=1586 THEN 1LET su=xL1+121
: LET as=3as%si{2 TO : LET =2a3=148

lald IF =L=321 RND 23a=148 THEN &GO

TGO e

144 LET asi{l) =CHRY% =3

147 IF st >=25 THEN BEEPR .207.3!

15@ PRINT AT u.p. " '

155 IF INKEYS$=" " THEN LET p=IN
T (RNDs32)Y: IF LEN as+=1 THEMN GO
iTC! E?B: LET ags=ast(2 TO Y: LET =
L= L 3]

160 PRINT AT 21.80:0CHRSs 13

A76@ LET p=p-(pxQ1 + (INNKEYSE > T1 #

¥ P <31)
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178 IF p=0@ THEN LET s==-2x (s :>81
. BEEP .81.,3.-.20
188 GQ TO 13a&

e IF ATTR (U, Il =5 THEN LET &%
=" ' LET s=sl=186: P
RINT BT u,p;ta® FOR 2=-st TQ 5@
: BEEPRP .Q@1.3: NE‘&T a: O TO 132

282 LET y=px8: LET yu={21-ulx3

288 INK &

287 FOR ¢c=1 TOQ s -1
21@ PLAT x .»

220 LET a=INT ({(RNL#2858): LET b=
INT (RHNDx18&2

23@ DR g-x.b-y

235 IF RND:>.85S THEN BEEFP .01.:20
24@ NEXT ¢

285& INK B

256@ BEEPRP 1.2

268 IF his THEN LET h
27@ PRINT F)T 21.Q; "=
hi-scaoare: "

“"f@ PRINT F)T Q. &; "pre

K
29@ IF INKEYs="" THEN GQ TOQ 236
3@ GO TOD aw

o

=
re: “is.,"
.S

m

=]

3
W

Sample run: METEORS

=2 fuedl: L]
.
&
* 7]
*g
»
.
e
-
&*
L
v : &
*
4l *
-
Y
L3
-
&
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112 fuet: S
E 3
) a
a
[ 3
. [ ]
a e« T
3 ° Y
> A
. o
Y. 2
L J
®

s

zCare: i=29 hi-s=care: 129
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FIELD OF SKULLS

With a fearsome name like that, you could hardly hope this would
be a pleasant game. It is simple to play, but almost impossible to
win.

You, a little man-like creature (see the end of line 140 in the
listing). are being pursued by up to ten flashing skulls. They know
where you are, and spend most of the game heading for you.
However, the skulls are rather stupid, and can be killed if you can
lure them into the coloured oblongs which litter the screen. The
only way you can get them to do this is to get on the opposite side
of the oblong to the skulls. As they pursue you, they will bump
blindly into the oblongs (‘they only have eyes for you') and vanish,
with a jolly ‘bleep’.

You move using the “5”, "6”, “7"” and "8" keys, moving in the
direction of the arrows above those keys. You cannot move
through the coloured oblong patches, but contact with them does
not hurt you. The only thing that can hurt you is a skull. The game
ends when a skull gets you, or you manage to lure all of them into
oblong death.

You will recall the way graphics were defined in other games in
this chapter. It can be a little wasteful to have a separate loop for
every character you wish to define, and more than one can be
defined within a single loop, although the process can become
most complex. The loop from line 400 to 430 defines both the
‘man’ and the skulls. The DATA statement (line 440) contains the
graphics information for both characters, with the information for
the man and the skulls interwoven. Graphics “A” becomes the
man, “B” becomes the skulls, so you need to put a graphics “B” at
the end of line 7@, and a graphics “A” at the end of 140 and 270.

1@ REM FIELD OF SKULLS

20 GO SUB 318: REM UARIABLES

& FOR B=1 TO i@

4@ IF RIB,1)=1 THEN GO SUB 220

sSe PRINT AT cCiB,2) ,C1i{B,

&8 IF AR,1)<>*1 ‘THEN G0 TD igQ

7@ PRINT AT R(B.2) .ARIB.3): INK
8-2; FLASH 1;

8@ LET C(B,2)=R(B,3}): LET Ct{B,
I =/ (B, 31

=1 LET N=N=-{INKEYS$="5" AND N>
I+ fINKEY $=""8" AND N<{31}
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é?g ir ?cs,as>n THEN LET AI(B,2)
T11@ LET M=M+ (INKEYS$="86" AND M<¢1
Q) - (INKEY $="7" AND M>®)

120 IF A(B,2) <M THEN LET A(B,2)

=R 1B,21 +1

i3e IF SCREEN$ M, N} ="X" THENWN L.
ET M=X:

ide PRINT QT ‘( YU OCIAT HMLON; XD

ise IF AtB,3) <N THEN IF R{B 33 <
28 THEN LET A{EB,3=RI{E, 33 +INT 14
FRND}

16@ LET X=M: LET ¥Y=N

178 IF A(B.32 >N THEN IF RIBE,.3) >
S THEM LET H(B 3 =R{B,37 ~INT (4%
RHND)

188 NEXT B

190 IF SCORE<¢10 THEN GO TO 30O
280 PRINT AT 2,8; FLASH 1: BRIG
HT 1; INK 2; PAPER &: " YOU HAUVE

21@ BEEP .088.6B8-120sRHD: GO TO

21e
2R@ REM .E CHECK SKULLS

53@ IF SCREENS (R(B,2) ,RA(B,3))=
X" THEN LET RA(B,1)=08: FOR H=1 T
O 1@: BEES .@1,S5&H: BEEP .B1,50-
SaH: NEXT H: LET SCORE=SCORE +1:
PRINT AT 2,22; FLASH 1; BRIGHT 1
; INK 4;“SCORE: “;SCORE

24@ IF ALB,2)=M AND AIB,3}=N TH
EN PRINT AT C(B,.2) ,A(B,35.% “: &
0 To 2608

25@ RETURN

262 REM BB END oF GRME BB

27@ PRINT AT A(B,2) ,A{B,3Y; FLA
S 1; BRIGHT 1; INK ;

282 BEEP .81,RND:S2+40"

298 6a TOo 2806

3e@ sSTOP

518 REM [il# ASSIGN UARIABLES BB
328 LET SCORE=0

33@ DIM RI1@,53): DIM C(10,3)
34@ FOR B=1 TO ie

358 LET R{(EB,1} =1

=68 LET R(B,2)=10+INT {RNDsS)

278 LET R(B,.3) =1@+INT (RND$19)
LET C(EB,.2}=R{B,.2}: LET CiE,

488 FOR J=0 TO 7

41@ RERD RA: RERD B

428 POKE USR “AT +d,.A: POKE USR
TBTR,B

4380 NEXT J
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44 DATA 286.60,28.,126,73,98.,.127
» 126, E 53 29, 35,9&,&3,6‘3,3&

A45@ H=INT (RND£3} +9

452 LET N=38-INT (RKND:x3}

478 LET X=M: LET Y=N

488 PRPER 7: BORDER 7: LS

498 INUVERSE 1

SRR

INK G/2:AT RND#1iG6+4,

ND226+4; XX R
8528 NEXT G

S38 INUERSE @

548 RETURN

Part of two runs of FIELD OF SKULLS:
STORE 1

L B
-

] m ¢ *3‘! A

< 3

s e e

®

YOU HRUE BERTEN THE SKULLS!tti!
-]
s
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BREAKOUT
The aim of BREAKOUT is to knock out as many bricks at the top of
the screen, using a bat at the bottom of the screen which you can
move left and right to bounce a ball. If you miss the ball, the game
ends.

The game needs five parts:

i printup the bricks to be destroyed

ii  move the bat when required

il bounce the ball when it hits the edge of the screen
iv score points for knocking out bricks

v endthe game if the bat misses the ball

Part one is easy and needs no explanation. Part two reads the key
being pressed from the keyboard, and alters the variables of the bat
location accordingly. It also checks to make sure the bat is not
going off the edges of the screen.

It does all this in one line using the Spectrum’s logic which
dictates that if a statement is true it is given a value of one, and if
false, zero, therefore: (INKEY$="5") is equal to one when the "5"
key is pressed, zero when it is not.

So, where ‘p’ is the x co-ordinate of the bat, we can use the
following expression:

LET p=p+{{(INKEYS="8")*(p< 26)—({INKEYS="5")*
(p>0))*2

When INKEY$ equals “5”, {INKEY$="8") equals zero so
nothingis added onto ‘p’ (sincep+ @ X 1 = p + 0 = p), but whenp
is bigger than zero (p is greater than 0)=1,then 1 X 1 X 2 =2is
taken away fromp. If pis equalto zero, 1 X @ X 2 = 2 is taken away
from p. This is a very useful method of moving things from left to
right. Just remember that an expression on its own inside a pair of
brackets for example {a + b = ¢), is taken as being equal to one if it
is true, and zero if false, so (6 + 6 = 12) equals one but (9 x 2 = 81)
equals zero.

Part three, which bounces the ball off a wall, just reverses the
sign of the ‘direction’ variable of the ball. If the ball has plus one
added to it to make it move (to the right) and hits a wall, the variable
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is multiplied by minus one, and the ball will have minus one added
to it {to move it left). Part three also ‘blips’ so that you can hear the
balt has hit a wall.

Part four uses the ATTR function to see when the ball
demolishes a brick. Since all the bricks are yellow, a pointis scored
every time the ball comes across anything yellow.

Part five uses SCREENE. The bat is made up of capital ‘X's so
that when the ball comes to tbe bottom of the screen, it checks
whether itis on an X', and if not it ends the game.

When the ball hits the bat, it bounces off at a random angle (but
never straight up). Some angles are quite easy to hit back, but
others are wider and are hard to judge. These also give the
impression that the game is running more quickly.

There are various changes you could make to the program if you
wish. You could try changing it so that the ball sometimes bounces
randomly off the odd brick rather than just ploughing through the
whole lot. There is no high score factor in the game, and it may be
good practice for you to add one. There are no user-defined
graphics. Problems occur if you use a graphic-bat due to SCREENS$
(see NIGHTFALL) but you could get over them by using the
methods given. A graphic-ball should not present too many
difficulties. You might like to design your own bricks — they can be
any shape in this program as long as they are yellow (for ATTR to
work). They do not even have to be all the same shape — you could
have randomly shaped bricks.

Remember, the aim of the game is to knock out all the ‘bricks’ at
the top of the screen by bouncing the ball off the bat which you can
move at the bottom of the screen. Keys “5” and “8” move the bat
left and right respectively. The game ends when the bat misses the
ball. You score one point for each brick knocked out.

Program listing: BREAKOUT

BORLDER @: PAFER @: IR B
CLS

INK &

FOR a=1 70 6

FOR b= _TO 33
PRINT "W".;

Ul 4= G an) b
leloloiulale

o
o]
Z
m
b4
4
r

LET u=21
LET p=1a

0~
wleled
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1ec

ad /RN

o
o
0]
r~
m
~

Qe ke

+1
{INT (RND*T5) +1) 7 {INT
(RND 51} +1) N

1685 LET da=-
”;3B PRINT AT u,p, INUERSE 1;"XX
XXX

172 FRINT AT 11.,&;

173 IF _INKEY &$="Z" THEN copPY

175 PRINT AT a.t;’

18@ LET a=a+da

19@ LET t=t+dt

395 IF a=0 OR a=21 0OR t«¢=@ OR t
+=31 THEN GO TO 2406

197 IF ATTR {(a,.ty =6 THEN LET s=

:_E'BB gRINT AT a.t; INUERSE 1; 1IN

‘218 PRINT AT u,p;" "

220 LET p=p+( (INhEYS "8“1 ¥ (P26
3}~ {INKEY $="5") $(pr@) 3 %

225 LET P-—P-I-(INKEYS-“B") ¥ (p=261
~{INKEY$="5") % (p=25)}

23@ GO TO 1706
240 IF a=21 AND SCREENS$ (3.t} =
X" THEN GO TO 162

285@ IF a=21 THEN GO TO 31e@
260 IF t«=0 THEN LET t=RABS t: L

E = t
27@ IF t»>=31 THEN LET t=31: LET

28@ BEEFP .1,-18

290 IF a=@ THEN LET da=1

Jee GO TOo 200

318 PRINT AT a.t;, INK 2; "

32@ BEEP 1,15

3I3@ IF INKEYS<>"" THEN 6O TOQ &3

340 IF INKEYS$S="" THEN GO TO 348
252 RUN

GAMBLIN’ FEVER
This program, a variation of the Fruit Machine or Slot Machine,
idea, makes effective use of user-defined graphics (in blocks of
four) to create a slot machine which positively bristles with
features. The program listing gives no hint of how effective this
looks when running on a colour television.

The concept of the game is simple: You start off with $5@ in front
of a slot machine which has four ‘windows’, behind which reels
revolve. The reels contain a random, equally distributed, mix of
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three symbols — BELL, CHERRY and APPLE. You press ENTER,
and the reels start spinning, eventually coming to rest with
symbols showing through the windows. If three of them are the
same, you win $35. If all four of them are the same, you win $100.

The game continues until you ‘break the bank’ (make $500 or
more), or go broke. Each spin costs you $5.00 and this is
automatically deducted from your money total, which is shown in
the top right hand corner of the screen.

From time to time, a HOLD mechanism comes into play. The
word HOLD starts flashing, and you can then keep any of the
windows fixed for the next spin. You do this by entering the
number of the window (they are numbered from left to right), then
pressing ENTER. You can hold any number (or none) you like, and
you indicate that you've finished selecting the numbers you wish
to hold by pressing ENTER, without preceding it with a number.

There is one more feature. The BELL is the most valuable
symbol (which is why it is worth HOLDing BELLs when they come
up). Two BELLs next to each other (except when there are four
BELLs) are worth a bonus of $15, so if you have three BELLs,
instead of making the normal $35 for three symbols the same, you
make $50. If you do not have three in a row, but there are two bells
next to each other, you'll get the $15 bonus automatically. The
program does not highlight this bonus, but quietly adds it to your
total.

This program is designed to act a framework within which you
can add whatever features you like. Extra symbols could be one
idea, different sound, a NUDGE mechanism — the development of
the program is only limited by your imagination.

You'll read in the chapter on improving your programs a
suggestion for working out, in advance and in writing, the major
sections you'll need in a program, and then starting off by assigning
the major ideas to separate subroutines. The subroutines can be
called from a ‘master subroutine call loop’ at the beginning of the
program. This is what we have done in this case.

If you look at the beginning of the listing, you'll see there are
three subroutine calls, followed by a GO TO 40, which takes you
back to the second and third subroutines repeatedly. The first
subroutine {from line 720) assigns the starting variables, and
defines the graphics for the symbols. The second, which is called
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throughout the program, spins the reels. This subroutine starts at
line 290, and it calls a further subroutine (from line 210) a number of
times (eight, in fact) during each round of the game. The final
subroutine, which is only called if the random number generated (in
line 50) is greater than 45, brings the HOLD option into play.

You can see, from the beginning of the listing, how the program
was written. The first thing | did was work out what | would need
{initialisation, a spin routine, and a HOLD routine), and then wrote
the lines to call up subroutines. The program was renumbered at
the end, but initially | left a lot of room between the subroutines,
starting the initialisation one at 9000, the SPIN at 8000, the PRINT
REELS {which is called within SPIN) at 6000 and the HOLD at
3000.

You'll see that the program is clearly broken down into sections
by the strips of asterisks, in REM statements. This makes it
relatively easy to work out which part of the program is in charge of
which task, and should make it easy for you to modify if you decide
to. You can, for example, change the PRINT REELS section
(210 to 280) without changing anything else at all.

Working in this way, and applying the other suggestions givenin
the ‘better programming’ chapter, should help you write programs
which not only work with a minimum of debugging, but are
sufficiently clear to be readily understood when you return to them
after a break.

We'll look at the program section by section now, and outline
what each is doing.

We've already discussed the first section {lines 10 to 60) which
cycle the program through the subroutine calls. We'll iook at the
subroutines in the order in which they are called, rather than the
order in which they appear in the program, as this makes it easierto
understand what tasks they are carrying out.

The first subroutine starts at line 720, and as the REM statement
points out, this is for 'variables and graphics’. It is always a good
idea to assign the variables at the end of the program, not only to
ensure the program runs as fast as possible, but to give you a lot of
room to add extra variables if you discover, as the program writing
is under way, that additional ones are needed.

The variable MONEY, fairly obviously, holds the money you
have, and starts off with a value of 50. Line 760 dimensions four
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arrays, the first two (the string arrays) to hold the user-defined
graphics and their colours (I'll explain this shortly), the second two
to hold the numbers created for each ‘spin of the reels’ (A), and to
hold your wishes regarding HOLD (Q).

The routines from 770 to 1030 define the graphics, calling on the
DATA statements from line 1150 onwards. Lines 840 and 850 add
together the four quarters of the apple, along with the control
character (CHR$ 16) for INK and the character for red (CHR$ 2).
This ensures that the statement PRINT A%(1) for example will print
the top half of the apple, in red, without the need for PRINT INK
2;“AB” which would otherwise be required. It also makes it easy
to call the relevant symbol up when needed in response to the
random numbers generated in line 440. Lines 930 and 940 add the
parts of the bell, and the colour yellow, together; and 1020 and
1030 do the same for the cherry (actually, there are three of them)
and magenta.

The letters to enter, where you see the symbols in the printout,
are (and these, of course, are graphics) A and B (line 840); C and D
{line 850); E and F (line 930); G and H (line 940); J and K (line
1020); and L and M (line 1030).

The lines from 1040 to 1130 print out the basic fruit machine. The
reels will be overprinted on this as the game proceeds. (The initial
form of the machine, and the shape of the symbols, along with a
decision on where various words would appear as the game
progressed, were worked out on a commercial product called
Print'n‘Plotter Jotter which has ruled forms with number
references which relate to the PRINT AT locations on a ZX
computer. | have found this product of great use in my
programming work, and it—or a similar one -~ may well be of help to
you.)

From the RETURN of that subroutine, we go to the SPIN REELS
subroutine starting at line 300. Firstly, $5.00 is subtracted from
your money (line 320) to pay for the spin. Next, the variable PRIZE
{(which will hold your win, if any) is set to zero. Line 350 asks you to
press ENTER to ‘pull the handle’ on the fruit machine, and line 360
waits until the keyboard is clear, then moves to 370 to wait for your
keypress. Line 380 wipes out the ‘Press ENTER . . . " instructions.
Your money total (now that it is minus five dollars} is printed by line
390, and the routine from 400 to 470 spins the reels eight times,
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calling up the PRINT REELS subroutine (from line 210) each time it
goes through the Z loop.

The B loop. inside the Z loop, generates four numbers at random
between one and four, and assigns them to elements one to four of
the A array. If you have indicated you wish to hold (which is shown
by the value held by that element of the Q array), the program
jumps over the random number routine, and goes straight to NEXT
B. Line 430 simply creates a pleasant ‘fruit machine’ noise during
the spin. This is after the ‘hold option’ check {the element of the
array Q) so that there is a different sound if one or more of the reels
are held. This will be quite clear when you run the program.

Line 480 sets all elements of the Q array to zero which, in effect,
resets the HOLD mechanism to ‘no holds’. Lines 490 to 510 check
for the various winning combinations, 490 for a ‘jackpot’ {four of
the same symbol); 500 for a ‘three of a kind’, and 510 for two or
more bells in a row.

Lines 520 to 540 produce some sounds while you wait for the
result of the spin, and your winnings — if any — are added to your
MONEY in line 550. Line 570 prints the name of the win {(Q%) on the
screen, and line 590 prints out the amount of the win (PRIZE) on the
body of the fruit machine. If you have scored a bonus (two or three
bells in a row), this is indicated by lines 610 and 620. Line 630
produces an interesting arpeggio to end the round, line 630
changes the MONEY total and lines 650 to 670 wipe out the win
and prize messages. Lines 680 and 690 check to see if you've
failed (by going broke) or if you've achieved the object of the game,
to break the bank (by getting more than $500.00). Either of these
conditions will end the game.

The PRINT REELS subroutine (from line 210) is fairly
straightforward, making use of the elements assigned to the array
A% as was described earlier when | was talking about the user-
defined graphics.

The HOLD subroutine, the last we shall consider in the
discussion of this program, plays seven clear notes (line 100) then
prints up the word HOLD! Here we can see some fairly routine, but
useful to note, error-trapping routines. Firstly, the computer
expects a string, rather than a numeric input, even though it
eventually wants numeric information. This means that a simple
touch of ENTER will get the program on its way, whereas the
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computer cannot accept a ‘no-number’ numeric entry. Line 130
checks to see if the input is, in fact, the null string, and if so sends
action to the ‘unprint’ (which you'll understand in a moment)
routine, and then to RETURN to get out of the subroutine.

Line 140 takes the first element of the string — Q%(1) — and
converts itusing VAL into the number equivalent. By taking the first
element, we override the possibility that the user may enter more
than one number at once. Line 15@ assigns this number to the
same element number of the array Q (that is, puts Q(1) equal to
one, or Q(4) equal to four, as the case may be). Line 170 prints, in a
position related to the number entered, HELD and the number,
then returns to line 120 for the next input. When the player enters a
null string, by pressing ENTER without a preceding number, the
computer goes to line 190 which deletes the HELD messages, and
then RETURNS to the master loop, when line 60 sends the action
back to line 30 to begin the loop again.

| suggest you enter this program as it is, for a start, and then work
on the various sections. You may wish to add additional symbols
and alternative win routines, or — as | suggested at the beginning —
a NUDGE facility. Once you understand how this ‘fruit machine’
works, you might like to try and write one which uses four symbols,
and only three reels, or one which shows the symbols above and
below the winning ones (so nine show in a three window version)
with some combinations on the diagonals as winners.

18 REM GRMELIN® FEUER
28 REM X F+¥ 33 XF¥X¥F¥F¥
3 GO SUE ?E@: BEEM URRIABLES
40 50 SUR 29@: REMN SPIN REELS
S8&¢ IF RND: _¢S THENMN &G0 SLR 7F&r:
REﬁ HOLD
SO TO 48
EM I35 3333333333335
EM HoLD
EM F XXX EFXIIFTRXIIEFFFEI XX
FOR T=1 TO 7: BEEFR .1.50-T=x
T HMNEXT T
11@ PRINT AT 2,.22: FLASH 1; INK
ENDxg; "HOLD I
1=2e INPUT 8%
13@ IF Qs$="" THEN G0 TQ 122
14@ LET R=URL Sigfi:
152 LET Q@ {g =&
17@ PRINT AT 2+, 22 Il RND %4
FLASH i MHeld: w ! "

LA

BIorn-Jom

oy
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s GO TO Aiz&
1‘:'@ pPINT aT 9. 22
s =225 B =

. ""}FiT .sc;ﬁa;

282 RETURN

218 REM 23IF3IFIFIFIIFIFFFFIFFIFF
2288 REM FPRINT REELS

238 REM FFFFIXFFFXTFFIFIIFFIFSF
24@ PRINT AT 6,3;A%{A11}X2: AT 7.,

258 PRINT AT &,6;A%(8(2) ;AT 7,

&, B {A(2))

268 PRINT RY G.,S3:R${8il)y; AT 7.
SLEBREIBISY

278 PRINT AT 6,12;R%{A(41Y;AT 7
S12;BiRI4))

288 RETURN

292 REM +33F3FIFIIIFITIFIFITFIFFS

3 REM SPIN REELS

Si@ REM F3IZT3IFTFXTXIXFIXTIFFIEIFIXES

2@ LET HONEY =MONEY -

332 LET PRIFE=QR

342 LET QO%="": LET Pg=>"

IS8 PRINT RT 4.,19; FLASH 1; PAP
ER 1; INK 7;" Press ENTER ";RAT &S
,;?," io pult the ";RT &,21;" hsa
ﬂ B 3

SE@ IF INRKEY$<>"" THEN GO TO 38

3
ad

37@ IF _INKEY&$="" THEN G0 TO 372
Fo@ FRINT 8T 4,19;°
pgiGT SL19Y “iAT 6,

39@ PRINT RT 2.,28; FLASH 1; INU
ERSE 1; INK RND§¢ MONEY, FLASH @
i JINUERSE @; ™

432 FOR £=1 TDO &

41l@ FOR B=1 TO 4

428 IF Ri{B:=R THEN QQ TOQ 458

43 BEEP .288,7xB

44 LET S{E)=INT (RNDs3) 31

Kl B
46& GD SUB z2i2
Xr Z

432 DIM {4}

492 IF A1} =R{2) AND RSY=HAI)
AND RIi{S3r=R{4} THEN LET Q3=" JACK
PBT'. “: LET PRIZE=12&: &0 TO &2

SBB IF (A(ir=RA{3: AND A(3X=A(4}
I QR (A(1X=R1{2) AND R{2A—A2 =RA{322) O
R (RI2)=R(32 AND R =Ri4LI R I
RIZ)=A(3) AND A3 =Ri4)} DR (ATl
1=A{2) AND A2¥=R{412} THEN LET &
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Al

=" 3 OF A KIND!! ": LEY PRIZFE=

S8l@ IF R{l)=z2 AND Ai2)=2 0OR A2
=2 AND A3} =2 OR R{3}=2 AND B4
1 =2 THEN LET Pg=" BONUI!I! ": LFT

PRIZE=PRIZE+AR

528 FOR G=1 TODO 3@

B53@ BEEP .08 .,5e-G6: BEEP .@28.,05

548 NEXT

858 LET DNEY:HDNEY+PRIZE

S56@& IF @%="" THEN GO TQ &3&

§7@ PRINT AT 19,6; BRIGHT 1; FL
ASH 1; INK 2; PAPER 4; 0%

588 PRINT TRE 6; BRIGHT 1) FLAS
H 1; INUERSE 1; INK 2; PAPER 4: 8

%
Sa9d IF PRIZE>@ THEN PRINT AT 1a

. 3; BRIGHT i; INK 2;"Youw win $";
PRIZE
Gaa IF P4g&="" THEN GO TQ 83

6i@ PRINT AT 18.,2@; FLASH 1, IN
K &; PAPER 3;P$

82@ PRINT AT 11.28; INUERSE 1;
FLASH 1; INK 3;P%

632 FOR T=1 T 1iaéd: BEEP .ead.,7
-4@: NEXT T

540 PRINT &F 2,28; FLASH 1; INU
EgSE 1;: INE RND¥4;MONEY; INUVERSE

&58 PRINT AT 18,6;°

2 - 2t

6560 PRINT AT 18,2; INK &; "R

&7 PFFIP}T =5 2 3 0= < i
8T fr.=2€@;0 -

&8 IF HDNEY{l THEN PRINT AT &,
8: FLRSH 1; *Tha ‘e the enad; mua f
ciend” ,"You are h.e*“”: aTae

680 IF MONEY >492 THEN PRINT AT
&,.8; FLASH i;“You've broken the
bank!!“: STOCR

7R HETURN

228 RE FEFEFFEFFFITFIEXTFEEY

732 REH URARINBLED /GRAPHICS

748 REM 3 33FIFIIFIFISIIFFS

758 LET MONEY =52

768 DIM ﬁsi3,¢k§ OIM B34 D

8 F 7
7588 READ A: RERD B: REAR C: REA
728 POKE USSR "AYs+Z,

2
588 POKRE USR "Bm+Z.B
&1@& FPOKE UDR “Cv+Z.C
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§20 POKE USR "D"+Z.D
832 NEXT Z R
840 LET AS$(1)=CHR$ 18+CHRS 242

8§3 LET B$(1)=CHR$ 16+CHRS 2+
+

S56@ FOR Z=0 TD 7

o B2 READ E: READ F: READ &: REM

88@ POKE USR “"E"+Z.E

508 POKE USR "Foi1Z.F

322 POKE USR “"B"+Z,8

318 POKE USR “H" yF .

322 NEXT o
a3e LET A% (2) <CHRS 163CHRSE S+
l'*l‘ £ S ]
HQ&SHLET E$(2) =CHRS$ 16+CHRS 64" % &
95@ FOR Z=@ TQ
982 READ  J: REAL K: READ L: REM
“aZ@ POKE USR "Jv1Z,d

388 POKE USR "K"+Z.K

323 POKE USR “"L"+Z.L

1080 POKE USR "H"3Z.H

i@1@ NEXT <
1@23 LET Rstat =CHRS$ 18+CHRS 3+'e
+I' kL]

3@93"557 B$(2) =CHR$ 16+0HRE S37 & W

i24e PRAPER 7: CLS . BOCRDER 7
igse E’RINT AT 1,3; INK @:°“

168 PRINT TAR 2; INEKE @, . TN
K 4; PAPER 2; FLASH 1;"

“; FLASH @: PAPER 7; INK @;
l;ang 21; " INR 3 FLASH l,"Honeg
1678 PRINT TRAB 2; INK &, "N I?_il

VERSE INK 4; PAPER 2, FLASH
P INUERSE @; FLASH @
! PRAPER #; INK @; BB W

le8@ FOR Z=1 TO 11

i@9@ FRINT TRE Z; » I

110@& NEXT 7 B

11i@ PRINT TRB =¥ PARER B; X

NN 3; FLASH 1;° »; FLA

sH @; PAPER 7; K @; '

1122 PRINT TRAE 2; "W, PAFER 6. I

NK 3; INUERSE 1; FLASH 1;°
“; FLASH @: INVERSE @; FPAFE

B 7; INK @;°"

113&@ FRINT TAE 2; "N

s

f,
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114@ RETURN

115@ REM RPPLE

1153 ORATAH &,8.,121,254,@,28,63,2F
4,2,42,62,.254,18,32, 31,554

1176 DATA 31, 24@ 15,;252,81,282.,7
242,552,254, 224,1@1,25&,@,@
112@ REM BELL

1128 DATA @,1R8,.7,248,2,128,15.,2
d8,1.132,15,248,3,.224,31,282
12060 DATH 3,224,8,125%,3,224,1.,12
2,3,224,1;:182,3.,224.8,@

1212 REM CHERRY

1220 BRATAH B,2,1,135,_,2,26,38.,565,
12,66,16.124,52,126,208

1238 DRTH 127,204,861 ,.224 ;124 ;.2@,
25,249,124 ,3%,1,2324 ,56,72,.,.224
izse oTOR

And here are some sample printouts, but without colour and
flashing lights they fail completely to do justice to the effect of
running the program on your Spectrum:

Moneu SEE

3 F

oY Wil Y =;
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Monsy EE

T

K IND

Morey  SEE
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SCREENS RACE

I've called this program SCREEN$ RACE because the SCREENS
function on the Spectrumis the key to the program. The idea of the
program is simple. On the screen is a ‘racetrack’, which looks like
this:

B2 S0 0 $0 .00 08400 6690900 04 ¢.0.6.¢.9.¢ 04
x XX A 4§
X X XK XXYAX
X I-Iti KX XX
x¥ X XXX XX
x X X
XX KXX XXXX X
XAX KA XX XXXX xX
MAXX XXXX KMNXXX X
HARKX HKERXXX X AMAH XXX XX
HHXXK HKAXXX HAHXARXK XX
HAXHAXXX HKAXXXX XXX X
HKIEKXX KA XXXXX HIHAHMX X
NI XXX KAUXXHX  KUXMNX X
L0 0. 0. 0.0 4.4 KRR MNIXX XXX XXX X
KRXRXXKX P 9.9.0. 0. 9.9.9 9.9 ¢4 XXX
KEXXXKXHXNXX RN HNXMNXX XX
KMAHXXHKXXX K NANXKXXX KAXXX
HHAKX XNXXX
MK XX HKAXXX
XXX HAHAKX AXXAHXK

SOOI X X KX KK AKX KKK K AXANRX

You start up in the top left hand corner of the screen, as a flashing
figure nine. You have to drive this flashing number around the
screen in a clockwise direction, using the “R” {up), “F" (left), “J"
{right) and “N" {(down) keys. You'll find that you’ll soon get used to
using them for these directions, and they've been chosen because
your fingers seem to rest naturally on them (which is more than can
be said for the “5”, “6”, "7" and “8" keys generally used to control
on-screen movement).

You have to try and get right around the screen, without bumping
into any of the walls. When you get back into the top left hand
corner, the nine will change to an eight, and continue being
reduced by one every time you complete a circuit. Your aim is to
get around the screen, safely, nine times. You are given a rating
when you crash which is related to how long you kept your ‘car’ is
going, and to your score. The score is changed in proportion to how
long you have survived that particular round. The score is being
decremented all the time you are driving, so it is in your interests to
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keep the car moving, and not play it too safely. Before you run the
program, make sure the CAPS LOCK is on, so that the INKEY$
reading of the keyboard can be interpreted correctly.

i@ REM SCREENS$ RACE

20 rREM B cggs LOCK ON! NN

38 GO sSUB 3

FOR Z=9 TGO 1 STEP -1

¢a PRINT AT CARD,CARA: BRIGHT
i; FLQSH 1;Z

&8 LET SCORE=SCORE-1

78 LET 81=CRARS8: LET D1=CARD

88 IF INKEY$="F" GND LQRRK:1 TH
En LET CRARA=CARA-21 _

a@ IF INKEYS$="J" AND CARRAR3@ T
HEN LET CARA=CARA+1

180 IF INKEY$="R" AND CARD>1 TH
EN LET CARD=CARD-2

118 IF INKEYS$="N" AND CARD<280 T
HEN LET CARD=CRARD+1

12@ PRINT 8T DI, AL; " ©

13 IF SCREENS (CARD.CARARY="X"
THEN 680 TO 17@

148 IF CRARRA<4 AND CHRRD <& THEN L
ET CRARA=4: LET CRARD=1: PRINT AT
31,91;" *: BEEP .4 ,RNDxER: NEXT

1S IF Z=8 THEHN GO TO 270

168 GO TO S8

178 REM 3%+ 3CRASH** ¥

188 FOR R=1 TO 508: BORDER RNDx7

198 PRINT AT CARD.CARA-1; BRIGH
T 1;:;"X*2X" ;AT CARD, CHRQ -1; INUVERS
£ 1,"§N§“‘ INUERSE [

=288 NEXT R: BORDER =2

218 PRINT AT 3,5; FLASH 1;“Your

fating is ; INUVERSE 1 INT (5C0O
RE#3-127%Z1

228 FOR R=1 70 S©: BEEP .008.R.
58: BEEP .887.,5@rR: NEXT R

248 CLS

258 6D 5uUB 468

26@ GO TO 4@

278 REM #¥3S5UCCESSx%2xs

QBB PRINT AT 5,8, FLASH 1; BRIG
HY I;"You 've d4one il champt:'t*™
298 PRINT INUERSE 1, FLASH 1; B
RIGHT 1, " °'TRB 5. Stand by

388 FOR G=1 TO 388: NEXT &

318 CLS

328 LET SCORE=168&ae

338 GO SUB 46

348 GO TO 406

358 STOPR
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368 REM i:INITIRLISE:xS®
3768 PAPER @: INK 7: CLS
38@& BORDER 2

39@ LET SCORE=5800

PRINT

428 FOR ¥Y=1 TO @© STEP

4 “"STARTING SCORE IS .
FLASKH 1;SCORE: PRAUSE 300

4380 INUVERSE ¥

448 PRINT

AT @,

XXXJ(XJCK)(XXXX‘C,(X)(XX}(
RINT X
HUXXXX

458

268 PRINT

g

W LN

PRINT
PRINT

478
480

.

o

e

XX

498 PRINT
sSea

PRINT
XX

x
518 PRINT
XY XX
s2a PRINT
MM
S38 PRINT
MUXKXX
S48 PRINT
MMM N

XXX
588 PRINT
HXKXAXK
S78 PRINT
KAXAXX
8588 PRINT
KAXXXXX

S88 PRINT
XX

PRINT
X

MYXXXX
aaa

XX
o1&
8528

538
S48
B38

PRINT
pRIhT

PRINT
PRINT

ey
W
XX
xll
CEXX

7 XX
THXKX

AX™

e N
KEMX

\'ax .

58 PRINT
XX

CRXXXXX
CARXXAX
?SJ_-SXXXXX
)'S.?S.\'XX)(XX
iggxxxxxxx

;JSXXXX){XX)(}(X
"XXKK)(XX)(XX

"%‘_(XX)('

HXXXXX®

-1

B CARXKXXXXAXAXXX

XX
XX
KXX
XRX

XX
XX
XX
x
XX
XXX

........

HXXXX

XXXXX
HXXXX
KX
XXXXXXX
XXXXXX
KXARXXX
XXXX

XX
XEXX

PP G 66660008 €880 8088 00 4
HXXXKAKXAXKAKX™
aB@ NEXT Y
678 LET CRHRRA=4
&8@ LET CRARD=1
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628 RETURN
788 REM R IS UP

718 REM F IS LEFT
728 REM J IS RIGHT
738 REM N IS DOUN
74@ STOP

Action goes to the subroutine starting at 369 when you first run
the program. This subroutine, at the end of the program like many
of the programs in this book, initialises the variables you’ll need.
The PAPER colour is set to black, the INK to white, and the
BORDER to red. The starting score is set to 5000. Line 400 prints
the starting score on the screen, and holds it for a few seconds.

The Y loop (lines 420 to 660) prints out the racetrack twice, which
gives a most effective start to a round, as you'll see when you run
the program. The position of the car across the screen is given by
the variable CARA and the position of it down is CARD.

On return from the subroutine to the main program, a loop (2) is
started which counts down from nine to one. The car is printed {line
50) and the score is decremented by one (60). Line 70 sets two
new variables (A1 and D1) to the car location, so that the car can be
‘unprinted’ once it has been moved. Lines 80 to 110 read the
keyboard, with line 120 ‘unprinting’ the car from its old position.
Line 140 checks to see if the car is back within the innermost
squares of the top left hand corner of the track, and if it is, sends
action back to the next run through the Z loop. Line 150 checks to
see if the Z loop is over (which means you've won), and if it finds
that itis over, sends action to the SUCCESS routine, starting at line
270. If Z does not equal zero (i.e, the final circuit has not been
made), line 160 sends action back — still within the same run of the
Z loop — to line 50, where the car is printed in its new position, and
the circuit begins again.

We left line 130 out of this discussion, because | wanted to talk
about it at a little more length than | have some of the others, and
because one of the effects of line 130 is to send action to the
routine which follows the point we've just been discussing, the
CRASH routine starting at 170. Have a look at line 130. It uses the
SCREENS function to do one of its two tasks on the Spectrum (the
other is to save or load back a full screen picture from the television
to tape) which is to examine the contents of a specific location. In
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some of the previous games (such as FIELD OF SKULLS and
JACK-MAN), the function has been used for the same purpose.

The two numbers which follow the word SCREENS in brackets
are the same as the PRINT AT locations of the place on the screen
we wish to examine. Line 130 looks at the position CARD, CARA
which is where the flashing number ‘car’ will next be printed. If it
finds an X there, it knows the car is about to crash, and so directs
the program to the CRASH routine starting at line 17@. If it does not
find an X there, the program continues on through the loop. If you
decide to make your track out of characters other than X’'s (and
remember, SCREENE will not read graphics characters), make
sure you change the X in line 130 to whatever character you make
the walls out of.

The CRASH routine is interesting, producing some pyrotechnical
effects which you can probably employ in other programs. The R
loop (lines 180 to 200), prints a design {"X*X, alternating with
“*X*") just where the car has crashed, while changing the
BORDER randomly. This random BORDER change is quite
alarming and may even, as it does with my television set, cause the
central picture area to bulge slightly, and produce some weird
crackling noises from the set. Once we've endured the R loop, the
BORDER is reset to red (the second statement in line 200), and
then the score is printed up on the screen, as a 'rating’ {three times
the score, minus 127 times the Z you were at when you crashed).
Line 220 produces a loop of sound, somewhat like those discussed
within the sound chapter of this book. Line 250 sends action to a
line just after the one where the score is set at the very start of the
game, so that your new score is not increased.

The SUCCESS routine, from line 270, is only called if you manage
to get all nine digits around the screen safely, a really formidable
achievement. It can be done, but only after a great deal of practice.
“You've done it champ!!"” you're told, and your score is changed to
10000. From there the program follows the same route as it does
at the end of the CRASH routine.

There are many things you can do to change this program. You
may prefer to define a little graphics car and only aim to get it
around the track once. You may wish to add a little sound.

Do not feel constrained to stick with my race track. Try mine out
first, and then change or complicate it in any way you like. You may
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even like to write a routine to generate a new track every round, at
random, or switch between two or more of them. You'll find, that it
is quite easy to cheat in this program, by simply driving your car
backwards into the area in the top left hand corner, and holding it
there while the Z loop is decremented. You may wish to write a
routine to stop cheats from doing this.

SPAWN

SPAWN is a variant of the famous John Conway game of LIFE, In
this version, a number of little green frogs dance around the
screen, creating the patterns for which LIFE is famous. The game
of LIFE was invented by Mr Conway, of Cambridge University, in
October 1970. It simulates the birth, death and growth of cellsina
closed colony. This, however, is no Malthusian nightmare, in which
the cells breed ceaselessly until they run out of food or room. In the
world of LIFE, and of its offspring, SPAWN, birth, death and
survival follow most civilised rules.

The cells live on agrid, and follow these rules drawn up by Conway:
® There are eight neighbours for each cell on the grid

® Survival to the next generation occurs when a cell has two, or
three, neighbours — no more, and no less

e [f there are three surrounding cells, and the place on the grid
being checked is empty, then a new cell will be born in that spot
on the grid in the next generation

® Any cell with four or more neighbours dies in the following
generation

There are a number of ways to write this program, and | suggest
you might like to try and write it yourself, before seeing how | have
done it with the spawning frogs. There is, however, one additional
piece of information you need to construct the game properly: the
rules must be applied all over the grid at the same time, so that
changes for the coming generation do not effect cells which have
not yet been checked in the present generation. Set upa 10 by 10
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grid, and try to work out a program to place cells on it and check
those cells in accordance with Conway’s rules — which yod'll have
to do by working out a routine to ‘circumnavigate’ the grid position
being checked.

Here is my listing, which you may want to use as a starting point
for your own program, or may simply want to run to see what
SPAWN looks like in practice, so you'll know what you're aiming at.

REM I3IFF3ITLFEFFEFS
REM SPAUN

- REM *iii**i**i*ﬁi

GO Sue =2
BEEP 99839%*&3. EBEORDER RMN

PRINT AT 2,&8; IRK 2; FLF}SH_

1; BRIGHT 1,7 Spawnx‘ng L ES B

AT 5.

8¢{>3
2314
ET Y

228 NEXT

232
248

2858

268

T X
-i-i) -

8;

FOR M=2 TO 8: PRINT "'TRB &
FOR N 2 TO 8

LET X ({M,NI=¥Y{M, NI

PRINT INK 4; CHR$ (XM, N}

NEXT M

PRINT

NEXT M

FOR M=2 7O 9

FOR HN=2 TQO Q

LET 8=8

FOR =1 TO &

LEY 8=031UAL Al =144)
NEXT

IF X(M,N)=144 AND &<>2 AND
THEN LET Y (M,N) =32

IF XIM,N)} =32 AND 8=3 THEN i
3, N2 =;L}4-d-

NEXT 3

LET Z=23+3

20 TO Sa

REM % INITIALISATION >
RESTORE

OoIM Rb (2,18 : DIM X{(1a,18) :

RERAD Q%

LET R$(Gﬂ =0 %

HNEXT

DATA "K -1 . N-1" "Xi‘!‘}-i,ﬂ‘
{iM-1_.N+13", “X(H N- 1?“_.“;\ M,

"X(H-Hi_.N—l.l "\ P &1 L ND "_."Xi

M+1, N+1) ™

34
358

REM IMITIRL Ci8 TLRE
FOR P=3 TO 18
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=68 FOR =1 TO 1@
37@ LET XiP,R8}=32: LET Y{{P,0)=3

388 NEXT o

39 NEXT P

4808 FOR ©=1 TD iS5

41Q RERD B

4290 RERAD B

438 LET X{(R,.B)=144: LET Y (R.B) =

448 NEXT @
4858 DRATA 3 4,3, 5 3,5,
7;5)‘;5;5 6 6 .95-‘

45& FOR &= 7O 7

478 RERD P

4880 POKXKE USR TAT+R P

498 NEXT

Seae DATAH 66 153,9@.6@.,.24.126. 66

1@ LEY Z=
S28 RETLURNM

I'll go through it to explain what each of the sections of the
program is doing. We go first to the subroutine from line 260,
where initialisation occurs. Line 280 dimensions three arrays: A%
{to hold the mathematical relationships which exist between a grid
position, and the positions which need to be checked around it); X
(to hold the ‘current generation’); and Y (to hold the ‘following
generation’ which is formed while the current generation is on the
screen).

The loop from 290 to 320 reads the DATA statement at line 330,
and places each of the ‘position formulae’ into successive ele-
ments of Q8. Lines 350 to 390 fill the grid up with empty spaces (32
is the Spectrum code for an empty space), and also fills the
‘following generation’ with empty spaces. Lines 400 to 440 read
the first generation information, held in DATA statement 450, into
both grids. The number they are assigning to the array elements is
144, the character code of the first user-defined graphic (graphic A).

The final Q loop, from 460 to 490, defines the shape of the frog
that will be printed as CHR® 144 in due course. Z, the number of
the spawning, is set to one, for the first generation.

On our return from the initialisation subroutine, there is a BEEP,
and the BORDER flashes. The number of the spawning is printed at
the top of the screen, and the loop from 70 to 130 prints out the
colony. Line 90 first reads the ‘following generation’ information
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(the Y array) into the ‘current generation’ (X array). It is the X array
which is printed.

The next loop, from 140 to 230 is the most important one for the
working of the program. Q, set to zero in line 160, is the variable
assigned to count the cells surrounding the one under
consideration. The W loop, lines 170 to 199, is the magic one which
checks the eight cells surrounding any cell under consideration.
Notice that M and N, the two master controls of the checking loop,
only move from 2 to 9, so that cells on the extreme outside (which
do not have eight neighbours) are not checked. Line 180
increments the value of Q by one each time the expression VAL
AS(W)=144 is found to be true. The Spectrum assigns a value of
one 1o a true statement, so this line is a slightly shortened way of
saying: IFVAL Ag(W) =144 THENLETQ=Q + 1.

Once the neighbours have been checked, the program acts on
the count. If the cell under consideration contains a frog {i.e.
contains the value 144) and there are not two or three neighbours
(i.e. Q is not equal to two and is not equal to three) then the
corresponding cell for the next generation (held, you'll recall in the
Y array) is set to 32. If, however, the cell being checked is empty
{contains the value 32) and there are three neighbours (Q equals
three) then the next generation element is set to 144, and a birth
oCCurs.

Once this process has been repeated for the whole grid (except
for the cells on the outside of the grid), the spawning count is
incremented by one (line 240) and the program returns to line 50 to
print out the new generation, and start the process again.

You can add your own starting colonies to this program by
changing the DATA statement, line 450, where the numbers are in
pairs, relating to the A and B within the X and Y elements in line
430. One pattern which you might like to try, once you've run the
one contained in the original program, is:

4-52' DQTH 3:3;31\.;3:63338-‘§t3i53
B,9;5..:9.-5;4—;4—;4—;?,5;3—;5;?;!‘3;5;5;
5}'3 I7161alalsd¢dal?i’alslglalgf

Note that there are 24 elements in the original spawning, so
you'll have to change the 15 at the end of line 400 into a 24. This
pattern lasts for 16 generations before dying out. Once you've
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seen it go through the very attractive patterns it forms in this 16
generations, add a single cell to the original colony, or delete one,
and see how this single change effects every generation from then
on.

You may wish to write a routine to set up the initial colony at
random, or one which allows you to enter the starting colony at the
beginning of each run, in response to computer prompts. When
you're working out the initial colonies, set up a 10 by 10 grid, and
number the squares one to ten along the top and from one to ten
down the side, and then read off their numbers. Do not place any
starting cells in the outermost ‘frame’ of the grid.

Finally, here are a few patterns of dancing frogs, from SPAWN:

Spawning 1

T E¥¥X

¥ E X

(3]

Spawninag

¥ K K
¥ M

¥ XX
X
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Spawning 3

T XX
¥ E¥
x = x
XEX ¥ E¥
= 4 £
2T X
¥ ¥ X

Spawvning 4

& £
x X
x ¥
X X
. X
& X
x x
X

WORKIN’ FOR THE MAN - a simulation

In WORKIN’ FOR THE MAN, you are The Man, the boss of a factory
producing Zibbies. You have almost total control of your staff, their
output and your selling price. Your task is to stay in business for as
long as possible, and perhaps to make a million,

This program is a simulation, a program in which the computer
takes the role of ’reality’, manipulating information, to some
extent, as it would be manipulated in ‘real life’.

The two key words in creating a simulation are ‘replication’ and
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‘simplification’. We attempt to replicate life, but because there is
no way of including every conceivable factor, we simplify to some
extent, to end up with a manageable set of variables to work with.

In this program, which explains itself as it runs, you are, as we've
said, in*charge of a Zibbie factory. At the start of the run, you are
told how many people you have on your staff, how much they are
paid each week, how much capital you have on hand, how much
stock in your store room, and the selling price of Zibbies. The
program tells you your total wage bill, and this is the one figure you
must always keep in mind. The program works in weeks, and you
must manage to meet your wage and raw material commitments
each week, or you will go bankrupt.

The first choice you are offered in a round is that of hiring or firing
staff. While your employees’ union is quite happy for you to hire
staff, there is some resistance to firing, so despite your best
intentions, you are only allowed to get rid of the number of staff
they suggest. You may enter “7" when you are asked how many
you wish to fire, and the computer may well reply “Unions allow
you to fire 2 which means, as in real life, you do not have total,
immediate control over the size of your staff. And as each staff
member can only make a certain number of Zibbies each week,
you cannot keep your factory alive just by cutting the staff to one.

From time to time, the workers will demand a pay rise, and you
have no choice but to pay it. Your suppliers, as well, are well known
for making intemperate price increases in raw materials, so you are
waging a perpetual war against rising prices and wages.

You have three factors you can control, within limits:

1] The number of people on your staff {you cannot fire with
impunity; each staff member, of course, costs money each week
to keep; and the maximum output per person is limited).

2] The number of Zibbies you will make each week {you set the
production target, which is rarely, if ever, completely met).

3] The selling price can be changed at your whim (but each
change makes it harder to sell your stock in hand; you do not sell
every Zibbie in hand every week, and the number you do sell is
related, in part, to you keeping your prices unchanged).
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As you pay your bills, you have to increase your prices from time
to tirhe (because the wages bill is increasing, and so is the one from
your raw materials supplier) but the knowledge that each change in
the price decreases the selling power of your product, should
moderate your price changes.

This description may sound a little bewildering, but don’t worry.
You don’t have to remember all this, as the program does most of
the work, and explains it to you as the game unfolds.

WORKIN’ FOR THE MAN can end in one of two ways. The most
usual is bankruptcy, when you’ll be told how many weeks you
managed to keep the factory going. The second way the program
can end is if you manage to build up a million dollars (capital, plus
stock in hand). As you'll discover when you play this game, the
cards are stacked against you. It is a saying in business life that the
first job a business must do is ensure its own survival. You'll
discover how true this is when you try to run your Zibbie factory.
And despite the great simplication which has occurred to make this
a manageable simulation, it replicates reality in quite an uncanny
way. You'll find yourself actually despairing when some sales or
production figures come in, and will agonize over your hiring/firing
and price-setting decisions.

Despite its awesome length, WORKIN' FOR THE MAN is
actually a relatively simple program, and once you understand its
layout, you'll find it relatively easy to create simulations of your own
from scratch.

As we've suggested several times in the book, you can often
make mammoth programming tasks far more manageable by
starting the job by creating a small number of subroutine calls
which rotate within a master loop at the beginning of a program.
This is the way WORKIN’ FOR THE MAN was written. Here, first of
all, is the program listing. A discussion of it will follow.

18 REM SX3IFIFFILFIEFFIFIFIXIENES
2@ REM LDRKIN®S FOR THE HMGON

3O REM 3T 3 FFFFFFEFIFEFEXXXXEX
42 GO SUR Q2a@: REM USRIARRLES
E2 LET HEEK=LIEFK+1
1@ GO SUR Taadd: REM FPRINTOQLUT
1i@ &GO SUR SQ@@e: REM FEQPLE
128 GO SUR SR2: REM PRINTOU
158 0 SUB Bi13f%: REM MAaKE
148 &0 SUB B@af: REM PRINTOUT
ite GO SUR 4@88: REM SRLES
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18& GD SUB IERG: REM
UNPREDICTASLES
3;%RLET CARITAL=CAFPITAL —LIRGE xlO
8@ GO TO S
29380 REM ¥IFIFFIFFLXITFFIXTFFER
2@ FEM UNPREDICTRBLES
SRS CLS
F@18 IF RND:. 45 THEN SO TO 31&8
3R2@ LET R=INT I(RND3*7}+1
CR25 BEEPRP .S.RNDx5Q: BEEP .4 ,RND
>S5
SB3S® PRINT “"“Unions demand ;R
% payrise™
@4 LET WRGE=INT {(i8x {URGE+(Ax
HAGE ~10@)1 1)) FA&0
IRER PRAUSE l1a@&
SB6® PRINT "é“Pag Per emplaoygee

3975 BEEP .5,RND3S@: BEEP .4, RND

*»E5B

IDEQ LS

i@ IF RHND<«.85 THEN GO TO 3iad
3132 PRINT °“°° INK Z; FLRE3H 1;F
tash filipood ruins some of ygous ™,V

stock", ., "Stand by for damage r

eport: .

321208 FAUSE 18

2138 LET RA=INT {(RND2STOUR /2 +1
31482 LET STOUR=5STOCK-& .

Z1T@ PRINT °7 INK 1; FLRSH 1:"To
tat sitock destroged was ' 52 Zib
bi%s, worth $U:R8:xSELLPRICE; Y et
ait :
FI160 PRUSE ie !
317@ PRINT ~“"Stock on hand is 0
ow V;STOCK

3180 PRUSE 132

319@ IF RND:.3E THEN S0 TO 3292
=igs LS

S22 PRINT “"Swuppliser annouvunces
drampatic”,"price sisgse!”

3212 PALISE 18

3228 LET A=INT {{RND3IR23CLD5T 72
I F19@

322“ iF R:1.Q1 THEN GG TG 322&
3238 PRINT *rnCost oFf making Zib
bies' ,"goes up by ; FLASH 1; IHW
K 2'"$“,ﬁ, FLRSH @; INK &," each

248 FAUSE 1
325@ LET CQS3T
3260 PRINT -
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t now costs “, FLASH 1 INK ¥; P
BRPER @; "s$";Cc037; " ¢

3270 PRINT "to make each one”
328@ FPRUSIE 1.

329 IF RND<.B88 RAND MREKEL(SELLPRI
CE THEN RETURN

3382 CLE

33%5 BEEP .S.RNDsS@: BEFEP .4 .,RND
*5

3312 PRINT ~““"You have a chapnte
ID raise”,"your price”

3329 PRINT “‘“Zibbies now selt Yo
v $V;:5ELLPRICE

SI233A PAUSE 1e@

3340 INPUT FLRSH i;:"What percent
age increase? ;A

3345 IF A8 THEN LET Z=Z+R

35358 LET SELLPRICE=INT {128s%{(5EL
LPRICE+RsSELLPRICE-122)1) 7108
3368 PAUSE T@é .
3378 PRINT ° FLRASH ;;_INK 2; "Zib
bies now sell for $7;SELLPRICE
IIZIBY PAUSE 1o

3398 RETURN

3090 REM I FFFIFFIFIFIFIFFIEIFFES
422 REM SALES

4PQ@S BEEP .S.RNDaxS@&: BEEF .4.RND

42310 FRINT FLASH 1; PRPER &; ""To

tal stock is “; STOCK

4215 PRAUSE 1aa

490283 PRINT FLASH 1; PRPER ; U8t

and by for s3les repeflciascssas’

48325 PRUSE 320

433 CLS

4%4% LET A=INT IiRNDsSTOQUK .- (Z-1082

P

§?4g PARPER RND*E: CLS :: BDRORDER R
> ¥

48560 IF ASTROK THEN &G0 TO 4@4@

4355 BORDER 7: PRAPER 7: UCLS

4888 PRINT *° INK i;"Totat Zibhbi

25 sotd: *;:5

172 LET STOCK=5TOCK-R

4230 PRINY ""Income fFrom sate: 3
CiRAISELLPRICE

g%gg LET CRPITAL=CAPITRIL.+AX3SELLF
* IO

4385 RPAUSE 1a&

21382 RETURN

SO008 REM I FIIFXEIFEFITIFFIFIIXFFIFS
SQ1@ REM FPRINT QLT

S22 FOR ©=4@ TO B@: BEEF .@ad. G
: BEEFR .@2&,68-2xG: NEXT ©

Ep22 CLS
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5925 IF CAPITAHL+STOCK <1 THEN GO
TO E800: REM BANKRLIPT

S0827 IF CRAPITAL +STOCK »a9a0ah THE
N PRINT FLASH 1; BRIGHT 1; INK 2

JUYou'ye pade a8 millisgent!i T PAUS
E SR&: G0 TO S3Iasa
Sa3@ FRINT INK 2; FLAsH 1;*¢ FRC

TORY REPORT: WEEK ";WEEK;™ =
S@4® PRINT ° INK 2;"“Capitat on b
and is_$"i;CAPITAL

S@S@ PRINT °© INK 1;“Your_stores

¢

1

1l

hotd “;8TOQCK, ™ Zibbies" / THAE 3&;°

worth $°; 5TOCKs*SELLPRICE )

Tag@ PRINT INK 2; ""They selil for
£, SELLPRICE; * each”™

Sa7@g PRINT INK 2;"and cosl $; 00

57T;" g2ch 1o make”

SB&a PRINT INK 7, PAPER 1, "7lork
faorce is “;UQRKFORCE; " pecpte”

S5@2@ PRINT PRPER 1, INK 7;"Their
wages are &, UAGE; " each™, " and
the wage bitl this week™, L oss :

*WRAGE *NORRKFORCE

5180 PRINT INXK 2 "“"Fach person ¢

an make “;FPRODUCE;" Zibbies a ue

ek, a totatl cutput of ;PRODUCES

LYORKFDORCE

Ti2¥ RETLIRN

A30 INPUT “How many do yocu want

to make? ;MAKE

38 IF MRKE=8 THEN RETURN

14& IF MAaKEFICOST>»CRAPITAL THEN P

NT INK _2; FLASH 1: "Nct encugh

pey™: GO T SE138

sa IF HRRE >PRODUCE s+ LDRKFORCE T

N PRINT INK 4; FLASH 1; “Not en

gh people”. GO TO Sila

@ FRINT AT @.@;: FLRASH 1; INK
Target week “;LEEK:;" is

E.
;ET MQKE=HRKE—INT {RNOSMRAKE

FEOSE 100

PRINT INK 3; FLASH 1;AT @,9
taéEmada in week “;EEK:"” wa
LET‘%TDEK:STQCH+&QRE

LET CARITAL=CAPITAL —COSTsMA

PAUSE T@

RETURN

= REM FFE3 3 XFTFTIFXXITFEIXF
S@0@ REM xx:xPECPLExz=x

S@1@ INPUT “How many people do v
ou wantTt,"te hire? YA

mf

HWWHZ*P”NHOHPN
M
N
(¥
@

Q0% ~L T o

] &G‘Oﬁﬁnﬂz

-
-

monazeonoa s RS, M w10 LS X0
WM

M

g
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5228 LET WORKFORCE=WORKFQRCE+R

?@?@ PR%N{ ?T @, ?? FLASH 1. IXINK
; otatl wor orce iz " WHORK

FORCE ‘

&OSE PALUSE 1a@d: S0 SUR =eae

637 IF R>G THEN RETURN

5848 INPUT “"Hopw many people oo

cu want™,”toe ; FLPASH 1; INK 4;7
Fire? ;R

&£942 IF A=0 THEN 0 TO Saqg

3235 IF AMHORKFQRCE THREN O TO &

685@ LET A=INT {(RND3xR2+1}

6868 PAUSE l1ad

6872 PRINTY FLASH 1; BRIGHT 1i; IN

K &; PAPER 2; " '“"Unions allow yo

u o fire ;8

6@8@ LET WORKFORCE =UORKFORCE-R

69098 FPRAUSE 108

8183 RETURN

P28 REM FIFTIFIFIFIFIFTFFFRFIFEIRE
&G0 RERN BRNKRUPTEY

8@id PRINT “~°"TARAR R; FLASH 1; IN
H 2 "BRNKRUPTI ! I "

??g? PRINT ~°""Dh the shage oF i
S@2@ PRINT - "stitt, you kept t
he husiness”™

2242 PRINT going for Y. FiLAasH 1

s INK JWEEK; FLASH @, INK &Y =
seks™

IasSa PRINT TirEnRter Y'Y far anot
her tr LUTNY to give up”
SRS LET Rs INKE¥$

2aee IF As$="" THEN 0O TO S@ss
8278 IF RAF="Y¥" OR RAs="y” THEN RU
M

SS2ZHB STOPR

SO0 REM 333 FTFFFIFFFEETFFIFFFEF
aJi@ REM VARIABLES

SB2A REM 2 XF X XXX FXFTEXXTEFILETES
FIAZY LET CRPITAL =52+ IMNT (RND 3SR

G242 LET STOCK=12R+INT {(RNDxEB)
SP5@ LET SELLPRICE=1@23+INT ([(RNDsS

SEER LET COST=2+INT IRND:2S5)
gaggqéF COST>SELLPRICE THEN GO T
§eéa“LET UORKFOREE=7+INTF (RND*18

%SEES%ET WRAGE=12+INT (RNDsSELLPR
* .
212@ LET PRODUCE=S+INT {RNDa26)
2110 LET QEEK=@
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2120 REM Z is sales resistance
factor

QI3 LET Z=31

Ei;@ PAPER 7: CLS BORDER 7: IN

S5ae RETURN

We start with the loop from 40 to 180:

GOSUB 9000 — This sets up the variables (which change from
game to game) which determine such things as the number of
people on your staff, their initial wages, the stock in hand, the
selling price of Zibbies and so on

Line 50 increments the variable WEEK by one

The subroutine starting at 5000 is called several times
throughout the loop (by lines 100, 120, 140) to show the
changing status during the week

The other subroutines do what the following REM statements
indicate: PEOPLE (hire/fire, from 6000); MAKE (production,
from 5130) and SALES (from 4000)

The final subroutine (UNPREDICTABLES, from 3000) is
traversed each ‘week’ of the factory’s life, but the elementsin it
may be bypassed, either completely, or in part. The
UNPREDICTABLES ({which include union demands for more
money, and flash floods which destroy part of your stock in
hand) are designed to keep the going tough, but are not so
arbitrary as to destroy the importance of skill in maintaining the
health of your factory

To write a simulation, you first need to work out in your own

mind what is being replicated, and which variables you will emulate
in the program. Once you've done this, you need to set up the
starting loop to control the program. My next step, and one which
you may want to follow, is to create the standard printout (in this
case, from line 5000) even before you do such things as assign
variables. You'll discover that setting up the standard printout will
tell you each variable you need. In this program, as in others in the
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book, I've used explicit names for variables, so you do not need to
maintain a separate register to tell you, for example, that ZA3 is the
wages and BB is the stock in the warehouse. This sort of random
variable naming can lead to great confusion. Although it takes a
little longer to type in long, explicit names, the trouble it will save
you is well worth the time it takes.

As the printout was the key to writing this program, it makes
sense to look at it first. Here is part of a printout:

FRACTORY REPORT: WUEERK 5
Capital on hand is $2657.92

Your stores hoid 12 Zibbies
worth $169.65

They seit for $14.34 2ach
and cost %7.41 €ach to make

Horkforce is 7 peopta

Their wages are %41 each

anhd the wage bill this week
is H2E87

Each person can matke 18 Zibbies
a2 week, 2 totai dutpur of TFO

The printout tells you which week it is, how much capital you
have (from which you must pay wages, and buy raw materials), the
number of Zibbies you have in stock, the selling and making prices,
the number of people on your staff, their individual wages and the
total for the workforce, and — finally — the number of Zibbies they
can each make per week, assuming they all work at 100%
efficiency (which they rarely do, as you'll discover).

This printout, or a variation of it, appears throughout the game,
using colour and flashing to highlight the different elements in it,
making it easier to read. When you first run the program, you'll see
the starting parameters that fate has decreed for you, and then the
program will go to the PEOPLE subroutine, starting at line 6000.
“How many people do you want to hire?” you are asked. If you
decide to hire any, they are added to the workforce, the standard
printout re-appears with the total wage bill recalculated and you
continue with the next section of your task, determining how many
Zibbies you will make.

If, however, you decide not to hire any more people, you will be
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asked “How many people do you want to fire?”. This is the point
where the union becomes troublesome, and dictates just how
many people they will let you get rid of. Again the standard printout
will re-appear, with the new workforce total and wage bill
displayed.

Having survived the staff situation, you then face production
decisions {with the subroutine starting at line 5130 — MAKE). “How
many do you want to make?"” you are asked. If you enter zero, the
program returns to the main printout, and goes into the SALES
routine, to sell from your stock. If, however, you decide you want to
try and make some Zibbies, the program will compare your
production target with (a) the number of people you have working
for you that week, keeping in mind that each person has a limited
output; and with (b) the cost of the material used in each one. If you
do not have enough people, you'll be told (NOT ENOUGH PEOPLE
is the somewhat clear message) and be asked to enter another
production target. In a similar way, NOT ENOUGH MONEY wiill
come up on the screen if you set a target which will demand more
raw materials than you can afford. Once you get a target the
simulation will accept, it will print on the screen at the top “Target
week 4 is 92" or whatever. After a short pause, the message
“Total made in week 4 was 86" or however many were made that
week.

Too explicit a series of instructions will diminish the pleasure you
may have running this simulation, so | will stop at this point. After
all,  want to leave you a few surprises when you get it underway.
And by now, if you've followed through the explanations given for
the other games, you should be able to work your way through this
program without too much trouble.

This program has been included in this book because sim-
ulations are one of the very useful areas in which computers can
serve us. Creating your own simulations, from running a space
station to a pancake-making works, can be a good indication as to
how simulations are created in ‘real life’, and how difficult it is to
create computer models of real life situations. For example, a real
Zibbie factory would have to allow for contingencies such as the
possibility of workers being injured on the job, or not turning up
because they are sick, or working slowly because it is hot, or some-
one’s birthday, or Friday, or close to Christmas, or whatever.
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There could be delays in getting supplies to the factory, or vital
machinery might break. There could be a fire, an electrical blackout,
a union lockout . . . and so on. You'll soon learn the difficulties
of trying to too closely replicate the reality reflected in your
simulation.

That brings us to the end of the games section in the book. It has
been the largest one in the book because | believe that game
playing and writing is the surest (and least unpleasant) way to
develop programming skills. Games also provide some relief from
‘serious’ computer use. | hope the material in this chapter helps
with both those aims. Finally, here are some books which you may
find of interest.

Suggestions for further reading:
BASIC Computer Games Ahl, David (ed.) (Creative Computing Press, USA, 1980}
What To Do After You Hit RETURN {Hayden Book Company, inc., USA, 1981)

26 BASIC Programs for your Micro Daines, Derrick (Newnes Technical Books/
Butterworth & Co., 1982)

67 Ready-To-Run Programs in BASIC Watson, Wm. Scot (TAB Books Inc.,
USA, 1981)

Inside BASIC Games Mateosian, Richard (SYBEX Inc., USA, 1981)

Game Playing with BASIC Spencer, Donald D. (Hayden Book Company, inc.,
USA, 1981)

Computer Programs That Work! Lee, J. D., Beech, G., Lee, T. D. (Sigma Technical
Press, Wolverhampton, 1980}

Producing Computer Poetry Chisman, Margaret; article originally printed in Creative
Computing, now available (pp. 106—107) in The Best of Creative Computing, Vol 2
Ahl. David {ed.) (Creative Computing Press USA)

Sources of ideas to turn into computer games:

The Complete Book of Indoor Games Arnold, Peter (ed.) (Hamlyn, 1981)

The Complete Home Entertainer Brandreth, Gyles; (Robert Hale, 1981)
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Three-dimensional
graphics

Science fiction films like 'Star Wars' show computers producing
complex three-dimensional images, and manipulating them in real
time. While this Spectrum program cannot produce images of such
complexity, it does manage to produce 3-D images of a sort, and
allows you to handle them (by rotation) as if they were real objects.

The program allows you to draw figures using straight lines of a
length you choose. The explanation of how to use the program may
seem a little bewildering, but if you enter the program before you
begin, then follow through the explanation carefully, you should
find you gain some real control over the program, and can use it to
produce quite worthwhile ‘3-D" images.

First of all, then, enter this program, then return to the book for
an explanation of how to use it.

REM #3223 333FFF3FSXXFFXFE2IF%F
REM THREEDEE ETCH

FEFPEIFFFPFFPPRRFFEFEEEES
DIM S$(255)
G0 SUB Seae
GO _SuE 1eoe
H
G0 SUB 7oow
IF P=1 THEN 80 To =ea

LET R$=INKEYS%$: IF Rg="" THE
TO 4@

41 LET S%iR) =Rs%

12 LET A=A+l

43 IF A=2588% THEN PRINT "BUFFER
S . STOP

+4 IF R$="E" THEN GQ TC i@

S@ RO SUR 3.

@ GO SUR zede

7@ DRRARW C-PEEK (236877 L -PEER
1238782

g &0 To 4

R
2@ GL SUR ceaad

208 LET RE=INKEYS: IF Rz="" THE
N GQ TQ Zs

LILofbataps
TMNBARGRARLI M

'
L

N

]
D
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Toag

AR LET A=l. LET G=22: LET L=RN
?i%@@ LET M=RNDx1&8: LET N=RND=x
iy

SRR CLS

@l G SUBR ceae

3I@2Q PRAUSE ©

Ia3a G To [ver

Make sure the computer is in the CAPS LOCK mode (hold down
the CAPS SHIFT key, and press the 2 key) before you run this
program. When you RUN it, the first thing you will see is the
prompt SIZE? at the bottom of the screen. This prompt wants you
to enter the size of the lines that go to make up the figures you
draw with the program. To give you an idea of the scale the
program is using, the lines in the cube in figure one are of length 20.
This is a good starting point, so enter 20, then press ENTER.

The next prompt you'll see is X VIEWPOINT?. For this first run,
enter 100 for this, and 150 and 20 fespectively for the Y and Z
viewpoints.

The screen should clear to show you the following:

‘G' -GET
‘P -PUT
‘R"  -RANDOM

These are the three options which are being offered to you. We'll
start by using the PUT option, which you indicate by pressing the
“P” key. If nothing happens when you do this, you probably have
not engaged CAPS LOCK.

The screen will clear again, leaving a tiny dot in the centre. This
dot is the starting point of the figure you are to draw.

The program will now accept six different inputs: U{p), D{own),
L{eft), Rlight), Florwards), or B{ackwards). You just press the initial
letter of the direction in order to move. Don't linger too long on any
key. or you may end up drawing a line longer than you intended.
Play round with the program for a while, pressing the direction keys
at random, then return to the book.
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Now try this sample drawing:

Figure one: -

First return to a blank screen, either by typing ‘E’ (for 'END") as a
direction to be moved in, or start again with RUN. Either method
will get you back to the SIZE? prompt. Then use the same figures
as | gave before, to get to GET/PUT/RANDOM display. Enter ‘P’,
and we're ready to go.

Type ‘U’. This will draw a line from the dot to about three
quarters of the way up the screen. Type ‘L". this will join aline going
to the left to the top of the previous line. Then go down, by pressing
‘D’. You should now have something looking a bit like a gravestone
on the screen. We can now join the two ends up to make a square
by going ‘R’ight. Now, move forward, with ‘F’, and carry out the
above procedure again. You should now see that we only need to
add three more lines, and we will have a three dimensional cube, as
in figure two.

To reach the points where the extra lines are to be drawn, we will
have to draw over some of the lines already on the screen.

The keypresses required are:

U B, F LB, FD B, FandR.

If you watch the screen closely as you enter these, you should
have a good idea of how the Spectrum is following your
instructions. It may be worth your while pressing ‘E’ at this point
and running through the whole procedure a few more times until
You can draw a cube without any mistakes.
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Now, to continue our investigation of 3-D graphics, use 'E’ to
return to the SIZE? Prompt, and answer as follows:

SIZE? 10

X VIEWPOINT? 100
Y VIEWPOINT? 150
Z VIEWPOINT? 200

Then choose the GET option from the last menu.

You wilt find that your cube has been drawn automatically, at a
reduced size. If it has not been drawn, you must have used ‘RUN’
to get to the 'size’ menu, and not the ‘E’ option. The program
remembers the keypresses you made in the last shape you draw,
and if you run the program from scratch, as far as the Spectrum is
concerned there is no previous drawing. You may like to try using
‘E’ and the '‘GET’ option to redraw the cube several times, giving
different numbers in reply to the viewpoint prompts.

How does it work?

The program always draws your object starting from the co-
ordinates 0,0,0 in three-dimensional space. Your answer to the
VIEWPOINT prompt tells the computer from where in space you
want the image drawn. The menu (GET/PUT/RANDOM} is asking
whether the shape drawn should be constructed from keypresses
from the keyboard ('P’) or keypresses stored in the program from
the last picture (‘G’). The ‘R’ option starts an endless sequence of
drawing the object from random co-ordinates and after pausing,
drawing it from different co-ordinates. Obviously the ‘R’ option, like
the ‘G’ option, requires that there is already an image in memory.
Figure two shows a drawing which you may like to try and
duplicate.

Figures three to six show another, rather simpler, image drawn
from a number of different viewpoints. Figure three is the original
figure. Figure four is the figure drawn with a smaller ‘SIZE’. Figure
five is the figure drawn from one end and figure six is the figure
drawn from underneath. Because the program only produces ‘wire
frame’ images it is a little difficult to decide whether figure six is
from underneath or on top. You will find that complex figures are



Three-dimensional graphics 187

best drawn with a small step size, such as 10, to allow you to get
more detail into the picture.

Figure two: 1

Figure three:

Figure four: Figure five: Figure six:
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The program is made up of a number of subroutines, which will
be covered first, and then I'llgo on to talk about the section of code
fromlines 1 to 210.

Subroutine 1000 — New viewpoint. This subroutine takes the
new viewpoint, in L, M and N, and using these figures, sets the
variables S, T.Q and H. These variables are required later by the
plotting algorithm.

Subroutine 2000 — Evaluate two dimensional co-ordinates. This
subroutine returns, in C and D, the screen co-ordinates
corresponding to the point U,V,W. It uses LM and N, and all the
constants defined in subroutine 1000. The constants 128 and 96 in
lines 2010 and 2020 are to centralize the image, to ensure the point
0,0,0 is in the centre of the screen.

Subroutine 3000 — Alter co-ordinates. The current co-ordinates
U.,V.W are incremented or decremented by a set amount (G) for
each keypress when the direction keys are used. This subroutine
carries this out, with the keypress in R3.

Subroutine 5000 — Menu. This subroutine carries out all the initial
dialogue with you. Lines 5010 to 5040 ask the now familiar starting
questions, line 5061 prints the menu, and line 5070 gets the choice
for the menu. The variable A in line 5060 is the pointer into the
string where all keypresses are stored for the ‘G" and 'R’ options.
Lines 5080 to 5093 decode the keypress. If ‘G’ was selected, then
P is set to true, if ‘P’ is selected, P is set to false. If the random
option is called for, then the subroutine at line 8000 is called.

Subroutine 6002 — Auto draw. This subroutine automatically
draws the figure stored in S8. Itis used by the ‘G’ option.
Line 6000: Calls subroutine 7000, which places the initial black dot
in the centre of the screen.
Line 6010: Gets the next character of S8 in R$, ready for the call to
3000 in line 6020.
Line 6030: Works out the new co-ordinates for drawing to.
Line 6040: Does an 'absolute’ DRAW to these new co-ordinates.
The two PEEKs hold the current X and Y co-ordinates of the
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Spectrum, and so if these are subtracted from the absolute co-
ordinates to be moved to, an absolute, rather than relative draw is
achieved. This technique can be applied to any program where the
normal form of the DRAW statement is inappropriate.

Line 6050: Increments the pointer in S$, so that the next character
can be examined.

Line 6060: If the character is an ‘E’, indicating the end of the
drawing, then RETURNSs. Also RETURNS if the string S& is going to
be exceeded when the next line is drawn.

Line 6070: Loops back for the rest of the characters in S$.

Subroutine 7000 — Moves the current co-ordinates to 0,0,0 and
plots a point there.

Subroutine 8000— Sets A,G (the size),L,M and N, then draws the
figure (line 8010}, PAUSESs, then goes back and draws it again from
different co-ordinates.

Lineb: Dimensions S$.

Line 10: Calls subroutine 5000.

Line11: Calls subroutine 1000.

Line 15: Clears the screen.

Line 20: Calls subroutine 7000.

Line 35: Goes toline 200 if the ‘G’ option was used.
Line 40: Gets adirection keypress.

Line41: Stores the keypress in S$.

Line42: Increments the pointer A.

Line 43: Stops the program if S has been executed, i.e.
if more than 255 keypresses were made.

Line44: Returns to the starting menu if 'E’ was pressed.

Line 50: Acts on the keypresses,

Line 60: decodes the co-ordinates and

Line 70: draws to the new position (see description for
line 6040);.

Line 80: Loops back for more keypresses.

Line200: Calls subroutine 6000 for GET option,
then, atline 205, waits
forakeypress, then loops back atline 210 for the
main menu.
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Introduction to machine
code

You may recall at the very start of the book we spoke of computer
languages in ‘levels’, with high level languages, like BASIC, being
fairly close to English, and lower level ones being closer to the
actual language the microprocessor, the thinking part of your
computer, uses. The language used by the microprocessor (the
Z80in a Spectrum) is the language we call machine code. If you talk
to your Spectrum in BASIC, part of the computer has spent time
translating the BASIC message into machine code, so the
microprocessor can understand it. Now this translation can take
some time, which is why BASIC is a fairly slow language. As we'll
demonstrate now, machine code is very much faster.

Type in, and run, this program:

0 CLEAR32000
20 RESTORE
30 FORa=0TO 15: READ x: POKE 32000 + a, x:NEXT a
40 DATAZS33, 265,63,01,01, 24, 22,255,356, 11,120,177,
200,114, 24, 248
50 CLS: PAUSE 20 : RANDOMIZE USR 32000:
PAUSE 20: GOTO50

This demonstrates how quickly the screen can be filled. Now
compare it with the BASIC equivalent:

10 FORa=1TO 704: PRINT “*”;: NEXT a

NOTE: It is not fair to judge the lengths of these two programs as,
for the main part, the first program is far longer than necessary (we
will see why later).

The computer itself only understands long streams of digits. For
example, one instruction for the Z80 is 00111101, which means
absolutely nothing to most of us. {(Note that the Z80 accepts eight
digit codes, which means that the maximum number it can handle
is 11111111 or 255 in base 10, the number system we use in
everyday life). This ‘stream’ of ones and noughts is a binary
number. A number in our normal system, base 10, has digits
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between 0 and 9, and a binary number, a number in base 2 has
digits between 0 and 1. If we look at a number in base 10, the right
most digit is the units, the next digit is 1's {(or ten to the power 1),
the next being 100’s {or ten to the power of 2}, and so on. For
example: 101 is equal to 1 unit, @x10 and 1x100.

Base two works on the same principle. The first digit on the right
is again the units {2 to the power of 0), the next digit being 2's (2 to
the power of 1} and the next digit being 4's (2 to the power of 2). For
example, in binary: 101 is equal to 1 unit, @x2 and 1x4 whichis 5 in
base 10. Soif we take 11111111, which is the highest number that
the Z80 can handle it looks like this:

1 times 1
+1 times 2
+1times 4
+1times 8
+1times 16
+1 times 32
+1 times 64
+1times 128
= 255

While we are on the subject of binary numbers, it wodld be
useful to clear up one topic which can cause a lot of problems.
When talking about computers we often hear the terms ‘bit" and
‘byte’. A bit is one of the digits of the binary number. For example,
in the number 00111010, there are 8 bits. We can talk about parts
of a binary number by referring to the bits which make it up. Bit @
{the right most digit) is, in our example, 0, and bit 3 (the 4th digit
from the right} is 1. Byte is the term for a number which has 8 bits,
s0 10101101 is a byte. A bit has a value of 1 and the maximum
value of a byte is 255 in base 10. We use 8 digit codes rather than 6
or 10 digit ones because the Z80 microprocessor is designed as an
"8-bit" processor, which means, it can handle 8 bits worth of data
(numerical information), no more and no less. So, as far as data is
concerned we are restricted to a maximum of 2565. You can test
this by typing POKE 100, 365. The computer will reject it and give
an error message.

Let us look now at the way in which we command the computer
when POKEing. We start with the address of the particular byte in
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memory. and follow this with the number to be POKEd into it. We
can think of the computer’s memory as a lot of little boxes all of
which have their own binary number (the address of the box), and
something in it (the contents).

As we said a little earlier, with only one byte, 8 bits, the maximum
number we can have on the Spectrum is 11111111 or 255 (base
10). We can live with that when it comes to the contents, but
imagine what it would be like if everybody’s house address was
between 0 and 255. What we do for computer locations is very
similar to adding street names to house addresses, but they are
actually numbers. For example, after going through the first
256(0-255) addresses, we say that the ‘street name’ is 1 and go
through the numbers 0-255 once again. So the final address looks
like this:

00010110 01011010
‘street name’ 'house number’

We can now see that because there are 256 street names and
256 house numbers we have 256x 256= 65536 addresses.
Technically this is known as a ‘16-bit’ number, and has many
advantages, mainly because we can actually think of it as one long
16 bit number. For example: if we have a numbersuch as
10101101 and we wish to add it to 10010001 we find that it
overflows.

10101101
10010001
1:00111110 -

OVERFLOW™ g.bit number
But if we use 16-bit registers then the overflow is no problem:

00000000 10101101
00000000 10010001
00000001 00111110

This means that we can quite happily multiply two numbers with
the knowledge that the result would have to be over 65535 before
the overflow comes into operation.

Going back to addresses, we can see that this is why, with the
780 which uses 16 bit address codes, the maximum number of
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addresses it can cope with is 656535. Which, if you divide by 1024 (1
kilobyte or 1K) equals 64K which is the maximum size of memory
of a Z80 computer. Note that this is true of the ZX Spectrum which
has a maximum memory of 16K ROM and 48K RAM
(16+48=64K).

RAM stands for Random Access Memory, and ROM stands for
Read Only Memory. If we consider a ‘location’ in memory as a
house, we can say that with RAM you can look through the
windows and see the contents and open the door and change it.
But with ROM you can look through the windows and ‘read’ it, but
the door is locked so you cannot go in and change it.

Handling binary numbers is far too complicated for ordinary use.
This is where our third and most important base comes in, base 16.
With this base, an 8-digit binary number can be written down to a
2-digit base 16, or hexadecimal number. You'll recall thata number
in base 2 has digits of @ and 1, and with base 10 a number is written
with digits between 0 and 9, so base 16 should have digits
between @ and 15. However, we haven't got any digits bigger than
9. We use the first six letters of the alphabet:

10=A
11 =8B
12=C
13=D
14=E
15=F

The simplest way of converting an 8 bit binary number into
hexadecimal or base 16 is to separate the 8 bits into two groups of
4 bits and convert each group into a single character and then
combine the two characters. For example:

10111010 base 2

' N
1011 1010
\ s/
11=B 10=A
N v/

BA
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Hence we can now convert any value of a byte into a two digit
hexadecimal number. This is the most convenient, and the most
common way of representing a single byte.

The table below shows the equivalent binary, decimal and
hexadecimal numbers.

DECIMAL HEXADECIMAL BINARY
0 0 0000
1 1 0001
2 2 0010
3 3 0011
4 4 0100
5 5 0101
6 6 0110
7 7 2111
8 8 1000
9 9 1001
10 A 1010
1 B 1011
12 C 1100
13 D 1101
14 E 1110
15 F 1M1

Now that we basically understand the mathematics of machine-
code (the boring bit), we can move into actual programming.

The Z80 itself only understands numerical codes rather than
actual instructions. What we do is write our program or routine
using a ‘mnemonic’ or instruction word, and then convert this to a
number or jgroup of numbers which can be POKEd into the
computer in their decimal form, and executed by a USR routine.
Forexample, enter this into your Spectrum:

CLEAR 32000

which clears a space from location 32000 to the top of RAM (32767
on the 16K and 65535 on the 48K). This also protects your routine
from the computer writing over it with a BASIC program or NEWing
it. This is the first address at which our machine code routine can
be safely situated, 32000. The next problem is to get our machine
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code into this area of RAM. The way we do this is simply by
POKEing the values in.

Try this:

POKE 32000, 1 (then press ENTER)
POKE 32001, @

POKE 32002, 0

POKE 32003, 201

Now type PRINT USR 32000 and it will print 8. POKEing
numbers in like this, is ideal for just a few numbers, but if you have
30 or more it gets tedious. There are two ways of simplifying the
task:

(i) aFOR/NEXT loop:
10 FORa=32000TO32003: INPUTx:POKEa,x: NEXTa
(i) UsingDATAstatements:

5 RESTORE
10 FORa=320001t032003: READ x: POKE a,x: NEXT a
20 DATA1,0,0,201

Both these methods have their particular applications, but |
prefer the second method using a DATA statement, because you
can easily look at, and, if necessary modify it.

Here is a program for loading machine code into the Spectrum:

10 INPUT “Start address?”;start

20 CLEAR start

25 RESTORE

30 LET start=1 + (PEEK 23730 + 256*PEEK 23731)

40 FOR a=start TO 65535 (use 32767 on a 16K Spectrum)
50 READ x: IF x=999 THEN STOP

60 POKE a,x

70 NEXTa

80 DATA ... you putyourroutine here . . .
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Let's look at the program line by line, to see how it works: Line
10 asks for the start location of the program. We discussed the
start location earlier. 20 CLEARs space at, and above, this location.
25 RESTOREs the DATA pointer to the first element of DATA. 30
reassigns the variable ‘start’ to its original value. This is necessary
because CLEAR wipes all variables. 40 starts a loop between our
start location and the maximum possible address on the Spectrum
(65535 on a 48K machine, 32767 on a 16K one). 50 READs the first
element of DATA and checks whether it is 999, which is an illegal
code for POKEing, so we use it to identify the end of the DATA. 60
loads or POKEs the address with the contents (x) which have just
been read from the DATA statement. 70 repeats the loop. 80 holds
the decimal values of all the instructions in your routine, and ends
with a 999. It is not necessary to have all the DATA in one line. You
can use as many as you like, subject to available memory.

So this routine loads the machine code into RAM. To run it we
either include the line PRINT USR start or RANDOMIZE USR start
within our program. USR is a BASIC command (which you get from
the L key), and stands for User SubRoutine.

There are no variables, as such, in machine code. Instead there
are ‘registers’ which can be loaded, read and manipulated. Here is
a simple sketch of the Z80 registers:

TN T

B | C BANK  BANK B | C

D J| £ ZERO ONE D'T £

Ho| L / \ T
IX —
Y 8 bits 8 bits
SP
PC

R | IV

Y —

8bits  8bits
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If we then decide to treat D and E as a register pair (DE), we can
handle it in the same way:

LD DE,1025

In this case we can use any number in the range zero to 65535.

We must remember that we have to convert a statement of the
form LD B,255 into a decimal code before we can put it into the
computer. Here is a table of LD commands, and their codes, with
xxx being a number between zero and 255:

LD A xxx 62 xxx
LD B,xxx 06 xxx
LD D,xxx 22 xxx
LD E,xxx 30 xxx
LD C,xxx 14 xxx
LD H,xxx 38 xxx
LD L,xxx 46 xxx
LD BC, xxx xxx 07 xxX XXX
LD DE, xxx xxx 17 XXX XXX
LD HL, xxxxxx 33 XXX XXX

Not only can you load a register with a number, but you can also
load one register with the value of another. For example LD A,B
means load the register A with the value of register B.
Unfortunately, there are no commands to load one register pair
with the contents of another. Therefore, if you want to load HL with
BC, itis necessary to do the following:

LD H,B
LD L.C

Note that there are no line numbers, as such, in machine code.
So, if you want to JumP or perform a loop, you have to JumP to an
address. But before we do any JumPing, there are a couple of other
things you can quite easily do to registers.
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For example, if you want to subtract a number from register A,
you do this:

SUB A,01

which means LET A=A — 1 or SUBtract 1 from A. You can also
subtract other registers from register A:

SUBAB

The codes for all the instructions are listed in the Spectrum
manual (pp 183 to 188 of the first edition). You'll also find them in
most machine code books written for the Z80 processor.

After you've called a machine code routine, that is, after you've
told the computer to PRINT USR ... or RANDOMIZE USR .. .,
you need an instruction in machine code to tell the computer to
return to using BASIC. It is much the same as when you use the
GOSUB command in BASIC; you need a RETURN to get back to
the main program. The command you use to get back to BASIC
from machine code is RET, which has a decimal code of 201.

There's one more thing I'd like to point out before you'll be ready
to embark on the rewarding task of actually writing your own
machine code routines. If you type PRINT USR xxx, the number
printed will be the value of the register pair BC after the routine. So
if we carried out the following routine:

LD B.@
Lb C.0
RET

which we could do by using the machine code loader given earlier,
and the values 06,0/{14,00,201,999; and then entered PRINT USR
32000, we'd get the value of the register pair BC, which — not
surprisingly — will be zero (as the routine has loaded BC with zero).

Now try playing around with the values of the 2nd and 4th bytes.
These are the ones which control B and C. The value for B is the
number of 256's, and C is the remainder {between 0 and 255).
When you work out the code for a register pair loading (LD HL, xxx
xxx) it is important to remember that it takes the value for the
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remainder (L or Low Byte) first and then the number of 256's (H or
High Byte). For example, if the number of 256's is zero, and there is
a remainder of 100, H equals zero, and L equals 100. Using
mnemonics we'd write LD HL,000 100 which in decimal would be
33 100 000. Note that the numbers are swapped around when it
comes to coding them in decimal form.

Try this:

LDB.0 0600
LDC.0 1400
LDA12 6212
SUBA6 21406
LDC,A 79
RET 201

What this is doing is:

LDB.,0 Load Bwith @

LDC.,0 Load Cwith @

LDA12 Load Awith 12

SUBA.,6 Subtract6 from A

LDCA Load Cwith thevalue in A
RET Return to BASIC

The BASIC equivalent would be:

LETB=10
LETC=0
LETA =12
LETA=A-6
LETC=A
RETURN

The BASIC version takes over 60 bytes of memory. The machine
code one takes just 10 bytes, and is much faster.

This brings us to the end of this introduction to machine code. it
was not intended to turn you into a master machine code
programmer, but rather to give you a basic understanding of the
principles involved, and to give you a basis to build on.
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Suggestions for further reading:

Z80 Instruction Handbook Nat Wadsworth (Scelbi Publications, USA, 1978). This
booklet explains, in easily understood terms, the capabilities of the Z80's instruction
set. It serves as a reference to the standard mnemonics, machine code and usage
for each type of instruction provided in the Z80 CPU. Mr Wadsworth says: "It is
meant to serve as a practical guide for the novice, intermediate, or professional
programmer who has a requirement to work at the machine or assembler language
level with a Z80 based microprocessor”.

Z80 Software Gourmet Guide and Cookbook Nat Wadsworth (Scelbi Publications,
USA, 1979) This book contains a complete description of the Z80's instruction set,
and a wide variety of programming information in the form of useable routines.
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A guide to better
programming

In computer programming, as in most areas of human
accomplishment, a value system has been developed which
classes certain techniques as ‘good’, ‘not so good’, or ‘bad’. In the
early days of working with your Spectrum, the fact that you could
get a working program which did, more or less, what you intended
is a significant achievement in itself. But as you spend more time
programming, you may perhaps think it worthwhile to try and
improve your technique. Doing this will not only make programs
easier to debug, but it will be much simpler to work out which
particular section of code is supposed to achieve what end. If you
want to further develop a program later on, a properly structured
one will be much easier to work on than one which is a convoluted
mass of leap-frogging GO TOs, and long strings of IF THENs. A
well-written program is also easier to use.

However, the ruies are not engraved on tablets of stone. | do not
accept all of them unquestioningly, and | do not suggest that you do
either. The use of unconditional GO TO commands, for example, is
considered the height of poor taste in programming, butin a BASIC
such as that provided on the Spectrum which does not have
procedures, REPEAT/UNTIL or DOAMHILE, GO TO can often not
be avoided. However, it is worth looking at any unconditional GO
TOs in your programs to see if they can be avoided, either by
moving whole blocks of code to another position within the
program, or by use of a subroutine, or a FOR/NEXT loop.

There is another example of ‘the law of good programming
practice’ which can often be safely ignored on the Spectrum. It is
considered pretty bad form to jump out of FOR/NEXT loops
without letting them run their course. On some computers, such
as the BBC Microcomputer and the Acorn Atom, it is impossible to
jump out of too many loops in a program without the whole thing
crashing, but you can do so with impunity, as many times as you
like, on the Spectrum. And an uncompleted FOR/NEXT loop is a
lesser sinthan alotof IFX =3 THENLETX =X+ 1. GOTOY
statements which are often the only alternative to allowing FOR/
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NEXT loops to be exited prematurely.

Keep in mind then, when reading the rest of this chapter that the
‘rules’ are more of the nature of suggestions, or observations.
Read them, and think about them, but then feel completely free to
ignore them if you think they are not the best idea to apply in a
particular programming situation. However, the rules would not
have evolved unless there were good reasons, so you may benefit
from trying to apply them before you decide to discard them.

Many books on programming suggest you start with a flowchart
which links boxes and diamonds containing decisions the
computer must make with lines showing the flow of the program
when itis running. Although itis notimportant to produce elaborate
flow diagrams, you may well find that a rough flowchart is heipfulin
sorting out in your own mind, before you actually start punching
code into your Spectrum, exactly what it is you want the program
to achieve.

Sometimes a series of key statements, perhaps linked by lines
and arrows, is all you'll need. Such a series of statements for a
BREAKOUT type of program, for example, might read: “Set up
variables; print the initial bricks at the top of the screen; move the
ball; read the keyboard to see if the player wants to move the bat;
check if the ball has hit a wall and if it has deflect it; check if the ball
has hit a brick and if it has erase the brick and increment the score;
check if the ball is at the bottom of the screen and compare its
position with the position of the bat; if the two coincide, let the ball
bounce upward at a randomly-determined angle, if not, decrement
the ball count by one, and see if the available balls have been used
up; if so, go to the end of the game, if not, go back to the line which
moves the ball, and continue cycling.” If you wanted to, you could
write a Breakout program based just on this outline. If you started
to write the program without any outline at all, you might get to the
end and realise when you first ran it that you had left something
quite important out. You would then either have to try and squeeze
itin between other statements, add an ugly GO TO to put it at the
very end, or try and get around it some other way.

Every time the Spectrum comes to a GO TO ora GO SUB, it has
to search the whole program from the very first line, line by line,
until it finds the one designated. Therefore, the later in a program
the line appears, the slower the program will run. The speed is only
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affected very slightly, butin a moving graphics program every delay
can make the program less effective. Therefore, you should put
often-called subroutines as close to the beginning of the program
as you can. When the speed of the program is important, you could
start the program with a REM statement giving the program its
title, with the second line a GO SUB to, say, line 9000 where the
variables would be initialised, and any instructions to the user could
be given. This has two advantages. Firstly, it means that the
computer does not have to go through all of the initialisation and
instruction routine every time it searches for a GO TO or GO SUB,
and secondly if you find — while writing a program — that you have
left out a variable which is needed, you can easily add it to the end
of the program before the final RETURN, rather than having to try
and sgueeze it in near the beginning.

Another aim to keep in mind when writing a program is that
anyone using it should know, without doubt, what they are
supposed to do. The program should either contain clear
instructions, or they should be provided in some form with it. A
combination of written instructions on a sheet of paper, with a
condensed version of them (such as telling the user which key to
press to get which response) within the program is probably better
than a vast sheaf of instructions actually within the program. This is
not so important for a program intended solely for your own use,
but is vital for programs which will be sold, or otherwise supplied
for other people to run.

Itis also important to add ‘mug traps’ into your programs, to trap
erroneous input before it causes a program crash. Ways of doing
this are discussed in the education chapter and mentioned in other
places in the book. Techniques which aliow the user a chance to
examine input as entered before it is finally accepted by the
program (such as in several programs in the business chapter) are
important in programs where a great deal of information must be
entered. A final check, and the chance to correct information which
has been accepted, is also a good idea. Again, many of the
programs in the business chapter include this facility.

Further to the above, the program prompts should be fairly clear.
A flashing cursor at the bottom of the screen shows that an input is
expected, but uniess something is either printed on the screen, or
included within the input statement, the user may be ataloss as to
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what must be entered. A separate written list of requirementsin no
way compensates for proper user prompts within the program.
Many programs written on the Spectrum’s predecessor, the ZX81,
could not afford the luxury of explicit user prompts, due to a
shortage of memory, but this excuse is generally not applicable to
the Spectrum.

REM statements, explaining what the following section is
supposed to do, can help keep a listing transparent, and ensure
that when you return to it after a break, you know what each
section of the program is supposed to be doing. In the education
section, the CATS AND THINGS program shows the correct use of
REM statements. Looking at the REM statements alone tells you
just about all you need to know about the program. If you needed
to, you could probably construct the whole program yourself just
from the REM statements: CHOOSE AND FORM OBJECT; PRINT
RND NO OF OBJECTS; CORRECTION SEQUENCE; PRAISE;
SINGLE KEY INPUT; DATA. There is no doubt that a program
which includes REM statements is easier to unravel than one
which does not.

Once you've worked out what your program is meant to do, and
have written a list of the main parts of the program, make a list of
the parts of each part. By breaking down each routine into smaller
routines, you'll find the program practically writes itself. You will
also be alerted to possible errors and omissions, even before
you've entered a single line of code. It may be worth keeping a
separate sheet of paper on hand while you're doing this, to note the
variables which will be needed. Then, when you come to set up the
‘assign variables’ section of your program, you'll already have a list
of the ones you need.

You'll find it easier to work out what is happening in a program if
you use explicit variable names, like SCORE for score, and
HISCORE for high score, and so on. Although these take a little
longer to type than do single letter variables, they minimise the
chance of using the same letter twice within a long program for
different things, which can cause hard-to-trace program
breakdowns. Longer variable names also, of course use up more
memory than do single letter names, but this is unlikely to be a
problem with most programs you write on the Spectrum. You'll
see in several of the business programs, such as FINANCIAL
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MODEL, how useful explicit variable names can be. In this
program, for example, variable names include TOTAL, AVERAGE
and NUMBER.

In general, do not re-invent the wheel. Although you should not
steal or adapt programs and then try to pass them off as your own,
there is little point in spending hours of programming time working
out, for example, a numerical sort routine, when a number of
suitable routines are already available in publications. It is quite
likely, anyway, that you'll end up producing an identical routine to
one which you could have lifted or adapted in the first place, as
there is a limited number of ways to carry out certain tasks. This
suggestion only applies if you are in a particular hurry to get a
program finished. The satisfaction you will gain by writing a routine
from scratch, no matter how standard it is, and the greater insight
you are likely to have into its operation, will more than repay the
time invested in most cases. So, if you have time, re-inventing the
wheel may be worthwhile.

Many programmers become proficient fairly quickly in using
certain parts of Spectrum BASIC, but once they have mastered
this, they put the manual away and do not continue exploring the
other statements and commands available in the language. No
matter how familiar you become with your Spectrum, and its
version of BASIC, you should look through the manual (and this and
other books on the computer) from time to time, just to see if there
is some aspect of it which you have either misunderstood, or of
which you know nothing.

You may find it easier, and more instructive, to mentally 'run’
parts of a program as though you were the computer, than it would
be to just press RUN. Start at the beginning of the program, and
follow the instructions as you come to them. When you are acting
as the computer in this way, you'll often discover clumsily written
routines or ones which are potential trouble spots, which might not
show up when the Spectrum is running the program. ‘Hand-
running' a program is also a good time to determine if, at any point,
the computer will try to do something like divide by zero which
would cause the program to halt with an error message.

Make sure the program output is clear to the user. You cannot
write a program assuming that you'll be looking over the user’'s
shoulder every time the program is run. A program which needs



A guide to better programming 207

you to say things like “That figure in the top right hand corner is the
number of attempts you've made so far to guess the answer” or
“The first number you see is the result of the year’s sales and the
second is projected sales for the second month” could hardly be
described as well-written.

The suggestions put forward in this chapter fall into two main
areas:

~Thinking before starting to program; and

—Working out how the program interacts (both in accepting input,
and in outputting results) with a user who did not write the
program.

If you carry out your programming with the intention of doing the
best you can in both these areas, you're likely to find the quality of
your programming work improves almost immediately, and wvill
continue to improve.

Suggestions for further reading:

The Programmer’'s Book of Rules Ledin, George and Ledin, Victor (Lifetime
Learning Publications, USA, 1979)

BASIC Programmer’'s Notebook Savage, Earl R. {Howard Sams & Co., Inc., USA,
1982)

BASIC With Style Nagin, Paul A. and Ledgard, Henry F. (Hayden Book Company,
Inc., USA, 1978)

Guide to Good Programming Practice Meek, Brian and Heath Patricia (eds) (Ellis
Horwood Ltd./John Wiley & Sons, 1980)
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HISTORY

Your Spectrum is one of the latest stages in the long road which
man has travelled in his attempts at building calculating machines.
The earliest 'machine’ was probably the abacus, which used
parallel rods on a frame. The position of beads on the rods indicated
a particular number. The abacus was used up until very recently,
when it was superseded by the pocket calculator.

John Napier, from Scotland, is one of the earliest figures we can
identify who contributed to the production of ‘calculating
machines’. Napier invented what became known as “Napier’s
Bones”, nine four-sided segmented rods which allowed
multiplication to be performed by adding together numbers
displayed on the rods. The English clergyman, William Oughtred,
developed a primitive slide rule in 1621, which multiplied numbers
—as do all subsequent slide rules — by adding lengths related to the
logarithms of those numbers.

Later in the 17th century, Blaise Pascal developed a method of
adding numbers together using interlocking wheels. He put the
wheels in a box, with little windows to display the result of a
calculation after you ‘dialled’ the numbers you wished to add.
Gottfried Leibniz, a contemporary of Pascal, worked out a way to
mechanize multiplication. His method was so good it was still
being used in calculating machines 250 years later.

In 1792, Charles Babbage was born in Devon. He is a major
figure in the history of computers. in fact, many say he invented the
very first one. Babbage was unhappy with the mathematical tables
available in his day, and tried to build a ‘difference engine’ which
would work out more accurate ones. He was let down by the
inability of the engineers of his day to build parts to the accuracy
required. Babbage lost interest in his difference engine, and began
the construction of an ‘analytical engine’ which, if it had worked as
planned, would have been the first computer; a calculating
machine which could carry out any kind of calculation, and which
would be able to make decisions on what it would do next as a
result of results obtained during the calculation.

The mathematics which lies behind computers’ ability to make
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decisions is called Boolean algebra. It was devised — long before
present-day computers were conceived — by the English
mathematician and logician, George Boole. In 1890, punched cards
were used for the first time, to record and tabulate an American
census. The card system was developed by Herman Hollerith, who
formed a company to sell his system. The company prospered,
swallowed up competitors, and eventually was renamed the
International Business Machine Corporation, now the biggest
computer company in the world, IBM.

in the 1870’s, a British physicist Lord Kelvin developed a device
to predict tide times, and later suggested that a machine which he
called the ‘differential analyser’ could be built which would solve
not only tide prediction problems, but general problems associated
with the solution of differential equations. Such a machine was
built in 1930 by a professor at the Massachusetts Institute of
Technology, Vannevar Bush. Although the machine worked, Bush
realised that there was no future in mechanical calculating
machines, and replaced parts of his machine with valves. The
modern computer moved another step closer to reality.

In the 1940's, George Stibitz, who was working for Bell
Telephone Laboratories, discovered that binary information
(information stored as a pattern of ones and zeroes) could be
represented and manipulated by a series of switches, with ‘on’
representing one, and ‘off’ representing zero. A device he rigged
up using telephone relays and little lights was the world’s first
electronic calculator, and pointed the way to the use of binary
arithmetic in computers. Nearly all modern computers use binary
arithmetic, which the computer generally translates into numbers
and letters we can understand.

Although the idea of the first computer was outlined in
Cambridge, England in 1832, it was not until 1944, in Cambridge,
Massachusetts, America, that the idea actually came into being.
The first fully automatic calculating machine, the Automatic
Sequence Controlled Calculator, was completed in that year by
Howard Aiken of Harvard, working for the International Business
Machines Corporation.

Early computers took up a great deal of space, used vast
amounts of electricity to power all their valves, and were
notoriously unreliable. The transistor, invented in 1947, did much
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to reduce the size of computers, but it was not until the first ‘'micro-
processor’ (the thing we now know as a ‘chip’) was built in 1971,
that tiny computers of today, such as the Spectrum, became
possible.

The idea of the integrated circuit, the forerunner of the chip, was
first suggested by G. W. Dummer, who worked for the British
Royal Radar Establishment. Nobody took much notice of the idea,
and it wasn't until six years later that an American, Jack Kilby,
working for Texas Instruments, actually made the first one.

The American company [ntel made the historic first micro-
processor, known as the 4004, in November 1971. Intel, and the
world, did not realize at first the enormous social impact their
product would have. It took almost a year before people began to
realise that the seeds for a revolution which could transform the
world had been sown.

The first personal computer, the Altair, was built by a small New
Mexico company, Mits, in 1975. The race to produce ever-smaller,
ever-more powerful personal computers was underway. Clive
Sinclair entered that race in the late seventies.

Clive Sinclair had founded his first company, Sinclair Radionics,
in 1962 to produce radioc and amplifier kits for sale through mail
order advertisements. By 1967, the company was turning over
around £100,000 a year, and the range of products had expanded
to include hi-fi systems. Five years later Sinclair entered the
calculator market with the Executive, the world's first pocket
calculator, which made world headlines. The world’s media took
note again in January, 1977 with the launch of Sinclair's
Microvision, the world's first ‘pocket’ television, with a tiny, two-
inch screen. Two years later, a UK version selling at less than half
the cost of the first model was produced.

At the end of January, 1980, Clive Sinclair released his first
computer, the ZX80. It was the cheapest computer in the world at
the time, and seems to have played a major part in bringing down
the prices of small computers generally since that time. With the
launch of the somewhat limited ZX80 in 1980, Sinclair became
almost overnight the UK’s largest microcomputer manufacturer.
With the release of its successor, the much more flexible ZX81,
just over a year later, Sinclair gained the world title.

The Spectrum, which had its UK launch in April, 1982, is a worthy
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successor to the ZX81, offering similar computing power to the
ZX81 (although it runs far more quickly), but with added features
such as colour, sound and high resolution graphics. Its release
triggered a wave of price reductions in other small colour
computers and a number of rivals to the Spectrum were soon
announced.

Suggestions for further reading:

The Making of the Micro Evans, Christopher (Gollancz, 1982)

Early British Computers Lavington, Simon (Manchester University Press, 1980)
The Personal Computer Guide Hartnell, Tim (Virgin Books, 1982)

Personal Computers Handbook Buchsbaum, Walter H. {(Howard W Sams & Co.,
inc., USA, 1981)

The Personal Computer Book Bradbeer, Robin {Gower Publishing Co., 1982)
A Simple Guide to Home Computers Ditlea, Steve (A & W Visual Library, USA, 1979)

Getting Involved With Your Own Computer Solomon, Leslie and Veit, Stanley
{Enslow Publishers, USA, 1977)

Personal Computing, a Beginner’s Guide Bunnell, David (Dutton, USA, 1978)

PERIPHERALS

This is the jargon word for ‘things which are attached to the
computer without actually being part of it'. The most important
peripherals are human input devices (eg. keyboard, built into most
computers nowadays), human-readable output devices (screen,
printer), and mass storage devices (such as a disc or tape). Most
large computers have slave computers which handle their
interface with the real world (peripheral processors). The slaves are
generally a lot bigger than the Spectrum.

An RS232 network interface board is available for the Spectrum
which allows you to connect the computer to a very wide range of
printers, terminals and other computers. The RS232 is one of the
standard interfaces available, which is why so many RS232-
Compatible devices have been made.
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Printers
A printer is needed for most serious applications. Types of printer
and relevant bits of jargon include:

Line printer: alarge, expensive device which printsawhole lineata
time, typically at a rate in excess of 600 lines of 132 characters per
minute. Used with larger computers.

Daisywheel and golfball: complete characters are formed by
impact, as by a typewriter.

Dot matrix: characters are made up of an array of dots, produced by
impact, thermally, or electrostatically.

Impact: the print mechanism physically strikes an inked ribbon
which marks the paper.

Thermal: special paper which blackens when heated; the printer
very rapidly heats and cools a pinpoint area of paper at a time.

Electrostatic: aluminium-coated silvery paper; the printer
generates sparks which expose a black backing.

You pay for speed and good print quality. Thermal and
electrostatic paper is expensive, although the printers themselves
are cheaper. If you simply want to get information‘out as cheaply as
possible (and not in large quantities), the Sinclair printer for the
Spectrum is perfectly satisfactory. At the time of writing
electrostatic printers start at £60 (Sinclair, 32 characters per line),
general-purpose impact dot matrix from £200, thermal slightly
less. Daisywheel typewriters cost from £300, and fast daisywheel
printers around £1500.

Memory, or Mass Storage Devices (MSDs)

The most common mass storage devices are magnetic tape and
magnetic disc. For cassette recording of Spectrum programs,
you'll probably find mono portables are best. Try to avoid using a
machine with a stereo head. If you can, try to get a machine known
to give good results with computers {not necessarily an expensive
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one). Use mains, rather than battery power (if you get bad results
with mains power, use a different recorder). Useful frills for tape
use include a tape counter; manual (rather than the ubiquitous
automatic) level control; recording level meter; cue and review
facilities; a suitable tape loading aid to set levels and check for
dropouts. A tone control is definitely undesirable; if your recorder
has one, keep it set to its maximum position. In many cases it is
best not to plug in the earphone and microphone leads
simultaneously.

Use good tape, never longer than C60. TDK type D is excellent.
BASF, Agfa, etc., all produce satisfactory tapes. Good C12 and C15
tapes as sold for computer use are the best, but not all of these
tapes are of high enough quality. A tape loading aid will help you to
check on the quality of a tape by recording a program and
monitoring the level fluctuations.

Discs are much faster than tapes. They also allow information
anywhere on the disc to be found fast {(no rewinding). You can read
from several files in rapid sequence.and it is possible to alternate
operations on different files on the same disc (e.g. read details on a
stock line, update the information, write the new information to
another file, or even to the same one. On tape this would be
impossible: it would require constant precise rewinding).

The Microdrive, a miniature floppy disc, can hold up to 100K of
information. Up to eight at a time can be connected to the
Spectrum. Information is transferred to and from the Microdrive at
an incredible 16K a second, whereas the transfer rate to a cassette
tape is around 1.5K a second.

Mass storage is never 100% reliable; it is vital to keep backup
copies of valuable information. To a certain extent original
information and printed output can be used as a last ditch
safeguard; you will not rely heavily on this after you have had to re-
enter three months worth of orders manually. Backups need not be
on the same MSD as the working copy: discs can be backed up on
tape, for example. Keep backups at a different location from the
working copies. Remember that the information stored can often
be much more valuable than the computer system itself. If
travelling by train or Underground, don’t put magnetic media on the
floor near motors. Never assume without checking that the disc or
tape you are going to erase and rewrite is actually the right one.
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SPECTRUM SPECIFICATIONS

Dimensions

Width 233mm
Depth 144mm
Height 30mm
CPU/Memory

Z80A microprocessor running at 3.5 MHz. 16K-byte ROM
containing BASIC interpreter and operating system. 16K-byte RAM
{plus optional 32K-byte RAM on internal expansion board) or 48K-
byte RAM,

Keyboard

40-keyboard with upper and lower case with capitals lock feature.
All BASIC words obtained by single keys, plus 16 graphics
characters, 22 colour control codes and 21 user-definable graphics
characters. All keys have auto repeat.

Display

Memory-mapped display of 256 pixels X 192 pixels; plus one
attributes byte per character square, defining one of eight fore-
ground colours, one of eight background colours, normal or extra
brightness and flashing or steady. Screen border colour also set-
table to one of eight colours. Will drive a PAL UHF colour TV set, or
black and white set (which will give a scale of grey), on channel 36.

Sound

Internal loudspeaker can be operated over more than 10 octaves
{actually 130 semitones) via BASIC BEEP command. Jack sockets
at the rear of computer allow connections to external amplifier/
speaker.

Graphics

Point, line, circle and arc drawing commands in high-resolution
graphics. 16 pre-defined graphics characters plus 21 user-
- definable graphics characters. Also functions to yield character at a
given position, attribute at a given position {(colours, brightness and
flash) and whether a given pixel is set. Text may be written on the
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screen on 24 lines of 32 characters. Text and graphics may be
freely mixed.

Colours

Foreground and background colours, brightness and flashing are
set by BASIC INK, PAPER, BRIGHT and FLASH commands. OVER
may also be set, which performs an exclusive—or operation to
overwrite any printing or plotting that is already on the screen.
INVERSE will give inverse video printing. These six commands
may be set globally to cover all further PRINT, PLOT, DRAW or
CIRCLE commands, or locally within these commands to cover
only the results of that command. They may also be set locally to
cover text printed by an INPUT statement. Colour-control codes,
which may be accessed from the keyboard, may be inserted into
text or program listing, and when displayed will override the
globally set colours until another control code is encountered.
Brightness and flashing codes may be inserted into program or
text, similarly. Colour-control codes in a program listing have no
effect on its execution. Border colour is set by a BORDER
command. The eight colours available are black, blue, red,
magenta, green, cyan, yellow and white. All eight colours may be
present on the screen at once, with some areas flashing and others
steady, and any area may be highlighted.

Screen

The screen is divided into two sections. The top section —normally
the first 22 lines — displays the program listing or the results of
program or command execution. The bottom section — normally
the last 2 lines — shows the command or program line currently
being entered, or the program line currently being edited. It also
shows the report messages. Full editing facilities of cursor left
cursor right, insert and delete (with auto-repeat facility) are
available over this line. The bottom section will expand to accept a
current line of up to 22 lines.

Mathematical Operations and Functions

Arithmetic operations of +, —, X, =, and raise to a power.
Mathematical functions of sine, cosine, tangent and their inverses;
natural logs and exponentials; sign function, absolute value
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function, and integer function; square root function, random
number generation, and pi.

Numbers are stored as five bytes of floating point binary — giving
a range of +3x107% to £7x10% accurate to 92 decimal digits.
Binary numbers may be entered directly with the BIN function. =,
>, <, > =, < = and <> may be used to compare string or
arithmetic values or variables to yield O (false) or 1 (true). Logical
operators AND, OR and NOT yield boolean results but will accept 0
{false) and any number (true).

User-definable functions are defined using DEF FN, and called
using FN. They may take up to 26 numeric and 26 string
arguments, and may yield string or numeric results.

There is a full DATA mechanism, using the commands READ,
DATA and RESTORE.

A real-time clock is obtainable.

String Operations And Functions

Strings can be concatenated with +. String variables or values may
be compared with =, >, <, > =, < =, <> to give boolean results.
String functions are VAL, VALS, STRS and LEN. CHR$ and CODE
convert numbers to characters and vice versa, using the ASC11
code. A string slicing mechanism exists, using the form a% (x TO y).

Variable Names

Numeric — any string starting with a letter (upper and lower case
are not distinguished between, and spaces are ignored).

String — A8 to 2%

FOR/NEXT loops — A-Z

Numeric arrays — A-Z

String arrays —- A8 to Z$

Simple variables and arrays with the same name are allowed and
distinguished between.

Arrays

Arrays may be multi-dimensional, with subscripts starting at 1.
String arrays, technically character arrays, may have their last
subscript omitted, yielding a string.
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Expression Evaluator

A full expression evaluator is called during program execution

whenever an expression, constant or variable is encountered.
This allows the use of expressions as arguments to GO TO, GO

SUB, etc. It also operates on commands allowing the ZX Spectrum

to operate as a calculator.

Cassette Interface

A tone ieader is recorded before the information to overcome the
automatic recording level fluctuations of some tape recorders, and
a Schmitt trigger is used to remove noise on playback. All saved
information is started with a header containing information as to its
type, title, length and address information. Program, screens,
blocks of memory, string and character arrays may all be saved
separately. Programs, blocks of memory and arrays may be
verified after saving. Programs and arrays may be merged from
tape to combine them with the existing contents of memory.
Where two line numbers or variables names coincide, the old one
is overwritten. Programs may be saved with a line number, where
execution will start immediately on loading. The cassette interface
runs at 1500 baud, through two 3.5mm jack plugs.

Expansion Port

This has the full data, address and control busses from the Z80A,
and is used to interface to the ZX Printer, the RS232 and NET
interfaces and the ZX Microdrives. IN and OUT commands give the
I/0 port equivalents of PEEK and POKE.

ZX81 Compatibility

ZX81 BASIC is essentially a subset of ZX Spectrum BASIC. The
differences are as follows:

FAST and SLOW: the ZX Spectrum operates at the speed of the
7X81 in FAST mode with the steady display of SLOW mode, and
does not include these commands.

SCROLL: the ZX Spectrum scrolls automatically, asking the
operator “scroll?” every time a screen is filled.
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UNPLOT: the ZX Spectrum can unplot a pixel using PLOT OVER,
and thus achieves unplot.

Character set: the ZX Spectrum uses the ASC11 character set,
as opposed to the ZX81 non-standard set.
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