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INtroduction

Have you ever imagined a new application for a microprocessor-
controlled system, only to have the idea vanish under a torrent of technical
details found in the data sheets? If so, you're not alone. Several wonderful
applications for microprocessor-controlled systems have experienced this
fate. The idea was sound, but the person with the idea was not familiar
enough with the details of the microprocessor to fully realize the project.

This book has been written to help Z80 system users overcome this di-
lemma. It has been designed to provide users with an understanding of the
Z80 microprocessor. In general, it explains in detail how the Z80 micro-
processor can be connected with the system hardware to comprise a system. In
particular, it discusses ROM, static RAM, dynamic RAM, and input/
output. In addition, later chapters examine certain special peripheral 1/0
devices. Some of these devices, like the SIO (serial input and output) and the
PIO (peripheral input and output) chips were made to be used with the Z80;
while others, like the 8253 timer chip and the 8255 peripheral chip, were not.

Written for the novice as well as the experienced programmer, this book
provides instructive text, clear precise diagrams, and thorough examples. It
has been designed to provide users with adequate information to realize and
implement their own applications and ideas. Although this book does not
show all the applications of the Z80 microprocessor—the individual appli-
cations must come from you—it provides the information necessary to real-
ize any new application.

Contents

Chapter 1, Using the Z80 with ROM, starts off with an explanation of the

different types of read-only memory. It then goes on to show how common
ROM and EPROM devices can be interfaced to the Z80 CPU.

Chapter 2, Using Static RAM with the Z80, shows how static random-
access memory can be used in a Z80 application. It discusses both common
and separate I/O RAM chips and presents complete schematics of two static
RAM systems.

Chapter 3, Z80 Input and Output, explains how the Z80 communicates
electrically with input and output devices. Standard input and output ports
are shown and discussed in detail.

Chapter 4, Using Dynamic RAMs with the Z80, shows how dynamic
RAM systems can be used with the Z80. This chapter begins with a discus-
sion of a typical dynamic RAM device. It the goes on to explain how you
can interface RAM to the Z80, by taking advantage of the Z80 internal
architecture.



xvii

Chapter 5, Interrupts for the Z80, discusses the important topic of inter-
rupts. All three interrupt modes are examined, and examples are given of
each type.

Chapter 6, Using the 8255 PIO with the Z80, examines the use of the 8255
peripheral I/O chip—a device that is interfaced to the Z80 buses. Each oper-
ating mode for the 8255 is discussed, and many programming examples are
given.

Chapter 7, Using the 8253 Programmable Timer with the Z80, shows how
the 8253 programmable timer chip can be used with the Z80. An explanation
is given on interfacing the device to the Z80. In addition, several general
programming examples are presented.

Chapter 8, Using the Z80 PIO, continues the discussion of peripheral
chips, focusing on the Z80-PIO. It offers a block diagram of the device and
a discussion of the operating modes and registers. In addition, many pro-
gramming examples for using the Z80-P10O are given.

Chapter 9, Using the Z80-CTC, discusses the counter timer chip and
shows you how to interface it to the Z80. In addition, many programming
examples for using the CTC are discussed.

Chapter 10, Introduction to Serial Communication, discusses the topic of
serial communication. Concepts such as baud rate, start bit, stop bit, and
marking levels are defined. As a practical example, you are shown how to
interface and use the 8251 USART with the Z80.

Chapter 11, Using the Z80-SIO, continues with serial communication by
discussing the Z80-SIO chip. Several practical examples of using and pro-
gramming the Z80-SIO are given.

Chapter 12, Static Stimulus Testing for the Z80, concludes the text with a
discussion of static stimulus testing (SST) for the Z80. It shows how you can
use this method to electrically debug your system without software. Further,
if you are adding a new interface to an existing Z80 system, you can use this
technique to check out the new interface quickly and easily.

Finally, Appendix A, Z80-SIO Internal Register Descriptions, describes
the operation of each internal register of the Z80-SIO.

As you can see, this book offers information on all the important topics
for understanding the Z80 microprocessor. With this knowledge you should
be able to pursue any idea or application for a microprocessor-controlled
system. As you begin implementing your own ideas and applications, you
will find that using and applying the Z80 microprocessor is not only easy but
can be a great deal of fun as well. So let your imagination go, and read on
and learn how the Z80 can be made to work for you.
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Chapter

INTRODUCTION

We will begin our study of the Z80 microprocessor by
learning how to connect it with read-only memory
(ROM). We will start with a general introduction to the
operation of ROMs. We will then examine the important
aspects of using ROM with the Z80. By the end of this
chapter you should have a complete understanding of how
ROM communicates electrically with the Z80, and you
should be able to apply this knowledge to your system,
regardless of your overall application.

1-1: What Is ROM?

In most microprocessor systems there is a certain
amount of memory that can store information, and this
information will not be lost when power is turned off. This
type of memory is called read-only memory or ROM.
Information in ROM can be read out but not altered.
ROM is useful in a system because it allows the central
processing unit (or CPU) of the system to initialize all of
the peripheral hardware to the proper logical states when
power is first turned on.

There are several types of non-volatile memory that
can be used in a microprocessor system. These include
Read-Only Memory (ROM), Programmable Read-Only
Memory (PROM), Erasable Programmable Read-
Only Memory (EPROM), and Electrically Alterable
Read-Only Memory (EAROM). (See Figure 1.1.) Nor-
mally, in a typical Z80 system only one type of non-volatile
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“NON-VOLATILE" MEMORY

ROM
OR
PROM
OR
DATA EPROM
OR
EAROM

Z80
CPU

(NOTE: NO MATTER WHICH TYPE OF
DEVICE IS USED, IT WILL ONLY
INPUT DATA TO THE Z80.)

Figure 1.1: A block diagram showing a typical application of a non-volatile
memory device that might be used in a microprocessor system. The non-
volatile ROM usually contains “boot up” programs that are executed when
the system is first powered up.

memory is used. However, since it is possible that your application may
require any one of these memory devices, we will now describe them all:

ROM With ROM, or “read-only memory,” data is programmed into
the memory device by the manufacturer. ROM is used whenever thereis a
non-changing data base of high volume. (Note: programming data into
ROM is a very expensive process.)

PROM With PROM or “programmable read-only memory,” data is
programmed into the memory device by the user. High voltage pulses
actually “blow apart” metal strips or polycrystaline silicon inside the
integrated circuit, forcing logical 1’s and 0’ into specific address loca-
tions in memory. Once programmed into the device, the data cannot be
altered. This memory device usually operates at a much faster speed than
other programmable memories.

EPROM With EPROM, or “erasable programmable read-only
memory,” data is programmed by the user into the memory device, by
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applying high voltage signals. This is similar to the programming of a
PROM. Data can be erased by shining ultraviolet light onto a transparent
window that covers the integrated circuit. After a specified time of ex-
posure to the light, all data will be erased and the device can then be
reprogrammed with entirely new data. These devices are often used in
development work where the program may undergo many changes.

EAROM With EAROM, or “electrically alterable read-only memory,”
data is programmed into the memory device by the user in a fashion
similar to the EPROM. The major difference is that the data in an
EAROM can be erased electrically, without the ultraviolet light.

No matter which non-volatile memory you are using in your system appli-
cation, the operating characteristics are all very similar. We will now discuss
the important parameters of this group of memories. (Note: throughout this
text we will use the word ROM to refer to any of the non-volatile memory
devices that we have just described.)

1-2: Important Operating Characteristics of ROM

Let’s now review some important operating characteristics of ROM. To
begin, it is important to note that ROM can only be read by the CPU; hence,
the name “read-only memory.” Second, information in the memory is
fetched whenever an address is applied to the address input lines. The num-
ber of address input lines a ROM has depends on the internal organization
of the data in memory.

It is possible to determine the internal organization of data in memory by
noting the specification for the ROM. For example, a ROM may be orga-
nized as 1024 x 8, or 2048 x 8, or 4096 x 8—to name just a few types of
memory organizations. The first number in the specification indicates the
number of unique address locations contained within the single integrated
circuit. The second indicates the number of bits of parallel data that can be
read from the ROM at each unique address location.

The following steps help determine the number of address lines available
with a particular ROM. If we start with a description of the device, say 2048
X 8, we already know that the 2048 indicates the number of unique address
locations, and that this number is equal to the number of different binary
combinations existing on the address lines. In other words, 2X = 2048, or
X = 11, where X equals the number of address lines. Therefore, if the
memory is described as 4096 x 8, the number of address lines is 2% = 4096,
or X = 12. As you can see, this equation works regardless of the number of
address locations in the ROM.
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Note that when describing a ROM, the exact number of address locations
is usually shortened to the nearest thousand and abbreviated by the single
letter “K” for Kilo. In other words, a 1024 X 8 ROM would be described as
a 1K device. A 4096 x 8 ROM would be described as a 4K device, etc.

A final point about ROM operation is that all data is read from ROM in a
parallel fashion. In other words, while the data outputs are being electrically
enabled onto the system data bus, the data bits are being strobed by the
microprocessor into an internal register.

Figure 1.2 displays a functional block diagram of ROM operation. In this
figure, we can see an input, called chip select, that we have not yet discussed.
The function of this input line is to turn on and off the data output lines of
the ROM device. When the chip select input line is active, the ROM data
outputs are active, and are either logical 1 or 0, depending on the data
programmed into the device. When the chip select line is not active, the

ROM
ADDRESS INPUT
FROM Z80
DATA OUTPUT
TOZ80
CHIP SELECT
INPUT
CONTROLLEDBY Z80

Figure 1.2: A functional block diagram of a typical ROM device. Address
lines are input to select the internal data to be output. Data is output when the
device is selected with the chip select line.
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data outputs are placed into a fri-stafe, or high impedance state. In other
words, the chip select input line either electrically enables or disables the
outputs of the ROM device. Later in this chapter we will show exactly how
this line is used.

1-3: Sequence of Electrical Events for Reading Data
From ROM

Let’s discuss the block diagram in Figure 1.2. A sequence of electrical
events (listed below) occurs each time data is to be read from the device.
Keep in mind that this general sequence must be followed regardless of the
type of CPU used in the application. Let’s examine the sequence. (Later on,
we will discuss specifically how the Z80 follows this sequence.)

1. An address is input to the ROM from the CPU. This address indi-
cates the internal location of the device from which data will be
read. There are thousands of bytes of data stored in the ROM. The
address lines select one byte of data to be output.

2. The CPU then waits for a finite amount of time, called access
time—which is approximately 100-300 nanoseconds, depending
on the type of ROM used—thus, allowing the memory device to
decode the address that is input, and the output data to reach the
data output lines of the device.

3. The chip select is made active to enable the data outputs onto the
system data bus. At this time the data from ROM is present on the
system data bus and the CPU data input pins. The CPU next
strobes the data into an internal register.

4. The chip select is made inactive to remove the ROM data from the
system data bus.

This general sequence is followed each time the CPU reads data from ROM.
Figure 1.3 shows a general timing diagram of this sequence.

CPUs are designed to operate within these boundaries. Therefore, in
most cases the user does not have to think about this sequence because the
microprocessor handles it with the help of internal timing circuits. However,
it is important that you understand this sequence, as it makes using ROM,
as well as understanding how the circuits operate, much simpler.
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N ADDRESS ISINPUT TO ROM FROM CPU

A

I
CS (CHIP SELECT) IS ASSERTED

i

I I

: I

|

| ; :
| |

SYSTEM DATA BUS
>|<
NON-VALID DATA | 3 X NON-VALID DATA
1 |
| ROM DATA |
| ON SYSTEM :
| DATA BUS |

Figure 1.3: A general timing diagram for reading data from a ROM device:
1. Address is input to the device from the CPU.
2. The chip select is asserted.
3. The ROM data outputs are enabled onto the data bus.

1-4: Connecting the Z80 Buses

Let’s now connect the Z80to ROM. Figure 1.4 shows the physical connec-
tions of the Z80 data and address lines to ROM. These connections are very
straightforward. Notice in Figure 1.4 that the chip select line of the 2716
EPROM is not connected. This is because we plan to first discuss address

mapping.

1-5: Address Mapping

The Z80 has 16 physical address output lines, labeled A0O— A15. This
means that a total of 2'¢ or 65,536 unique storage locations can be accessed
directly by the Z80. For example, a 2716 EPROM has 2048 physical address
locations that can be accessed. Therefore, a method for selecting only 2048
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+5
14|D0 Q0|9 24| VCC
15(D1 0110 21| VPP
12|D2 02|11
8|D3 03|13
7(D4 Q4|14
91D5 Os5]15
10|D86 Os|16
13|D7 07|17
Z80 2716
EPROM

30 (A0 Ao|8
31 |A1 A1|7
32 |A2 A2 |6
33|A3 A3 |5
34 |A4 Asl4
35|A5 As|3
36 |AB As |2
37 |A7 A7 (1
38 |AB As [23 AE

20 o OE
39|A9 Ag |22

18
CE
A4
NOT CONNECTED YET

Figure 1.4: A schematic diagram showing the address and data line connections between a Z80
microprocessor and a 2716 EPROM using non-buffered data and address lines.
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locations out of the total 65,536 or 64K possibilities is needed. In other
words, which 2048 locations do we choose? There are 65,536 divided by
2048, or 32 possible blocks of 2048 locations from which we can select.

Before any hardware is built for a system, the system designer must first
construct a memory map. A memory map is used to indicate which address
locations are specified for any particular ROM, RAM, input, or output
device. Figure 1.5 shows a typical memory map. We can see in this figure
that the entire 65,536 address locations are divided into functional blocks.
These blocks indicate the address locations that are reserved for specific
ROMs and RAMs.

FFFF
NOT USED
2FFF
NOT
RAMB
USED
2800
27FF
RAMA
2000
1FFF NG
ROMD USED
1800
17FF
NOT
ROMC USED
1000
OFFF
ROMB
0800
07FF
ROMA
0000
Figure 1.5: A memory map of a typical microprocessor system. Before any
hardware is designed, a memory map is normally constructed that indicates
how the memory space is to be allocated.
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Note: As shown in Figure 1.5, the lowest value of address in a Z80 system
(i.e., 0000 in hexadecimal) is usually reserved for ROM. This is because
whenever the Z80 is reset from an external reset switch or from a power-on
reset circuit, the address bus always expects the first instruction op-code to
reside at address 0000 hexadecimal.

1-6: Generating the Chip Selects for ROM

Based on the information in Figure 1.5, we can see that ROMA is enabled
whenever addresses between 0000 and O7FF, inclusive, are output by the
Z80. An electrical signal in the system is needed to indicate that the address
being output on the address bus is within these limits. Figure 1.6 shows such
a circuit.

+5
4.7K
7415138
6
G1 ROMA
15 0—
1 ROMB
Al ————————— A 14 p——m—m
2 ROMC
A2 — 8 — 1B 13 OO____
3 ROMD
A3 ——— C 12 00—
RAMA
1" po—
RAMB
10 O0—m—m™
4 o
Al — O G2A
5
A5 — ( G2B o
Figure 1.6: A hardware circuit that realizes some of the memory mapping
in Figure 1.5.
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In the circuit in Figure 1.6, whenever A11, A12, A13, Al4, and A15 are
logical 0%, output pin 15 of the 741.S138 is a logical 0. Pin 15 remains a
logical 0 between the address limits specified. The table in Figure 1.7 shows
how the output pins of the 74L.S138 respond to the address output on the
address bus. .

We can see in Figure 1.7 that when Al1 goes to a logical 1, pin 14 of the
741.S138 goes to a logical 0, and pin 1 to a logical 1. The result being that pin
1 is a logical 0 if and only if the address output from the Z80 is between the
limits 0000 — O7FF. This same reasoning may be applied to the other output
pins shown in the table in Figure 1.7.

It is important to keep in mind that the circuit shown in Figure 1.6 is only
one way (out of many) of selecting a unique address block out of the avail-
able address space.

Al5 Al4 Al13 Al12 A1' A10---eeeemeee A0 HEX PIN #=0
0 0 0 0 0 0 —--eememee 0 0000 15
0 0 0 0 0 | 1 07FF 15
0 0 0 0 1 0 -mmmmmeeee 0 0800 14
0 0 0 0 1 | 1  OFFF 14
0 0 0 1 0 0 -mmmemeee 0 1000 13
0 0 0 1 0 R 1 17FF 13
0 0 0 1 1 (e 0 1800 12
0 0 0 1 1 R 1 IFFF 12
0 0 1 0 0 0 —-emmmeeee 0 2000 11
0 0 1 0 0 I ——eeememeee 1 27FF 11
0 0 1 0 1 0 ---mmeeee 0 2800 10
0 0 1 0 1 I — 1 2FFF 10

Figure 1.7: Memory Map of Figure 1.6

1-7: Generating the Memory Read Signal

At this point we are nearly ready to connect the chip select input pin to the
Z80. However, we must first learn about the timed control line signal from the
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Z80 that starts and stops the data transfer. This signal is called the memory
read (or the MEMR signal). The MEMR signal and the memory select sig-
nals work together to enable the ROM data outputs onto the system data
bus at the correct time. Figure 1.8 shows one way of generating the MEMR
signal with the Z80.

280
VREGQ 74Lss2
19 ——0 1 MEMR
RD 3 >
21 2 TO SYSTEM MEMORY

Figure 1.8: A schematic circuit showing how the system memory read control
signal is generated by ORing the control signals from the Z80 microprocessor.

In Figure 1.8 the MREQ line is set to a logical 0 whenever the Z80 is
communicating with memory. The software instructions dictate this action.
RD is a timed control signal output by the Z80. It becomes a logical 0
whenever the Z80 is electrically prepared to receive data from memory or
from an input/output device.

1-8: Connecting the Chip Select Lines

Figure 1.9 shows a complete schematic for connecting the Z80 to ROM.
When both the memory select and the memory read (MEMR) signals are
logical 0, the chip select input to the 2716 EPROM is active logical 0. Figure
1.10 shows the timing that occurs during a ROM read operation and the
important signal relationships.
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+5
14|D0 Oo|9 24| VCC
15|D1 01]10 21| VPP
12|D2 02|11
8|D3 0313
7(D4 04|14
9|D5 Os5(15
10|D6 Q6|16
13|D7 07|17 2716
280 EPROM
30|A0 Ao |8
31|A1 A1|7
32|A2 Az |6
33 |A3 A3 |5
34 |A4 Ad|4
35|A5 As|3
36 |A6 As |2
37 |A7 A7|1
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12| GND
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1|A11 1A 15, R CE
- ROMA
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4(A14 4 O G2A 1
5|A15 5 |G28 13 12| 74LS32 v
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21 19
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4. 7K
&
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15~ wewm
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Figure 1.9: A complete schematic showing the connection between a 2716 EPROM and the Z80
microprocessor. This schematic includes the logic used for enabling the memory device according to
the memory map.
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STABLE

'
AO0-A15 Xj

e

ROMA
(
VREG )
\ (
RD
A\ é—
MEMR

1( 8

Figure 1.10: A timing diagram showing the important signal relationships of
the schematic diagram of Figure 1.9.

1-9: A Variation

Figure 1.11 shows yet another technique that can be used to enable the
ROM data outputs onto the system data bus at the correct time. This
technique takes advantage of the internal decoding located inside the 2716
device package. In this application both the OE pin 20 and the CE pin 18 must
be a logical 0 before the data outputs are enabled onto the system data bus.
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Recall that with the previous technique, the OE input pin 20 was connected
to ground potential which was the active state for this input.

2716

CE

OE
Tzo 18

MEMR ROMA SELECT
FROM FROM FIGURE 1.6
FIGURE 1.8

Figure 1.11: A schematic diagram showing how the 2716 device can be enabled
using the output enable pin 20 or the chip select pin 18.

1-10: Adding More ROM

Figure 1.12 shows that it is possible to add more ROM devices to the
system by using the enabling technique of Figure 1.11. This technique al-
lows us to add more physical ROM devices without having to add external
gates, (Recall that the decoding technique described in Figure 1.10 requires
additional gates when adding more ROM to the system.)
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Recall that each ROM has a specific address block reserved for its use.
However, the Z80 CPU makes no separation when executing the software.
It assumes that all the ROM space is available. In other words, a three-byte
instruction may have one byte located in the last location of ROMA, and the
next two bytes located in the first locations of ROMB.

ROMA

AO-A10
FROM 280 > <
CPU N N N
-l
DO-D7 ROMA ROMB ROMC ROMD
TO Z80
CPU
DO-D7 DO-D7 DO-D7 DO-D7
A0-A10 |/ A0-A10 |~ AO-A10 A0-A10 |~
OE CE OE CE OE CE OE CE
MEMR | T T T T T T
FROM >
FIG. 1.8
ROMB

)
(e
=
o

MEMORY SELECT LINES FROM FIG. 1.6

Figure 1.12: A schematic diagram showing how you can add multiple memory devices to the memory
hardware without using extra logic gates. The use of the OE line of the 2716 is employed in this
memory decoding technique.

1-11: Memory Mapping Larger ROMs

There are two larger ROMs that are widely used in system applications:
the 2732 and the 2764. These devices are organized as 4096 x 8 and 8192 x
8, respectively. Figure 1.13 shows the pinouts of these two devices.

A point of interest regarding the pinouts of the 2732 and the 2764 is that
they can be interchanged in a physical socket even though the pin count is
completely different. This can be accomplished by using 28-pin sockets in
the system and connecting Vec to pins 28 and 26. (See Figure 1.14.)
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BLOCK DIAGRAM

DATA QUTPUTS

2732A
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A.E;g s ] o,
INPUTS | —= i %0 9 16106
= 55.536-8IT 0, w0 15 (10,
=2 DECODEN CELL MATRIX o] 11 1o,
— Gno [ 12 1310,
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MODE (20 | (22) | (@2m ) (28) (11-13, 15-19)
Read Vi Vi Vin Vec Ve Doyur
Standby Vin x x Vee Ve High Z
Program Vi, x Vi Vor Vee Dies
Program Verity Vi Vi Vi Vep Vee Dour
Program Inhibit Viu X x Vor Vee High Z

x can be either V| or V,,

*HMOS is a patented process of Intel Corporation

2764

PIN CONFIGURATION
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A.:
Ag[:
A;E
I1E
a0 ]
OnE
o]
02 [

Gno ]

PR

-
=1

1"
12
13
i

S
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a7
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5
24
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Fil
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9
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"
16
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(] vee
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(I Nci
(] s
(] a0
A
] o€
1 Ao
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[or
F)os
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:Oc
[ 03

"] For total compatibility and
upgradability from the 2732A and
RAOMSs provide a trace to pin 26

PIN NAMES
-A,, | ADDRESSES
CE CHIP ENABLE
OE OUTPUT ENABLE
0,-0, | OUTPUTS
PGM | PROGRAM
N.C NO CONNECT

Figure 1.13: Pinouts and a block diagram of the 2732 and the 2764 EPROM devices that are widely
used in microprocessor applications.

These devices are designed so that you can elect to start with the 2732 and
then later upgrade to the 2764. This allows you to double your available
ROM space without increasing any physical board space. If the larger mem-
ories are chosen, the memory map will change from the one shown in Figure
1.5 to the one shown in Figure 1.15. Notice in Figure 1.15 that only one
physical device is used for the address space from 0000 — OFFF. (Recall that
the map in Figure 1.5 required two.) The hardware used to generate the
memory select lines is similar to the circuit hardware shown for the previous
map that used the 2716 EPROMs.
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TRACE FROM
PIN 28 TO 26 2764

.
| 0 0 |
| ety © el B e L
| O O
: @] o E‘,\2732
O O
O o]
o) O
O O
O @)
@) O
O @)
@) O
O O

Figure 1.14: A block diagram showing how a single physical socket can be
used to apply either the 2732 or the 2764 device. In this application, a 28-pin
socket has been used.

741542

0000-OFFF

1000-1FFF

2000-2FFF

3000-3FFF | MEMORY
4000-4FFF [ SELECT
5000-5FFF | OUTPUTS
6000-6FFF

. 7000-7FFF

A12 15
A13 14
A14 13
A15 12

FROM
Z80
CPU

OO o>

O ~N O O & W N =

Figure 1.15: A hardware schematic showing the memory select decoding logic using a 741542 BCD to
Decimal decoder.
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1-12: Adding Address Buffers

The memory system that we have presented is very basic. It is, however,
widely used in industry. Note that there is a critical area in this type of system
design: the load on the Z80 address bus lines.

If we examine a typical Z80 data sheet as presented in Figure 1.16, the
specification for I, (output current logical 0) and I}, (output current logi-
cal 1) for an address output line is 1.8 mA and — 250 u A, respectively. (The
minus sign indicates that the current is being supplied by the Z80 and is
leaving the CPU device.) This specification tells us that only 1 standard TTL
(transistor transistor logic) load can be driven by any address output line. A
TTL loadis equal to 1.6 mA in the logical 0 state and 40 microamperes in the
logical 1 state. See Figure 1.16.

In the memory system designs presented thus far, the only TTL device
used has been the 74L.S138. The LS indicates low power Schottky and is
equivalent to approximately 1/3 of a standard TTL load. This load was only
present on the upper address lines, A11 — A15. All other Z80 address output
lines had loads of the memory address inputs only. Memory address input
loads are typically 10 microamperes in the logical 1 and 0 states. However,
the system address line may be connected to other circuits besides memory.
The address line may be connected to 1/0 devices, cables, or even through
edge connectors to another circuit board.

In these cases and in any application where the output load on the Z80

D.C. CHARACTERISTICS
Ta=0°Cto70°C, Ve = BV + 5% unless otherwise specified

SYMBOL| PARAMETER MIN. | TYP. | MAX.| UNIT | TEST CONDITION
ViLc |Clock Input Low Voltage -0.3 0.8 v

ViHc  |Clock Input High Voltage Vee-.6 Vee+td V

ViL Input Low Voltage -0.3 0.8 v

VIH Input High Voltage 2.0 Vee v

VoL Output Low Voltage 0.4 v loL = 1.8BmA

VoH Output High Voltage . 2.4 Vv lgH = —250 pA
Ice Power Supply Current 150* | mA

I Input Leakage Current 10 WA ViN=0to Vge
ILgH |Tri-State Output Leakage Current in Float 10 uA VouT =24 1to Vg
IpoL  [Tri-State Output Leakage Current in Float =10 | wA VouT = 0.4V

ILD Data Bus Leakage Current in Input Mode £10 HA 0<V|NSVee

Figure 1.16: A partial data sheet for the Z80 microprocessor showing the I,
and Iy, sink and source currents for the CPU output lines.
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address lines exceeds the specified rating, address buffers will be needed.
Address buffers increase the output current drive capability of the Z80 ad-
dress bus. Address buffers should be used any time the address lines are
required to drive a cable, even if the DC load does not exceed the specifica-
tion. This is due to the capacitive load a cable places on the address line.
Figure 1.17 shows one way that you can add address buffers to a Z80 sys-
tem. Note, however, that not all Z80 systems require address buffers. The
use of buffers is dependent on the system application.

1-13: Memory Data Buffering

In some system applications, the data outputs from the system ROM do
not have enough current drive capability to adequately control the system
data bus lines. In such cases, it is necessary to use memory data buffers.

7415244
AD 2 18 BAO
/A 4 16 BAT 1\

A2 6 14 BA2

A3 8 12 BA3

A4 1 D 9 BA4

A5 13 721 Bas

AB 15 5 BA6

A7 17 3 BA7
ADDRESS . -
OUTPUTS BUFFERED
FROM < ? T > SYSTEM
Z80 §;|7 ADDRESS
cPU BUS

AB 2 18 BAS

A9 4 16 BA9

A10 6 14 BA10

A11 8 12 BA11

A12 11 9 BA12

A13 13 7 BA13

A14 15 5 BA14

\ A5 17 3 BA15 )
1 19

Figure 1.17: A schematic diagram showing one technique for adding address
buffers to a Z80 system.
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Memory data buffers perform a function similar to the memory address
buffers discussed in the previous section.

The memory data buffers must be capable of a fri-state operation. A tri-
state operation is necessary because the memory data must be electrically
removed from the system data bus when the Z80 is not electrically request-
ing it. Figure 1.18 presents a schematic diagram showing how memory data
buffers can be installed in a typical ROM system. In this figure, the ROM
data outputs need only drive the data buffer inputs. The outputs of the
memory data buffers will drive the entire load of the system data bus.

BD7 3 | 17|MD7
L

=

ENABLE

RAOM 1
MDO |00
/S MD1 |On
/ MD2 |02
/ MD3 |03
7 MD4 |04
/ MDS5 |Os
/ MDE& | Os
/ MD7 |O7
MEMORY DATA ¢ ROM 2
BUS NOT P
MDO |Oo
BUFFERED
S MD1 [O1
MD2 |02
MD3 |03
MD4 [O4
/ MD5 |Os
/ MDE (Os
/ MD7 |Or
DATA BUFFER 4
74LS244
BDO 18 2|MDO0 _~
BD1 |16 4|MD1 S
BD2 14 6{mMD2 /]
BUFFERED 803 12 o 8|MD3 /
MEMORY DATATO { oo 9 4211 (MDa /]
Z80CPU BD5 7 | 13[mMDs ]
BD6 5 II 15(MD6 ./
9

Figure 1.18: A schematic diagram showing how memory data output buffers
can be used to buffer the memory data prior to driving the system data bus.
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1-14: Three Complete ROM System Examples

The schematics shown in Figures 1.19, 1.20, and 1.21 are all complete
ROM systems based on the concepts presented in this chapter. The memory

0|
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g ojoe  mls slon  mls sos  mfs ] ajos  mfs ]
AW wlo:  afr ] Swlor Al A el alr A o afr
780 hloe mfs ] [ Tijor e A wlo:  adse A [ nlor  ads A
L7 13|0s As /S L 13|0s Asls A ¥ 13]0a Afs A A 13|0a M5 A
L 14|0e Aala S I 140 asls A 1 1|0 Adla PARL (=N Aala A
/ 15| 0% As |3 i 4 15|0s As|3 /] 15|08 As|a e 4 1510 IEL/
b0 A elos mfz ] P elos mfa A [T wlos mfz ] [ elos 2 A
o1 1o A A P o A A wjor  afr S ajor a4
:: / mlnn SV asl2z A L mal23 /| rd A2 A
ml2z ml22 A mlzz /] mizz A
: Awofig Awolig Y (T i Awl1s
+5 5 +5 .
e Llvee L] VPP L {ver L{vee
o7 21 Fal 21 21
Yo% 5%t oE_CE o€ @t ok CE
7 Y
m:% IEI 2)_HREAD on 18 on 18 znT Yo __a:r 1
1% .o/
I P e
7415244
§ w2
16 4
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bl bt N BUFFERING CIRCUIT
5 & IF NOT USED
N S CONNECT MEMORY
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1 "
i
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&
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1
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i
|
1 i[z]a]s
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Figure 1.19: A complete memory system using the memory map shown in Figure 1.22. This system
employs 2716 devices.
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Figure 1.20: A complete memory system using the memory map shown in Figure 1.22. This system
employs 2732 devices.
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Figure 1.21: A complete memory system using the memory map shown in Figure 1.22. This system
employs a 2764 device.
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map for these systems appears in Figure 1.22. Memory systems using these
devices are in wide general use today. The EPROMs are available from
many suppliers and are easy to program and use.

FFFF
NOT
USED
— —
— -~
/ 2000 \ 1FFF 1FFF
1FFF \
ROMD
2716 ROMB
1800 > 2732
17FF I FIGURE
2716 o Lo
FIGURE < 1000 1000 > 2764
1.19 \ OFFF
OFFF ROMB FIGURE
2716 ROMA Ll
0800 > 2732
7| FIGURE
OIER ROMA 1.20
2716
\_ 0000 ) 0000 ] 0000
Figure 1.22: A typical memory map showing how the address space relates to
different physical memory devices. Notice that this map requires four 2716,
two 2732 and only one 2764 memory device.

CHAPTER SUMMARY

In this chapter we have presented useful information regarding the use of
ROM with the Z80. We have presented basic information concerning ROM
operation and described the fundamental elements that give a reliable con-
nection between the Z80 and ROM. The examples in this chapter have
shown that using ROM with the Z80 can be a relatively simple task. There
are certain guidelines, however, that must be followed.
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Chapter

INTRODUCTION

We will now continue with our study of the Z80 micro-
processor by learning how to interface it with random
access memory, also known as RAM. RAM is used in a
system for temporary storage of programs, data, or vari-
ables. Unlike ROM (or read-only memory—discussed in
Chapter 1), RAM is volatile and information is lost when
power is turned off.

The electrical interface between the Z80 and static RAM
is not a difficult one to realize. There are certain guide-
lines, however, that should be followed. In this chapter we
will examine these guidelines and cover all the important
interfacing topics relating to static RAM. We will also dis-
play and discuss two popular static RAM systems often
used in industry. One is comprised of 2114, 1K by 4-bit
memories, and the other of 6116, 1K by 8-bit memories.

2-1: Overview of Static RAM Communication

We shall begin our discussion by explaining how a semi-
conductor read and write memory is communicated with
in general. Once you understand this process, you will find
that it is an easy and straightforward jump to understand-
ing how the Z80 communicates with RAM. If you are
already familiar with this communication process, you
may want to skip the first part of this chapter.

To start, a random access memory in a microprocessor
system is capable of having data written to it and read
from it by the CPU. Specific electrical signals are neces-
sary for performing these two types of communication.
Figure 2.1 displays a block diagram of a typical RAM
device and shows the major electrical signals.
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Let’s first examine the power supply connections. A RAM must be pow-
ered up, and the most common voltages are +5 and ground. (We suggest
that you refer to the manufacturer’s data sheet for the exact voltages.) For
our purposes, however, we will assume that the RAMs we are using require
+ 5 volts and a ground.

In Figure 2.1, the lines labeled “Data In” are the physical wires that allow
the electrical information to be written into the RAM. The lines labeled
“Data Out” are the wires that allow the information stored in the RAM to
be electrically read out. A RAM must have at least one data input line and
one data output line. The exact number depends on the internal organiza-
tion of the device.

In Chapter 1 we described the internal organization of ROM. Much of the
same information and reasoning can be used to describe RAM. Like ROM,
much information can be gleaned from the description of a RAM. For
example, a RAM may be described as being a 256 X 1,ora 256 X 4,ora
1024 x 8, etc. The second number indicates the number of data input and

VvCC

DATA IN DATA OUT
———

ADDRESS >
INPUT "
LINES >

A GND

R/W

CHIP SELECT

Figure 2.1: A block diagram showing the major electrical signals of a typical RAM device.




USING STATIC RAM WITH THE Z80

29

output lines the memory has. In other words, every time the memory is
electrically written to or read from, the second number in the description
determines the number of parallel data bits that are written or read.

Let’s now examine the address input lines shown in Figure 2.1. (We previ-
ously examined these lines in Chapter 1 during our discussion of ROM.)
Address lines of the static RAM have the electrical function of selecting the
internal location of the memory device from which data will be read or
written to. It is possible to determine the number of unique storage locations
available in a RAM by simply counting the number of address lines. The
converse of this is also true. That is, you can determine the number of
address lines in a device by determining the stated number of unique storage
locations. For example, a 1024 x 4 static RAM will have 1024 or 1K unique
storage locations available, and at each storage location, 4 bits will be
written or read at the same time.

The final signal line in the figure (labeled R/W) electrically determines
whether the RAM will have data written to it or read from it.

Let’s now turn our attention to the general sequence of events that occurs
whenever any semiconductor memory is written to or read from, that is,
whenever the microprocessor communicates with RAM. Let’s first examine
the events that occur during a read operation.

2-2: Sequence of Events for a RAM Read

1. First, the address lines are input to the memory. At this time the
internal location from which the data will be read is logically de-
coded by the RAM.

2. The R/W control line is placed in the correct logical condition for a
memory read. On some memories this is a logical 1; on othersitisa
0. (The manufacturer’s data sheets will help you determine the ex-
act logical condition for a memory read for your system.)

3. The system must wait for a certain length of time, called read access
time, to allow the internal circuits of the memory chip to decode
the address and select the addressed data.

4. After the wait time, the data is available on the memory output
lines, and can then be read by the system microprocessor. If the
microprocessor reads the data too soon—that is, if it does not wait
for the read access time—invalid data may be read from the device.

A timing diagram of this sequence appears in Figure 2.2. We shall refer
back to this sequence when we examine communication between the Z80
and the semiconductor RAM. The sequence for reading data from memory
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is exactly the same for RAM as it was for ROM. In fact, the microprocessor
system does not electrically distinguish between reading data from ROM
and reading it from RAM.

Let’s now discuss the sequence of events that occurs during the writing of

.data to RAM.

2-3: Sequence of Events for a RAM Write

1. First, the address input lines to the memory are set to the logical
conditions of the internal memory location to which data will be
written.

2. Next, the data that will be written into the memory are placed on
the data input lines.

*— ADDRESS INPUT LINES AO-AN

XSTABLE
l

R/W LOGICAL LEVEL FOR READING DATA

DATA OUTPUTS VALID j

A

e —— TACC <5

(NOTE: TACC = TIME REQUIRED FOR DATA TO BECOME STABLE AT THE MEMORY DATA QUTPUT
LINES DURING A MEMORY READ OPERATION.)

Figure 2.2: A timing diagram showing the general sequence of events for reading data from system
memory.
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3. The system must wait a finite amount of time, called write access
time (usually less than a few hundred nanoseconds), to allow the
internal decoding circuits to stabilize.

4. After the wait time, the R/W control line of the memory is set to
the logical level, or pulsed, to allow the data present at the data
input lines to be written into the RAM.

Figure 2.3 shows a timing diagram representation of this sequence of
events. The hardware required to follow this sequence varies with each
Microprocessor.

2-4: A Real Memory Device

Let’s now examine a typical RAM memory that is widely used in industry.
We will begin by examining the important specifications of the device. We
will then show how data is read from it and written to it. It is essential, when
using RAMs, to understand the electrical specifications of the device. How-
ever, once you understand the workings of one RAM device in detail, it is
easy to understand the workings of other RAMs used in other micropro-
cessor applications.

The RAM that we have chosen for this discussion is the 2114, 1024 x 4,
static, common I/0O RAM. The term common I/O refers to the electrical
configuration of the data input and output lines of the RAM. A RAM may

ADDRESS INPUTS STABLE A0-AN

A

DATA INPUTS STABLE DO-DN

A

R/W IS PULSED TO WRITE DATA INTO MEMORY

Figure 2.3: A timing diagram showing the sequence of events necessary when writing data to a typical
RAM device.
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have either separate or common 1/0. Separate I/O means that there are
unique data input and output lines for the RAM (as shown in Figure 2.4).
Common I/0 means that the data input and output lines of the device are
the same pin (see Figure 2.5).

Since RAM can only be written to and read from, only data input and
output lines are needed. Further, these two functions are mutually exclusive:
you can never read and write to memory at the same time. Thus, the input
and output lines are never used at the same time. This fact allows for a
reduction in the number of hardware pins needed to perform the read and
write functions in RAM. It also allows for a common I/0. In addition, the
data input and output lines can be time-multiplexed. This means that during

> DOI DOO >
4DATA |\ Bii SO 4 DATA
NPUT {7 RAM OUTPUT
LINES | )— D2 D20 —> LINES
Y D3l D30 —

Figure 2.4: A block diagram of a RAM with separate input and output lines.

4 COMMON 1/0
e« 5| LINES. DURING A
WRITE CYCLE
THESE LINES ARE

FVAM '« »  DATAINPUT, AND
DURING A READ
<> ) CYCLETHEY ARE
DATA OUTPUT.

Figure 2.5: A block diagram of a RAM with common input and output lines.
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a memory read operation, the data I/0 lines are used as data outputs and
during a write operation, they are used as inputs. The logical state of the
R/W control line determines the definition of the data /O pins at any given
time for the memory. Figure 2.6 shows a pinout and functional block
diagram for a 2114 memory device.

2114A

1024 X 4 BIT STATIC RAM

2114ALA1 2114AL-2 2114AL-3 2114AL-4 2114A-4 2114A-5
Max. Access Time (ns) 100 120 150 200 200 250
Max. Current (mA) 40 40 40 40 70 70

HMOS Technology

Low Power, High Speed
Identical Cycle and Access Times

Single +5V Supply +10%

8 High Density 18 Pin Package

The 2114A is designed for memory applications where the high performance and high reliability of HMOS, low cost, large bit
storage, and simple interfacing are important design objectives The 2114A is placed in an 18-pin package for the highest

possible density

It is directly TTL compatible in all respects: inputs, outputs, and a single +5V supply. A separate Chip Select (CS) lead aliows
easy selection of an individual package when outputs are or-tied

® Completely Static Memory - No Clock

or Timing Strobe Required

® Directly TTL Compatible: All Inputs

and Outputs

8 Common Data Input and Output Using

Three-State Outputs

® 2114 Upgrade

The Intel® 2114A is a 4096-bit static Random Access Memory organized as 1024 words by 4-bits using HMOS, a high per-
formance MOS technology. It uses fully DC stable (static) circuitry throughout, in both the array and the decoding, therefore it
requires no clocks or refreshing to operate. Data access is particularly simple since address setup times are not required. The
data is read out nondestructively and has the same polarity as the input data. Common input/output pins are provided.

PIN CONFIGURATION

LOGIC SYMBOL

ML ‘l:“ct —a,
5[] vl ]a, — A, 10—
h[j 2 1L LS —*
LN [ 18] Ay =% 10—
—qA
a5 2114A 14| Jio, 4
— A,
A [e [ Jio, _A: 10y =
SO [ Juo, ssln
(=1 ] n[ o, — 4, 9=
ano[ e 10| ) WE — %
WE_ CS
PIN NAMES ? ?
A,-A,  ADDRESS INPUTS Voo POWER (+5V)
NE WRITE ENABLE GND GROUND
[ CHIP SELECT
110, -1/0g DATA INPUT/OUTPUT
| —

BLOCK DIAGRAM

N w—
) -
s P —— MEMORY ARRAY
84 ROWS
L g >3 SLECT 84 COLUMNS.
Ay » 3
N e
I .
0 COLUMN 10 CIRGUITS
10 (E] j— INPUT COLUMN SELECT
DATA
1, @ 'j_comnm
110, © j___
Moo

e
o i

QO - PIN NUMBERS

Figure 2.6: A partial data sheet and block diagram for the 2114, 1K X 4, common I/0 static RAM.
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Let’s now examine the important parameters of this memory. (Note: the
information given in this section may be applied to most semiconductor
memories, even if they do not use common I/0.)

For this example, we will consider the 2114 at the user level only. Further,
we will assume that the memory access time is consistent with the over-
all system speed, and that we won’t need to generate any wait states for
slow memory.

Figure 2.7 shows a partial data sheet and general timing diagrams for
electrical communication with the 2114 memory. Let’s first discuss writing

A.C. CHARACTERISTICS Ta = 0°C to T0°C, Voo = 5V ¢ 10%, unless otherwise noled
READ cYCLE V!

2114AL-1  |2114AL-2 2114AL-3 2114A-4/L-4[2114A-5
SYMBOL PARAMETER Min. Max.| Min. Max.| Min. Max. | Min. Max.| Min. Max. | UNIT
tac Read Cycle Time 100 120 150 200 250 ns
1a Access Time 100 120 150 200 250 ns
lca Chip Selection to Output Vahd 70 70 70 70 85 ns
lex Chip Selection to Output Active | 10 10 10 10 10 ns
tare Output 3-state from Deselection 0 s 40 50 80 ns
| R 18 1 18 1 1 s

WRITE CYCLE 12

2114AL-1 2114AL-2 2114AL-3 2114A-4/L-4 |2114A-5
SYMBOL PARAMETER Min. Max.| Min. Mex.| Min. Max.| Min. Max.| Min. Max. UNIT
twe Write Cycle Time 100 120 150 200 250 ns
tw ‘Write Time 75 75 90 120 135 ns
lwn ‘Write Release Time 0 0 ] o 0 ns
torw Qutput 3-state from Write 30 as 40 50 60 ns
tow Data to Write Time Overlap 70 T0 80 120 135 ns
tom Data Hold from Write Time 1] 0 o a 1] ns

NOTES
1 A Read occurs during the overiap of & low CS and & high WE
2 A Write 0CCUrS during 1Ne overiap of & low 55 and & low WE 1, 13 measured rom the latter of I8 or WE going low 10 the sariier of T8 or WE geing nign

WAVEFORMS
READ CYCLE® WRITE CYCLE
i tac e e
I, : ﬂ A0OAESS K_
swones X T .
o]
a AWK 777777777777
EJAAANANRNRNNNNANANNS i I -

RS | R,
— ﬂ  HE =
St N ‘w-j
Sty AN
=

NOTES Oour rasamees |
3 WE is high for a Rasa Cycle -t

low
4 if ihe B3 low transition occurs simultanaously with the WE low
tranaition, the output butters remain in & high impedance stals o —_d
5 WE must be high during all address transitions .

Figure 2.7: Excerpted data sheet showing the timing parameters for the 2114
memory device.
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data to the memory. These events follow the general sequence described in
Section 2.3 of this chapter. However, now we will describe the process
in more detail and include the actual specifications of the memory under
consideration.

2-5: Sequence of Events for Writing Data to the 2114
1. Address inputs are set to the address to which data will be written.

2. Data is applied to the data 1/0 lines of the device. These lines are
tri-stated. If this were not the case, there would be a conflict be-
tween the data being applied to the memory and the data stored in
memory; i.e., each would try to control the I/0 line. Figure 2.8
shows a diagram of such a conflict.

3. Next, the WE and CS inputs to the memory are asserted at approxi-
mately the same instant in time. When the WE input is a logical 0,
the I/0 lines act as inputs. Therefore, the memory device should
not be selected until the WE input is asserted. This is shown in

Figure 2.9.
BI-DIRECTIONAL MEMORY BUFFER STATIC SYSTEM RAM
SYSTEM TRI-STATE
DATA BUS *

THERE IS NO BUS CONFLICT BECAUSE
THE RAM IS NOT SELECTED, HENCE IT
IS UNAFFECTED BY SIGNALS FROM
THE BUFFER.

Figure 2.8: A block diagram of a possible bus conflict between the 2114 data
output lines and the memory data buffer outputs. This conflict can be avoided
through proper control of the memory data buffer direction control line.
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DATA INPUT TO 2114 MEMORY FROM CPU
MDO-MD7 X

CSINPUT TO 2114

WE INPUT TO 2114

NO BUS CONFLICT WILL RESULT AND MEMORY WILL OPERATE CORRECTLY.

Figure 2.9: A timing diagram showing the correct way to control the memory data buffers. In this
case, the bus conflict shown in Figure 2.8 will be avoided.

Now that we are familiar with the events that occur each time the 2114
memory has data written to it by the CPU, let’s go on to explore the events
that occur when the 2114 memory has data read from it.

2-6: Sequence of Events for Reading Data from the 2114

1. The address is input to the memory from which data will be read.

2. Next the CSis asserted. At this time the WE input line is a logical 1.
The data I/0 lines of the 2114 memory are enabled.

3. The data I/0O lines output the data that has been previously stored
at the address location.

We state again that the reading of data from static RAM works in the
same way as the reading of data from ROM. That is, all of the same timing
and buffering rules apply.

Now that we understand how the 2114 device works, let’s connect it to the
Z80 microprocessor.
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2-7: Connecting the Address Lines to the Z80

To illustrate how the Z80 communicates with RAM, we will now present a
complete design of a general-purpose RAM system. As we examine this sys-
tem, we will explore potential problem areas that can arise when using RAM
with the Z80. Although the information presented here is general, it is
important information for anyone who wishes to use static RAM in a Z80
microprocessor application.

We can see how the Z80 address bus connects to the RAM system, by
examining the system memory map. Figure 2.10 shows a partial map. A
memory map can help determine where in the (possible) 64K address space
the RAM is to reside. The map in Figure 2.10 shows the RAM memory
space in locations 3000 to 3FFF in hexadecimal. This amount of mem-
ory space gives 4096 or 4K x 8 locations of RAM memory for the system.

For this example we will construct a 4K x 8 RAM memory that commu-
nicates with the Z80. If we examine the data sheet in Figure 2.6, we can see

FFFF

(

i ¥
(

) )

(
(

4000
3FFF
RAM
3000
2FFF
ROM
0000

Figure 2.10: A partial memory map showing the ROM and RAM space of the
system memory.
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that each memory device has four I/0 lines. Since the Z80 microprocessor
communicates using eight data lines in parallel—that is, a byte at a time—
we must use two 2114 memories in parallel, to form a complete 8-bit word.
(See Figure 2.11.)

The first thing we must do then is to determine the number of memories
needed to construct the entire RAM space. We can calculate this in the fol-
lowing way. The available RAM space is equal to 4096 bytes. Each 2114
memory stores up to 1024 nibbles; therefore, for each 1024 bytes of storage
using 2114 memories, we need two physical devices. Thus, we need eight
2114 memory devices to realize the entire RAM space. Of course, we do not
necessarily need to use all of the available memory space.

For this example, our Z80 system will require only 1K bytes of RAM. We
will assume, however, that the system was designed with 4K bytes of mem-
ory space. (Note: it is normally a good idea to include more memory space

SYSTEM
ADDRESS
2114 LINES
( BDO -
BD1
BD2 10
BD3 1K x 4
SYSTEM P AO-A9
DATA 7
BUS
2114
BD4
BD5

BD6 10 /

Figure 2.11: Two 2114 memory devices are used in a parallel fashion to con-
struct a complete 8-bit wide memory system.
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in your design than you feel you will use, if your system permits it. This
allows you to easily expand the memory in the future, if your application
requires it. Bear in mind that adding memory to a system that has not been
designed with that concept in mind can be a difficult task.)

We now know that our system requires eight 2114 memories to realize the
entire memory space. Each 2114 has 10 address input lines, A0-A9; and all
of these lines must be connected together in a parallel fashion. That is, AQ of
all eight devices must be connected; Al of all eight devices must be con-
nected, and so on. (See Figure 2.12.)

SYSTEM ADDRESS
BUS BAO-BA9
2114
A0)s BAO
Do 14 Al1l6 BA1
D1 13 A2|7 8A2 /
D2 12 A3|a BA3
D3 1 A4l3 BA4
As|2 BAS5
6|1 BAG
A7|17 BA7
AB|16 BAB
A9]15 BA9
2114
A0ls BAO
D4 14 Alle BA1
D5 13 A2 |7 BA2
D& 12 A3l4 BA3
D7 11 Ad4|3 BA4
A5|2 BAS
Ag |1 BAB
ATIT7 BA7
ABl16 BAB
A9]15 BAS
Figure 2.12: Address input lines AO-A9 are connected to each memory in a
parallel fashion.
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The remaining address bus lines, A10-A1S5, are used to decode the RAM
memory space from all other system memory space. Two levels of decoding
are used. Address lines A10 and A11 will be used to select the correct pair of
2114 memories, and address lines A11-A15 will be used to select the mem-
ory space C000-D000 from all available memory space.

There are several different techniques that can be used to decode address
lines for any particular application. The circuit shown in Figure 2.13 is a
typical one. It is provided to give you a general idea of how logical memory
selection can be accomplished. Although these circuits do work, they are not
meant to be the ultimate solution. All solutions must be tailored to the
system application and normally depend on the system speed, bus loading
and final memory map. Figure 2.13 shows the hardware required to realize
the two-level decoding of the RAM space for this example.

74LS42
IC1
D
BA15 12
BA14 C 13
BA13 B -
i3l
BA12 A 15 4
0
E 74LS42
O
D
12 IC2
C -
13 s b 3C00-3FFF MSELD
BA11 B FF
14 3o 3800-3B MSELC
BA10 A 3400-37FF MSELB
15 20
1b 3000-33FF MSELA
Figure 2.13: A schematic diagram showing the decoding circuits for realizing the memory select logic.
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Note here that address buffers may or may not be used. Recall that we
explained the use of address buffers in Chapter 1. The same loading and

speed rules apply to both the RAM and ROM devices.

2-8: Connecting the Data Lines—Non-Buffered

We will now show you how to connect the memory data outputs to the
Z.80 data bus. For this example we will use no data buffers; we will assume
that the loading on the Z80 data bus lines does not exceed the specified
output drive capability of the memory data I/0 lines. Thus, we will simply
connect the 2114 memory outputs in a parallel fashion, and then connect the
resulting eight data I/O lines to the Z80 data bus. The connection is straight-

forward. The process is shown in Figure 2.14,

SYSTEM MEMORY

f

SYSTEM DATA
BUS

Zard. | 2114
D7 | /0 0] 14
D6 | /0 1]13
D5 | 110 2|12
D4 | I/0 3|11
l 2114
D3 | I/0 0] 14
D2 | 110 1]13
D1 | 110 2|12
Do | 110 3|11
|
|

Figure 2.14: A diagram showing how the data lines are physically connected
between the 2114 and the Z80 microprocessor.
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It is important to recall that the 1/0 lines of the 2114 memory system are
controlled by the WE and the CS inputs to the device. If your application is
such that data buffers are not required, a simple direct connection from the
memory output lines to the Z80 data bus lines is all that is needed.

2-9: Generating the Memory Read and Write Control Lines

When the Z80 microprocessor communicates electrically with memory,
there are three physical output lines, MREQ, RD and WR, that are used to
generate the memory control lines labeled MEMR and MEMW. Figure 2.15
shows a typical logic circuit that generates a system memory read and write
signal, based on the logic state of the three Z80 output lines.

We will now use the output lines in Figure 2.15 with the memory address
decoding circuits in Figure 2.13 to control the WE and CS inputs to the system
RAM. (Note: recall that the information presented here is general and ap-
plies not only to the 2114 memory device but to most static memory devices.
The 2114 is used simply as a means of transferring information.)

Figure 2.16 shows how the MEMR and MEMW lines connect with the 2114
memory WE and CS inputs. This circuit will assert the WE and CS inputs to

Z80 PIN
9 MREQ

741832

%

2_80 PIN ﬁ

RD
1_2/
21

Z80 PIN 4 MEMW
WR 6

5
22

Figure 2.15: The logic circuits for generating the system memory read and
mermory write control signals.
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MEMR 2114

“~ MEMORY
SELECT
FIG 2.13

D.__
s p——-=q9¥

2114

Figure 2.16: A schematic diagram used for asserting the CS and WE inputs to the 2114 devices.

the memory at approximately the same instant that a memory write occurs.
During the memory read operation, however, only the CS input will be
asserted to the 2114 memory.

2-10: Using Buffered Data Lines with Static RAM

In the previous section we connected the 2114 memory 1/0 lines directly
to the Z80 data lines. This connection is electrically valid if the overall sys-
tem application does not require data buffering on the Z80 data bus. We will
now, however, assume that your application requires a bi-directional data
buffer on the Z80 data bus line. If this is the case, a data buffer must be
installed on the memory data output lines. This is due to the fact that during
a memory read operation, the memory data outputs must electrically drive
the entire data bus load.

Figure 2.17 shows one way to install data buffers on a static RAM system.
Note that the 2114 memory /0 lines are all connected as before; however
they are not connected directly to the Z80 data lines. Instead, they are con-
nected to one side of a bi-directional buffer. The direction control for the



44 Z80 APPLICATIONS

data buffer is dependent on the logical state of the MEMR signal. Whenever
this signal is a logical 0 and the memory space is enabled, the memory data
buffers will then buffer data from the RAM outputs to the system data bus.

MEMR —
_D_r: CSTO 2114

MEMW W TO 2114
:
TO 2114
MEMORY MEMORY
SELECT DATA LINES
8| | 8| 8| | 8| 8 5| Tus
s| S| 2| S| S| 2| =| =
18 17 16 15 14 13 12 11 4_.J
; 19
0= READ 2 3 4 5 6 7 8 9
1 =WRITE o] =] ] o] =] w]| o ~
al ol al al al al al a
m m m m m m m [21]
TO Z80 SYSTEM
DATA BUS

Figure 2.17: A partial schematic for using memory data buffers for the 2114 device. Notice that
a 7418245 bi-directional buffer is used. This is due to the common 1/O characteristics of the
memory device.

2-11: Complete 4K x 8-Bit Static RAM

Figure 2.18 shows a complete static RAM system that will communicate
with the Z80 microprocessor. Note that this system includes a memory data
buffer. If your application does not require it, you can eliminate it by simply
connecting the MD lines directly to the system data bus lines.
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741542
MEMA FROM FIG 2.15 LS32
BA15 12[o ‘ | _\11_\ 1508
BA14 13lc > i/a 1 3
el 1418 g & 741542 :
BA12 5lA -, i3 ‘J Ls32
D 4 8
13| c 5 l Lso8
BA11 L GRS 4 5
BAO! 15(a p|. MSELB Lsaz 1
1 D—_——‘ L 13 Lsos
MSELA [ 1 10
12 B
__.I 9
LS32
ALL RAMS ARE MEMW FROM FIG 2 15
2114 1K x 4 STATIC 10
COMMON 110 ‘ 8
pan g
/ ( )
7
/ 3000-33FF 3400-37FF
BAD 5 a0ls B8A0
\—\ams 2‘1’ o o MDO MDa 1100 ale BAT
\BA? 7] A2 14 \/ 14 a2(7 BAZN \|
10 1 MO MD5 110 1 i BAG
BA3 4] A3 - 3[4  BA3
BAZ 3| Ag 9 \ |7 13 A4f3 BA4
NBAE 3] AS o 2 MD2 MD6 1oz A5[2 BAS N
BAG 1] A6 12 % / 12 A6 |1 BAB
] 2 1o 3 MD3 MD7 1o 3 a7
\\BAB 16| A8 . \/_ 1 ABl16  BA8
\\BAZ __ 15| A9 ao[15  BagN
CS WE o] WE N\,
T Q 10 8 T 10 T B
=
\ a0 |5
:2‘1’ 2 Al 100 MDa MDO Voo g = SAD
il 14 \ / 14 Al 34 N
217
L 7] A2 1o 1 MDS MDA 0o 1 o D08 N\
BA3 4| A3 a3fa BA3
BAd 3| A4 1 \V 12 A4 [ BAs
1o 2 MD6 MD2 o 2
BAS Z] As 4 = As |2 BA5 ™\,
N\ BA6 ] a6 1 \/ A6 |1 BAG
10 3 MD7 MD3 1o 3
BA7 __ 17] A7 A7 [17 BA7
\CBAE _16] AB " Nl n A8 (16 BABN
“\_BAS 15| Ag A8 (15 BAG N\
CS WE \
?10 8
I |
SYSTEM ADDRESS
BUS BAO-BAS
(=]
g LS45
DIRECTION CONTROL |, '8 7 16 15 141312 {obo ENABLE
0 = § READ 2°3 4 5 B98P
I ijﬂﬂﬂﬂ/g‘j
Dio|mD|m|o|o| oo
SYSTEM DATA BUS BDO-BD7 TO CPU
BI-DIRECTIONAL BUFFERS
Figure 2.18: A complete schematic diagram for a 2K x 8-bit memory system for the Z80 micro-
processor.
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2-12: The 6116: Another Static RAM Device

In this section we will present another popular static RAM that can be
easily used in a Z80-controlled system: the 6116—a 2K X 8, common /0
static RAM. Figure 2.19 shows a partial data sheet for this device. The 6116
has operating characteristics that are similar to the 2114 static RAM.

HM6116P-2, HM6116P-3, HM6116P-4

2048-word X 8-bit High Speed Static CMOS RAM

FEATURES

Single 5V Supply and High Density 24 pin Package

High Speed: Fast Access Time 120ns/150ns/200ns (max .}

Low Power Standby and Low Power Operation; Standby:  100uW (typ.}
Operation: 1B0mW (typ.}

Completely Static RAM:  No clock or Timing Strobe Required

Directly TTL Compatible: All Input and Output

Pin Out Compatible with Standard 16K EPROM/MASK ROM

Equal Access and Cycle Time

® FUNCTIONAL BLOCK DIAGRAM
(DP-24)
A0 o
- —0 Vec = PIN ARRANGEMENT
S Row | * Memory Matrix —o GNO
coder * 128x128 ar[1] |24] Vee
D — I as[7] [73) a8
As (3] [27] a9
I I a1 (21] We
1] : (7]  cowmnito A3[ 5 120] oe
' Input A2(6 [19] a0
¥ S Hej | | S e a1[7] [8)cs
i Control
¥ e ao0[ 8 [17] vos
1108 o——-y wo1[ 9 L 16] o7
”1. A0 170210 [15] /06
= wo3n |14 /08
o—]
BE Control Gno[12] (73] 1704
0E o Eodi
WE (Top Viewl
= ABSOLUTE MAXIMUM RATINGS
Item Sy mbol Rating Unit
Voltage on Any Pin Relative ta GND Vin -0.5t0+7.0 v
Operating Temperature Tope 010 +70 'c
Storage Temperature Tty —55 10 +125 °c
Temperature Under Bia ™ —10 10 +B5 c
Powser Dissipation Pr 1.0 w
® TRUTH TABLE
cs T OE WE Mode Vee Currant 1/0 Pin | Rel. Cycle
H X X Not Selected Iss, Iss1 High Z
L E H Resd Icc Dout Read Cycle (1)~ (3}
L H 1 L Write Iec Din Write Cycle (1)
L L | L Write Iec Din Write Cycle (2)

Figure 2.19: A data sheet for the 6116—a 2K by 8-bit, common 1/0 static RAM.
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= RECOMMENDED DC OPERATING CONDITIONS (7o - 010+70°C)

Iwem Symbol min we. i max unit
T
. S e s s :
S — Vin 22 a5 60 \
VL -1.0* - o8 v
* Pulse Width 50 ns, DC ¥y min = =03V
® DC AND OPERATING CHARACTERISTICS (vcc - 5v :10% GND - 0V, Ta - 010 +70°C}
Item Symbol Test Conditions HMon g2 bl Unit
min typ* max min we* max
Input Leakage Current Her! | ¥ec=55V. Fin =GND 10 Fee - - 10 - - 10 uA
Output Leskage Current Lol "a':"&,‘:bqg ;,g_"‘ - - 10 - - 0 A
I W lee |CS =V liyo = 0mA = 40 80 5 s 70 mA
Current lcer :;ig: 83:‘ Vi =06V, _ 15 i _ 10 _ ok
Aversge Opersting Curremt | [/oc2 | Min. cycle, duty = 100% - 40 BO - s 70 mA
Standby Powsr Supply isp c_z; :_”‘ = - 5 15 - 5 5 A
Current T B e T i - 00z | 2 i ooz | 2 mA
VoL foL = 4mA - - 04 | - - - v
Output Voltage oL = 2 1maA - = FI = = 04
Vou |low = -10mA 24 - - | 24 - - v
*i¥Vec=5V.Ta=25C
**. Reference Only
® AC CHARACTERISTICS (Vec - 5v -10%, To = 010 +70°C)
® AC TEST CONDITIONS
Input Pulse Levels: 0.8102.4V Input and Output Timing Reference Levels 15V
Input Rise and Fall Times: 10 ns Qutput Load' 1TTL Gate and Ci. = 100pF
(including scope and Jig)
® READ CYCLE
HMEB116P 2 HMEB116P 3 HME116P &
b srm. min mMax min max min max bl
Read Cycle Time 1RC 120 - 150 - 200 - ns
Address Access Time AR - 120 - 150 - 200 ny
Chip Select Access Time facs - 120 - 150 - 200 ni
Chip Selection 1o Output in Low 2 ez 10 - 15 = 15 - ns
Qutput Enable 10 Output Valid 10E = 80 - 100 - 120 ny
Output Enable 10 Output n Low Z oLz 0 - 15 - 15 - ns
Chip deselection 1o Output in High 2 eHz o 40 4] 50 0 60 n
Chip Disable to Output in High Z oKz [¢] 40 ] 50 0 60 n
Output Hold from Address Changs oM 10 - 15 - 15 - n
® WRITE CYCLE
HME116P 2 HME116P -3 HME116P 4
lrem Symbol Unit
min yp min max min max
Write Cycle Time rwe 120 - 150 - 200 - ns
Chip Selection to End of Write cw 70 - 90 - 120 - n
Address Valid to End of Write faw 105 - 120 - 140 - ng
Address Set Up Time 'as 20 - 20 - 20 - ns
Write Pulse Width wp 70 - 90 - 120 - ny
Write Recovery Time IWR -] - 10 - 10 - ns
Qutput Disable 10 Qutput in High Z oMz 0 40 0 50 [+] 60 ns
Write 10 Output in High Z IwWHZ 1] 50 1] 60 [+] 60 ns
Data 10 Write Time Overlap Dw s i 40 - 60 - ns
Data Hold from Write Time oM 5 - 10 - 10 - n
Qutput Active from End of Write ow 5 - 10 10 - ns

Figure 2.19: Data sheet continued.
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Dout

NOTES:

@ Write Cycle (2) Notes) 1, 6

Address

= TIMING WAVEFORM

S

@ Write Cycle (1) Notes) 1 fwe
Address >< ><
'wrl(3]
R , TR
e NN R 2ot o L
i AONNK A
lonz4] twel2]

Dout TR

ol —'pw ———'DH —]
Din

XXXX

the input signals of opposite phase to the outputs must not
be applied

. If the CS low transition occurs simultaneously with the WE

we
few 'wr(3]
-
\\\\\\\\[5‘1 I{///////
N N Vi /
aw
wel2]
\L\\ N / 'oH
'as
fwhz 4]
row 7] (8]
M N N K N AR R R e Y
// / / / //_/_/ //./ pw et —— D ——{ (9]
WE must be high during all address transitions. _ low transitions or after the WE transition, output remain in
. A write occurs during the overlap (fwp) of a low CS and a a high impedance state
low WE 1 e S 6. OEis continuously low, (OE = V)
. 'R is measured from the earlier of CS or WE gaing high to 7. Dgyy is the same phase of write data of this write cycle,
the end of write cycle 8. Dgyy is the read data of next address.
. During this period, 1/O pins are in the output state so that 9 If CS is Low during this period, 1/0 pins are in the output

state. Then the data input signals of opposite phase to the
outputs must not be applied to them.

Figure 2.19: Data sheet continued.
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® CAPACITANCE i/ = 1MHz, Ty = 25°C)

Item Symbol | Test Conditions typ. max. Unit
Input Capacitance Cin i Vin =0V 3 5 pF
Input/Qutput Capacitance Cro ] Vijo =0v 5 7 pF
® Read Cycle (1) Notes) 1,5
'RC
Address >< ><
faa
i AR E Lr/ /S
10E 'OH
s oLz { / IV
\j : A /]

facs
cLz

® Read Cycle (2) Notes) 1,2, 4,5

'rRC

S ¢

faa i

‘oK
104
Dout > ><
® Read Cycle (3) Notes)1,3,4,6
faCcs | IcHz
fcLz
Dout
NOTES: 1. WE is High for Read Cycle.

2. Device is continuously selected, CS = VL.

3. Address Valid prior to or coincident with CS transition
Low.

4. OE= VL.

5. Wnen CS is Low, the address input must not be in the high
impedance state,

Figure 2.19: Data sheet continued.
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Figure 2.20 shows one way of connecting the 6116 RAM to a Z80-
controlled system. Because of the organization of the device, only one
device is required for a complete RAM section of memory. This fact makes
the 6116 an ideal choice for both small and large system applications.

280 6116
|Do 9
D1 10
D2 1
D3 13
[p4 14
IDS 15
|D6 16
|D7 17
]
OE
20 3
cs WE
T

MEMORY SELECT

Figure 2.20: A schematic diagram showing the interconnections between the
6116 and the Z80 microprocessor.
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CHAPTER SUMMARY

In this chapter we have presented important information regarding the
use of static RAM with the Z80 microprocessor. Our discussion began with a
description of a general sequence of events for a memory read and write
operation. We then examined a typical RAM system comprised of 2114,
1K X 4, common I/0 memories. Important memory parameters were pre-
sented and details for reading and writing to memory were shown. We then
went on to examine a complete 2K X 8 memory system that uses 2114
memories as the physical memory devices. After that, we realized the same
memory system with a 6116 memory device.
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Chaptenr

INTRODUCTION

Two major hardware operations that a microprocessor
performs electrically are reading data from an input device
and writing data to an output device. In this chapter,
we will learn how the Z80 communicates electrically with
input and output devices. In addition, we will construct a
general input and output (1/0) port using discrete logic
devices.

We have chosen to discuss input/output operations at
this point because electrical communication with 1/0 is
similar to that of static RAM. In fact, as you progress
through this chapter you will see strong similarities in com-
munication between the microprocessor and static RAM,
and the microprocessor and I/0 devices.

The information presented in this chapter is important.
You will need a basic understanding of I/0 to understand
the material presented in the chapters that follow.

3-1: Overview of Z80 Input and Output

The Z80 can input data from and output data to an 1/0
device. These two types of operations are shown in Figures
3.1a and 3.1b. Whenever the Z80 performs an 1/0 opera-
tion, a certain sequence of electrical events occurs in the
system hardware; that is, certain Z80 address, data, and
control lines become asserted in a specified order. This
sequence is similar to the electrical events that occur when
reading and writing data to memory.

There are certain software instructions that, when exe-
cuted by the Z80, start the sequence of electrical events for
an 1/0 operation. (We will examine these instructions in
detail later on when we learn about interfacing different
1/0 devices to the Z80.) But, no matter which software
instructions are used, the sequence of events for the system
hardware is always the same.
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(Note: in this chapter, we will discuss 1/0 mapped 1/0. We believe that once
you understand this type of 1/O architecture, you can easily understand other
types, since they are simply a variation of this general case.)

Recall from Chapter 2 that 1/0 addressing and memory addressing in a
Z.80 system use the same address lines. It is up to the microprocessor to electri-
cally separate memory requests from I/O requests. In addition, we know that
system memory does not always use all sixteen address lines (A0O-A15). The
same is true for the 1/0 system—it often does not use all eight address lines
(AO0-A7). For example, if there are only five different I/O ports in the system,
only three address lines will be needed (since three lines will give a total of eight
possible combinations). The general 1/0 port that we will examine in this
chapter will, however, use all eight address lines for port decoding.

Recall that each I/0 port in a microprocessor system will respond to a
unique combination of eight bits on the system address lines AO-A7. The
address combination that a port will respond to electrically is known as the
port address. FF is the port address for the /O device that we will be discus-
sing in this chapter. Figure 3.2 shows a schematic diagram of a circuit that
will detect this—and only this—port address.

In the diagram in Figure 3.2 we can see that the output pin 8 of the 74L.S30
is alogical 0if, and only if, all input lines are a logical 1. Note that the output
pin 8 of the 74L.S30 (labeled port select line) is active logical 0 whenever the
system address bus is logically equal to the unique select code of the port. In
this example the port select line is active logical 0.

It is important to remember that the port select line can become active
even when there is no I/O communication occurring in the system. This is
because system memory uses the same address lines. As an example, let’s

BAO 1

BA1 2| 741830

BA2 3 PORT SELECT LINE

BA3 4 / ¢

BA4 5 )% SELECT CODE = FF1e
BAS 6

BAG6 11

BA7 12

Figure 3.2: A schematic diagram of a circuit that detects FF on the address bus
as the port address.
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assume that the microprocessor is reading data from memory address
XXFFh and the port select line suddenly becomes active. This can occur
because the address lines AO-A7 are equal to the port select code. In other
words, if the port select line in your system begins to signal that it is being
selected at a time when software instructions are not indicating system com-
munication with the port—do not be alarmed—the condition is valid.

3-3: Generation of the IOW and IOR Control Lines

Whenever the Z80 is performing 1/0 operations, the output control line
labeled TORQ is asserted. (Note that this line is similar to the MREQ output
line discussed previously.) The two timed-control lines, RD and WR, are then
logically combined with TORQ to provide the TOR (1/0 read) and IOW (1/0
write) system control line.

Figure 3.3 presents a schematic showing how the IOR and IOW system
control signals are generated in a Z80 system. Note that these signals are
active during all input read or output write operations, as shown in Figures
3.4a and 3.4b.

The port write signal for a Z80 system is defined as “the write enable
strobe for a selected output port.” This signal is generated whenever the port

IORQ FROM Z80 PIN 20

FROM Z80 74L832

PIN 21

RD

FROM Z80 74LS32

Pl 4 oW
WR . 6

Figure 3.3: A schematic diagram of the hardware required to generate the
TOR and IOW system control signals.
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JORQ ASSERTED FOR AN I/O OPERATION

N\

RD ASSERTED FOR INPUT READ OPERATION

AW 7

IOR ASSERTED

PIN 3 OF OR GATE \ /

Figure 3.4a: A timing diagram showing how the circuit of Figure 3.3 responds
during an input read operation.

WR ASSERTED FOR AN OUTPUT WRITE OPERATION

N /A

IOW

PIN 6 OF OR GATE \.\ /

Figure 3.4b: A timing diagram showing how the circuit of Figure 3.3 responds
during an output write operation.

select line and the IOW control signal are both active. The port write signal
provides the active digital signal that specifies that the data from the micro-
processor is to be latched or written to an output port.

The timing diagram in Figure 3.5 shows the general timing sequence that
occurs when data is written to an output port. In this figure, all of the
signals except WR can be thought of as static logic levels. The signal voltage
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levels remain stable for the entire hardware operation. We have used this
concept and the timing diagram in Figure 3.5 to create the schematic in
Figure 3.6. This schematic shows one way that the port write strobe can be
generated using hardware.

. Let’s examine this diagram and see how the circuit operates. Understand-
ing this operation will help you to better understand how each Z80 signal is
used. (Remember, however, that there are other ways that a port strobe can
be generated.)

AO-A7 STABLE

X

PORT [ SELECT (OF FIGURE 3.2) STABLE

IORQ OUTPUT FROM Z80

J

WR OUTPUT FROM Z80

AW

IOW ASSERTED (FROM FIGURE 3.3)

)

PORT WRITE ASSERTED

L)

Figure 3.5: A general timing sequence of the events that occur during an out-
put write operation.
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The electrical objective of the circuit in Figure 3.6 is to provide an active
logical 0 strobe whenever the CPU is writing data to the specified output
port. In this figure, the system address lines AO-A7 are input to an 8 input
NAND gate. This is the same circuit that was shown in Figure 3.2.

When all of the address lines (A0-A7) are a logical 1 (which is the port
select code OFF), the output of the NAND gate is a logical 0. This port select
line is connected to one input of the 74L.S32 OR gate. The other input of the
OR gate is connected to the TOW strobe signal (displayed in Figure 3.3).
When the IOW strobe signal is a logical 0, it is indicating electrically that the
CPU is performing the function of outputting a byte to a system output port.

Therefore, if the TOW signal is a logical 0 and the port select is a logical 0,
the CPU must be electrically outputting data to the selected output port. In
effect, we have electrically qualified the IOW signal with the port select line.
The result is a unique active logical 0 strobe that occurs if, and only if, the
Z80 CPU is performing an output operation to the system output port FE.
This resulting strobe signal is called the port write strobe. 1t is used to strobe
data into the selected output port.

Note that this is only one way that an output port strobe can be realized.
The sequence of electrical events and the concept of qualifying the IOW
strobe are, however, common to most microprocessor systems.

BAO

BA1

BA2

BA3

£l |-

PORT SELECT = FFie  (FROM FIGURE 3.2)

BA4

R

BAS

D

BA6

11

BA7

12

PORT WRITE STROBE

TOW (FROM FIGURE 3.3)

1 \
> L

Figure 3.6: A schematic diagram showing the hardware required to realize the port write control
signal. Note that this signal is a qualified IOW control signal. It is qualified by the
port address select line.
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3-4: Generation of the Port Read Signal

Let’s now explain how the Z80 reads data from an 8-bit input port. The
timing diagram displayed in Figure 3.7 shows a general sequence of electrical

STABLE

BAO-BA7 l

A

PORT SELECT BECOMES ACTIVE
(SAME AS FIGURE 3.2)

IORQ ACTIVE LOGICAL 0, OUTPUT FROM Z80

.

RD ACTIVE LOGICAL 0, OUTPUT FROM Z80

L /

JOR ASSERTED (AS SHOWN IN FIGURE 3.3)

Xy /

PORT READ
ASSSERTED

2 \

PORT DATA PLACED ON PORT DATA REMOVED FROM
SYSTEM DATA BUS SYSTEM DATA BUS

Figure 3.7: A timing diagram showing the sequence of electrical events that
will occur in Figure 3.6.
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events that occurs during an input port read operation. In this diagram,
the port select IOR signal is similar to the TOW signal used for an
output operation.

Let’s now examine the electrical effect of the RD signal shown in Figure
3.7. RD is the timed control signal that generates the TOR signal for the in-
put port hardware. This signal electrically starts the data transfer. When RD
goes to a logical 0, the data from the input port is placed on the system data
bus and is strobed by the Z80 into an internal register. At a later point in time,
RD will go to a logical 1. When this occurs, the input port data will be
electrically removed from the system data bus and the hardware transfer will
be complete.

Figure 3.8 shows one of several ways a port read signal can be generated,
based on the logical conditions given in Figure 3.7. We can see in Figure 3.8
that this circuit is very similar to the logic shown in Figure 3.6. Indeed, the
only difference between the two circuits is that one uses the TOW signal and
the other uses the IOR signal. Apart from that, they are identical. The port
read strobe becomes active if, and only if, the Z80 is electrically inputting
data from the specified port, FF.

BAO
BA1
BA2
BA3

PORT SELECT (FROM FIGURE 3.2)
BA4 )’L
BA5
BA6
BA7

JOR (FROM FIGURE 3.3) ‘r\, ¢

Figure 3.8: A schematic diagram showing the hardware required to realize the
port read control signal.




62

Z80 APPLICATIONS

3-5: A Complete Schematic for an 1/0 Port

In this section we will cover the events that occur during an 1/0 read and
an I/0 write operation. As we discuss these events, you may want to refer to
the schematic in Figure 3.9, showing a general 8-bit [/O port. Let’s first
examine how the Z80 performs an output operation.

3-6: Sequence of Events for an Output Write

1. For an output write, the address lines A0-A7 are first set to the
desired output address under control of the Z80. At this time, the
output address lines AO-A7 are decoded by the port select hard-
ware. In Figure 3.9 output pin 8 of IC1 becomes active logical 0.

2. Next, the Z80 outputs the electrical data to be written to the output
port on the data bus lines DO-D7. Notice in Figure 3.9 that the data
inputs DO-D7 are now valid at the 741.S374 octal latch (1C4).

3. Next, the IORQ output line from the Z80 is set to a logical 0. This
indicates that the Z80 is performing an 1/0 operation. At this point,
all of the static decoding from the Z80 output signals has occurred.

4. Next, the WR timed control output line from the Z80 is set to a
logical 0. This action asserts the [OW system control line. With [OW
going to a logical 0, the port write strobe also goes to a logical 0.
Next, the WR output from the Z80 goes to a logical 1. At this point
the data that was present on the D0-D7 data lines is written to the
741.S374. Since the signal is now a logical 1, the output operation is
complete.

In this output port the writing of different data to the port turns the LEDs
on and off, as shown in Figure 3.9. A logical 0 written to a specified data bit
will turn an LED on, a logical 1 written to the port will turn it off.

The chapters that follow will show how writing different output datato a
specified port can completely alter the port operation.

3-7: Input Port Read Operation

Let’s now discuss the sequence of events performed by the Z80 when
reading data from an input port (as shown in Figure 3.9). The major events
that occur in an 1/0 read are the same as those in an 1/0 write, except that the
RD timed control output line is used, rather than the WR control line.

1. First, the address lines AO-A7 are placed on the system address bus.
When this occurs the input port decoding logic, IC1, will have a
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74L.S374

* +5
BAO 1
BAO  1{ IC4
BA1 2 BDO[3 2
e 3 PORT SELECT FF1s P S\I\-{ v, an—
—— |01
BA3 4 ‘ S N —
BA3 4 BD2|7 6
BA4 5 }— /— N <——
— 8 BD3|8 9
BA5 6 F— ~N G—
BAG 1 LS30 BD4|13 12 l. |
BA7 12 " BDs|14 15 N
" BD6|17 16 N
" BD7|18 19
1 TR +—
PORT WRITE
LS32 IC2
oW T 1 1'_1
> 2
L i
LS321C2
OB 4 PORT READ
= 6
> 5 [ IC5
I l DIP SWITCH
BDO goolis 2| -
BD1 \ L BD1|16 aly ~
BD2 N 7' BD2|14 L
BD3 N L BD3[12 8 _|_/
BD4 N /BDa4 |9 11 _I_/
BD5 N L BD5|7 13 _I_/
BD6 \ " BD6|5 15 l /
BD7 N " BD7|3 17 | ~
N { | ———
N )
v

7415244

Figure 3.9: A complete schematic of a general 8-bit input and output port for the Z80. The port
address for the input and output port is FF.
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logical 0 on pin 8. The data from the input port will not yet be
enabled onto the system data bus. The hardware is waiting for
IORQ and the timed control signal RD to become active.

Next, IORQ is set to a logical 0 level by the Z80. This action elec-

trically informs the system that the Z80 will be communicating with

I/0, rather than memory.

. Next, the timed control signal RD is set to a logical 0 by the Z80.

This action asserts the IOR system control line.

When the IOR control line is asserted, the microprocessor is
electrically ready to receive data from the input port. Since the RD
output from the Z80 is at a logical O level, the enable input pins
1,19 of the 741.S244 ICS5 are set to a logical 0. A logical 0 on these
input pins enables the 74L.S244 outputs to control the system
data bus. When this occurs any logical values set by the switches
and input to the 74L.S244 buffers are now output to the system data
bus. During the time the 741.S244 buffers are enabled, the Z80
strobes the information on the system data bus into an internal
register.

Finally, the RD is set to a logical 1 under control of the Z80. When
RD goes to a logical 1 level, the data from the input port is elec-
trically removed from the system data bus. The system operation is
now complete.

3-8: Summary of Electrical Sequences

Let’s now quickly review the electrical events that occur in the system
hardware whenever the Z80 performs an input or output operation. This
information will be useful later on when we examine several 1/0 devices
in detail.

3-9: Output Write Sequence

1.

AQ0-AT7 are set to the correct output port address.

2. DO0O-D7 are set to the correct data to be written to the output port.
3. IORQ s set to a logical 0.

4,
5

WR is set to a logical 0.

. WR s set to a logical 1.
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3-10: Input Read Sequence
1. AO0-A7 is set to the correct input port address.
2. TORQ is set to a logical 0 under control of the Z80.
3. RDisset to a logical 0.

4. RDis set to a logical 1.

CHAPTER SUMMARY

In this chapter we have discussed the details of how the Z80 performs
general input and output operations. We have explored several hardware
decoding techniques, and we have examined the events that occur during an
input and output operation.

If you plan to troubleshoot, debug or design hardware for a Z80 system,
you will want to be familiar with how input and output operations occur.
Therefore, the information we have presented in this chapter is important.
This information will be very useful in later chapters when we examine some
of the hardware necessary to interface the Z80 with other devices, and when
we use special LSI 170 devices.
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Chapter

INTRODUCTION

In this chapter we will show how dynamic RAMs can be
used with the Z80. We will first examine a typical dynamic
RAM. We will then show how the Z80 address, data, and
control buses all communicate electrically with dynamic
RAM devices. Finally, we will examine a complete dy-
namic RAM system for the Z80.

The dynamic RAM that we will be discussing in this
chapter is the 4116, 16K x 1. We have chosen this device
because it has general operating characteristics applicable
to most dynamic RAMS used today. Once you understand
how this device operates with the Z80, you should be able
to easily understand how most other dynamic RAM de-
vices operate, including the 64K x 1.

4-1: Overview of the 4116

The 4116 is organized as a 16,384 (16K) by 1 RAM. The
4116 uses separate data input and output lines. A memory
with these characteristics needs 14 address lines (to give the
total of 16,384 address locations), 1 data input line and 1
data output line.

If this RAM is to have data written to it, there must be a
write enable line. In addition, to operate, the 4116 requires
power supplies of +12 and + 5 volts, —5 volts, and a
ground connection. Thus, if we add up the necessary pins

on this device, we find:
14 address lines
1 data input line
1 data output line
4 power supply lines
1 write enable line
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for a total of 21 physical lines. See Figure 4.1 for a diagram showing these
lines.

The 4116 is packaged in a 16-pin DIP (dual in-line package) form as
shown in Figure 4.2. Although the 16-pin DIP may at first appear to be
incomplete, there is no mistake. The manufacturers of this device have
made use of the time-multiplex technique to save physical device pins. Time-
multiplexing with the 4116 means that the required 14 address lines are input
in two separate groups, with seven lines in each group. One group of address
lines is input first and then the next. Note that there are seven address input
pins to the 4116. These lines are labeled A0-A6, as shown in Figure 4.3.
When these lines input the lower order microprocessor address outputs,
AO0-A6, they are labeled row address. They are labeled column address,
when the 4116 address inputs (A0-A6) have the upper order microprocessor
address lines, A7-A13, input on them. See Figure 4.4. '

DATA OUTPUT

A0
A1
A2
A3
A4
A5
A6
A7
A8
A9
A10
Al
A12
A13

+12V
+5V
-5V
GND

RW

DATA INPUT

Figure 4.1: A block diagram showing the physical address lines, data input,
data output and R/W lines required for a 16K X 1 RAM. The 4116 must
somehow meet these physical conditions.




USING DYNAMIC RAMS WITH THE Z80

69

16,384 X 1-BIT DYNAMIC RAM
MK4116(J/N/E)-2/3

FEATURES

0 ﬂecogmzed mdust[Iy standard 16-pin config- [ Read-Modify-Write, RAS-only refresh, and Page-
uration from M mode capability

) 150ns access time, 320ns cycle {MK 4116- 2; [ All inputs TTL compatible,low capacitance, and
ns access time, ns cycle protected against static charge

0 + 10% tolerance on all power supplies (+12V, £5V) [J 128 refresh cycles

0O Low power: 462mW active, 20mW standby (max) 01 ECL compatible on VBB power supply (-5.7V)
0 Output data controlled by CAS and unlatched at 0O MKB version screened to MIL-STD-883
end of cycle to allow two dimensional chip selec-
tion and extended page boundary 0 JAN version available to MIL-M-385610/240
0 Common |/0 capability using “early write”
operation
DESCRIPTION capability. The use of dynamic circuitry through-

out, including sense amplifiers, assures that power
The MK 4116 is a new generation MOS dynamic  dissipation is minimized without any sacrifice in
random access memory circuit organized as 16,384  speed or operatin'? margin. These factors combine
words by 1 bit. As a state-of-the-art MOS memory to make the MK 4116 a truly superior RAM product.
device, the MK 4116 (16K RAM) incorporates
advanced circuit techniques designed to provide  Multiplexed address inputs (a feature pioneered b
wide operating margins, both internally and to the MOSTEK for its 4K RAMS) permits the MK 411
system user, while achieving performance levels 1o be packaged in a standard 16-pin DIP. This
in speed and power previously seen only in MOSTEK's  recognized industry standard packa%e configuration,
high performance MK 4027 (4K RAM). while comgatible with widely avai abledaut%mg%ted
. testing and insertion equipment, provides highest
The technology used to fabricate the MK 4116 is  possible system bit densities and simplifies systemr
MOSTEK's double-poly, N-channel silicon gate,  ypgrade from 4K to 16K RAMs for new generatior
POLY 11® process. This process, coupled with the  applications. Non-critical clock timing requirement
use of a single transistor dynamic storage cell, pro-  allow use of the multiplexing technique while mair
vides the maximum possible circuit density and taining high performance.
reliability, while maintaining high performance

FUNCTIONAL DIAGRAM PIN CONNECTIONS
ot — Vae 1 Qe N6 Vvss
——————— >——-! ..... I — =X
- =) T e Din 2.0 Ni1s CAS
WRITE 3 014 Dour
RAS 4 013 Ag
vt Ag 50 12 Ay
Ay 6 [ 01 A,
ot Tieis A, rd D0 Ag
—_— N Miuoey  ARRA UDD 8 E 3 9 VCC
i i ol T E——
wrin
4 - oy -
PIN NAMES
Ag-Ag ADDRESS INPUTS WRITE READ/MWRITE INPUT
e COLUMN ADDRESS Vs POWER (—5V)
STROBE vee POWER (+5V)
Oin DATA IN Vpp POWER (+12V]
Ogyt DATA OUT Vss GROUND
Crd ROW ADDRESS STROBE

Figure 4.2: A partial data sheet showing the physical layouts and pin connections for the 4116,

16K x I dynamic RAM.
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The labels, row address and column address, stem from the fact that these
groups of address lines perform the named function in the internal memory
array of the device. Storage cells of a memory device are organized in a
matrix. Each cell in the matrix has a unique row and column address. When
the multiplexing feature is used, the number of required address input pins
for the 4116 is reduced from 14 to 7.

When the time-multiplexing of digital signals is performed, the system
hardware needs an electrical signal that will indicate when the address input
lines represent each of these two groups. In other words, the 4116 must be
informed electrically when the information at the address input pins AO-A6
is the row address and when it is the column address. To accomplish this
task, there are two additional inputs to the device. In Figure 4.5, they are
labeled RAS (row address strobe) and CAS (column address strobe). When
the RAS input is asserted (logical 0), the information on the address input

lines AO-AG6 is strobed or latched internally and used as the lower 7 bits of

the total 14-bit address. When the CAS input to the 4116 is asserted (logical

0), the information at the memory address pins AO-A6is used as the upper 7
bits of the complete 14-bit address. Figure 4.5 shows a timing diagram of the
RAS and CAS being used to strobe in the memory address on a 4116 device.

Memory address lines A0-A6 of the 4116 are inputs. This means that the
memory device itself is passive for this function. It is the job of the external

4116 RAM

A0
A1l

A3
A4
A5
AB

Figure 4.3: A block diagram showing the actual number of physical address
input lines available on the 4116. The 14 total address input lines are placed on
the 7 physical lines in two separate groups.
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hardware to provide the memory address inputs. In other words, external
hardware must provide the following to the 4116: the row address inputs,
the RAS, the column address inputs, and the CAS. Furthermore, the exter-
nal hardware must time these signals properly. It is then up to the memory

device to make use of these properly-timed signals.

4-2: Multiplexing the Address Lines

A circuit similar to the one in Figure 4.6 can be used to perform the
function of multiplexing the address inputs to the 4116. Let’s see how the
circuit operates. The 14 address lines, AO-A13, are input to the digital devices

YYvyvyvyvYyy

( BAD
\
rd
BA1
\
7
BA2
\
/7
BA3
\
/
BA4
\
7
BAS
\
/
BAG6
\
/
FROM SYSTEM {
ADDRESS BUS
BA7
\
b
S BAS8
7
N BA9
BA10
\
7
BA11
N
be
BA12
\
P
1 BA13
\ /

YY YUY VY VY

>

ROW ADDRESS
GROUP

COLUMN ADDRESS
GROUP

Figure 4.4: The system address lines are grouped into a row address and column address group. The
address lines originate at the output of the system address buffers.
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labeled multiplexers. When the control line to the multiplexers is in the logi-
cal 1 state, the microprocessor address lines AQ-A6 are routed to the 4116
address input pins A0-A6. When the control line to the multiplexers is
a logical 0, the remaining address lines, A7-A13, are routed to the 4116
address inputs A0-A6.

From this discussion we know that there are three main electrical events
that must be performed by the hardware in order to input the entire 14-bit
address to the 4116. They include:

1. generating the RAS at the correct time.
2. forcing the MUX control line to a logical 0 after the RAS.
3. generating the CAS at the correct time after MUX.

Figure 4.7 shows these three events in a general timing diagram. (Later on
we will learn how the Z80 accomplishes them.) Let’s now learn how an
address is input to the 4116 device.

ROW ADDRESS COLUMN ADDRESS

BAO-BA6 X BA7-BA13

ROW ADDRESS IS LATCHED IN THE MEMORY

RAS »

COLUMN ADDRESS
IS LATCHED IN THE
MEMORY

\/

O
>
w

Figure 4.5: A timing diagram showing the timing relationship between the appli-
cation of the row address group and the column address group to the 4116
RAM. Notice that the RAS signal is active during the row group and the CAS
signal is active during the column group.
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BAO
BA7
BA1
BA8
BA2
BA9
BA3
BA10

BA4
BA11
BAS5
BA12
BAB
BA13

74L.5157

3 4 A0
>——
> 2

6 7 A1l
S—— 5
> | 10 9 A2
3 11
s 13 12 A3
 — 14

15 1

4116 RAM

3 4 Ad
p ——
IR 2
&, 3] 7 A5
P
; DT 5
% 10 9 A6
“ 11
rd

15 1

‘.—-..—_
MUX 1 = BAO-BA6—»A0-A6
CONTROL | 0 = BA7-BA13—»A0-AB6

Figure 4.6: A schematic diagram showing how the 14 address inputs are ap-
plied to the 4116 device. The address lines from the microprocessor are input
to the 74LS157 multiplexers. The outputs of the multiplexers are input to the
RAM pins A0-A6.
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AAS \

MUX \

O
>
w

A

Figure 4.7: A timing diagram showing the relationship between the RAS,
MUX and CAS control signals for the dynamic RAM.

4-3: Block Diagram of the 16K x 8-Bit Dynamic RAM System

Figure 4.8 shows a block diagram of a 16K x 8-bit dynamic RAM system
that can be used by the Z80. Let’s now examine it and discuss the hardware
for the circuits shown in the diagram.

In viewing this diagram it is important to remember that there are many
ways to interface a microprocessor with dynamic RAMs. We have chosen
the technique presented here because it is straightforward and can be under-
stood by those with only a modest amount of digital hardware experience.
An interface to a dynamic RAM can be very complicated, especially in cases
of industrial uses. However, even the most complicated designs evolve from
the information given in this chapter. Let’s examine Figure 4.8.

The memory address shown in the figure is input with a circuit similar to
the one in Figure 4.6 (although this block does not appear in the diagram in
Figure 4.8). The RAS line is input in parallel to all memory devices in the
system memory. The CAS input to the memory system may or may not be
asserted during the memory operations. (We will discuss this further later
on in the chapter.)

The logic for generating when the CAS signal becomes active is included
in block A. This logic decodes the conditions of the memory select lines, and
at the appropriate time asserts the CAS input line to the memory. The
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Figure 4.8: A block diagram showing the peripheral hardware associated with
a dynamic RAM system.

memory select line is generated from the decoding of the system address.

The system address space for the dynamic RAM is equal to 16K bytes.
The enable line for this space is decoded from the address lines A14 and
Al5. Whenever Al4 and AlS are a logical 1, the RAM is communicating
with the Z80 CPU.

In the block diagram shown in Figure 4.8, the memory will have the write
enable input on active logical 0 whenever the MREQ and the WR are both
logical 0. You might think that this could present problems; but this is not
so. The MREQ and the WR are both logical 0 whenever the microprocessor
is performing any system write operation to any system memory address
space. Later in this discussion, we will show how the system avoids un-
wanted write operations to the dynamic RAM.

4-4: Generating the RAS, CAS and MUX Signals

We will now learn how the Z80 generates the RAS, CAS and MUX control
signals. Again, there are many different techniques that can be used to do this.
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The technique described in this section allows the beginner to understand
exactly what must occur, and in what sequence. In addition, it works.

If we refer back to Figure 4.5 we can see the correct order in which the RAS,
MUX and CAS signals must occur. Figure 4.9 shows how we can generate
these signals in the correct sequence. Here, the RAS signal is a buffered
MREQ signal. Recall that the RAS signal must strobe the lower micro-
processor address lines, AO-A6, into the internal latch of the 4116. Note
that the MREQ line is active at the correct instant in time—that is, after the
microprocessor address is stable on the address bus.

The purpose of the MUX signal is to switch the address input lines from
the microprocessor outputs A0-A6 to the outputs A7-A13. This signal is
generated from the RAS line. In fact, the MUX signal is the RAS signal
after it has gone through a delay line. Any standard delay line can be used.

Sometimes the delay line is made up of digital devices that are put in series

with the RAS line. In this case, the propagation delay of the device or de-
vices is used as the delay line. The actual delay time from RAS to MUX is

approximately 50 nanoseconds.
After the MUX line has become active logical 0, the CAS line can be
asserted. A delay line is used to generate the CAS signal as well.
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Figure 4.9: A schematic diagram showing how the RAS, CAS, and MUX
control signals are generated.
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This technique for signal generation is easy to realize with hardware.
However, there are some drawbacks. The main one is that the memory must
have a very fast access time if it is to run at maximum microprocessor speed,
because the memory access time is measured from the falling edge of the
CAS. One way to avoid this problem is to slow down the system clock.

Although the system clock frequency must be slow enough to allow the
memory sufficient access time to do its job properly, it cannot be too slow,
due to refreshing considerations (explained later in this chapter). Figure 4.9
shows an exact timing diagram of the Z80. This diagram displays specific
times for each signal. It also shows sequences and how certain Z80 signals
are used to generate the RAS and CAS inputs to the RAM.

4-5: Data Input to the Dynamic RAM

The 4116 dynamic RAM makes use of separate 1/0. Recall that separate
I/0 means that a different physical memory device pin is used for inputting
and outputting data. Let’s now see how data is physically input to the RAM
from the microprocessor.

Figure 4.10 shows a buffer circuit that connects the system data bus to the
4116 data input pin. This figure shows that the buffers are always enabled.

FROM SYSTEM
DATA BUS

74L8244
BDO 2 18 DIO
BD1 4 16  Dit
BD2 6 14 DI2
> BD3 8 12 DI3 > TO SYSTEM DYNAMIC
BD4 11 9 Dl4 RAM
BD5 13 7 DIS
BD6 15 5 DI6
BD7 17 3 D7 )
E— 1 19

Figure 4.10: The hardware required to input the data to the RAM input lines. In some systems,
however, this input buffer may not be used. In such systems, the dynamic RAM inputs will be
connected directly to the system data bus lines.
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Data from the system data bus appears (electrically) at the RAM input pins
at all times. This occurrence is electrically valid because the data will not be
stored in the RAM until a write enable signal is asserted to the device.

A natural question then is, “Why use buffers at all?” Since the data bus is
input directly to the RAM input pins, it would appear that buffers may be
eliminated. However, although it is true that some systems do not use data
buffers, there are two reasons why the use of buffers is recommended:

* to isolate the RAM inputs from the entire system data bus. This
helps in the debugging of a defective system. If a single RAM chip
goes bad, then the entire data bus line may be affected. This prob-
lem is made even worse when multiple RAM chips are connected to
the system data bus.

® to control noise. The system data bus is usually very “glitchy;” that
is, there are normally several unwanted, spurious signals on the
system data bus. The data bus buffers help to prevent the noise on
the system data bus from reaching the RAM input pins.

~Most manufacturers recommend the use of data input buffers.

4-6: Writing Data to the Dynamic RAM

In this section we will learn how the microprocessor writes data to the
4116. The block diagram in Figure 4.8 shows that the following signals must
be active for a memory write operation to occur:

* MREQ must equal logical 0
* WR must equal logical 0

These two signals assert the write enable to the system memory. In addi-
tion, the following signals are used to indicate that the memory space is
electrically selected:

* Al4and Al5 must equal logical 1
¢ the dynamic RAM must occupy address space between CO00-FFFE.

Under these system conditions the CAS is asserted to the system RAM and
a write operation occurs.

Let’s examine the timing diagram for a memory write operation under
two different conditions: when the memory is enabled and when it is not.
When the memory is not enabled, the microprocessor is writing data to
some other memory space or to I/0.

Figure 4.11 shows the major system timing for a memory write operation
when the dynamic RAM is enabled. The first event to occur is that the
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memory select line is enabled. This occurs when address lines A14 and A15
goto alogical 1 under the control of the Z80. Following this event, the RAS
to the system RAS is asserted. The RAS is generated by the MREQ output

control line from the Z80. After the RAS is asserted, the MUX control to
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Figure 4.11: A timing diagram showing the sequence of signals that will become
asserted during a memory write cycle when the dvnamic RAM space is enabled.
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the address multiplexers goes to a logical 0, after a delay of 50 nanoseconds
from the falling edge of RAS.

As the MUX control goes to a logical 0, the address inputs to the 4116
switch from the row address to the column address. After the MUX has

“switched, the CAS is asserted. The CAS signal is generated by delaying the
MUX line. Next, the WE