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If you have a computer, then you are almost certain to have
played a Space Invaders game of one kind or another. In this
book, you'll find a program that allows you to create an
“‘Invaders” game of your own, in full color. The program 1s
given for the Apple Ile and Commodore 64 computers.

An invaders game relies upon moving graphics to be
effective. The principle 1s similar to those used in cartoons —
old characters are erased from the screen before being
printed in a new position, giving the impression of
movement. The program has been broken down to its
logical stages, and there 1s a running text which explains
how each section works. You will find, for example, just how
1t 1s that the computer "knows" when an invader has been
shot by one of your missiles. Writing a program in this way
not only makes it easier for you and other people to
understand, 1t also makes 1t run more quickly and reduces
the possibility of errors. At various stages you can test the
sections of program that you've keyed in — even the smallest
error can mean that the program doesn't work. If something
does go wrong check back through the listing very carefully.
Looking for "bugs" in a program is like playing a detective
game — the clues are there for you to spot them.
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Introducing animation

One of the simplest forms of computer animation 1s achieved
by printing a figure on the screen, erasing it and then
quickly printing the same figure again in a slightly different
position. Repeating this action a number of times gives the
illusion of the figure moving rapidly across the screen. This
short program demonstrates the effect.

The letter X is moved across the screenusinga FOR.. ..
NEXT loop, with I as its variable - the changing value of I
gives different screen coordinates for printing "X". Notice the
space either side of the X. When the letter 1s moved one
space along to the right, the spaces either side move with it.
The blank space on the left will overprint the old X and
effectively erase it from the screen.

[n line 40 a short delay loop is introduced, making the
computer count to 100 (Apple Ile) or 200 (Commodore)
before it prints the next "X*. Without the delay loop, the
computer would perform the whole operation so quickly it
would be impossible to follow. Delete line 40 and see what
happens.
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Commodore Sprites

In addition to the move-and-blank technique described
opposite, the Commodore has its own special moving
graphics called sprites.

Sprites do not have to be blanked out and reprinted many
times to make them appear to move. Instead, you will have to
use the special registers in the table below. Later in the
book you will see how, by POKEing numbers into these
registers, sprites for missiles and explosions can be created
and controlled.

Sprites are a complex, but very flexible feature of the
Commodore, and there are many more special sprite
registers. Unfortunately, in this book there isn't room to much
more than show you a small percentage of the possibilities
open to you, but with practise, you will be able to create
stunning animated graphics.

Memory

Location Name

832 start of sprite data area

53248 X location register

53249 Y location register

53259 sprite enabling register
53264 Xregister in VIC (video) chip
53269 Y register in VIC (video) chip
53287 color register — sprite one
53289 color register - sprite two




Userdefined characters

Games can be made to look far more exciting and
professional by defining your own user defined graphics,
which can be animated using the techniques you will see
later in the book. In the Commodore program you will be
using sprites.

APPLE l1le

Defining graphics on the Apple involves using shape tables.
These can be very difficult to use until you become familiar
with them. The screen is made up of many dots (or pixels),
and you can instruct your Apple to draw shapes by joining
these dots together. There are eight instructions, numbered
In binary 000 to 111. Instructions 000 to 011 are called move
only operations, which tell the computer to move a pointer
either up, down, left or right one pixel on the screen.
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With a move only instruction you can move an imaginary
pointer around the screen without drawing anything.
Instructions 100 to 111 are plot and move operations — these
draw as well as move. Starting from a defined point on the
screen, you use the move only instructions to move the
pointer to where you wish to commence drawing, before
using the plot and move instructions to draw it.

The computer doesn't understand these instructions as they
stand, as 3-bit (binary digit) numbers. They first need to be
collected together into 8-bit numbers, and then converted to
decimal numbers (the kind of numbers humans count in).
Each 8-bit number contains two shape table operations,
usually preceded by two zeroes. You can convert from
binary to decimal by imagining each bit as a column
representing a decimal number - starting from the right, the
columns represent 1, 2, 4, 8 16, 64, and 128 - and adding the
columns together.
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COMMODORE

Computer graphics screens consist of many small dots (or
pixels). Design your sprite on graph paper using a 24- by
21-pixel grid. You can draw any shape you like, shading
squares that you want the computer to color. It understands
that each dot can have the value of O or 1. If the dot is set to |,
then the computer interprets this as a filled dot. If the dot is
set to 0, the computer takes the dot as blank. These 1s and Os
are known as binary digits (or bits). There are eight bits to a
byte, and the computer stores each byte in a memory
location. Sprites are defined by POKEIng 63 bytes into a
special area of memory. POKE tells the computer to put a
number into a specific memory location.

Sprites can be any size up to 24 by 21 pixels. The diagram
below shows how the missile sprite used later on in the book
1s drawn and how the DATA is calculated.
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Setting up a sprite involves a number of steps, using some
special registers in the Commodore. First, DATA must be
POKEd into an area of memory starting at location 832. The
DATA has to be converted from the eight bit binary
numbers into decimal numbers (the numbers that humans
understand, and programs use) before it can be put into a
program. You can do this by adding up the numbers at the
top of the columns in the diagram above. Up to eight sprites
can be set up at the same time, each needing their own
sprite pointer so the computer knows which sprite you want
to use. Next, the sprite needs to be turned on using the sprite
enabling register (location 53248+ 21). The computer needs
to know what color to make the sprite, so a color code must
be POKEd into the color register (location 53248+ 39 for
sprite 1, location 53248+ 40 for sprite 2, and so on). Finally,
the sprite needs to be positioned on screen, using X and Y
location registers. You will see how the sprites for the missile
and explosion used in the game are set up in this program
later in the book.
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The flowchart

To plan the Invaders game, it's a good idea to draw up a
flowchart. This 1s a convenient way of setting out the series of
logical steps that define your program. It consists of different
shaped boxes, representing decisions, actions and so on,
connected by “flowlines”. The flowchart is used to create a
CONTROL PROGRAM. This 1s the core of the program,

which calls up other sections of the program whenever they
are required.
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THE CONTROL PROGRAM

AND INITIALIZATION

The control program shows how the
program is structured, using a series of logical
steps called subroutines on the Apple
and Commodore machines. These are grouped together
on the flowchart to show how the control program has
been constructed. The first section
of the program then displays instructions
for the game on the screen.
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By following the flowchart on page 12 and breaking the
program into subroutines placed in a logical order, you can
arrive at the main program for the game, as shown below.
Once vou have a main program like this, all you have to do is
write each subroutine in turn.

5 REM IMAEDERS

10 GOSUR 80006y RE
20 GUBLR Fondn REM
200 BOSUR 1000 RIEM
40 GOSUR 2000 RIEM

Q06 0

R TFOWIR = 1 OF LOST = 1 THERM  GOTO 7o
HO GOTO G

SO IFOWIR =L THER GOSUER SO00y GEHTI 0
G0 GOSUE 000 REM L0k

PO =MD

The first line of a program usually gives its title, by way of a
REMark - see line 5. REMarks help anyone see what is
happening in a program. At the beginning of a game you
should give the player instructions, and set all the variables
to give the player instructions, and set all the variables to
thelr Initial values. Line 10 does this. The colon (:) allows
separate statements {o be placed on the same line. The
subroutine which plots the stars and prints the score is called
by line 20.

The next four lines, 30 to 60, form a repeated loop which is
the heart of the program. A randomly selected alien is
moved one position down the screen in line 30. Line 40
allows the player to move and fire a rocket at the aliens. Next
comes an IF . .. THEN test in Line 50. IF either of these
conditions are true, THEN the computer jumps out of the
loop to line 70. Otherwise, line 60 sends the computer back
to line 30, ready to repeat the move/fire process. WIN and
LOST are simply "flags” which can be set true or false (1 or 0)
to tell the computer how the game has ended. Line 70 tests if
the WIN flag is set. IF it is, THEN the WIN subroutine 1s
called, using the instruction GOSUB 5000. The computer
GOes TO line 20 for a fresh screen of aliens, and a new
game. If WIN isn't set, the program calls the LOSE
subroutine, starting at line 6000. All the subroutines follow
later in the book.

The END statement may be placed anywhere that is
convenient. However, it is good practice to place the END at
the end of the control program. This gives a neat finish and
makes the program more readable.
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The first subroutine called is INITIALIZE (see below). It has
been put at line 8000 because, every time the computer
looks for a subroutine it starts at line 1, looking at each line in
turn. Subroutines which you use frequently should be put at
the start of the program. In line 8010 we clear the text
screen, and bring the cursor to the home position (to the top
left hand corner of the screen) using call TEXT. VTAB means
vertical tab, or move down a certain number of text lines on
screen. HTAB is exactly the same but for horizontal
movement. In line 8020, the computer 1s instructed to start
PRINTing down two lines, and across seven characters.
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As the player is reading the instructions, the computer can
be getting on with 1nitializing the variables used in the game.
In line 8140 a number of flags are set. LOST and WIN are set
to zero since the game has yet to begin. SC represents the
number of aliens that have been shot down. AHIT (alien hit)
and HITSTAR are two flags which check if a missile has
collided with an alien or a star. XP is the position of the
player's spaceship along the screen's X-axis. HEIGHT is the
Y position of the space invaders when they start towards the
top of the screen. In Line 8150 the number of ALIENS is set
by INVADERS. This extra variable Is used to make it very
easy to change the number of space invaders at the start of
the game. Once INVADERS has been altered, the initial
value of ALIENS will automatically alter throughout the
program. Each space invader 1s given its own label by
DIMensioning two one-dimensional arrays in line 8160.
DIMX(INVADERS) reserves memory space for the column
position of each space invader, and DIMY(INVADERS) does
the same for the row position. For example, X(2) refers to
the second space invader working from the left of the
screen. GD% Is an integer (whole number) array which
holds the location of all the characters. Line 8170 starts a loop
which sets the Initial positions of the INVADERS. Line 8180
enters the X and Y position of each invader. The X position is
determined by multiplying the alien's number by three, and
the Y position by HEIGHT.

V27 . 55,109,7

S, FA LT, 108, 70 50

16

L

g

»

e

4

[

g



5L AT, 00, 7T, 145 58

A6, 61,22, 109, 1
s, 07, 255, 50)

1, 00

Five shapes are defined for the game - the missile, the
player's spaceship, the alien, the star and the explosion. The
DATA in lines 9040 and 9050 is POKEd into memory by the
FOR...NEXT loop between lines 8000 and 9030. In the
DATA the first two numbers indicate how many shapes are
being defined (in this case five). The following ten numbers
form five pairs, telling the computer where the data for each
shape begins,

The SCREEN subroutine DRAWSs a random background of
stars before the game begins or when the player 1s skilful
enough to shoot all the aliens. Line 7010 clears the screen
and sets the screen to Page 1 of high resolution graphics
(HGR). In line 7020, POKE - 16301,0 allows you to use the
bottom four lines of the screen for text. POKEIng locations
232 and 233 tells the computer where to find the shape table
Information for the stars, and SCALE sets their size.

20 RANDOM CHARACTER
BLOCKS ARE CHOSEN
FOR THE STARS,
WHICH ARE POSITIONED
AS SHOWN. IF THE
ALIEN MOVES INTO
THIS BLOCK IT WILL
NOT DELETE THE STAR.

[
FORE
THT 0 HMD (1) % EE) 3 GH

GHY = 1
= 7u DRAG 4 AT @ % DF, 8 %
) HTAR 10O: PRIMT "ALTENS
O Ty DRAW TOAT 8 % KF,H =

ThereisaFOR. .. NEXT loop between lines 7030 and 7070
which plots 20 stars on the screen. Line 7040 uses your
machine’s random number generator to decide where to put
the stars. Each time the computer goes through the FOR. ..
NEXT loop an X and a Y coordinate are chosen. Line 7050
stores the value one in the element in GD% which
corresponds 10 the star position. Line 7090 DRAWS the
spacecraft at the bottom of the screen, ready to start firing.
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By following the flowchart on page 12 and breaking the
program into subroutines placed in a logical order, you can
arrive at the main program for the game, as shown below.
Once you have a main program like this, all you have to do is
write each subroutine 1n turn.

5OREM INVADERS
10 GOSUR 30oo: REM INITIALIIE
w0 GOSUR 7000 REM SCREEN

i

20 GOSUR 1000 REM ALTEN
40 GOSUER 2000: REM FLAYER
2OOIF WIN=1 QR LOST=1 THEMN GOTO 70O

G GOTO 29

FOOIF WIN=1 THEM GOSUE S000w E07T00 20
B0 GOSUR H000: REM LOSE

T END

O 00 6

The first line of a program usually gives its title, by way of a
REMark — see line 5. REMarks help anyone see what is
happening in a program,

At the beginning of a game you should give the player
Instructions, and set all the variables to their initial values.
Line 10 does this. The colon (;) allows separate statements to
be placed on the same line. The subroutine which plots the
stars and prints the score is called by line 20. The next four
lines, 30 to 60, form a repeated loop which is the heart of the
program.

A randomly selected alien 1s moved one position down the
screen in line 30. Line 40 calls a subroutine allowing the
player to move and fire a rocket at the aliens. Next comes an
IF ... THEN test in Line 50. IF either of these conditions are
true, THEN the computer jumps out of the loop to line 70.
Otherwise, line 60 sends the computer back to line 30, ready
to repeat the move/fire process. WIN and LOST are simply
“flags" which can be set true or false (1 or 0) to tell the
computer how the game has ended. Line 70 tests if the WIN
flag is set. IF it is, THEN the WIN subroutine is called, using
the instruction GOSUB 5000. The computer immediately
GOes TO line 20 for a fresh screen of aliens, and a new
game. If WIN isn't set, the program calls the LOSE
subroutine, starting at line 6000,

The END statement may be placed anywhere that is
convenient. However, 1t is good practice to place the END at
the end of the control program. This gives a neat finish and
makes the program more readable.
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BEFORE YOU START |
/T IS A GOOD IDEA |
TO PLAN HOW YOUR
SCREEN WILL LOOK
ON GRAPH PAPER.

and the heart-shaped control character clears the screen. Lines
& 8020 to 8120 contain SPC (SPaCe) commands, to position the
display. The control characters used determine the text color.
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" The first subroutine i1s INITIALIZE. Line 8010 sets the screen
colors by POKEing locations 53280 (the border) and 53281
¥ (the background) with zero (black). POKE 650,255 sets the
. keyboard to auto-repeat so the spacecraft moves smoothly,
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As the player is reading the instructions, the computer can
be getting on with initializing variables. Inline 8130 a
number of flags are set. LOST and WIN are set to zero since
the game has yet to begin. SC represents the number of
aliens that have been shot down. AHIT is a flag which 1s used
to check if a missile has collided with an alien. XP is the
position of the player's spaceship along the screen's X-axis.
HEIGHT is the Y position of the space invaders. In line 8140
the number of ALIENS is set by INVADERS. If you alter the
value of INVADERS, the initial value of ALIENS will
automatically alter throughout the program. Each invader is
given its own label by DIMensioning two arrays in line 8150.
DIMX (INVADERS) reserves memory space for the column
position of each space invader, and DIMY (INVADERS) does
the same for the row position. Line 8160 startsa FOR.. ..
NEXT loop which sets the initial positions of the INVADERS.
Line 8170 enters the X and Y position of each invader.
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Mar MEXT: RETURN

On pages 9 and 11 you saw how Commodore sprites are
created and used in theory. This routine sets up the missile
and explosion sprites needed for the game using the
Commodore's special registers. Line 8510 POKEs the 63
bytes into memory, starting at location 832. Line 8530 makes
V=253248 — this is the lowest numbered memory location and
every higher numbered location only needs be numbered

as V plus a small number. The sprite pointers are set up in EACH STAR IS il
lines 8540 and 8550. Next, the sprite needs to be turned on PRINTED AS A F

. _ . _ . STOP(.) TEXT
using the sprite enabling register (location V+21). CHARACTER IN A

RANDOMLY CHOSEN

: N AND ROW
The computer needs to know what color to make the sprite, %OOLSU/%OM

so line 8560 POKEs a color code into a color register
(location V+ 39 for sprite one, location V+40 for sprite 2, and
so on). In this case the code is 2, which is the equivalent to
red sprite graphics.

] 1) e LT ORND O =21y FPRIMNT "
s FPRIMTTARCK) i,

00 6 (

T R e PR LRTERO LD e NS RS W RO D= 50

Line 20 of the control program instructs the computer to
GOSUB 7000. This subroutine draws a random background of
stars. Line 7010 clears the screen, ready for the background.
There 1saFOR. .. NEXT loop between lines 7020 and 7050
which plots 40 stars on the screen. Line 7030 uses your
machine's random number generator to decide where to put
the stars. Each separate part of an array is called an element,
and a two-dimensional array such as GRID% can be used to
represent a map by making each element correspond to a
grid square on the map. Line 7040 stores the value one in the
element in GRID% which corresponds to the star position
that has just been chosen.
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Testing your program

At this point it s a good 1dea to test the program. Follow the
instructions in the box below and you should see the title
screen. Pressing any key will bring up the second screen. If
the program doesn't work, or something peculiar happens,
check through your work very carefully. Even tiny errors
can cause the whole program to crash.

(. TYPE A DUMMY LINE 25 END AND HI/T RETURN T
APPLEDle ; vype RUN AND HIT RETURN (27

YOU SHOULD NOW SEE THE TITLE SCREEN SHOWN LEFT. PRESSING ANY KEY WILL
ALLOW THE PROGRAM TO CONTINUE, AND THE STAR BACKGROUND WILL BUILD UP,
SHOWN RIGHT. DELETE THE DUMMY LINE 25 BEFORE PROCEEDING TO THE NEXT
SECTION.

e GRE (4 LONE SEA
CROTECTING THE FLANE "H .
fi FEW MOMEMTS fOli Wikl BE HINDER
APTACE BY allTERS FROM THE FLANET
VARON .
@l

iTAR Y
10k THe

sSLC E e 10 EHGEEE STy

1. TYPE A DUMMY LINE 25 END THEN HIT [reTurn]
COMMODORE 2. 7rRPE RUN THEN H/T
YOU SHOULD NOW SEE THE TITLE SCREEN SHOWN LEFT. PRESSING ANY KEY WILL
ALLOW THE PROGRAM TO CONTINUE, AND THE STAR BACKGROUND WILL BUILD UP,
SHOWN RIGHT. DELETE THE DUMMY LINE 25 BEFORE PROCEEDING TO THE NEXT
SECTION.

FPRESS aNY XY 10t NGOGE ) NERY
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The ALIEN subroutine given below has a low number
because it is the most frequently used of the subroutines.
The subroutine moves the aliens. It works by choosing an
alien at random, and blanking it out by DRAWIing the
character in black on the screen.

The alien remains invisible until the alien's next position has
been calculated by the computer. Once the new position has
been calculated, the alien is DRAWnN on the screen in
yellow. All this happens very quickly and gives the
impression of smooth movement, and works a little like a
cartoon film.

N B
1000 REM ALLTEN
1010 R o= INT  RND (1) # TRYADERS)
THEM  RETURM
1020 GDYU X R (YR )Y = GDY KR Y (R
@ 103Z30 HCOOLOR= O DRaW E &7 8 % XIR),
1040 XAiR) = XORY +  TWNT © RMD (1) =
LOS0 Y (R) = Y{R) + 1
LO&O  TFE MR BEOTHEM X (R
L0770 TF X AR 5 4 THEN X (R 1
10RO IF YR = 19 THEN LOST =
1050 Sro o DRAW T AT 8 ®
1A00 GDW (X R (Y (R ) = GDW X SR
1110 RETURR

3

Line 1010 selects a random whole number between one and
the value of INVADERS. The value of R identifies a particular
alien. Line 1010 also checks the alien’s vertical coordinate. If
it is 22, then it is off-screen, and is “dead” — the subroutine
ends with a RETURN - see the HIT subroutine later on. Ifa
"living” alien has been chosen, line 1030 DRAWSs an alien in
black at Y(R), X(R) making it disappear. New coordinates
are calculated in lines 1040 and 1050, using the RND function.
A random number — elther minus one, zero or one — is added
to the current value of X(R) to alter the column position, and
the value of Y(R) is increased by one. The effect of this is to
move the alien’s new position one space left and down, or
one space down, or one space right and down. Lines 1060
and 1070 limit the value of X(R), and make sure that the alien
can never be off the screen. The next line, 1080, tests the
value of Y(R). If it is equal to 19, then the alien has reached
the bottom of the screen, and the player haslost. The LOST
flag is therefore set. In line 1090 the alien is DRAWnR in
yellow at its new position. Finally, GD% is updated by
adding 2 to the value in the element corresponding to the
alien's X and Y coordinates.

7O MOVE LEFT
INT(RND@W%3)~ 1= -]

NOT TO MOVE

INT(RND()X3)~]=0
TO MOVE RIGHT
INT RNO(DX3) | =+]

THE ALIEN MOVES DOWN
BECRUSE | 1S ROPED 7O
ITS Y(R) VALVE:
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The first of the next two subroutines allows you to control the
player's spacecraft, and to fire missiles. The second
subroutine animates missiles and checks for hits.

In line 2010, PEEKIng (- 16384) looks at the keyboard. The
key press is stored in I$. The Z key will move the player's
spacecraft left and the X key moves it to the right.

Line 2040 DRAWSs the spacecraft in black. Lines 2050 and
2060 control the movement of the spacecraft. IF the Z key has
been pressed AND the spacecraft's position is greater than
one, THEN the value of XP is decreased by one character
position. Using the < (greater than) and the > (less than)
operators in this way ensures that the spacecraft can never
be off screen. The expression XP=XP-1 is common in
computer programming — all it means is that the variable is
altered by the amount specified. In this case, XP is
decreased by one. The spacecraft is held in shape number
two and 1s reDRAWn in purple by line 2070 — this happens
even if the spacecraft hasn't moved. Line 2080 checks if the
player has pressed the space bar (in which case I=160), and
calls the fire routine if appropriate. Finally, line 2090
RETURNS control to the main program.

8PIXELS
(]

A

NUMBER OF PIXFLS

THE Z KEY MOVES THE THE X KEY MOVES THE
SPACESHIP (A) TO THE SPACESHIP (A) TO THE
LEFT AS FAR AS COLUMN 4 RIGHT AS FAR AS COLUMN |7.
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This routine animates the missile. There isa FOR ... NEXT
loop between lines 3020 and 3070, which is set up with
STEP-1. This is a little different from a normal FOR . . . NEXT
loop because, instead of counting up, the loop counts down
in steps of one. Whenever you use a FOR . . . NEXT loop you
can specify whichever STEP suits your program best. In this
case, starting at YM =17, the missile 1s moved up the screen
In steps of one line until it reaches the top line (YM=0). The
missile is DRAWn in purple by line 3030 - HCOLOR=2
means DRAW the shape in purple. In the next line there isa
check to see If that position is already occupied by an alien —
1s there a hit? If the value held in GD% for that location is

greater than one, the HIT routine starting at line 4000 is
called. The missile is blanked out in line 3050 by DRAWIng it
In black at the same screen position. GD% 1s checked again
In line 3060, but this time the check is for a star. If the missile
has gone over a star, the star will not reappear unless it is
DRAWnN back on screen. Line 3060 takes the star's
coordinates and DRAWSs it in again in white.

THE MISSILE ¥ MOVES
UPWARDS AS SHOWN
ON THE LEFT.
@ THE ¥ IS PRINTED.
@ THE REVERSE §
IS PRINTED SO THAT
IT DISAPPEARS.
® THE ¥ IS PRINTED
AT THE NEXT
POSITION ABOVE.

THE MISSILE WILL
CARRY ON UP THE
SCREEN UNTIL IT
HAS HIT AN ALIEN
OR HAS REACHED
THE TOP OF THE
SCREEN.

YOU WILL NOT BE
ABLE TO MOVE THE
SPACESHIP OR FIRE
ANOTHER MISSILE
UNTIL THE MISSILE

HAS DISAPPEARED.
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The FOR ... NEXT loop between lines 4010 and 4080 checks
each of the Invaders in turn to see which one has been hit.
The alien which has been hit is DRAWn in black in line 4030,
and the missile 1s DRAWnN in black in line 4040. In line 4050
an explosion is DRAWNnN in the position where the alien has
been hit. Having destroyed the alien, line 4060 updates
GD%. The alien's position 1s set to 22 so that it will be

skipped over in line 1010. The loop 1s exited by setting A
equal to INVADERS. One is subtracted from the number of
ALIENs in line 4090, and the score (SC) increased to give you
a running score display. The AHIT flag 1s reset to zero. If line
4100 finds that no more ALIENs remain, the WIN flag is set.
The score 1s displayed by line 4110, and finally the explosion
1s DRAWn over in black in line 4120.

THE MISSILE MOVES UP
THE SCREEN AND /F /T

B DE7ECTS AN ALIEN AROVE
IT,IT REGISTERS A HIT.
THE MISSILE AND THE
RLIEN BRE THEN ERASED
BY REDRAW/ING THE
CHRRACTERS IN BLACK.

AN EXZLOSION 15 DRAWN
IN AND THE RLIEN THEN
HAS 1TS VERTICRL
COORDINATES MOVED OFF
SCREEN TO REMOVE 1T
FROM FLAY:

THE EXPLASION /S THEN
REMOVED BY REORRWING
IN BLACK.




The ALIEN subroutine given below has a low number
because it is the most frequently used of the subroutines.
The subroutine moves the aliens — represented by a pi sign.
It works by choosing an alien at random, and then blanking it
out by printing the character in black on the screen. The
alien remains invisible until the alien’s next position has been
calculated by the computer. Once the new position has been
calculated, the alien is printed back on the screen in yellow.
All this happens very quickly and gives the impression of

the figure moving rapidly across the screen, and works a
little like a cartoon film.

1000 HEM ALTEN
Fe= DHT CRMED (D) B TRHVADERS) +1s  1F Y (R =22 THEN RETLURN
=Y (R KX R BOSUE 5000: FRIMTSFC (" "y
SRIDY X, ) =GERIDY (X, ¥) -2
FOGERT (RO LY CR) Y =1 THEN GOSUE 9000:
FRIMTSFO X S "
LOED R =3 R A TRT CRMD (1) #30) —1
1TO&D ¥ (R =Y (R o+
@ 1070 IF X iR
1080 TF X (R S KR =
LOS0 TF ¥ (RO =21 QBT
@ 1100 vev i gex R s FOSOn0y PR RTEFD D ey
1110 GRIDK (X, Y) =GR

@ O
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1m0 RETURR

Line 1010 selects a random whole number between one and

the value of INVADERS. The value of R identifies a particular

alien. Line 1010 checks the vertical coordinate of the alien. If

itis 22, then it is off-screen, and is "dead” — the subroutine

ends with a RETURN instruction. What 1s happening here

will become more clear when the HIT subroutine is

described later on. If a "living” alien has been chosen, line

1020 prints a space in black at Y(R), X(R). New coordinates

are calculated in line 1050, using the RND function. A random

number — either minus one, zero or one - is added to the

current value of X(R) to alter the column position, and the 70 MOVE LEFT:
value of Y(R) is increased by one. The effect of thisis to INT (RNCIDE 3) | ==
move the alien's new position one space left and down, or NOT TO MOVE :
one space down, or one space right and down. Lines 1070 INT (RNOIpF 3) —fr—_o
and 1080 set limits to the value of X(R), and make sure that T,{,’T';’,f,:' DE(,),,R;?_"’ =4
the column position can never be off the screen. The next THE ALIEN MOVES
line, 1090, tests the value of Y(R). If it is equal to 21, then the DOWN SINCE 1 15
alien has reached the bottom of the screen, and the player ?ggEgIJXTEHE YR
has lost. The LOST flag is therefore set. In line 1100 the alien

Is printed 1n yellow at its new position. Finally, GRID% 1s

updated by adding 2 to the alien's X and Y coordinates.
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The first of the next two subroutines allows you to control the
player's ship, and to fire missiles. The player's ship can move
left and right across the bottom of the screen. The second
subroutine animates missiles and checks for hits.

In real-time games such as this one the player needs to be
able to interact with what is happening on the screen. It is

quite easy to write a routine which allows the player to use
the keyboard to control graphics.

In line 2010 GET looks at the keyboard to see if a key has
been pressed, and stores the result in L§. Now you should
test for the keys you are interested in. The next line tests L§,
and IF it is a space (the player has pressed the space bar),
THEN the instruction is to GOSUB 3000, which is the missile
firing subroutine — defined below. Lines 2030 and 2040
control the movement of the spacecraft. IF L is Z (the Z key
has been pressed) AND the spacecraft's position 1s greater
than one, THEN the value of XP is decreased by one. Using
the > (greater than) and the < (less than) operators in this
way ensures that the spacecraft can never be off screen. The
expression XP=XP—1 is common In computer programming
— all it means is that the variable 1s altered by the amount
specified. In this case, XP is decreased by one. The player's
spaceshipis represented by the letter A, which 1s PRINTed
on screen in a string of characters (“ A'\”), between two blank
spaces. The spaces over-print and hence erase the old
character A when the spaceship is moved left or right.

0/ 23458 789 0712132576778 /D21 2233 242526272825 30 31 32

THE Z KEY MOVES THE THE X KEY MOVES
SPACESHIP (A) TO THE THE SPACESHIP (A)
LEFT As FAR AS TO THE RIGHT AS FAR
COLUMN 1. AS coLUmN 37
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The subroutine above is the FIRE routine, which animates
the missile. There isa FOR ... NEXT loop with STEP —1
between lines 3020 and 3080, which moves the missile from
the bottom of the screen to the top. The sprite is displayed
on screen using the X and Y location registers and registers
in the VIC (video) chip. In the program these registers are
referred toas V, V+1, V+16 and V+21. Unfortunately, you
cannot POKE the screen coordinates directly into these
registers. The value for the X location register is calculated
in line 3010. If X 1s less than 256 it is POKEd directly into V,
along with zero into V+16, in line 3040. If X 1s greater than
255 (the largest value a single memory location can contain)
line 3050 subtracts 255 from X. Line 3030 calculates a new
value for the Y location register. Line 3060 POKEs the Y
location register, and switches on the sprite using the sprite
enable register (V+21). A hit on an alien by the missile is
detected in line 3070 and the program 1s directed to the HIT
subroutine by GOSUB 4000.

WHEN A MISSILE (T)
HITS A CHARACTER
WITH A STAR, THE
STAR IS BLOTTED
ouT(1). AFTER THE
MISSILE HAS BEEN
DELETED (2) THE
STAR S REPRINTED
IN THE SAME
POSITION (3).

THE MISSILE WILL
CARRY ON UP THE
SCREEN UNTIL IT
HAS HIT AN ALIEN
OR REACHES THE
TOP OF THE SCREEN.
YOU WIiLL NOT BE
ABLE TO MOVE THE
SPACESHIP OR FIRE
ANOTHER MISSILE
UNTIL THE MISSILE
HAS DISAPPEARED.
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The routine above displays the explosion sprite on screen
after a direct hit has been scored on analien. The Xand Y
location registers and the two registers on the VIC chip are
used to as they were in the last subroutine. In line 4030,
though, sprite number two is enabled by POKEIng V+16
with 2.

After a hit, line 4070 adjusts the alien's position so that it 1s off
screen - by altering its Y coordinate to 22. Line 4090 alters
the score, and the number of ALIENS remaining, and then
resets the AHIT flag. The alien is blanked out by calling the
subroutine at line 9000 which positions the cursor over the
alien and control RETURNS to the mains program.

THE M/ISSILE MOVES

| UP AND IF IT DETECTS
AN ALIEN |T REGISTERS
R HIT. THE ALIENS NEW
CO-ORDINATES ARE
REMOVED OFF THE
SCREEN. THE CLRSOR
1S POSIT/IONED TO
OVERPRINT THE RLIEN
AND THE EXPLOSION
SPRITE /S TURNED ON.,
WHEN THE PROGRAN
RETURNS FROM THE
g/T SUBROUVTINE,

LL THE SPRITES Fer

TURNED OFF,




Testing your program

You can test the moving and firing sections of the program at
this point before going on to the final chapter of the book.
Follow the instructions given in the boxes below. You should
be able to move your spaceship and attack the oncoming
invaders. As before, if you receive an error message, check
back through your work with the listings given.

APPLE ITe

l. TYPE RUN AND HIT

IF EVERYTHING IS CORRECT,
YOU SHOULL BE ABLE TO
SHOOT THE ALIENS AS THEY
ADVANCE DOWN THE SCREEN.
THE PROGRAM WI/LL STOP
IF YOU KILL THEM ALL, OR
ONE OF THEM REACHES

3 ' THE BOTTOM OF THE SCREEN.
DELETE THE DUMMY LINE
RLIENS DESTROYED=@ BEFORE PROCEEDING.
JGNORE THE ERROR MESSAGE
PRINTED AT THIS STRGE,

COMMODORE

1. TYPE RUN AND HIT

IE EVERYTHING |5 CORRECT,
YOU SHOULD BE ABLE TO
SHOOT THE ALIENS AS THEY
ADVANCE DOWN THE SCREEN.
THE PROGRAM WILL STOP
IE ONE OF THEM REACHES
THE BOTTOM OF THE SCREEN
DELETE THE DUMMY LINE
BEFORE PROCEEDING .
IGNORE THE ERROR MESSAGE
PRINTED AT THIS STAGE.
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WINNING
AND LOSING

The winning and losing section is all that remains to make the
game complete. If the player succeeds in shooting all ten
aliens, another wave of attack appears, beginning lower
down the screen and giving the player less time to deal with
the attack. At the end of this section there are some tips to
make the program even more effective, and the program
listing is given in full.

Y
¥

DO AOU KHISH YO FIGHT aGAalN

&

33




If the player is skilful enough to destroy all the aliens in a
wave, then the WIN flag 1s set in the HIT subroutine, and the
control program calls the WIN subroutine. 1f the player lets
the aliens through, then the LOSE subroutine is called
instead.

LT
o HOE
Do HTAE LDy FRIET ML DHNE ke DL DR
FROOWT "THLIE TIF Pl
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HTEE 1 CTRT MO PRERGRE R
HTAE Td: FRIMT "OUR HEXT AT TEok "
FOR D = L1 Op MEXT D
HIBE: GRDE S s H s R TGMT e BT
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Line 5010 clears the screen and sets the cursor to the HOME
position (the top left hand corner of the screen) and
switches to TEXT mode. Lines 5020, 5030 and 5040 PRINT a
"Well Done" message in the top half of the screen, telling the
player that another wave of aliens i1s on its way. Notice that
each message line is preceded by HTAB so that the
complete message 1s arranged in the correct place in the
center of the screen. AFOR. .. NEXT loop at line 5060
introduces a time delay so the player can read the message.

This kind of delay asks the computer to count from one to 1500
— while 1t 1s counting it cannot get on with the next part of the
program. lf the message was shorter, the computer could be
asked to count to a smaller number (a shorter delay), or if the
message was longer, the computer could be asked to count
to a larger number (a longer delay).

The number of ALIENS is reset to the number of INVADERS
in line 5070, and the WIN flag is switched "off" — 1.e. becomes
zero — ready for the next wave of aliens. The value of
HEIGHT is increased by 2, making the next wave of aliens
appear lower down the screen, and increasing the level of
difficulty. The FOR ... NEXT loop between line 5080 and line
5100 calculates the X and Y positions of each alien, by
working out the X position from the alien number (A), and
taking the Y position from the HEIGHT value. This is just the
same as was done earlier in the INITIALIZE subroutine. This
latest subroutine can be tested as before, by following the
Instructions in the box on the facing page.
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When the aliens land the LOSE subroutine (above) is called.
The high resolution screen is replaced by the text screen for
the message.

The screen is cleared and a message i1s PRINTed on the
TEXT screen, telling the player that the invaders have
landed. Next, lines 6060 to 6080 tell the player his or her
score. The semi colon (;) in line 6070 ensures that

the score appears alongside the "YOU ARE DESTROYED"
message. After a pause, the player is given the option of
playing again. If the response isa Y, then the program RUNs
again, otherwise the program RETURNS to the control
program, and ENDs at line 90.

APPLE Ile YOU CAN Now RUN THE PROGRAM IN
FULL. WHEN THE INVADERS ARE ALL SHOT DOWN, THE
MESSAGE SHOWN LEFT IS DISPLAYED, AND THE GAME
CONTINUES WITH THE ALIENS ADVANCING FROM A
POSITION LOWER DOWN THE SCREEN. IF AN INVADER
REACHES THE BOTTOM OF THE SCREEN, YOU HAVE LOST
AND THE SCREEN WILL DISPLAY THE MESSAGE ON THE RIGHT.

WELL DONE EARTHLING
THIS 1IME YOu I HE
NOW FREFARE FOR ALIENS
UUR NEXT T TACH H A v E
L ANDED
HOWE VER
YOL DESTROYED 7
AL TEN  CRAFT

DO YN WANT 10 FIGHT AGAINT

ALIENS DESTROYED=10
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If the player is skilful enough to destroy all the aliensina
wave, then the WIN flag is set in the HIT subroutine, and the
control program calls the WIN subroutine. If the player lets
the aliens through, then the LOSE subroutine is called
instead.
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Lines 5010, 5020 and 5030 PRINT a "Well Done" message in
the top half of the screen, telling the player that another
wave of aliens 1s on its way. Notice that each message line 1s
preceded by SPC so that the complete message 1s arranged
in the correct place in the center of the screen. AFOR. ..
NEXT loop at line 5060 introduces a time delay so the player
can read the message. This kind of delay asks the computer
to count from one to 1500 — while 1t Is counting it cannot get on
with the next part of the program. If the message was
shorter, the computer could be asked to count to a smaller
number (a shorter delay), or if the message was longer, the
computer could be asked to count to a larger number (a
longer delay).

The number of ALIENS is reset to the number of INVADERS
in line 5070, and the WIN flag is switched "off' — 1.e. becomes
zero - ready for the next wave of aliens. The value of
HEIGHT is increased by 2, making the next wave of aliens
appear lower down the screen, and increasing the level of
difficulty.

The FOR ... NEXT loop between line 5080 and line 5110
repositions the X and Y positions of each alien, by working
out the X position from the alien number (A), and taking the
Y position from the HEIGHT value. This is just the same as
was done earlier in the INITIALIZE subroutine. This latest
subroutine can be tested as before, by following the
Instructions in the box on the facing page.




HoOE
L R 1O S
I B
_ (CI B I A
GRS R AR B,
LI UWOCREN RN ST Ry S0
LA b, WE M s

o, B £ WS B W S WO

®© O

€

®

@

B Fo bttt THETRD FUIM

FOE T LIPS

FEARHT

00 000

The final section to be defined 1s the LOSE subroutine,
starting at line 6000. The screen is cleared and a message 1s
PRINTed, telling the player that the invadershave landed.
Next, lines 6060 to 6080 tell the player his or her score. The
semi colon (¢) at the end of line 6070 ensures that the score of
the number of aliens killed (SC) appears alongside the "YOU
DESTROYED" message.

The player 1s given the option of playing the game again
after a pause. Anything the player types is given the label
AS$ If the response 1s any word which starts with a Y, line
6100 RUNs the program again, otherwise the program
RETURNS to the control program, and stops at the END
statement in line 0.

COMMODORE  you CAN NOW RUN THE PROGRAM IN FULL.
WHEN THE INVADERS ARE ALL SHOT DOWN, THE MESSAGE
SHOWN LEFT IS DISPLAYED, AND THE GAME CONTINUES
W/TH THE ALIENS ADYANCING FROM A POSITION LOWER
DOWN THE SCREEN. IF AN INVAPER REACHES THE
BOTTOM OF THE SCREEN, YOU HAVE LOST AND THE
SCREEN WILL DISPLAY THE MESSAGE ON THE RIGHT.

1l Dol F R i Bl MG
FUEY G D RAREE MO wpi

NOM PRI UPARE Tk
e MY E b Atk

PO YOU WIS o bR

FUITIS R i R

37




~ ) o~ 7= ) > (> (> 7 7~ I~

Improve your program

As it stands, the Invaders game is fun and challenging to
play. [tis difficult to shoot down all the aliens and they
appear to move as If they had a will of their own! However, it
becomes much more like an arcade-style game if you add
some simple sound effects for firing the missiles and alerting
an alien attack. Given below are some hints on how you can
add to the program to get a really professional-looking game
that you and your friends can enjoy.

Adding sound

Add these lines to your program to give sound effects —a
movement blip, an explosion noise, and a battle siren.

Both the Apple and the Commodore generate sound effects
when you POKE values into special memory locations. The
Apple program has a special machine code routine which
plays the sound effects, stored as DATA in line 9070. Every
time a sound effect 1s needed, a value 1s POKEd into memory
locations 776 and 777 to set pitch and note length before the
machine code routine 1s called. The Commodore POKEs
values into registers in a special sound synthesizer chip to
produce its sounds.

APPLE Ile
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Extra Graphics

The graphics additions to the program are used after the
aliens have landed. The Apple program uses the FLASH
command in line 6015 to highlight the message printed in
lines 6020 to 6050. NORMAL in line 6055 stops the following
text from flashing. In the Commodore program the border is
flashed by POKEIng the border color location with a range of
color cades.

APPLE Ile




The

complete listing

Now that you have the complete program keyed in, you
should store it on tape for future use. The Instructions for
saving programs vary slightly between different machines,
and you should consult your user's manual for detailed
instructions. The full listing for the Space Invaders program
Is given below, for both machine versions. The additional
material suggested on the previous page has been included.

APPLE Ile

COMMODORE

5 K
10
20
0
40
S0
&0
70
80
F0
1000
1010
THEN
1020
1030
1040
1050
1060
1070
1080
1090
1100
1105
1110

2040
2050
S

2060
XF o+
2070
2080
2090

3010
J020

4000
4010
4020

4050
4055
4060
4070
4080
4090
4100
4110
4120
4130
4140
5000
S010
5020
5030
5040
S050
SO60
5070
5080
5090
S100
110

EM INVADERS
GOSUE BOOO: REM
GOSUE REM
GOSUE FEM ALTEN
GOSUE REM FPLAYER
IF WIN = 1 OrR LOST = 1 THEN
G010 30
IF WIN 1 THEN GOSUE SO00:
GOSUER 6000: REM LOSE
END
REM ALTEN
R = INT ( RND
RETURN
GDZ(X(R) ,Y(R)) = GDL(X(R),Y(R)) - 2
HCOLOR= 0O: DRAW T AT 8 » X(R),8 * Y(R)
X(R) = X(R) + IMNT € KND 1) * Z) - 1
YiR) = ¥Yi{R) + 1
IF X(R) = S THEN X (R) =
IF X(R) 1 THEN X(R) = 1
IF Y(R) 19 THEN LOST = |
HCOLOR= DRAW = AT 8 * X(R),8 * Y(R)
GD%Z(X(R) ,Y(R)) = GDXL(X(R),Y(R)) + 2
PORE 776,126: FOKE 777,30: CALL 778:
RETURN
REM

INITIALTZE
SCREEN

GOTO 70

GOTO 20

(1) % INVADERS) + 1: IF Y (R)

REM  BLIF

FLAYER

I = FEEK ( — 16384):

I£ = CHRE (I - 128)
FOFE -~ 16768,0
HCOLOR= DRAW 2 AT 8 % XF,19 % 3
IF (If = "Z" DR It "I AND XE

128 THEN 2070

1 THEN X/
1
IF (I =
1
HCOLOR= 2:
IF I = 160
RETURN
REM FIRE
XM = ¥XF * 8
FOR ¥M = 17 TO O STEF -1
HCOLOR= 2: DRAW 1 AT XM,YM * 8
IF GDZ(XF,YM) » 1 THEN GOSUE 4000
i
1

"X OR AND XF < THEN XF
DRAW

THEN

AT 8 % XP,19 * 8
GOSUE =000

HCOLOR= 0O: DRAW AT XM,¥YM * 8
IF GD%(XF,YM) = THEN HCOLOR= 7: DRAW 4 AT XM,
NEXT
RETURN
REM
FOR A =

HIT
1 TO INVADERS
XF OR Y(A) <« > YM THEN

0: DRAW T AT 8 * X(A),8 * Y(A)
O: DRAW | AT 8 * X(A) B * YR
HCOLOR= 7: DRAW 5 AT 8 * X(A),8 * Y(A)
FOKE 776,3%4: FOKE 777,100: CALL 778
GDZL(X (A) ,Y(A)) = BDZ(X(A) ., Y(A)) — 2
Y(A) = 22:A = TNVADERS

NEXT A
ALIEN = ALIEN - 1:5C = SC + 1:AHIT =

IF ALIEN = O THEN WIN = 1

VTAR 22: HTAR 27: FRINT SC

HCOLOR= O: DRAW S AT 8 » XF,8 ¥ YM
YM = 0
RETURN
REM
TEXT
VTAE
HTAR
HTAR
HTAR

GOTO 4080

WIN
HOME
HTAE 12: FRINT "WELL OONE
PRINT "THIS TIME YOU WIN'
FRINT "NOW FREFARE FOR "
FRINT "OUR NEXT ATTACK"
1 70 1500: NEXT D
ALIEN = INVADERS:HEIGHT =
FOR A = 1 TO INVADERS
X(A) = A * T:Y(A) = HEIGHT
NEXT A
RETURN

EARTHL TNG"

HEIGHT + 2:UWIN

S REM INVADERS

10 GOSUE
20 GOSUE
0 GOSUR

40
50
60

70 1F WIN=
80 GOSUE &000:

BOOO:
VARIRISH

KEM INLITIALTZE
REM SCREEN
1000: REM ALIEN
2000: REM FLAYER
OR LOST=1 THEN GOTO 70

THEN GOSUK
REM LOSE

S000;:

LOTO o

F0 END

1000
1010
1020
1020
1040

1050
1060
1070
1080
1090
1100
1105
1110
1120
2000
2010
2020
2020
2040
2050
2060
3000
I010

040
2050
3060
070

100
4000
4010
4020
4030
4040
4045
4050
8060
4070
4080
4090
4100

S000
5010
S020
S0Z0
S040
S050
S060
5070
5080
S5090
5100
5110
5120

REM AL TEN

R=INT (RND (1) * INVADERS) ¢1: 1F
Y=Y (R): X=X (R): GOSUE 000:
GRIDZ (X, Y)=GRIDZ(X,Y) -2

IF GRID%Z (X (R) ,Y(R))=1 THEN GOSHIH
PRINTSFC(X) "2, "5

XOR) =X (R + INT CRMD (LY » ) -t

Y(R)=Y (R)+1

IF X(F) Zé& THEN X (R)=Té

IF X(R) 1 THEN X{R)

IF Y(R)=21 THEN LOST=1

Y=Y (R): =X(RK): GOSUER Q000: FRINISHC o0 "Mea' g
GOSUB 9100: REM BELIF

GRIDZ (X ,Y)=GRID%{(X,Y) +2

RETURN

REM FLAYER

GET L#¥

YARY=20 N B TURN
FRIMISEC v g

GO0

" THEN GOSUK Z000:
Z" AND XF 1 THEN X
X" AND XF:Z7 THEN X (F
GOSUH 2000: FRINTSFC(XP--1) "y A "
RETURN
REM FI1RE
X=(XF*8)+24
FOR YM=21 TO 1
Y= (YM*8) +50
IF X256 THEN FOKE V,X: FPOLE
IF X285 THEN FOKE V,X-295:
FOKE V+1,Y: FORE V+21,1
IF GRIDZ(XF,¥YM) -1 THEN GOSUE 4000
NEXT
FOKE V+21,0
RETURN
REM HIT
X=x-8
IF X256 THEN FOKE W+2, X
IF X>255 THEN FOKE V+2,x-2
FOKE V+3,Y: POKE v+21,2
GOSUR 9200: REM EXFLUOSION NOLSE
FOR A=1 TO INVADERS
IF X(A)<»XP OR Y(A)« 2YM
Y (A)=22: A=INVADERS
NEXT A
AL TENS=ALLLENS-1: STU=4%
IF ALIENS=0 THEN WInK
¥Y=YM: GOSUEB 2000: FRINTSFC (Xp"
GRIDY (XF, YM) =GRID% (XF,¥M
FRINT" " : PRINTSFC(Z27) "
YM=1
RETURN
REM WIN
FPRINT """
PRINTSFC (1) "RRLDDUIMELL DONE EARTHL ING"
FRINTSFC (11D "B THIS TIME You WIHNHY
FRINTSFC (12) "UDFINOMW PREPARE FOR"
FRINTSFC (123 OUR NEXT AlinaCK"
FOR D=1 TO 1S00: NEX| D
LET ALIENS=INVADERS: HEIGHT=HEIGHT+I:
FOR A=1 TO INVADEKRS
LET X (A)Y=A*Z: Y(A)= HEIGHT
GRIDZ (X (A) ,YiA)) =2
NEXT &
RETURN

REM F 1R

STEP =i

Uala, 0

FORE Vt1é,)

OFE Wt L,
Fiib BN+ i

THEN GOTO 4080

1 A=

WIN=0




COMMODORE continued i | APPLE Ile continued

G LML HOOO REM LOSE
el BRI RS SOl TEXT & HOME
oL PRIMTSEC Do " Y HOTE FLASH
o PRIMIGHC 1 "1 N U A D RS 6020 VIAE S: HTAB 15: FRIMI "T H E"
A FRIMISE Clar U @ U LOTO  HTAER 12: FRINT "4 L 1 E N S§"
HO50 FRIMISEE v14) "1 N D L DY HTAE 14: FRINT "H 4 YV E "
PRANTOEC  Teo PLREIHOMEUE R " HTAE 12: FRINT "L A N D E D"
FRINIAC Ol YO DLESTROYED o & NORMAL
FRINTSEC ) "AL TR N CRAE 1Y LO&D  VTAE 12: HTAR 14: PRINT "HOWEVER"
FOR E- 1 1015 6070 HTAR 10: PRINT "YOU RESTROYED "31SC
R ENEO HTAK 12: PRINT "ALTEN CRAFT®
FOR - oz e SO0 VTAER 1é6: HTAB 4: PRIMT "DOD YOU WISH TO FIGHT
angy e Wl AGATNT Y
SOn R D [ R D D YO W GH 1O R F G 6100 POFE - 16768,0: GET A
AGATEN" L < INPUT A3 L1110 TF AF = "Y' OR A% = "y THEN RUN
SLOO TF LEFTE b, T="%" THEN KL H17 RETURN
S1LO RETURM 7000  REM  SCREEN
ZO00 KEM S0REEN TO10 HGR HOME
JOLO FORE VE2T 0 PRINTURLY 7070 FORE - 16301.0: FOFE
SO FOR S=1 170 40 E= 1
TS0 XS IHNTORND C1Y w800 2 Y= TNT CRND G w01 s PR THT Rt e 2030 FOR S TO 20
GOSUBZO00T FRINT koo (%, 7080 ( RND (1) » 5):GH =INT ( RND (1)
7040 GRID% (X, ¥y =1 7050 GDL(DF GH) = |
7950 NEXT S 70460 HCOLOR= 7: DRAW 4 AT @ = DF,8 % GH
FRINT R : PRINTSFC (L) "AL TENS DESITROYED="150 650 NENT &
GUSHE 7500 REM BATILE STREN 7080 VTAL 22: HIAK 10: FRIMT "ALIENS DESTROYED="3SC
RETURN i 7090 HCOLOR= 2: DRAW 2 AT 8 » XP,8 * 19
Bunn REM INTTIALITZE 7095 FOR 1 = 1 TO Z0: POLE 776,90: POKE 777,30: CALL
Sulo FOFE S O,0: FOFE S0081 0z FolE 778: NEXT
PRINT L . Cepace n . 7100 RE TURN
SODOPRINTSEC () "M ¥OU ARE @ 1 OHE SPACE PI1LOD 8000 REM INITIALIZE
OO FRINISFC (4 "PROTECTING 1HE Pl ANE L 8010 TEXT : HOME
EARTH. IN" A 55, o S T i 3
H040 FRINISFCi4) @ FTEH MOMENTS YOU WILL Bl BoZ0  MTRAB 2 HTAB 7= FRINT "¥OU ARE A LONE SPACE
UNDER"
QoS0 PRINISPC (4 " AT TACK BY Al TEMS FRUM THE
PLANE 1"
dosn FRINTSFC (4" UARGON"

3 FRINT "PRDTECTING THE FLANET EARTH. IN"

=]
|
5

FRINT “A FEW MOMENTS YOU WILL EE UNDER™
8050 FRINMT “ATTACK BY ALIENS FROM THE FLANET®
1l i’ 2 g L 3 W
e :;F;IS-ISFE CDIVOUR FESSTOR 1S 10 PREUENT Zw:?)) :, . F':?sd';‘r"Y;‘lj?\'bﬂTéSIDN 1S TO FREVENT ANY™
o n J ) N 2080 A Sz PRINT "VARGONIAN SHIF FROM LANDING. "
BORD FRINTSRCLS: VARGOELAR sHIP FRON 8O0 VTAK 10: HIAE 7: PRINT " Z° MOVES STARFIGHTER
LANMDING . ) e
BOF0PRINTSFD (4) "BRFA 7 ° MOUE 5 STARE TGHTER ek ) ;
LB 8100 VTAE 12: HTAE 7: PRINT "°X' MOVES STARFIGHTER
BIOO PRINTSEC (6) " “X < MOUES ARFIGHIER RIGHT" RIGRATY S
AL10 PRINTSFC(7) "BIPRESS SPACE 10 FIRF LASER" 8110 VIRH H1AK FRINT "PRESS SPALCE BAR 10 FIRE
FL20 PRINTSEC (5) "UBEIPRE S ANY KEY TO0 ENGAGE MISSILE"
MR 8120 VAR HT A FRINT “"FRESS ANY KEY TO ENGAGE
HUZ0 LOST=0: WIN=0: SCeur AHIT=0: HITSTAR=L: xFP=20: ENEMY™
I INVADERS 8130 GOSUE 9000
G141 BLIENS= [NVADEF 8175 FOR E = 776 10 798: READ E: FOKE E,H: NEXT
S150 DIM X CINVADERS) : DIM Y CIJNVADERS) BLA0 LDST = iWIN = 0:5C = 0:AHIT = 0:HITSTAR = O:XF =
DIM GRIDZ A0, 21) 16:HEIGHT = O: INVADERS = 10:ALIEN = INVADERS
Aloo FOR =1 T THVEDE RS 8150 ALIENS = INVADERS
B170 X (@A) =A%4- 25 Y (A =HE TGHT 8160 DIM X (INVADERS): DIM Y (INVADERS): DIM GD%(35,19)
IR0 LR LD% (0 i) ) =, 8170 FOR & = 1 TO INVADERS
B0 NEXT 1 G180 X (M) = A * T:Y(A) = HEIGHT
o000 GOSHE 8500 8120 NEXT A
S DA NI O S 8200 BGET R#
GET FE: TF RE="UOTHEN HOTO 8710  RETURN
RE TLIRN 000 FOR % = 7676 10 7804
HEM SPRITE DEFINTTION G010 READ A
H510 FOR N=0 [0 s READ 1: FOFE 8770+N,0: SO0 POFKE YX.A
REM MISGTIE 9050 NEXT X
HECO FOR N=0 10 603 READ O POFE 696400z 5040 DATA  S,0,12,0 0,57,0,80,0,86,0,7
KEM EXFE0S 10N 57,67 5 1, 45,109 ,58,22%,27,55,109,7
RREE] 2 67,67,6%,55,54,37,108,73,53
POKE "2y, 1% 55, : 77.,9,245,59,67,159,45,45,45,255,219,55, 45,
PORE coal, 14
FOFE Y+79,2
FOFE Ve, 7 186,5,00,13

g . » . & ,220,147,46,61,22,109,1
DATA 8,0,0,28,0,0,28,0,0,62,0,0,92 0,0,28,0,0, 17,47, 109

24, 193,76,48,197,1 32456, 225,259y 27 y255,
@B,0.0 0,0,127,0,0 1,150,17%,191,82,118,182,41,69,41,5,193,193,1,00
H=20 DATA O 3 L R T I 2060 RETIRN
05040310, 0y 0,0 . G070 DATA  JES,255,177,48,192,136,208,5,206,9,3,240.,9
oo DATA O o a1 7 L0 108,16, 165,8, S 202, 208,285, 178,8, 5,76, 10,5, 96
129,0,01209, 7 g 2
610 DATA 1L
48,90,
BETH DATA 72, 165,18, O30, 129,0,129,8,165, 1a,
128.0,1,64,0,2,17,0,17%6
a0 RE RN
FOO0 FRINTUE : PO T=1 10 v FRINT'@I 5 NEXT: KETURN
GLOO REM B IE
e D EOFES T POFESG 2T 0
D6, 15O ESAT 27, 128 FORFS4276, 30
2100 FORESALT 5, Moz POkES4 0 75
F140
D200
G210
2 12POEFE 54296 FaNEXT
FOFES4287,0
RE THIRN
REM BATTLE STREN
FOR S=1 TO 20
FOFES4276,0: FOFESA2 77,0 FOFESA272,0
FOFESA296,15:POFE 7 64:FOFES4A276,
FORES4277,50: FOFE
NEXT




Array

DELAY

DIM

DRAW

flag

GOSUB

GOTO

IF ... THEN

Glossary

An array is a set of data, held together and identified by one
varlable name (see also the entry for variable). One way of
Imagining an array 1s as a series of boxes within the
computer's memory, with each separate piece of data held
In a separate box.

Delays are sometimes included in computer programs when
1t Is necessary to slow the computer down. They are usually
partofa FOR. .. NEXT loop (see below) and look like this in
a program:

FOR DE = 1 TO 1000: NEXT DE.

This would cause the computer to count to 1000 before going
on to the next stage of the program.

The BASIC instruction for opening an array. It is followed by
a number in brackets which tells the computer how big the
array should be.

Is an APPLE BASIC instruction to DRAW a shape on the
screen. It takes the form DRAW N AT X,Y where N is the
shape table number and X and Y are the screen co-
ordinates where the shape Is to be drawn.

A flag is an operator within a program that can be “set" to
either "on" or “off", depending on certain conditions. These
are often used in games to determine whether or not a game
1s won or lost — if the game 1s won, then a "win flag” can be set
from "off", to "on” and the appropriate action 1s then taken.
Flags are given the values of either 0 or 1, corresponding to
“‘off” and "on" respectively.

GOSUB XXXX sends control of the program to a subroutine
starting at line XXXX. The search for line XXXX starts at line
0 - so the program will run faster if subroutines that are
called most often are placed near the start of the listing.

This instruction tells the computer to go to the specified line,
missing out any lines in-between. It is used with IF . . . THEN
(see below). Be careful when using GOTOs, as it's easy to
have the program jumping backwards and forwards so much
that it is impossible to read.

This 1s used as a way of telling the computer to do something
only when certain conditions are true. This instruction often
looks something like this: IF score=10 THEN PRINT “WELL
DONE, YOU'VE WONI"
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INPUT

INT

LET

LIST

PEEK

POKE

RETURN

This instruction allows the computer to be given information
while a program is running. When the computer comes to an
INPUT instruction it prints a question mark (or, for some
computers, a different symbol) to prompt the user, and waits
for the input to be given.

INT 1s short for integer, and instructs the computer to make a
whole number of a figure with decimal places init. It is often
used in conjunction with the RND command which instructs
the computer to generate a random number (see below).

This 1s one way of giving the computer information. In some
programs there may be statements such as: X=10

This simply means that the number ten is stored under the
label X. It is often clearer to write:

LET X=10

The LET statement also gives rise to something that at first
sight seems illogical, if not impossible. In many programs
you will see things like:

LET X=X+1

Of course, in mathematical terms X can't equal X+ 1. All this
type of statement means 1s "Increase the value of whatever is
stored in X by one.”

This makes the computer display whatever program is has in
its memory. You can LIST single lines, or parts of a program
by following the LIST command with the appropriate line
numbpers.

Is an instruction to look at the number which is contained
within a specific memory location given in brackets. For

example PEEK (12345) would look into memory location 12345,

This instructs the computer to store a piece of information at
a particular memory location. For example, the instruction:
POKE a,b tells the computer to place the information b in
memory location a.

This 1s the signal to end a subroutine. RETURN causes
control of the program to go back to the statement following
the most recently executed GOSUB.

This instruction makes the computer generate a random
number. The precise instruction varies between different
models of computer. Both the Apple Ile and the Commodore
64 generate random decimal numbers between 0 and 1. To
make whole numbers between a desired range thisis
multiplied by a suitable figure and made a whole number
using INT.
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SPRITE

SHAPE TRABLE

Index

A
animation 8
array 16, 20, 21, 42

B
bit 10, 11
byte 11, 21

C

colors 19, 21, 24, 26, 39
control program 12, 13, 21, 34,
35, 36, 37

coordinates 17, 24, 27, 28, 30,
31,43

cursor 15, 31, 34

D
delay 8, 34, 36

F

finng 23, 33

flags 14, 16, 18, 20, 24, 27, 28, 3],
34, 36, 42

flowchart 12, 13

In COMMODORE BASIC a sprite is a high resolution
programmable object that can be made into any shape and
moved about the screen using BASIC instructions. They are
extremely useful for creating smooth animation — you can tell
your sprite to move behind or in front of anything else on the
screen. Even collisions between other sprites can be
detected.

In APPLE BASIC a shape table is a sequence of numbers
that 1s stored in the computer's memory. These numbers can
be used by a short routine that creates graphic figures on the
screen by interpreting the numbers as "‘move only" or “plot
and move" instructions. You can draw the shape anywhere

on the screen using the DRAW instruction.

FOR...NEXT loop 8, 17, 21, 26,
21,34, 36

G
graphics 9, 11, 14, 17 24, 25, 39
graphics grid 16, 21

I
[F... THEN 14, 18 29, 42
Integer 16, 42, 43

L
loop 16, 26, 27
losing 33

M
memory location 11, 21, 30, 38
moving 23

P
pixels 10, 24, 28
prograrm, improving 38

R

random numbers 17, 24, 28, 42
registers 9, 11, 21, 30, 31, 38
REM 14, 18

RND 24, 42

S

saving program 40
score 27, 35, 37

shape tables 10

sound 38

SPC commands 19, 36
sprites 9, 10, 11, 21, 30, 31
subroutine 13

T
testing 22, 32
text screen 15, 35

U
user-defined characters 10, 11

\Y
variables 8, 14, 16, 18, 29, 43
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