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Foreword

Before a computer can perform a task it must have a
program - a set of instructions which tells the computer
exactly what you want it to do. You can buy programs on
tapes and disks, or type in those published in books and
magazines. But, before long, most people want to write their
own programs. Once you know how to do this, you can make
your computer do all sorts of things for you.

This book contains three games programs based on the
theme of a space journey. Versions are given in full for the
Apple Ile and Commodore 64 computers, and you should
read the section relevant to your computer, because the
exact instructions for any particular task often vary slightly
for different machines. Each program is explained step-by-
step, so that you can see exactly how it is built up and how it
works. At the end of the complete program there are
suggestions for changes and additions you can make
yourself. At the end of the book there is a section showing
how the three programs can be joined together to produce a
single three-stage game and the complete program listing is
gwven. There 1s also a glossary of the computer terms used in
the book, so you can look them up and find out what they mean.
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Introducing BASIC :

Most programs for home computers are written in a
computer language called BASIC. Just like any other
language, BASIC has rules that have to be followed if the ¥

program is to work. For example, the BASIC command
PRINT causes information to be displayed on the screen. But -
text to be displayed must be enclosed between double
quotation marks, as in the first line of program shown below. *
Try the other lines and see what happens. You'll notice lines
two and three produce very different results because the -
computer treats figures differently from words. The BASIC
arithmetic symbols are shown on the notepad below. »
FRINT "HAFFY BIRTHDAY" ’
FRINT " 15%2"
FRIHT IRE )
With a complete program, the computer must perform each

»”

Instruction in a logical order. Also, a program wouldn't work

if the computer performed each instruction as soon as it was & & ﬁ & % & & .
& N0 \ .

typed in. By giving each instruction a line number, we tell

the computer to store it in 1ts memory until the program is \ ymBO[
. A - ARITHMETIC S 4
RUN. Line numbers usually go up in steps of ten, so that the | ARITE LTIPLY | y
first three lines of program are often numbered 10, 20, and : ‘75 gwlDE \
30. The computer carries out each instruction in strict t [ ' v
_ o . . + pLU
numerical order, and additional instructions can be added s MIN x
afterwards by giving them line numbers such as 15, 25 and - > GREATER THAN | 1
So o1, as appropriate. Try typing in the short program below. { LESS THAN . ‘
Notice that line 10 does not appear on the screen. The REM L ¢y NOT ENOUG j A
command is short for reminder, and the computer ignores [
anything placed after it. L

[ 10 REM "RIRTHDAY GREETING" |

20 PRINT "HAFFY BIRTHDAY TO you® ( HAFPFY BIRTHDAY TO YOU
EQ FPRINT "HAFFY BIRTHDAY TO you" HAFFY BIRTHDAY TO YOUu 3
40 FPRINT "HAFFY BIRTHDAY DEAR COMFUTER" HAFFY BIRTHDAY DEAR COMFUTER
50 FRINT "HAFFY BIRTHDAY TO you" | HAFFY BIRTHDAY TO YOU
450 PRINT
70 PRINT "YOU aARg" | YOU ARE
80 PRINT "1 | 1
| Q0 FRINT "YEAR OLD" | YEAR OLD +




Getting to know your computer

Before you begin to work on any of the programs, it is a good
ldea to experiment with your computer so that you get to
know the keyboard. It doesn't matter what you type in — you
can't do the computer any harm. Most often the computer
will respond with *? Syntax error” or “lllegal quantity.” These
messages - called error messages - are very useful when
you know more about programming, but for beginners it's
best to ignore them.
In particular, learn how to use the editing keys so that you
can erase any mistakes you might make. The manuals that
are supplied with the computer will help you to use these,
Dor} t worry if there are certain keys you don't understand — N.B. The keys colored red below
you'll get to know what they do when you need them. Below are applicable to both the Apple
some of the most iImportant keys and instructions are lle and Commodore. Blue Keys
highlighted. apply to the Commodore only.

This key (short for CONTROL) has a number of functions on both computers.
On the Commodore it is used to obtain the first eight colors available, and on
the Apple, CNTRL used with the “C” key stops a program running. See the
user's manuals for more detail on CONTROL functions.

This is the Commodore logo key and has a number of functions. It gives
access to the second eight colors available and to the graphics symbols on
the bottom left of each key.

This key on the Commodore stops a program while it is running. If the
program is waiting for an INPUT, then you must press this key and then the
RESTORE key to stop a program.

On the Apple, the DELete key is used in conjunction with the cursor keys to
correct errors. On the Commodore, INST DEL deletes the character to the
left of the cursor. Used with the SHIFT key, INST DEL inserts spaces into a
program line.

 This selects either lower case or capital letters. Capitals are obtained when
the SHIFT LOCK is down. All programming commands and instructions
should be typed in in capital letters.

P This key must be used to enter program lines into the computer's memory
RETURN B after they have beerrtyped in. It is also used to make the computer execute
commands such as RUN, LIST and SAVE.

This key positions the cursor at the top left-hand corner of the screen. Used
with the SHIFT key, CLR'HOME clears the screen and places the cursor in
this home position.




Preparing a program

Before you begin writing a program in BASIC, you should
know exactly what it is you want the computer to do. The first
stage is to write an outline for your program in ordinary
English. For example, the outline for the first program in this
book might read: “Idea of game is to guess a random
number. If guess is correct then computer shows a shuttle

lift off display. No more than 10 guesses. Instructions for
playing should be clearly displayed on the screen.”

You should also plan how you want the screen to look so
that any instructions are clearly displayed. Craph paper is
useful for this, because the computer’s screen is also divided
Into vertical and horizontal coordinates, although the exact
number of these varies from machine to machine. The initial
planning for the second game in this book, in which you have
to pilot the shuttle through a field of asteroids, is shown on the
notepad opposite and a basic screen plan is also given. Once
these preparations are made you can go on to the next stage
—drawing up a flowchart. The flowchart will enable you to
break down your plan into each of the logical steps
contained within the program you wish to write.
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Flowchart

Flowcharts break problems down into sets of decisions and
instructions. The flowchart shown below 1s for the first
program in the book. The diamond-shaped boxes indicate
points at which decisions are taken - 1s the guess too high, for
example, or have you used up ten guesses? The questions
are always answered yes or no and depending on the
answer the next appropriate step 1s taken. Square boxes are
used to indicate points at which operations are made, such
as for the initial screen display. Flowcharts help you to ask
the right questions, so that you can give the correct
instructions to the computer. By carefully studying the
flowchart it's possible to see if any stages have been left out.
Once the flowchart works, all that remains to do 1s to convert
each section into the programming commands of the BASIC

language.




Saving programs on tape

No matter how well you get to know a program, 1t is very .
time-consuming to type it into your computer, line-by-line

each time you want to RUN it. And, quite probably, you'll -
make typing errors, so that the program will need careful

checking and correcting, or "debugging,” as it is called in .
computer jargon. So once you have the program working,

you'll want to be able to store it on tape for future use. This is ¥
a simple procedure and the instructions for saving and

loading programs are given on the notepads below. It'sa «
good idea to save two versions of your program before

switching your computer off, just in case the first one hasn't ¢
recorded properly, which sometimes happens. Make the

first recording and then wind the tape on for, say, ten / % / / A
turns before the second recording. Label your tape with the 7

program name and its position: “Takeoff 10" for the first
version and “Takeoff 20" for the second and so on. For this
reason, it's important to remember to set the counter on the
tape recorder to zero before you begin. With properly
labeled tapes, you can go straight to your program when you
, want to use it again.




SHUTTLE LAUNCH

You are the commander of the space shuttle. To launch the shuttle, you must
input the required power level to the shuttle’s central computer. You have only
ten attempts to guess the correct level or the mission is aborted. The computer

will tell you if your guess is too high or too low. If you succeed, the shuttle’s

instrument panel will show your height increasing until orbit is achieved.
Good luck!

HELCOME ABOARD CAPTAIN GORDONM

TO LAUNGCH THE SHUTTLE YOU MUST
GUESS THE POWER LEVEL REQUIRED
{ANY NUMBER BETWEEN 1 AND 10@)

TYPE IT IM AND PRESS RETURN
GO AHEAD, PLERASE
S50

TOO HIGH, TRY AGRIN

13
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V? This program uses the computer’s ability to generate

random numbers. Most of the program lines consist of the
Instructions given to the player during the game. The first
nine lines of program create the 1nitial display.

O 5 REM  SHUTTLE LAUNCH
10 TEXT @ HOME :
20 VTAB 4: HTAE 12: FRINT "SHUTTLE LAUNCH"
IO HTAER 132 PRINT Ve oo
40 VTAR 8: HTAE Z: PRINT "THE SHUTTLE I5 READY FOR
LIFT OFF"
50 VTAER 10: HTAE Z: FRINT "YOUR TASK 15 TO LAUNCH )
IT”
0 VTAER 173: HTAR Z: PRINT "YOU MAY HAVE ONLY TER
ATTEMRTS ! LY
70 VTAR Lé: HTAE Z: PRINT "PLEASE ENMTER YOUR NAME"
(O 80 VTAR 18: HTAR Z: FRINT "EY TYFING IT AND FRESSING €)

RETURN"

Line 5 gives the program its title, using the REM statement,
TEXT mode is selected and the screen is cleared using the
HOME command in line 10. VTAB and HTAB instructions are
used to position the information on the screen. VTAB CURSOR O
controls the vertical position, and is followed by a number
ranging from 1 for the top line of the screen, to 24 for the
bottom. HTAB controls the horizontal position, and should be
followed by 1 for the left-hand side of the screen, to 40, for
the right-hand side. So in line 20, “SHUTTLE LAUNCH” is
positioned four lines down, thirteen spaces across. The
other instructions are similarly positioned.

HTAB 43 |
POSITIONS THE
CURSOR ON-THE
t3th POSITION
ACROSS. —

TEXT MODE
Ve SCREEN SIZE
40 COLUMNS.
EXT 1S
;OSITIONED BY
VTAB AND HTAB
STATEMENTS.

b 4
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85 VTAR 20:
ITNFUT NA%

HTéaR 2

TN E&NMD PRESS

O
=T}

O 100 HOME
110 HTAR 4: FRINT "WELCOME ABOARD, CAFRTAIN i NAE

@ 120 VTAR 8: HTAR S: FRINT "TO LAUNCH THE SHUTTLE YOu @

MusT"

LEQ VTAR 10 HTAEBR S FRINT "GUESS THE ROWER LEVEL

140 VTAE 12 HTAR S FRINT " CANY NUMEER BETWEERN 1

_ s

Next, line 90 enables the player's name to be entered while
the program is running - line 85 places the cursor in a
suitable position. The INPUT command causes a question
mark to appear on the screen. Whatever is typed in will be
placed in a string variable called NAS. The string sign, $.
tells the computer to expect letters and/or numbers as input,
The computer displays the INPUT when asked to PRINT
NAS$, asinline 110. Notice that NA$ is outside the quotation
marks. After the INPUT, the screen is cleared in line 100, and
the second set of instructions is displayed.

AND 100) "

O 150 VIeE 14: HTAR S: FRINT “TYFE 1T
RETURN"

QO 160 VTAE 16: HTAE 12: FRINT "GO AHEAD

170 LET LEV = INT ( RND (1) *

180 FOR A = 1 T0O 10
1920 MTAR 19: HTAE 18: INFUT GU
200 IF GU = LEV THEM GOTO 280

205 ¥TAR 21 HTAR 10

210 IF Gu LEV THEMN  FRINT "T000 L0,
220 IF GU = LEY THEN  FRINT "TOO HIGH
2 NEXT &

240 HOME

250 VTAR 10: HTaR 2: PRINT "YOU HAVE

TEN ATTEMFTE D"

260 VMTAR 12: HTAR 1 PRINMT
RETURM TO TRY AGATIRNY
270 SToF

5@ OO0 0 00O

100) +

CTYREE CRUR

1

o O

TRY AGATN "
1, TRY AGATN"

O O

FAILED AFTER

17 AND FRESS

O
O

Inline 170, RND(1), produces a random number between 0
and 1. This is multiplied by 100 and made a whole number
using INT and is stored in the variable LEV. Line 180 setsup A
to count from 1 to 10, to limit the number of guesses. Line 200
checks for a correct guess and lines 210 and 220 tell the

player 1If the guess was too low or too high. After ten attempits,

the program goes to lines 240 to 260 and the game ends.

15
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The liftoff display shows the shuttle’s height on the
"Instrument panel” increasing as the shuttle accelerates to
reach orbit. Line 290 sets the takeoff height at zero and line
300 sets the target for the orbit at 10,000, The next three lines
display the words LIFT OFF and HEICHT and the figure for
height at the desired positions on the screen, to form the
Instrument panel. Line 360 calculates the changing height by
doubling the old figure and adding one. Because the
computer works so fast, the changing figures for the height
would flash past on the screen too quickly to be seen clearly
If the computer were allowed simply to make the
calculations and display them. To slow the computer down, a
delay loop i1s added at lines 340 and 350. These commands in
effect tell the computer to count to 500 before doing anything
else. Line 370 instructs the computer to go back to line 330,
display the figure obtained for height and run through to
obtain a new value for height. This is repeated until the
figure obtalned for height is greater than the target set for
achleving orbit.

Poooo

FHOME

IHG FOR RO o= 10 TO 1H

A0 MTAE RO: HTAR Lo PRINT "SHUETTLE I DRErT! vy
416 MNEXT RO
A0 MTER 1% HTAR 2r FRINT "CORGRATIHLATTONS

4730 END

The final section of the program displays the congratulatory
message. [t uses a FOR.....NEXT loop in lines 390 to 410 as an
easy way of printing "SHUTTLE IN ORBIT" five times. It
works by using RO as a variable used in the VTAB
instruction, having values ranging from 10 to 15. In effect, it
tells the computer to print on each screen row, from row 10
to row 15. Without this loop, 1t would be necessary to copy
line 400 six times, with a different program line for each row.

T‘EOOO
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This program uses the computer’s ability to generate
random numbers. Most of the program lines consist of
Instructions to the player that will appear on the screen at
appropriate moments during the game. The first nine lines of
program create the initial display.

& REM SHUTTLE LAUHCH
16 FRIMT CHR$C1470

S8 PRIMT SFCOLZ0; "SHUTTLE LALMCH" O
38 FPRIMT SPCC1S) ) Mmoo e

48 FRIMT /i “THE SHUTTLE 15 RERDY FOR LIFT-OFF"
S8 FREIMT SFPCe2s "EMYOUE TESE IS TO LAUMCH IT"

E@ PRINT "EENOL FEY HAVE OHLY TEH ATTEMETS! 00
T8 PRIMT SFCCE); "EMFLEASE EMTER YOUR HAME S
| B8 PRIMT SPCo3y; "By TYRIMG 1T AMD FRESSIHG RETURM" | |

In line 10, the screen is cleared using CHR$(147). To make
all the text appear near the middle of the screen, the SPC
command (short for space) is used. SPC is always followed
by the number of spaces that should appear before the
printing starts, given in parenthesis. To position the
information down the screen, cursor control codes are used.
These are available by typing first a set of double quotation
marks and then pressing the "up/down” cursor key. This
causes a reversed "Q" symbol to appear on the screen,
instead of moving the cursor. So in line 30, the three cursor
control symbols place three line spaces between the
underlining and the next message printed in line 40. In lines
50 to 80 the cursor control symbols appear before the
message to be printed, to give two line spaces.

SpRINT CHR $ (147)”
[LEARS THE SCREEN-
THE CURSOR CONTROL
CODE FOR THE SAME —
THING 1S A REVERSED—

HEART. « n’

DRAW THE
COMMODORE
SCREEN GRID
TO PLOT HOW
YyOoU WANT THE
REEN TO
ngK BEFORE
PROGRAMMING.

17
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Line 90 allows the player's name to be entered while the
program is running. The INPUT command causes a question
mark and flashing cursor to appear on the screen to prompt
the user. The input typed in 1s placed in a string variable
labeled NAS$. The string sign $ tells the computer to accept
both letters and numbers as input. The computer displays
the INPUT when asked to PRINT NAS$, asin line 110. Notice
that the string sign lies outside the quotation marks and is
preceded by a semi-colon. After the INPUT, the screen is
cleared by line 100, and the second set of instructions
contained in lines 110 to 160 is displayed.

28 INMFUT HA%
189 PRINT CHEF.147
O 1160 FRIWNT "RMELCOME AEORED. CRAFTHIMN "G MAF
®) 126 PRIWMT SPCOSx "alelll LHUMCH THE SHUTTLE YOU mMgsT»
128 PRIWMT SPCOS2"BmGLESS THE FOWER LEWEL REGUIRED O
14@ FRIHT SFCOS"alElcAHY HUMEBER BETWEEM 1 AMDN 1960"
158 PEIMT SPCOSO"SMTYRE IT IM AMD FRESS RETURER" O
PN 160 FRIMT SPCOOLZ0"adsl HHEAD. FLEASE"

)
s

LE=IMTCREHDCE #1800 +1

N 17

156 FOR AT=1 TO 160
196 IHFUT " pEEEI" Gl

O 2@ IF GU=LE THEM GOTO 2@
1@ IF GUCLE THEM FRIHT SFCOFI.GU;",.. TO0 Lok, TRY

THGHIH" ,
220 IF GUZLE THEHM FRIMT SPCOT;GU ", . TOD HIGH. TRY

, THGATH"

230 MEXT AT O
240 FRIMT CHRE$C1470

250 PRIHT SPCOZ0, " elnlMeEEN 0L HAYE FRILED AFTER TEH

ATTEMETS ! 1o

(O 268 FRINT"BMATYFE “RUN AHD FRESS RETURM TO TRY AGAIM" ()
70 STOF

—f\». ....... T T "’AT.J

The RND(0) command in line 170 generates a random
number between 0 and 1. This is multiplied by 100 and made
a whole number, or integer, using INT. Because INT rounds
down to the nearest whole number, a 1 is added to make
sure the figure can never be zero. This number is stored in
the variable LE (short for level). Line 180 limits the number of
guesses to ten. If the guess is correct, then the program goes
to the success display at line 280, otherwise lines 210 and 220
tell the player if the quess was too low or too high. After ten
attempts, the program goes through to lines 240 to 260 and
the relevant messages are printed.

18
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280 FRIMT CHRE$:1473
O 298 HI=A
3P TH=1AEa0
O I19 PRIMT SPCO1Gr: "EsmELIFT-0FF e
228 PRIMT SPCC1S " eeeleHE T5HT e
O 23R FRIMT SPCO16:; "T"HI
34H FOR DE=1 TO 5608
35 HEXT DE
ZER HI=HI#Z+1
Z7e IF HISTA THEW GOTO 230

The hiftoff display shows the shuttle's height on the
“Instrument panel” increasing as the shuttle accelerates to
reach its orbit. Line 290 sets the takeoff height at zero and
line 300 sets the target for the orbit at 10,000. The next three
lines display the words LIFT OFF and HEIGHT and the
figure for height at the desired positions on the screen to
form the instrument panel. Line 360 calculates the changing
height by doubling the old figure and adding one. Because
the computer works so fast, the figures for the height would
flash past on the screen too quickly to be seen clearly if the
computer were allowed simply to make the calculation and
display it. To slow the computer down, a delay loop is added
at lines 340 and 350. These commands in effect tell the
computer to count to 500 before doing anything else. To
make the display run more quickly, decrease the figure in
the delay. Line 370 instructs the computer to go back to line
330, display the figure obtained for height and run through
to obtaln a new value for height. This is repeated until the
value obtained for height is greater than the target set for
achieving orbit.

)0 000

FREIMT "ee  COHGEATULRTIOWS CAFTHIM

The final section of the program displays the congratulatory
message. It uses a FOR......NEXT loop in lines 390 to 410 as an
easy way of printing SHUTTLE IN ORBIT 15 times. It works
by using RO (short for row) as its loop varlable, in this case
having values ranging from 1 to 15. In effect, it tells the
computer to print on each screen row from row 1 to row 15.
Without this loop, 1t would be necessary to copy line 400
fifteen times, with a different program line for each row of
the display.

19
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Improve your program

One of the best ways of learning about programming is to
experiment with the programs you type in. Try deleting the
delay in lines 340 and 350 and see what happens. Change
the number of guesses the player is allowed by altering lines
180 and 250. Always keep a note of the changes you make, so
that you can restore the program to its original form when
you want to.

Adding sound

APPLE Ile

The addition of sound to your program will make the game
more exciting. However, the instructions for obtaining
complex sounds are too complicated to be explained here.
The simple FOR. .. .. NEXT loop given below will give
sounds as the shuttle takes off. The PEEK command in line
345 tells the computer to look into that part of the memory
where sounds are controlled. The FOR. .. .. NEXT loop
Instructs the computer to do this fifty times before going on to
the next stage of the program.

COMMODORE 64

The Commodore can produce extremely interesting sounds,
but the programming commands needed are very complex.
Sound 1s avallable by using the POKE instruction, followed
by two sets of figures. The POKE instruction’is beyond the
scope of this book, but try these additions to your program to
add sounds to the liftoff display:

O 365 FOKES4277, 15 POKES427E, 81 1 POKES4295, 15
POKES4Z7E. 123
€) 365 FORES4Z7 2, HIAES  FORT=GTO6E  HEXT
375 POKES42Y6. 125

20

-~

A

-

=~

-y



L1 Llll

s
L
£
o
Mol
L
=
3
0
v

Cup,

DITRECTION

21



This program displays asteroids and the shuttle on the
screen, and enables the shuttle to move in the direction the
player wants. In line 10, GR sets the computer to low
resolution graphics mode, and HOME clears the screen.

O 5 REM ASTEROIDS
10 GR : HOME

The first section of the program draws the asteroids at
random positions on the screen, so that there are different
asteroid positions each time the game is played.

Before the asteroids' positions are actually plotted, you
should plan how you want the screen to look. In GR mode
there is space for four lines of text at the bottom of the
screen. The graphics area 1s a grid with 40 vertical
coordinates and 40 horizontal coordinates, each numbered
from 0 to 39. The top left-hand corner of the screen has the
coordinates 0, 0. Logically, the shuttle should begin its
journey at the left-hand side of the screen - vertical column
0. The asteroid field will extend from column 2 to column 36
and the shuttle will have reached its objective if it gets past
column 37 without hitting an asteroid. In addition, the shuttle
should not be able to fly off the bottom of the screen to avoid
the asteroids. Taken together, these considerations will
produce the screen plan shown in the illustration below. You
could have a different plan, in which case you'll have to
change the figures in the VTAB and HTAB instructions of the
program that plot screen positions accordingly.

COLUMN

]

SHUTTLE START POSITION




DIt &0 Gy DOcam
FOR &5 = L T 40

LET @ aS: = INT ¢ RED

LET DO(AS) =  IWNT ¢ RHD

COLOFs 5

FLOT AC (G ,DOGAS) ~ 1 PLOT AC e - 1, D0 (AS)
FLOT ACES) ,DOGAS) ¢+ PLOT ACEE) -+ 1,D0(ES)
FLOT ACES) ,DOAS) + 1

NEXT A8

In line 20, the DIM command opens two arrays in which the
positions of the asteroids ACross and DOwn the screen are
stored. The number in brackets which follows indicates the
number of asteroids — 40 gives a good display. Lines 40 and
50 generate random row and column positions for the
asteroids within the limits set for the display. Line 60 sets
COLOR to 5 which gives graphics colored gray — until
COLOR is changed, everything PLOTed is in gray. The
asteroid is actually built by lines 61, 62 and 63. Note that the
asteroid shape is made up of five blocks. AC(AS),DO(AS) is
the central position of the asteroid: line 61 PLOTSs the block
of color directly below, and the block directly behind this
position. Line 62 PLOTSs the central and the forward blocks,
and line 63 PLOTSs the block above. The notepad shows
how each asteroid 1s built up from these PLOT instructions.

Lines 40 to 63 have generated a random position and plotted
an asteroid there. The FOR.....NEXT loop of lines 30 and 70
do this for all forty asteroids in turn.

AFTER LINE 70 TYPE RUN
AND THE ASTEROID FIELD
SHOULD APPEAR ON YOUR
SCREEN.

IF Yol GET AN ERROR
MESSAGE CHECK BACK
THROUGH THE PROGRAM
LISTING.




LET CO = O LET RO = INT  RND
COLOR= 13
0T COL RO

In line 100, the horizontal starting position (CO - short for
column) of the shuttle is set at 0: the vertical position (RO —
short for row) 1s chosen by generating a random number
between 0 and 1 using RND(1). This is multiplied by 38 and
made a whole number using the INT statement. One is
added so that the value of RO can never be zero. COLOR 1s
reset to 15 in line 110, ready to PLOT the shuttle in white at
the coordinates CO,RO in line 120.

Lines 160 to 220 enable the player to give the shuttle
Instructions for its journey through the asteroids. Three
directions are enough — up, down and right — since the
shuttle 1s moving from left to right across the screen. The
direction 1s given by pressing the U, D, and R keys
respectively. The INPUT is stored in the string variable DI$.
If a key other than U, D, or R 1s pressed, then line 200 sends
the program back to 160 for a correct input. The shuttle's
direction is changed by changing the values of UP and RI in
lines 170 to 190. Line 210 asks for distance that the shuttle 1s
to travel in this new direction to be INPUT. Notice that there
is no $ sign since the input will be given in figures. Line 220
gives a different color to represent the shuttle’s course, to
distinguish it from the shuttle's current position.

VTAR ZE: HTAB 1 ITRFUT "DIRECTIOM
FIGHT) "3 Dl

TFODTEE = " THEN UF =

IF oI# "DTOTHERN URF =

T DIf = "R" THEN UF =

HOTO 1&0

INFUT "DISTAME" 2 DI

COLDR= 13y PLOT CO,RO

CLIF DOWR,

T W R

HOTO 210
GOTD 210

10

Up REPRESENTS THE
VERTICAL OTION. |

HORIZONTAL M_OT’ON' i




Lines 230 to 330 might be thought of as the heart of the
program. They allow the shuttle to be piloted across the
screen by the player and check that no collisions with any of
the asteroids have occurred. This whole section is contained
within a FOR.....NEXT loop which uses C (short for course)
as its variable. This loop is repeated for as many times as the
figure for distance input at line 210. What happens is that the
shuttle's new position is found using UP and RI in lines 240
and 250. The shuttle moves to these new column and row
coordinates one unit at a time. The lines that follow check
each new position for success or fallure.
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In lines 260 to 290 another FOR.....NEXT loop 1s used to

check to see if the shuttle has collided with an asteroid. The

actual coordinates for an asteroid stored in the array in line

20 are for the center of the asteroid. The positions plotted on

the screen also include the coordinates above, below and to

the right and left of this position. So lines 270 and 280

compare the shuttle's coordinates with these coordinates, 94/ 7
since the shuttle will collide with these first. The loop does ?{p
this for all 40 asteroids in turn. Line 300 checks to see if the

new position takes the shuttle "out of orbit.” If all is well, the

new position for the shuttle is plotted by line 310. The final

check is to see if the shuttle has reached column 38 safely.

Lastly, line 340 sends the program back to line 110 for the

next course and distance to be input.

NEXT ASTERO/D

Hg i
et — - Miss,

\ NEXT B2 TEROD :
V4

M/SS, NEXT RSTERO/O




<
N

All that remains to do is to add the final messages for success
or failure in the game - "YOU HAVE CRASHED INTO AN
ASTERQID AND YOUR SHIP IS TERMINALLY
DAMAGEDN" and so on. The HTAB and VTAB instructions
and the placing of the message on two lines simply give a
better screen display. There are three end messages - one
for collision with an asteroid, one for going out of orbit and
one for success.

O oo wome

INTO Ak &

EMND

VTAE

Sl HTERE S FPRINT UWELL
O THEM ALY

O UTAEER DT HTAR S PRINT "YOU SUALTEY
® FILOT"
470 END

HTAR Sy FPRIMNT UYL HAVE CRASHED — F

O za0 vrap o MEMD YOUR SHIE TS
TERMINALLY SEDE END

O =50 HOME @ VTAR 2ls HTAR Sp PRINT "YOU HAVE GONE OUT @)
OF OREIT

\ O 400 NMTAR 23 HTER Sn FRIMT "aND aRE LOBT

LN SFAlE":
DOMNE T v
O

A SHUTTLE

DIRECTION (UP,DOWN . RICHT)
DISTANCE

Don't forget to add the END instruction at the end of lines 380
and 400 - if you leave them out the computer will always run
through to the final lines of program, and you would receive
the congratulations message each time you played the
game. STOP has the same effect, but if you use this the
computer would report “BREAK IN 380" when the shuttle
collided with an asteroid, for example.
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This program uses some of the block graphics available from
the Commodore 64. It displays the asteroids and the shuttle
on the screen and enables the shuttle to be moved
according to the commands input during the game. As
before, a REM statement gives the program its title and the
screen 1s cleared using PRINT CHRS$(147),

S EEM  ASTEECILE

18 FREIMT CHEFC1475

The first thing to do, before writing the section of program
for drawing the asteroids at random positions on the screen,
1s to plan how the screen should look. The Commodore 64
has a screen width of 40 columns and a depth of 25 rows,
numbered 0 to 39 and 0 to 24 respectively. The shuttle
should travel from left to right across the screen, so its logical
starting point should be in column 0. The asteroid field
should occupy most of the screen — in this case it extends
from column 3 to column 32. The shuttle will have reached its
objective when 1t gets past column 33 without colliding with
an asteroid. The top three rows of the screen should be
reserved to display instructions for piloting the shuttle,
progress messages and allow inputs to be given during the
course of the game. In addition, the shuttle should not be
able 1o fly off the top or bottom of the screen to avoid the
asteroid field. Taken together, these considerations will
produce the screen plan shown below. You could work out a
different design for the game, but if you do so, you'll have to
change some of the figures in the PRINT instructions.

coLumn

T POSITION

ASTEROID BELT




DIM RCCSE:

LITi$= " SNl nla T aTnl e T

FOR AS=1 TO S@

ACT RS =IMT CRHIC A #3600 +73

DOCAS »=IHTCRHDCE %20 1 +4

FRIMT LEFT#¢UD$, DOCAS: SSPOCACIAS )
PRIMT LEFT$(LDS, DOCASI+1 0 SPOCACCAS )
MEXT FS

In line 20, the DIM command opens two arrays in which the
positions of the asteroids across and down the screen are
stored. The number following in brackets indicates the
number of asteroids and hence the size of the array
required. Line 25 uses UDS$ to store a string of cursor control
codes. These are used later to move the cursor to the
desired position down the screen for printing, as in line 110.
Lines 30 to 70 are a FOR......NEXT loop which allow the
commands contained in lines 40 to 65 to be performed for
each of the 50 asteroids in turn. The loop variable AS stands
for asteroid. Lines 40 to 50 generate random column and row
numbers which plot the position of each asteroid on the
screen. Line 60 produces the top part of the asteroid using
the graphics symbol on the "D" Key. To get the symbol,
press the Commodore logo key and "D" together. Line 65
gives the bottom part, made from two characters. The first
character 1sreversed - the symbol in the listing is the exact
opposite of what appears on the screen. See the notepad
opposite on how to obtain reversed characters. The second
character is obtained by pressing the Commodore logo key
and "“V" together. RUN this section as shown below.

AFTER LINE 70 TYPE
RUN AND THE ASTEROID
FIELD SHOULD APPEAR
ON YOUR SCREEN.

IF YOU GET AN ERROR
MESSAGE CHECK BACK
THROUGH THE PROGRAM
LISTING.
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CO=E: RO=IHTCRMDCH ) #260+4

FRIMT LEFT#iUD%, ROVSFCOCON" "

FRIMT "Se"C$

FRIMT %

FRIMT "STIME TREEM: "MID$CTI$, 2, 20" MIHUTES ")
FRIMT RIGHT#(TI#, 23" SECOMDS"

IF WALCMIDECTIS. 4, 10032 THEM 356
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In line 80 TI$, the time, 1s set at zero and has six characters.
The first two characters count hours, the second two,
minutes, and the third, seconds. In line 140, the MID$
command takes the third and fourth characters to display the
minutes and in 145, RIGHTS takes the last two characters of
TI$ to display the seconds. Line 150 takes the program to
line 350 where the run out of time message is displayed if the
VALue of the fourth character is greater than 2 — that is,
when two minutes have elapsed. The string of 38 spaces
stored in line 90 is used in lines 120 and 130 to overprint the
old values displayed at the top of the screen. Lines 100 and
110 PRINT an "X" at a random position in column 0, to
represent the shuttle ready to begin its journey.

(O a8 IMFUT "DIRECTION cUR, DUWH, RIGHT " DI#
17a IF DIf="LI" THEM UP=-1:'RI=2:G0T0 214
189 IF DI#="1" THEH UF=1:RI=G:G0TO 214
IF DIs="R" THEM UF=@:RI=1:50T0 21
SOT0 1249
IMPUT "DISTAMCE" DI

FRIMT LEFTHCUDE, BEOXSFOOCO 0"

O

4 PO PO =

T
(AN RN hN|

O

A R =D

| &

Lines 160 to 220 allow the shuttle toc be given course and
distance instructions for its flight. Three directions — up,
down and right — are enough, since the shuttle is moving
from left to right across the screen. The direction is INPUT
using the U, D and R keysrespectively. The INPUT is stored
under the string variable DI$. If an incorrect key is pressed,
line 200 sends the program back to 120 until one of the valid
keys 1s pressed. In line 220 the shuttle symbol will be
changed to a "0" to represent its path.

D
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Lines 170 to 190 set the values for the change In the shuttle’s
course, by using UP to set the change in direction up or
down, and RI to direct the shuttle to move to the right. The
actual change 1n the shuttle's position only takes place after
the distance has been input. This input is allowed by line
210. Notice that a string variable sign isn't needed for this
INPUT because the distance given will be given in figures.
Finally in this section, the shuttle symbol is changed from an
X into a 0 so that the shuttle’s path through the asteroids and
the shuttle’s current position don't get confused.

Lines 230 to 330 are really the heart of the program. They
cause the shuttle to move across the screen and check that
no collisions have occurred. This whole section is contalned
within a FOR.....NEXT loop which uses C (standing for
course) as its variable. The loop is repeated for as many
times as the figure for distance input in line 210. What
happens is that the shuttle’'s new position is found in lines 240
and 250, using the values of UP and RI set in the previous
section of the program. The shuttle moves to these new row
and column coordinates one unit at a time.
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In lines 260 to 290 another FOR..... NEXT loop is used to
check to see if the shuttle has collided with an asteroid.
Lines 270 to 285 take the column and row positions of the
shuttle and compare them with those for the asteroids stored
in the array opened at line 20. Line 270 checks for collision
with the graphics characters printed by line 60, and lines 280
and 285 check for the two characters printed by line 65. The
loop does this for each asteroid in turn. Line 300 checks to
see 1f the shuttle has gone out of orbit. If all is well, the shuttle
1s printed at the new position. The final check is to see if the
shuttle has reached column 34. Lastly, line 340 sends the
program back to 110 to ask for the next course and distance.

All that remains 1s to add the end messages. The cursor
control codes and the placing of the messages on two lines
simply give a better screen display. The reversed heart
symbol before each message 1s the cursor control code for
clearing the screen — it does the same as CHR$(147).

FRIMT " IeTaiIeIes[aIeTeTe] YO HAYE RUM OUT 0F
FLEL" O |
FRIMT "am AHD WILL DRIFT IM SPECE FOR EVER"
ETOF O
FRIWT "rIdefelelslsleleislsl Y0 HAYE CRASHED IMTO AH
ASTEROID" O
FRIMT "sm  AMD YOUR SHIF IS TERMIMALLY DAMAGED"
CSTOF

PRIMT " INIMNIelesIeTaln] YO HAYE GOME QUT OF
OREIT"

FRIMT "l AMD ARE LOST IM SPACE":STOP
FRIMT " CIalelaIsIeIeTeleIaln] WELL DOME! 40U MISSED THEM

O
ALL " O

" el POUEMIALIFY RS A SHUTTLE FILOT":STOF

When you play the game, you should keep in mind how the
asteroids are made up. They are composed of three
graphics characters. The graphics characters used are
made up from a combination of three blocks as shown in the
diagram below. If the shuttle occupies any of the three
blocks of any of the three graphics characters, then the
computer will report a collision.

MIsS CRASH




Improve your program

You can make the game harder to play by increasing the
number of asteroids, but after 120 or so, it is almost
impossible to find a route through. Change lines 20,

30 and 260.

Adding colour

APPLE Ile

In GR mode, there are a total of sixteen colors available on the
Apple lle, obtained using the COLOR instruction followed by
a number from 0 to 15. By using the RND command to
generate a random number 1n this range, the asteroids can
be randomly colored. Add the line below to achieve this,
Notice that 1 is added to the random number - this is to
ensure that the COLOR figure can never be zero which
would produce a black asteroid, invisible against the black
screen background.

GO DOLOR= INT ¢ RMD Ly % Ty

COMMODORE 64

To produce random colored asteroids for the Commodore,
the POKE command must be used. 646 is the "address" for
the area in the computer's memory which selects the
printing color. The second figure in the POKE command
gives the color selected. The section of program below
chooses a random number between 1 and 8 to give
randomly colored asteroids. This figure is not allowed to be
six, as this is the color of the background and would produce
an “Invisible" asteroid.

O 92 sa=IMTORHI e #50+] IFHe=6THEMSS
£80 POKEG4E, A4 PRINT LEFT#:UD%, DOCAS XEFCOACCRAS 3" o




HEIGHT
1200

DESCENT
S

SPEED
400
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Once agaln, the shuttle will travel from left to right across the
graphics screen. The bottom four text lines are used to
display the instrument panel, showing the shuttle's height,
rate of descent, speed, and distance from the runway, and
their respective values. The shuttle’s objective, the runway,
1s represented by a blue block in the bottom right-hand
corner of the screen. The shuttle and the runway are
produced using PLOT statements. Once again, graphics
mode is selected and the screen is cleared. The layout
generated by the first lines will look like this;

0 39

—\

2000 (1800

—————— . s B e : : it e

)

Y

| HEIGHT  DESCENT SPEED  DISTANCE ' \/
5 400 \

5 REM SHUTTLE LANDING

10 GR : HOME

20 LET D = 18000: LET & = 400: LET H = 2000:
LET F 5

O O

= I
20 LET CF = " "
40 VTAR Z1: HTABR Z: FRINT "HEIGHT DESCENT SFEED
DISTANCE"

O
u

COLOR= Z: FLOT 35,3%9: FLOT Z&,39: FLOT =27 ,39:

FLOT 28,39

Line 20 sets the initial values for the shuttle's distance from
the runway, speed, height and rate of descent. The VTAB
and HTAB instructions are used to position the instrument
panel display — remember to include the three spaces
between each heading. Line 30 stores a string of five spaces
that will be used to overprint the old values on the instrument
panel while the program is running. In line 50, COLOR 2
gives a blue runway, made up of four graphics blocks,
positioned by the PLOT statement on the 39th row of the
graphics screen.
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FLOT X + 1,¥: FLOT X,¥Y —

1

O

The shuttle's starting position on the screen is given by the
coordinates X and Y in line 60, representing column and row XY~/
positions across and down the screen which will be used to

PLOT the shuttle later in the program. The shuttle 1s

o X,y X+, Y
represented by the three blocks at positions X, Y. X+1,Y

and X, Y-1, colored green by COLOR 1. THE SHUTTLE

8O  VTAR Z2: HTAR Z: FRINT C#j
() 20 HTAER Z: PRINT H;
100 HTAR 1Z: FRINT C#y
() 110 HTAR 1Z: FRINT Fj
120 HTAER Z2: FRINT ¢
1Z0 HTAER 22: PRINT 5
140 HTAR Z0: FRIMT |
153G HTAR Z0: FRINT Dj

Lines 80 to 150 display the figures for height, rate of descent,
speed and distance from the runway, using VI AB and HTAB
Instructions to place them under the appropriate instrument
panel display. The string variable, C$, in lines 100, 120 and
140 contains the series of five spaces stored 1n line 30 and 1s
used to blank out the old values of the figures on the
instrument panel before they are updated later in the
program, giving the impression of a running display as the
shuttle is piloted down to the runway.

IF S5 < 200 THEN  HOME @ VTAE 21: HTAR 10:
FRINT "SHUTTLE STALLED": END

IF D < - @oO THEN HOME @« VTABR 21: HTABR S9:
FRINT "SHUTTLE HAS GVERSHOT RUNMWAY': END

IF H < = O THEM GOTO 290

O O

Lines 160 to 180 check the values for the shuttle’s speed,
distance and height to see if they agree with the conditions
placed on the game. Line 160 checks that the speed hasn't
dropped below 200, and clears the screen and prints the
appropriate message if it has. Line 170 checks that the
shuttle has not overshot the runway. In line 180, the program
goes to line 290 if the shuttle has reached the landing height
of zero. At line 290, another check will be made to see if the
shuttle has landed close enough to the runway — within a
distance of 1000 from the runway.

35
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Lines 190 to 280 allows the player to control the shuttle's
descent. Atline 190, the GET R$ command tells the
computer to go to the keyboard to see if a key has been
pressed. Any key that is pressed is stored in the R$ - the
program will wait until a key is pressed. Lines 200 and 210
check to see if R$ was A or D (A increases the rate of
descent, D decreases it). If any other key is pressed the rate
of descent remains the same — use the S key to do this when
you play the game. Lines 220 and 225 limit the rate of
descent to a minimum value of one and a maximum of ten.
Line 230 calculates new values for the shuttle's instrument
panel, and line 240 prints the shuttle in the old position,
colored black by COLOR 0. This effectively blanks out the
shuttle. The shuttle's new position is calculated by lines 250
and 260 and printed by line 270.

@OOGOGJ

FRIMT "LANDING SHORT OF RUNWAY'" ERND

00 IF S5 > Z00 THEN HOME :» VTAR Z21: HTAR 5:
FRIMT "LAMDING SFEED TUOO HIGH": EMNMD

1o IF F X 5 THEMN  HOME @ VTAR 21: HTAR 5:
FRIMT "UNDERCARRIAGE HAS COLLAFSED": END

Z20 0 HOME @ YTAR Z1: HTABR 5:
FRIMT "WELL DONE! & PERFECT LANDING"
ZE0 END

2720  IF D > 100D THEN HOME =@ VTAR Zl: HTAR O:

The final lines check that the landing 1s not short of the
runway, or that the shuttle’s speed or rate of descent is not
too high. If not, the program runs to line 320 for the
congratulations message.
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As in the previous program, the first stage of preparation is
to plan how the screen should look. Once again, the shuttle
will travel from left to right across the screen, starting from
the top left-hand corner. The shuttle's objective, the runway,
1s represented by a block in the bottom right-hand corner.
The top of the screen is reserved to show the shuttle’s
instrument panel, displaying the shuttle’s height, rate of
descent, speed and distance from the runway. These
considerations result in a screen layout like the one shown in
the illustration below.
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Line 20 sets the 1nitial values for the speed, height, rate of
descent, and distance from the runway for the shuttle. At line
30, a string of six spaces is stored in C$, to be used later to
overprint the instrument panel. Line 35 stores a set of cursor
control codes, used to position the display later in the
program. The instrument panel 1s printed by line 40. Color
text is available directly from the keyboard by pressing
either the control or the Commodore logo key together with
the numbers 1-8. For example, light red is given by the logo
key with 3. In the program these colors are represented by
color codes in lines 40 and 50. The code in line 50 colors the
landing pad light green.

{000
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S =0y
G PRIMTLEFTSCUDE, ¥+ 1 05RO "R

The shuttle’s starti " tthe t th o REVERSEON REVERSE OFF
e shuttle's starting position at the top of the screen is given E‘j -C :
by the coordinates X and Y in line 60. The shuttle is printed E‘j

yellow, using the reverse on and off codes, similar to those
used to print an asteroid in the last program. The shuttle's tail
1s made using the logo key and “C", and the body is given by
using the Commodore logo key with "T".

FEIHT" e8] "o
S PREIMT"asiel] "H
198 PRINT" e sPCol 00
118 PEIHT" wseel" ZFC Lok
A FREIHT " STa P 2m
128 FEIHT" 208" zFC
148 PRIHT " Siee"SFC

O O

Y0 00 !

O

15H FRINT" mafeln" s F.r;ﬁqﬂ

Lines 80 to 150 display the figures for speed, rate of descent,
height, and distance from the runway, placed under the
appropriate headings on the instrument panel. Again, the
same color control codes produce a colored display. The
string variable C$ in lines 80, 100, 120 and 140 uses the string
of six spaces stored in line 30 to blank out the old values
displayed before they are updated. This will give the
impression of a running display on the instrument panel as
the shuttle moves downward across the screen towards the
landing pad.

I THEH FEINT LEFTFOUDE, 11 oaFC0l2 " 3=HUTTLE

P [-, =
E'j THEM FEIMT LEFT#0UD3, 1103 SHUTTLE HAS

T THE RUHMAY" =TOF O
=i H—lLH ;.4H

Lines 160 to 180 check that the speed is not too low and that
the shuttle has not overshot the runway by more than the
figure of 999. Line 180 checks to see if the shuttle has
reached the landing height of zero. If so, the program goes to
line 290, where a final check will be made to see if the
landing has met the other conditions necessary for success.
The LEFT$(UDS$, 11) instruction uses part of the string of
cursor control codes stores in line 35 to position the
messages down the screen.
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O O OO0

190 GETRE

SEE IF RE="A" THEM F=F+1: G=5+5
218 IF R#="D" THEM F=F-1'5=5-5
225 IF F=8 THEM F=1:S=5-20

O DU H=H-F S F-S %0 D=0 IHT ¢ 50 180
S40 PRIMT LEFT#0UDE, Y+1 5P 0%

ZHE M=ET- THT D LSRR TS

_ 2Rl W=ZZ—-IHTOHA -._UEﬂJr 1500

STE FRIMT LEFTECUDE, Y41 35F00H ) " g
cam GOTOSE

I

From line 190 to 280, the program allows the player to control
the shuttle's descent. At line 190, the GET R$ command tells
the computer to go to the keyboard to see if a key has been
pressed. Any key that is pressed is stored in the variable R$.
Lines 200 and 210 check to see if the key stored in R$ isan A
or a D (standing for accelerate and decelerate respectively).
If so, the descent and speed values are changed
accordingly. At line 220, the program ensures that the rate of
descent can never be zero — if it were, the shuttle would stop
altogether. Line 230 calculates the new values of height,
speed and distance to be displayed on the instrument panel
In line 240, part of the cursor control codes stored in UD$ is
used to position the cursor appropriately, and the spaces
stored in C$ are used to overprint the old position of the
shuttle. The new positions of the X and Y coordinates for the
shuttle are calculated in lines 250 and 260, using the new
values of height and distance. Line 270 prints the shuttle at
this new position, and at 280 the program returns to line 80 to
continue the shuttle's descent.
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SHORET OF RUHWAY" DSTOF
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SFEED TOO HIGH" -STOF
IF FZ5 THEM FEIMT LEFT#CUDE, 113

]
.
1

"0 0O

LAMDIMG! " o STOR

Lastly come the end messages. These also check that the
landing is not short of the runway, nor the speed or rate of
descent too high. If all these conditions are met, then the
program runs through to line 320 and the congratulations
message 1s printed.

IF =198 THEM FREIMT LEFT#CUDE, 1103 LAMHDTHG
IF =x3@8 THEM FRIMT LEFT#CUDE. 11:"4

"3 UHDERCARRIRGE COLLAFZEDY - 5TOF
FEREIMT LEFT#CUDF. 110" wELL DOHE.

O

LHMDIHG

O

A FERFECT O
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Improve your programs

The final improvement is to link all three games together.
Other changes have been made 1n the listing below, and the
lines are indicated by an asterisk. Before the linking can
begin you must renumber the program lines in the second
and third programs.

Linking the programs

APPLEIle COMMODORE 64

To make the link, a subroutine is added at The Commodore linking subroutine is added
line 3000. This gives an "ALERT!" display plus  at line 3000. It contains a short delay and then
sounds. Line 440 and 1440 take the program gives an “ALERT!" display before the next

to the subroutine at the end of each section. section of the game begins. Lines 440 and
Lines 430 and 1430 give the appropriate word 1440 call up the subroutine.

to appear in the display in each case.

KEM  SHUTILE L AUNEH REM SHUTTLE LAUMCH
TEXT @ HOME PRINT CHR3¢147
VIak 4: HTaBR 12z FPRINI o) 1 Il PRIMT SPCC13;"SHUTTLE LAUNCH"
HTAE 1: FRINT L FRIMT 4 el
VTAH 8: HIAB Z: PRINT "THL SHUTTLE 1S KEADY FOR PRINT THE SHUTTLE 15 RERLY FOP LIFT-OFF"
LIFT 0" 9 PRINT HEOUR TASE TS TO LAUJMCH 1T
VTAE To: HTAE 7@ PRINT "YOUR Tasl 14 1o L aUNCH FPRINT it WEFZOD MAY HAYE ONLY TEM ATTEMPTS
v
FRIHT ¢ (3 " aWPLEASE ENTER 'WOUR HAMERW"
FRINT "yOU May ONLY HAVE TEM FRINT SPC _3\ YEY TYPIHG IT AND FPRESSING FETURMEN”
ATTEMPTS ' 9@ IHFLUT AT
NOFMal 6 FRINT CHRZ: 147
VIAE 1o: HIGR FRINT "FLEASE EHTER (OUR NAME" O FRINT "SRMELCOME AEOARD, CAPTATH ° . HAE
MTAR (8: HTAE : PRINT "By T(FING 11 AND FRESSING 20 PRINT Jpr‘rs,,‘" AINTO LALNCH THE HUTTLE i f'ILlST"
RETURN" A PRINT 5 U
VTRB 20: HTAR 0 PRINT =
TNFUT Neor FRINT
HOME 59 FRINT
HTAE 4: PRINT “WELCOME aBOAKD, CAFTAIN ":NAE 70 LE= IHT-‘ WL
VTAL 8: HTAR S: PRINT 'TO LAUNCH THE SHUTTLE YOU FOR AT=1 TO 10
MUST " FRINT " S e[l 5P 110" ATTEMFT
UTAR 10: HIAE S: FRINI "GUESS THE FOWER LEVEL NUMEER
RECUIRED" IHFUT ™
UTAR 12: HTAR S: PRINT " (ANY NUMBER BETWEEN { IF GU=LE THEN
AND 100) : IF GUCLE THEN FRINT SPC{7, 50U, . TOO LOW. TRY
VUTAB 14: HTAR S: FRIN! "TYFE 11 IN AND FRESS RGAINTI"
RETURN" 220 JF GUDLE THEN FRINT SPCo7a GG, TOO HIGH. TRY
VTAEB 14: HTAE 12: FRINT “GO AHEAD, PLEASE" AGATHTI"
LET LEV = INT ¢ RND (1) * 100 + 1 HERT AT
FOR A = L TO 10 FRINT CHR$<147.
FLASH : VTAE 13: HIAE S: PRINT "AITEMET NUMBER * 258 FRINT < * salalalelR[RIe L] HAYE FRILED AFTEFR TEN
1A: NORMAL ATTEMPTS
VTAR 19: HTAR 18: INFUT GU b FRINT"METYFE - RUH  AMD FPESZ RETURN TD TRY ACGAIN"
IF GU = LEV THEN G010 80 a ATOP
VTAR Z1: HTAR 10 FRIMT CHRECI47
IF GU  LEV THEN FPRINT 700 10w, TRY AGAIN * 293 HI=@&
IF GU  LEV THEN FRINT "TOO HIGH, TRY AGAIN" TA=1GEa5
NEXT A ¢ FRINT SPC(I-U Cafelelsl IFT-OFF "
HOME : 3 A[aIRIHE 1/ 5HT FIeiA”
VTAR 10: HTAE Z: PRINT "YOU HAVE FAILED aFTER D e
TEN ATTEMFTS" 3 FOR DE=1 TO
VTAE 12: HTAR 1: FRINT “TYFE “RUN  AND FPRESS NE®T DE
RETURN TO TRY AGAIN" HI=HI¥Z+1
STOR S POKES4277, 15 POKESS2TE, 21 (FOLESISE, 1S POKESSLTE
HOME .129
LET HE = © F‘FIKES‘P"” HI 85 FORT=GTOEH  NEKT
LET Th = 10000 78 IF HITA THEM GOTO .,_wj
VUTAB S: HTAE 13: FRINT "LIFT-OFF':t" FOKES4276. 128
VTAB 10: HTAE 10: PRINT “HEIGHT" : FRINT CHREC147
VTAR 10: HTAR 20: FRINT HE FOR RO= 1 TO 1
FOR SOUND = 1 10 St PFINT SFCO11):"SHUTTLE IN ORBIT 110
LET S = FEFr ( - 1633a) : NE(\T R
NEXT SOUND 7 ! CONGRATULRTIONS CARTAIM °.HAS$
LET HE = HE » 2 + 1
IF HE < TA GOTO 30
HOME
FOR RO = 10 TO 15
VTAE RO: HTAR (1: PRINT "SHUTTLE IN ORBIT!rrow -
NEXT RO
VTAR 19: HTAR Z: FRIN1 "CONGRATULATIONS 1838 FOF AS=1 TO 5@
124a ACY HS)—INT RNII\U
146 105

g . 1055 ; : 1 IF=6 THENLDSS
1000 REM  AST T o - CEr S w o
016 oR = nome 2es 1660 POk, UDE. DOCAS YSPCIALLAS . " a




4i~n* [EER LR

1ozo
100
1040
1050
1040
1061

1080
1o
1070
Lo
111G
1120
1160

1170
1180
110

Za40
1370

1380
1270
L4uo
1410

1420

2050

2060
2070
2080
2090
T100
2110
2120
2130
2140
2150
2160

2170

2180
2190
2200

210

230
2000
T010
30z0
TOZ0
040

DIF ACCAOY DO b0y

FOR 05 = 1 TO 40

LET AL AS: = INT  FHD «1) = 7% 2
LET DOAS: = INT + RND 1y o2 5 ¢
LOLOR= INT « RND ol o 70 v ]
FLOT aCoAs) DO T PLOT Al insy
FLOT ACtAS) ;DOAS): FLOT al oS o+ 1
FLOT AC (15 ,DUaS: + L

NEXT AS
LFET CO = o=
ot l]l'-‘ 15

L.Diias
R PARYSto

LET K AR B I R TRRNS I S

Tz INFUL “DIRECT TON P DOV,
THEN UF L:HD = 0 sol0 12
THEN UF = fzi] BOIO 100
THEN LR = GOTD 1ota

GOTO 1140

INFUT "DISTANCE"5D1

COLOR= FLOT ColRO

FDR C TO D1

LET RO 04 LE

LET CO = Cu

FOlk AYS

IF CU = At (S AND (KO = DO A

RO = DOGASY +« 1Y THEN GOTO 12

IF KO = DUtAS) lND (L0 = AC (as)

CO = AC oAby v iy THEN GOTO 177

NEXT As

IF RO

COLOR

1F Lo

NEXT €

GUTO 1110

HUrE VIAR Z1: HTABR 5=

INTO AN ASTERCID"

VTAR 20 HTAB S: FREINT 'aND YOUk SHIF 15

TERMINALLY DAMAGED": END

HOME = VTAER 21: HTAB S:

our OF OREIT™

VIAB 2t HIab S:

END

HOME @ VTAER 21: HTAEB S:

MISSED THEM ALL'"

VTAR HTAE S:

SHUTTLE FILDT"

LET F& = "LANDING "

GOSUE Zooou: REM LINE

REM  SHUTTLE LANDING

GR = HOME

LET D = 1BQLO:

LET F = 5

LET C¥ "

VTAB Z1: HTAR 23

SFEED DISTANCE"

COLOR= 10: FLOT 35,39:

FLOT 38,39

LET X = O: LET ¥ = 1

COLOR= 15: FLOT X,Y: FLOT X + 1,Y:

VTAR 22: HTAE Z: FRINT C#:

HTAE FRINT H;

HTAE FREINT C#z

HTAE PRINT F3

HTAB FRINT C#:

HTAE FRINT S3

HTAE FRINT C#:

HTAE FRINT D:

IF S < 200 THEN HOME : VTnk 21:

FPRINT "SHUTTLE STALLED": END

IF D « - 800 THEN HOME : VIAR 21: HTAR T:

FRINT "SHUTTLE HAS OVERS 'HUI’ RUNKAY": END

IF H « = 0 THEN GOTO 23500

GET R¥

IF R¥ = "A" OR RE = "a" THEN F

§=8+5

IF R¥ "D" OR R¥ = "d" THEN F

§ =5 S

IF F = 0 THEN F = 1:8 = &

IF F > 1o THEN F = 10

LET H H —Fs& LET & = 5§+

LET D D - INT (S 7/ 10;

COLDR= 0O: FLOT X,Y: FLOT X + 1,Y: PLOT X,¥ - 1

LET X b~ INT (D 7/ 1800G 7 Z6))

LET ¥ 8 —~ INT (H / 2000 / =8))

COLOR= 15: FLOT X,Y: PLOT X + 1,Y¥: FLOT X,Y - 1

GOTO 2080

IF D -~ 1000 THEN HOME : VTAE . HTAB 5:

PRINT "LANDING SHORT OF RUNWAY END

IF S » 200 THEN HOME : VTAE 2 HTAE S:

FRINT "LANDING SFEED TOO HIGH": END

IF F © 5 THEN HOME : VTAB 21: HIaB S:

FRINT "UNDERCARRIAGE HAS COLLAFSEDR": END

HOME : VTAB 21: HTaBE S: FRINT “WELL DONE!

A PERFECT LANDING'"

END

REM L INK

FOR BLEEF = § TO 20

PRINT CHR¥ (7);

NEXT BLEEF

TEXT : HOME

FOR LD = 1 TO 20

VTAB LO: HTAR 1: PRINT "ALERT'''";

s"FIELD AHEAD!'''"

NEXT Lo

FOR DE = 1 TO

NEXT DE

RETURN

% DR RO 1
FLOY LO,kD
SSOTHEN  6OTO 1410

THEN GOl 1

FRINT "you HAVE CROSHED

FRINT "YOU HAVE GONE

PRINT "AND ARE LOST IN SFACE":

FRIMNI "WELL DONE*© yOU

PRINT "YOU QUALIEY AS

LET S = 400: LET H = 20003

FRINT "HEIGHT DESCENT

FLOT 26,39: PLOT 57

b

[ SRS RARNE

AR == Lt

3-

HIAB Loz

3000

EERNRE AR EKY EER
" . G s 02

5 PPIHT LEFT} L) NG 3 IR = LA S i = =T

HI o e

F
FFINT
FELHT
FRINT ”HTIHE TAKEH "NIIU Ti%.
FRINT FIGHT# T 8.2 ik
IF WALCMINE TIE, 4,
IHFUT “OIFECTION
THEH LI
[F DI1§="D" THEH LI
IF DIs="F
GOTO 112
IHFUT "DISTANCE® . Il
FRIMT LEFT#CUDE, PO 5
FOF ©=1 TO &I

ca " MINLTES

NE“T AS

1F ROCZ4 OF ROC4 THEH
FRINT LEFT& LIE. &

IF L0233 THEH 1410
HEXT L

a GoTo lllC‘

a [}
FFIH\LEFTS ung, v

FFINT el ULLLHUDL] YO HAYE RUM OUT o

'\‘IFJ AHDE WILL DFTFT IH =FRCE FOP EVER"

FRINT * TelRslelRlsiAslele)
ASTEROID"
FRINT "NM  AND vOUR
STOF
FPIHT RPLUULCLLULD) O HAVE
REIT"

YO HEYE CEAZHED IHTO AN

“HIF 15 TERMIMALLY THMAGED™

GUME DUT OF

FF IHT e
FEINT
ALL! "

AMD AFE LOST IM SFACE" STOF
ReLLLLOODDL WELL DOME' wOU MISSED THEM

PRINT "M
Fe="LRANDING"
GOSUR 3000
RENM LFINIIEP

YO BUALIFY AS A SHUTTLE PILOT™

FFINT"&  HEIGHT ADESCENT @SFEED SDISTANCE™

FF‘INTLEFthl 3 PERCOZD) R
L IR R B
PRINT 20w "CE

FRINT " NSl SF
FRIHT " 8" SF

G FRINT" e SPC (2

F’F‘INT"H!IFJ

S
THEN PRINT LEFT$.0UDE, 11
STALLEL : 3TOF
(~%32 THEM PRINT LEFT#CUDE. 11" SHUTTLE HAS
F':.HDT THE FUNWAY" STOF
a THEN Z23@

ASPLLLIZ20 T ERUTTLE

Y
PRINT LEFTi’UDS
GOTOZa3a
IF D21889 THEN PRINT LEFTE.UDE, 110"
SHORT 0OF RUNWLAY" END
F S>309 THEN FRINT LEFTE-UDS, 11 "3
SPEED T0O HIGH" END
IF F>S THEM PRIWT LEFTSCUDE. 11D
CA E COLLAPSET™ . EHD
WELL DOHME. R FERFELT

N3 B
LAMDIHG

LAMDING

LANDTHNG !

0 REM LIHY

FOR D=1 T0 5000
NENT I
FOKESAZ76, 12
FEIHT "
FOR L=1
FRINT"
NEXT L
FOR_D=1 TO 5000
MERT I

T 2

FELERT! Y "Fg” [ IEL D fHEeur oy

3035 POKES4Z?e,
3109

RETURMN




Glossary

Array

CHRS$

Delay

DIM

GET

GOTO

An array 1s a set of data, held together and identified by one
varlable name (see also the entry for variable). One way of
Imagining an array is as a series of boxes within the
computer's memory, with each separate piece of data held
In a separate box.

All the symbols and numbers on the computer's keyboard
have a numerical CHR$ code. You can find out what they are
by asking the computer to "PRINT CHR$ 87", for example.

Delays are sometimes included in computer programs when
1t is necessary to slow the computer down. They are usually
part of a FOR....NEXT loop (see below) and look like this in a
program;

FOR DE = 1 TO 1000: NEXT DE.

This would cause the computer to count to 1000 before going
on 1o the next stage of the program.

The BASIC statement for opening an array. It is followed by a
number in brackets which tells the computer how big the
array should be.

This is a sequence of commands that are used to make the
computer repeat an operation a certain number of times. For
example, the command:

FOR x=1TO 5:PRINT 2+x:NEXT x

would cause the computer to PRINT the two times table up
to five.

This instruction is used to send the computer to the
keyboard to check to see if any key has been pressed. The
exact instruction varies between different models of
computer.

This statement tells the computer to go to the specified line,
missing out any lines in-between. It 1s usually used with
IF.....THEN (see below) and is only operated if certaln
conditions are true. Be careful when using GOTOs, as it's
easy to have the program jumping backward and forward
so much that it is impossible to read.

This is used as a way of telling the computer to do something
only when certain conditions are true. This instruction often
looks something like this: IF score= 10 THEN PRINT “WELL
DONE, YOUVE WON!!"
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INPUT

INT

LET

LIST

PRINT

STEP

This instruction allows the computer to be given information
while a program is running. When the computer comes to an
INPUT instruction it prints a question mark (or, for some
computers, a different symbol) to prompt the user, and waits
for the input to be given.

INT is short for integer, and instructs the computer to make a
whole number of a figure with decimal places in it. It is often
used in conjunction with the RND command which instructs
the computer to generate a random number (see below),

This is one way of giving the computer information. In some
programs there may be statements such as: X=10

This simply means that the number ten is stored under the
label X. It 1s often clearer to write:

LET X=10

The LET statement also gives rise to something that at first
sight seems illogical, if not Impossible. In many programs
you will see things like:

LET X=X+1

Of course, in mathematical terms X can't equal X+ 1. All this
type of statement means is "Increase the value of whatever i1s
stored in X by one.”

This makes the computer display whatever program it has in
1ts memory. You can LIST single lines, or parts of a program
by following the LIST command with the appropriate line
numbers.

This tells the computer to display something on the screen.
Letters and symbols that are to be displayed should be
enclosed in quotation marks, but numbers need not be.

This instruction makes the computer generate a random
number. The precise instruction varies between different
models of computer. Both the Apple Ile and the Commodore
64 generate random decimal numbers between O and 1. To
make whole numbers between a desired range this is
multiplied by a suitable figure and made a whole number
using INT.

The STEP statement 1s always used following a FOR....
statement. It indicates the amount that the variable should be
changed for each operation. For example: FOR X=0 TO 20
STEP 5: PRINT X: NEXT X Would mean that X would rise in
steps of five, so that the computer would print 0,5, 10, 15, 20.
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Variables

Index

A
arithmetic symbols 8
array 23, 25, 28, 30, 42

C

CHRS codes 23, 28, 32, 34, 35,
37, 42

clock 24

colour 32, 34, 35, 37, 38

cursor 9

D
debugging 12
delay 16, 19

E

editing keys S

error messages 9, 28
ESCAPES

F
flowchart 10, 11

When you give the computer information you have 1o give it
a label under which it is stored. This label is called a
variable since the information it contains may change during
the course of the program. When you want the computer to
do something with the information, you must refer to it by its
label - its vanable name. For example, the statement LET

A =6 places 6 under the vanable name A.

There are two types of variable. A numeric variable 1s one
in which the information stored will always be numbers. If
the data to be stored consists of letters or words then a string
variable must be used. The variable name must then be
followed by the string sign — $. So, for example, if you wanted
a name stored, the statement would read: LET N$="“JAMES".
String variable Information must always be in quotes.

G

graphics 22, 27, 28, 31, 32, 34,

35, 38

I
INK 32, 37, 38
INKEY$ 36, 39, 42

INPUT 5, 18, 22, 24, 25, 27, 23,

43
Integer 18, 24, 42

L

line number 8
LISTS, 43

loading programs 12

M
mode 7, 22

P
punctuation 9, 16, 17

R

random numbers 10, 14, 17,
18, 32, 43

REMS, 14, 17

S

saving programs 12

screen co-ordinates 17, 25,
30, 35, 38, 39
display 10, 14, 17, 22, 26, 27

sound 20, 32

STOP 26, 32

string variables 15, 18, 24, 29,
35

T
tape recorder 12

A%
vanable 19, 25, 28, 29, 30, 44
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