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## Preface

This book is written to provide you with some sensible programs for your Timex 1000 or Sinclair ZX81. Many programs for serious use of the Timex 1000 are given in the book. They include, Banking Records, Credit Cards, and Data Files. For fun there are Chapters on Games for 1K, Games for 16K and Casino Gambling.

This book was originally published in England in two volumes: WHAT CAN I DO WITH THE 1K and WHAT CAN I DO WITH THE 16K. These two volumes correspond to Parts I and II in terms of what is required to run the programs. I have modified programs specifically tied to English systems to be in line with American standards. For example coin search is in dollars and cents not pounds. In any event I hope using these programs encourages you to write more on your own and get the most from your Timex 1000.

## Introduction To Part I

Part 1 of this book was originally published in England under the title What Can I Do With 1K? The programs will all run on either a 1K Sinclair ZX81 or a 2K Timex 1000.

I was tempted to expand some of the programs slightly to make full use of the additional RAM provided on the Timex 1000, but as all the programs illustrate memory-saving techniques that are just as valid for 2 K as they are for 1 K , I eventually decided to leave them in their original form.

Most of the programs have survived the Atlantic crossing intact, but the 'Business' section has suffered rather severely. The program 'SALES TAX' was originally designed to deal with a peculiarly European tax called V.A.T. It is still appropriate for state taxes, but you will have to amend the first line so that it contains the correct rate of tax for your particular state. (I understand that some states do not have a sales tax at all - O.K., so the program is no use at all for you, but you get the book cheaper than everybody else!)

Two programs which deal with the complexities of the British income tax system have been dropped completely. To make up for this, I have added an extra 'GAMES' section at the end. Four games in exchange for 2 business programs cannot be such a bad deal!

Roger Valentine
London Nov. 1982

## Listing Conventions

The following conventions have been used throughout Part I of this book. Please study them carefully before keying in the programs.

$$
\begin{aligned}
& I=\text { The letter } I \\
& 1=\text { The number one } \\
& O=\text { The letter } O \\
& \emptyset=\text { The number zero } \\
&=\text { The image quote (SHIFT Q) } \\
& \leftarrow=\text { Space (where essential) } \\
& \uparrow= \text { All items between } 2 \text { up-arrows are to be entered in } \\
& \text { GRAPHICS }
\end{aligned}
$$

UNDERLINING $=$ All underlined items are to be entered in INVERSE
Note: These conventions have NOT been followed in Line 10 of DATA PRINT, or in DICE.
The conventions for DATA PRINT have been noted in the text.
For DICE, the A graphic square has been used.
(USE Graphic A, H or Space, as you wish.)

## EXPIFLES


Enter the strung Es:

```
LISTING KETSTFONE
    \dagger SHIFT G《srawtice O|\
```



```
    \dagger SHIFT G ©srgstmics OFF)
    SHIFT Q
\begin{tabular}{ll}
\(F\) & \(F\) \\
\(I\) & \(I\) \\
\(R\) & \(E\) \\
\(G\) & \(G\) \\
\(T\) & \(T\) \\
& SHIFT \(Q\)
\end{tabular}
    \leftarrow
    宏
    F
L
                                    SHIFT g <imverse UFF`
                                    SHIFT G ©r #g+icE OH
'T' EHIFT '' &r`mFi= sumrter Emuarey
\dagger SHIFT G &smohics OFF%
```

Fleo:
10 PRINT "
is not very heleful, so would be shomn as:
10 FRIHT
"

## Chapter 1 Fate and Fortune

No apologies for starting with this section. We know that logicalminded computer people are not supposed to be 'into' this kind of thing, but WE are, and we suspect that secretly you may be too.

Most of these programs provide data only. You must consult a book on the relevant subject for an interpretation of that data.

## Numerology

This program converts any name into a single-diait number, according to ihe rule $A=1, B=2, Z=26=2+6=8$, etc. The number produced can be taken as a 'lucky number,' but is supposed to be indicative of your personality type. Technically you should use the name given to you at birth, but if you also try your nickname, or the name by which you are usually known, you can see how you have subconsciously attempted to alter your personality over the years.

## I Ching

Just run this program to come up with your hexagram for the day. For demonstration purposes, you can continue to produce new hexagrams indefinitely by pressing NEWLINE. However, serious users should run the program just once a day, so delete the last 4 lines if you do not want the repeat facility.

## HHEPOLDG＇

```
5 ~ F R I N T ~ " E N T E F ~ T O U E ~ H A M E " ~
16 LET H=0
15 IHFUT H|.
20 CLS
25 IF H:=" STOF " THEH STOF
30 FRIHT GT 3,G;"NAME"
SE FRINT HT 5,G,H|
40 FOR J=1 TO LEN N**
45 LET C=CODE N+CJ)-37
```



```
5 5 ~ I F ~ C < 1 Q ~ T H E N ~ G O T O ~ F 0
GO LET C=[-G
65 00T0 55
70 LET H=N+C
7S IF NSE THEN LET H=N-G
GQ HEMT I
85 FRINT HT F,G;"HUMEER"
90 FRINT HT 9.giH
g FRINT AT 11,G;"HEXT OHE FLEHSE"
106 FFIHTT
165 FUN
```


## I CHIHE

```
5 \text { FAF\|IN}
10 LET F=6
15 LET E聿="世"
20 FOF K=0 TO5
25 LET H表="4"
3O IF EHIC.5 THEN LET A末="世"
35 FEINT HT F.11;E*:A*;E*
4G LET F=F+2
45 HENT K
5 0 ~ I H F U T ~ Q * ~
55 IF O&=" STOF " THEH STOF
EG CLS
65 FUH
```


## Chinese Horoscope

Most people know their birth sign according to Western astrology (even those who claim not to be interested in the subject), but with this program you can discover not only your Chinese birth sign, but also your ascendant, your ruling element, and the sign governing the MONTH of your birth.

To run, press GOTO Ø. Do not press RUN (for reasons we shall see shortly). The 4 inputs required are all numeric.

YEAR: e.g., 1959
MONTH: e.g., 4 (do not type April)
DATE: e.g., 23
HOUR: MUST be according to 24 -hour clock, e.g., 1330 (for 1:30 PM). If you do not know the hour of your birth, enter any 4-digit number, but ignore the ascendant given.

## Notes

Whenever you declare a variable in a program, it takes up room both in the Program Area and in the Variable Store. This can be extravagant at the best of times, but when, as in this case, you have a string variable 84 characters long, it is going to take a big chunk out of 1 K .

However, it is possible to declare variables in immediate mode, and then refer to them in a program. Unlike some more expensive computers, the Timex 1000 will SAVE variables designated along with the program itself.

The problem with this technique is that you must not press CLEAR or RUN, but must use GOTO . . . (line number of start of program). Fortunately GOTO can be used with non-existent line numbers. so GOTO $\emptyset$ is always adeauate. If vou find you have difficultv remembering when to use RUN, and when to use GOTO ©. consider using the 'Auto-Run' facility dealt with later.

## CHIHESE HOROSGOFE

FIRGT EHTER IN IMEEIATE MODE：－

##  $\rightarrow$ TIGER PREBIT THEHGOH CHAKE HORGE CGHEEF：＋＂

LET E＝＝＂NETALLWATERHOUI 4 FIRE EERRTH＂
5 FRINT＂rEAR＂
10 IMFUT
15 PEIHT＂FoldTH＂
20 IHFIT M
25 FRINT＂DATE＂
30 INFUT II
35 FRINT＂HOUR＂
46 IHFUT H
45 CLS
50 IF $\mathrm{M}=1$ THEN LET $\mathrm{r}^{\prime}=1 \mathrm{~T}^{\prime}-1$

60 PRINT＂ETH． 5 SIGU：＂：$\ddagger$（S TO S＋E）

79 FRINT＂ELEMEHT世：＂：E⿻肀二S TO S＋4）
75 IF ID2 THEN LET $\mathrm{d}=\mathrm{N}+1$
60 LET M＝N＋5
E5 IF M12 THEN LET H＝N－12
90 LET S＝（M－1）$\overline{\text { a }}+1$
95 FEINT＂中ONTH ：PAES TO S＋6

105 IF S 12 THEH LET $\mathrm{S}=-12$
110 LET S＝Sin－
115 FRINT＂ASCEHIAHT：＂：月ts TO S＋6）

## Biorhythm

In this program, you are asked to enter your date of birth (format as for Chinese Horoscope) and the current date. The program then calculates where you are in each of the three biorhythm cycles: physical, emotional and intellectual.

These cycles are 23, 28 and 33 days long, respectively. 'Peak' condition is $1 / 4$ of the way through a cycle, and 'low' is $3 / 4$ of the way through. The start/finish and mid-points of each cycle are believed to be 'danger' areas. (So don't bother attempting any complex computer programming on days when you get intellectual: 16.)

## NOTES

The program utilizes the handy fact that Timex 1000-Basic gives every number a code of 28 more than the number itself. By an amazing coincidence, 28 happens to be the lowest number of days in a month, so the 'data string' $(\mathrm{M} \$)$ is used to hold the number of days in each month as a single digit. $\mathrm{M} \$(1)$ for instance is 3 , and so CODE $\mathrm{M} \$(1)$ is 31 , the number of days in January. ( $\mathrm{M} \$$ is only 11 characters long, as data for prior months only are required, so December is omitted.)

Line 155 adjusts for leap years, but by a strange quirk of the calendar, 1900 was not a leap year, so the program won't work if you are over 81 ! (2000 however WILL be a leap year, so it is valid for a considerable time yet.)

## BIOEH'T'THM

```
5 LET M圭="30323233232"
10 FEINT "\square.|.E."
15 EOSUB 106
20} LET F=Q
25 PEINT "IMTE TOIMH"
OLTOSUE 10G
35 LET F=Q-F
40 FRINT THE 1G;II;".";M;".";''
45 FPINT AT 3.0;"FH'GICHL &23:";TAB 27;
    P-2%%IHT (FO2)
50 FRIHT HT 5, E;"EMOTIOHFL GQB;:"THE 27;
    F-2B*INT (F,2B)
55 FEINT AT 7,0;"IHTELLEETUFL <3`):";
    THE 27;F-33*INT (F,33)
90 STOF
100 FRINT "DH'T"
105 IHFUT II
110 FRINT "FOWTH"
115 INFIIT M
120 FRIINT "TEFE:"
125 INFUT 'T'
130 LLS
135 LET 0=%
140 FOR J=1 TO M-1
145 LET Q=@+LODE M*(J)
150 HEXT I
155 IF 0%59 FND 'r'/4=INT <''4) THEN LET Q=D+1
160 LET [=0+I1+INT (365.25㐘(T-1))
170 FETUFH
```


## Biochart

If you prefer the more conventional graphic representation of biorhythms, this program prints out your chart for the next 3 weeks. Three inputs are required, these being the current biorhythm data as obtained from the previous program.

The horizontal axis of the graph represents days, the first '-' being today. The vertical axis is, of course, arbitrary.

The 3 graphs are superimposed on one another: If you find this confusing, try modifying the program to print them separately.

## BIOCHART

```
5 FOR J=0 TO 23
10 FRINT AT 6,J;"-"
15 HEXT J
20 LET F=23
25 FRINT HT 0,0;"PH'SICAL"
30 GaSUE 100
35 LET F=28
40 PRINT AT 日,0;"EMOTIOHAL"
45 [OSUE 100
50 LET F=33
5 5 ~ P R I N T ~ A T ~ 0 , 0 ; " I N T E L L E C T U A L " ~
60 GOSUE 1010
90 STOF
100 INPUT H
105 FOR J=01 TO 46
```



```
115 HEXT J
120 RETURN
```


## Decisions

Finally a less serious method of fortune-telling! The inspiration for this program came from one of those swinging pendulum executive toys, which just goes to show that you can get programming ideas from all sorts of sources!

Notes
Line 5: The program doesn't really care what question is asked, so dimensioning $\mathrm{Q} \$$ to 1 element allows the user to type away to his heart's content, without consuming valuable memory. This technique can be used in many more serious applications, where the action the computer takes is dependant only on the first letters of the user's input.

Line 135: The letter $Z$ is not a misprint! True, the variable $Z$ has not occurred elsewhere in the program, so line 135 will cause the program to terminate with error code $2 / 135$ (undefined variable), but of course this is exactly what we want. (If you feel uneasy about deliberately inducing errors in your programs, note that the Sinclair manual refers to 'Report' Codes, not Error Codes!)

Lines 200-205: This is a dummy loop, which we prefer to PAUSE because of the screen flicker. It's more expensive on memory, of course, but in this case that is counteracted by the loop-control variable ending up with a value which is useful elsewhere. At the end of the loop, $\mathrm{X}=9$ (not 10!!), which is precisely the value required in line 35, so that option 10 is not chosen twice. Don't waste loop-control variables!

## TEETSIOHS

```
5IIN O&G
10 5CFGLL
15 PRIHT "BGK FHT' UESTIOH"
2G INFUT Q*
25 IF Q&="4" THEY GOTO 20
80 LET र=16
55 ELS
4G LET Y=THT GPHID,S+1
4S IF X=1 THEN FRIHT "TES"
OG IF %=2 THEH FRI价 "FO"
SS IF Y=S THEH FEIHT "PH'TEE"
OG IF x=4 THEH FEINT "HOW EHOULI I KHOW?"
65 IF %=5 THEN FRIHT "HEVEF"
70 IF %=E THE4 FFIHT "OF GOUREE"
FIF X=7 THEN FRIHT "THHT IS UP TO TOU"
OQ IF %=S THEH FRIHT "FOSGIELT"
GS IF %=9 THEH FEIHT "I GIGE UF-WHAT IIT
qOL! THIHK?"
9E PEIHT
95 IF X=10 THEH GOTO 2GO
1GG FFIHT "BEE GOL EATISFIED WITH MT
        GEFLT""
HE BHUT Q*
11G IF G来="," THEN GOTG 30
11505
12G FEIHT "HHAT mOEE?"
125 IHFUT [毒
130 IF 区走="T" THEN FUHA
135 FFTHT "!.K.EHE":Z
EGE FRIHT "THIS IS TRICKT...LET HE
        THIH&:."
GE FOE R=100 TD 10 STEF-1
2H0 HENT %
24 GOTO S5
```


## Chapter 2 Printing With More Frills

(lf you don't know where the 'more' comes from, you haven't read the Sinclair manual properly!)

Here are 3 routines to enhance your screen displays.

## Advertising

So named because we sometimes leave this running in our shop window. You can, of course, change lines $15,30,45$ and 55 to anything you like.

## Notes

The main routine (lines 1000-1070) prints the strings OUTWARDS FROM THE CENTRE.

The secondary routine (lines 2000-2030) inverts the strings on alternate printings.
$K$ simpiy aiternates between 'true' and 'false' (line 930) to call the inversion routine when required.

N is the horizontal print coordinate, and can be varied at will.
Always ensure that A\$ contains an even number of characters, or the first one will be lost. If you like, you could add a routine to add a space to $A \$$ whenever necessary, but it is far more economical to do so manually.

## HD.

```
5 SLOW
10 LET K=0
15 LET H$="SINCLFIF Z% 81"
20 LET N=2
25 GOSUB 1000
S0 LET H:="E' SIHCLHIF FESERFCH"
S5 DOSUE 1000
4 0 ~ L E T ~ N . \| N + N + 5
45 LET F:="SOFTWARE FFOM:"
50 GOSUE 1010
55 LET H:="w+H%182C KIHGSTON FI. STAINES"
G0 GUSUE 10EN
G00 FOR I=1 TO 106
910 HEXT I
920 LLS
925 FEM : DELETE g2G FOR OTHER EFFECT
90 LET K=HOT K
740 GOTO 15
1000 LET L=LEN H*
1010 LET H=H+2
1020 IF K THEN GOSUE 2GEQ
1030 FOF I=1 TO LG
1040 FRINT HT N.16-I;F*CL,2+1-I)
1050 FEINT FT H,15+I;F变CR2+I)
10EO NEST I
107E FETUFN
2000 FOR J=1 TO L
2010 LET A* (J)=CHR& (CODE (GFCJ) +12G)
2020 FEXT J
2030 FETUPH
```


## Inverse Print

If you are unfamiliar with machine code listings, the procedure is as follows:

1: Spot the program! The only part you have to enter is the second column, beginning $06162 \mathrm{~A} \ldots$. and ending 10 EF C9. It doesn't matter whether there are 1,2 or more 'bytes' per line: They are arranged like this to help you understand the program, which, with the help of the Sinclair manual, you should be able to do.

2: Count the number of bytes; in this case there are 23.
3: Enter a Machine Code Loader. There is a very simple one listed on page 51 if you don't have one already. Line 1 should contain 23 (for this routine) X's, and LIMIT in line 10 should be set to 16536 .

4: Run the loader, and enter the 232 -character bytes.
5: (Optional) Poke the routine to line $\emptyset$ (using another routine vou'll find later) and delete the loader.

6: Finally, if you are wondering if all this was worth the effort, enter the DEMO program which follows.

Call the routine by: LET K= USR 16514.

## Demo

Assuming that you have entered the machine code Inverse Print program, this demonstration shows the fantastic difference in speed between machine code and Basic.

Lines 100-140 translate the Inverse Print routine into Basic. (Not quite: the $\mathrm{m} / \mathrm{c}$ routine searches the whole screen; this Basic version just covers the screen area which we know is in use, but the principle is exactly the same.)

Because the $\mathrm{m} / \mathrm{c}$ routine changes the whole screen INSTANTLY, option 2 introduces a delay loop (lines $50-55$ ) to allow time for you to take your finger off the key. Option 3 omits this loop, so holding down key 3 creates the flashing effect.

## IWVERSE PRINT

| 810 | 0616 | STAFT | ：LII E，こ2 | 22 LIHES |
| :---: | :---: | :---: | :---: | :---: |
| 62 | 2 CbC 40 |  | LII HL，©16 | ；II．FILE |
| 015 | 23 | LOOF＇ | ：IHE HL | IHEXT FOSH． |
| $\underline{4}$ | TE |  | LII $\mathrm{H}, \mathrm{CHL}$ | ；CHR，EOIE |
| 67 | FE TE |  | CF 118 | ；IS IT＊H\％ |
| 69 | 2869 |  | JFZ 9 | ；IF EO，BKIFYHL |
| EB | FE 00 |  | EF 6 | ：IS IT SF＇HCE |
| （1I） | 2863 |  | JFZ 3 | ：IF SO，SKIFSF |
| E1F | E6 80 |  | FDII $\mathrm{H}, 128$ | ；IHVEET EHE． |
| 11 | 77 |  | LIICHL）H | ；FREIHT |
| 12 | 18 Fl | EKIFSF | －TR 241 | SNEXT EHF． |
| 14 | 10 EF | EKIFWU | ：I1．J．｜2 239 | ；HEXT LIHE |
| 16 | 09 |  | RET | ；FETUEF |

IIENO

```
5 ~ F E M ~ - N M C ~ I H W E F S E ~ F R I N T - ~
10 FRINT AT 1,1:"IHPUEFGE FRINTIHG IEMOHGTEHTIOH"
15 FPINT FT 4,5;"1: BHSIC"
20 FRINT HT E.5;"2: MFCHINE COIE"
25 FRINT HT 3,5;"3: FLFSHING"
```



```
35 IF IH&E'T:&="1" THEN GOTO 106
40 LET K=USR 16514
45 IF IHHEE'':="3" THEH GOTO 30
50 FOF K=1 TO 30
5 5 ~ H E \ T ~ K
60 [OTO 30
100 LET H=FEEK 16396+256⿻丷木FEEK 16397
110 FOR K=H TO H+102
120 IF FEEK K=0 DR FEEK K=118 THEH GOTO 140
130 FOKE K,FEEK K-12G
140 WEXT K
150 GOTO 30
```


## Data Print

There have been many programs published (and you have probably written one yourself) which enable you to 'draw' on the screen. But how can you SAVE your masterpiece? The idea of Data Print is to store your graphic displays in a data string. The program also offers a couple of useful aids to simplify your drawing.

If you want a number of blank spaces, just enter that number into the string. Similarly, if you want a number of black spaces, enter the INVERSE number. To force a line feed, i.e., if all the remainder of the line is blank, enter N .

Before you run the program, you must first create your drawing. Use a sheet of graphic paper. Then enter the data string, using the facilities mentioned above for large areas of black or white. You will probably find it easier to 'read' direct from your drawing, rather than write down the string first, but don't forget the N at the end of each line.

The example we have chosen to illustrate this very useful technique is a pretty appalling map of Ireland! None of us at V\&H are artists, and this is the best we could come up with! If any of you can do any better, let us know and we will use the best example(s) in the next edition of this book.

Note: If your data string is not much longer than 'Ireland,' it will fit in the program as line 10: otherwise enter it in immediate mode and use GOTO 0 to run.

Please note that, for the Ireland map, we have abandoned the usual listing conventions. The first number should be entered as a normal number. The characters in the central column are either inverse numbers (when underlined) or graphics. The N of course is a normal N . The entire string should be entered continuously with NO SPACES.


Think you could do any better?
(Could you possibly do any worse?)

```
                    IIFTH FRINT
2g FOF J=1 TO LEN H$
30 LET H=COIE F*OJ)
40 IF NKS1 THEN GOTO 70
5 0 ~ F F E I H T
60 GOTO 90
7G IF @N2S FNI N+SB) OR (W)156
    HHII H(1EE) THEH GOTO 1GG
BQ FRINT EHF& N:
90 NEXT T
99 STOF
100 FOR K=128*(H2128) T0 H-29
110 FFINT LHFs G128*(H12Sう);
120 HE&T K
130 60T0 90
```

| 10 LET | Fi $=$ = 7 | 34 ES 3 |
| :---: | :---: | :---: |
|  | $E$ | 01W25 |
|  | 6 | $7{ }^{7}$ |
|  | 2 | TGU46F: |
|  | 2 | 2GE1 |
|  | 1 | 307E |
|  | 2 | TREE |
|  | 3 | $36 E$ |
|  | 3 | 065 |
|  | 2 | 77051 |
|  |  | 3EE |
|  |  | 3R1 |
|  | 1 | 02317 |
|  | 1 | 21 |
|  | 1 | 017 |
|  |  | 71" |

## Chapter 3 Casino Gambling

We are certainly NOT trying to encourage gambling. On the contrary, you will lose so much hypothetical money playing the games in this section, and the Timex 1000 will lose so much money playing roulette, that you should be convinced that the only winners are the casino owners! Nevertheless, casino games almost always hold a fascination for computer users, and so we are including a few of the more unusual examples for you to play. First, though, let's give the Timex 1000 a night out, and see if it can break the bank at . . .

## Roulette

Many people claim to have created winning systems by using a computer. Can it be done? That is up to you to discover; we are going to provide a 'standard' roulette program, and then use it to test 4 of the most popular systems. You can slot your own ideas in, and see if you can come up with a winner.

The Timex 1000 is not going to try for spectacular wins by playing the 'long shots.' It knows that the best odds in roulette are for the 'even money' changes: Pair, Impair, Rouge, Noir, Manque and Passe (or, in English, Even, Odd, Red, Black, 1-18, 19-36). It doesn't matter which of these is chosen, so for this series of games, the computer will always bet 'Even.'

## The Standard Program

This is a 'non-system' in which the computer bets a constant stake throughout. It should show a small but ever-worsening loss. (Problem: What is the expected loss over 370 games for a constant $\$ 1$ stake?)

## Notes

$N$ is the actual winning number, which is not required unless it happens to be $\rrbracket$, in which case half of the stake is returned (lines 150 and 27Ø).
$X$ is the winning number，expressed as even，$(X=1)$ or odd（ $X=\emptyset$ ）． $X$ is also set to $\emptyset$ if $N=\emptyset$ ，so that，for the systems，$\varnothing$ is considered to be a losing spin．

The＇menu＇（lines 50－70）is there in case you don＇t trust the com－ puter to play fairly！Select option 2 to input numbers from，say，a toy roulette wheel（or recorded from an actual casino，if you want to get really fanatical about this）．

## FOULETTE

```
10 EAHI
20 LET F=0
30 LET T=1
40 LET S=T
5 0 ~ P R E I H T ~ " 1 : C O M F ~ W H E E L " ~
G0 FRIHT "2:TOUF*+""
7G IWFUT H
80 CLS
90 FRIHT "I EET EVEHS:事;S
100 LET F=F-S
110 LET N=INT (ENIN3>)
120 IF F}=2\mathrm{ THEN IHFUT H
130 IF H0 OR NS36 THEN GOTO 120
140 LET X=0
150 IF NOT N THEN GOTO 270
160 IF H, 2=INT 《H2% THEN LET }X=
170 FRIHT N
180 FRIHT "I\div";
190 G0SUB 400-50洮
2010 FFIHT "怆ET 韦";
210 IF SGN F=1 THEN FRIHT "+";
220 FRINT F:, "AFTEF世";T;"&FIHS"
230 FOF }\alpha=1\mathrm{ TO 50
2 4 0 ~ H E N T ~ X ~
250 LET T=T+1
260 [0TO 75
270 LET F=F+S'2
200 BOTD 170
350 LET F=F'S+S
364 FFIHT "WIH"
37G RETURH
4010 FRIHT "LOSE"
410 FETURH
```

Line 130 is just an input check, and serves little purpose (none whatever if you select option 1). Similarly, line 210 is purely cosmetic. Both these lines may be deleted, as may lines $50,60,70$ and 120 , if you require more room to test a particular system.

SAVE a copy of the standard program, as it is the basis for all of the next 4 .

## Martingale

This system involves doubling the stake after a loss, and reducing it to 1 after a win. It is infallible! (But see the comments on page 32).

## Reverse Martingale

This is the exact reverse of the above, and it should make a small but progressive loss. However, there will be the occasional big win, which SHOULD leave you in profit. The system fared badly in our tests possibly because its most effective use is not over a set number of games, but just up to a point when the user is in profit. As this seems to go against the psychology of gambling, the authors could see little value in the system.

## D. Alambert

Raise the stake by 1 unit after a loss. Reduce it by 1 after a win. This tends to keep the stakes lower than with the Martingale, but notice that it did produce the most spectacular losses in the series of test games!

## Labouchere

This was so amazingly successful that I think l'll head straight to the nearest casino, rather than explain to you how it works!
(And while you are working that out, see if you can see the flaw in all these systems, and why you can't actually break the bank using any of them.)

## MAFT IHGHLE

365 LET $5=1$
4 GE LET $5=5 \mathrm{Z}$

## FEUEFSE MAFTIHGALE

365 LET $5=542$
36 IF 525 THEH LET $\mathrm{E}=1$
405 LET $5=1$

## II．FLAMEEFT

365 LET S＝5－1
SEG IF $S=0$ THEN LET $S=1$
405 LET S＝5＋1

## LFEDICHEFE

40 EEM 事来 IIELETE LIHE 40 ：数
130 FEM 涑来 IIELETE LIHE 130 洣：
73 LET $\mathrm{H} \ddagger="+1274+$＂
75 LET S＝EODE HF（1）CODE FS LEH H\＄
25 IF $\mathrm{H}=="$ THEH GOTO 73
365 LET H末＝H $\ddagger$（2 TD LEN Hi－1）
40 IF 525 THEH LET $5=255$
465 LET Hi＝H立＋CHFs 3

## Results Analysis

All 5 roulette programs were tested over a series of 8 'sessions,' each session consisting of 370 games. The results were as follows:

|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | Average |
| :--- | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: | ---: |
| Standard | -69 | -54 | -17 | -5 | 8 | 16 | -22 | -36 | -22 |
| Martingale | 212 | 262 | 207 | 203 | 186 | 223 | 178 | 210 | 210 |
| Reverse |  |  |  |  |  |  |  |  |  |
| Martingale | -167 | -178 | -177 | 90 | -164 | 92 | 91 | 88 | -41 |
| D. Alambert | -264 | -655 | 48 | 184 | -673 | 212 | 80 | 78 | -124 |
| Labouchere | 735 | 664 | 766 | 603 | 773 | 512 | 744 | 227 | 628 |

## CONCLUSIONS

As only one of the 'control' sessions came close to the expected loss, our main conclusion was that even 2,960 games was insufficient for serious statistical analysis!

However, we did conclude that, provided you go into a casino with the understanding that you will almost certainly lose money, both the D. Alambert and Labouchere would probably provide a more entertaining evening than simply random betting.

Before you get too enthusiastic about LABOUCHERE, we must tell you that in one final test session, this produced a loss of $\$ 3,205!!!$

For further details, see page 32.

## Boule

If all that theorising hasn't put you off to gambling for life, here is a game which might! Boule is a sort of 'mini-roulette' which is often found in France, but is illegal in England because the casino advantage is so high.

There are 9 numbers on the wheel; 1, 3, 6 and 8 are black; 2, 4, 7 and 9 are red, or in the Timex 1000 version, white. The 5 has a function similar to 0 in roulette, i.e., it can be backed as a number but not in any of the combination bets. Unlike roulette, however, all bets except those on the number 5 lose completely whenever 5 is spun. The bets available are:

Noir (any of the 4 black numbers)
Blanc (any of the 4 white numbers)
Manque (any of the low numbers 1-4)
Passe (any of the high numbers 6-9)
Pair (any of the even numbers)
Impair (any of the odd numbers EXCEPT 5)
All the above pay even money
Any number individually (including 5) pays 7 to 1.
There is a board for playing Boule printed on page 28.

## Notes

The main program loop（lines 15－65）：
1）Prints the numbers of the＇wheel＇（lines 30 and 45）．
2）Is of variable duration（line 20）．
3）Slows down towards the end（lines 50 and 55）．
4）Returns the winning number in $N$ ．

## EOLLE

```
5 \mp@code { E H N I I }
10 LET H=0
```




```
    (E+4I|,9)+1)
25 FOR J=1 TO M
30 FFIHT FT 日,N粎3;"女"
3 LET N=H+1
40 IF H.9 THEN LET H=N-9
45 FEINT AT E,N椋S;H&GH
5 0 ~ F O F ~ K = M - 1 0 ~ T O ~ I ~ I
5 5 ~ H E X T ~ K ~
E0 LET II=FHI䩚WUI
ES NEMT J
100 FFIHT H:" FH'TG7-1"
105 IF N=5 THEH GOTO 15S
11E LET H$="FOIF"
115 IF H=2 OR H=4 OF H=7 OR H=9
    THEN LET H&="ELFHC:"
12G GOGUE 20G
125 LET H&="rAHWUE"
130 IF NS THEH LET H$="FHSSE"
135 GUSUE 20G
140 LET F&="FHIF"
145 IF He<>INT &HE% THEN LET H$=
    "I扴"月车
150 GOGUE 200
155 FRINT "FLLL OTHEF BETS LOSE"
160 CLEFF
165 IHFUT F步
17G CLS
175 FUH
2GG FFINT F婁;" FHYG EvEN"
21E FETIFFH
```

Line 60 is another form of pause, again preferable to the PAUSE statement. It can be omitted if you want to play the game at a faster pace.

The remainder of the program prints the winning bets. Line 160 is included before the re-run option; otherwise there may not always be room for even a null input.

## Noir et Blanc

Another obscure French game, Noir et Blanc is normally played with cards. The dealer lays a horizontal row of cards, and continues adding to the row until the 'pip-count' totals more than $30(A=1$; picture cards $=10)$. He then deals a second row, again until it totals more than 30 . The winning row is the row with the LOWEST total. The top row is called Noir, and the second row is called Blanc.
Four bets are allowed, which all pay even money:
Noir: The top (noir) row will win.
Blanc: The second (Blanc) row will win.
Couleur: The color of the first card dealt will be the same as the NAME of the winning row.

Inverse: The color of the first card dealt will NOT be the same as the name of the winning row.

It is these last 2 bets which give the game an appeal totally out of proportion with its complexity!

## Notes

If both rows total the same, it is a draw and all bets are returned, UNLESS they both total 31, in which case there is a REFAIT, i.e., all bets remain on the table, to be returned only if they win on the next deal.

Again there is a main program loop (lines $25-90$ ) and a 'tail' which prints out the winniners. Line 10 is another form of data statement; rather than hold the cards in a string, putting them in the first program line makes them easily accessible by PEEK (line 45).

Line 50 randomly inverts the selected card, so that the entire 'pack' need only contain 13 cards.

The winners of the two pairs of bets are determined by the Boolean logic of lines 105 and 120. The couleur/inverse bet is settled in line 120 by first PEEKing at the first card ( 6 positions into the display file, because the display always starts with N, O, I, R and Newline), and setting a flag $(X=1)$ if the card is black. (Otherwise $X=\emptyset$.) The flag $J$ has already been set to 1 if the Noir line wins (line 105), so the Couleur bet will win if X and J are the same, regardless of whether they are both $\varnothing$ or 1 .

## HOIF ET ELFHL

```
10 FEM H2S45G789TJOK
15 IIM HC2)
gQ FEINT "HOIE"
25 FOR J=1 TO 2
```



```
35 LET 'T=%
40 IF 'T%10 THEN LET 'T'=10
45 LET H韦=[HF变 (PEEK (16513+%))
SIM IF FHIC.5 THEN LET FS=CHFE (CODE
    H$+128)
55 FRIHT H束;"%";
EG LET H(J)=H(J)+'
G IF H(J)<31 THEN BOTO 30
70 LET H(J)=F(J)-30
F5 FRINT THE 20;"=";H(J)
80 LET H*:="ELFHNC"
85 IF I=1 THEN FRINT F*
90 NEXT J
100 IF H(1)=H(2) THEN GOTO 160
105 LET J=H(1)<H(2)
110 IF I THEN LET H*="NOIE"
115 FEINT AF
12G LET <=FEEK &GEEK 16396+256%FEEK
16397)+6)9125
125 LET F&="IHWERSE"
130 IF X=J THEN LET FS="COULEUR"
1SS FRIHT AF
140 IHFUT HF
145 CLS
156 FUH
160 LET F:="LFAN"
165 IF F(1)=1 THEN LET HF="EEFHIT"
170 FRINT HF
175 GOTO 140
```


## Boule



## Noir et Blanc



## Craps

We must state at one that this is the name of the game, and not a description of it. (Though some readers might disagree!)

Craps is a typical example of how a simple activity like rolling a couple of dice can be turned into a game so amazingly complex that you would need an IBM megacomputer to hold all the possible options and variations. Faced with trying to cram such a game into 1 K , there are two possible approaches, and indecisive as ever, we have adopted both of them.

In DICE, the computer merely handles the mechanics of the game (i.e., just rolls the dice). CRAP SHOOTER eliminates all players except one, thereby reducing the variety of bets considerably, as there are no 'side bets' and, of course, the 'shooter' is not allowed to bet that he will lose.

## Dice

Dice throwing programs for the Timex 1000 are not uncommon, but we have included this one because it has the advantage of allowing the number of dice to be thrown at once to be pre-selected. Up to 4 dice will be shown on the screen at one time. If a larger number has been requested, then the screen will clear after the pause loop (lines 164-166) and the next 4 will be printed. At the end of each 'throw,' simply press NEWLINE to throw again.

The line numbers of this program have not been 'tidied up,' so you can see where the pre-selection routine has been added to the original program. If you merely require, say, 2 dice, as you would to play craps, you can delete all the 'late additions' (all line numbers which don't end in $\varnothing$ ) and change $D$ in line 180 to the required number.

```
IICE
    4 PEINT "NO. OF IICE?"
    E IHFUIT IT
    10 FAHND
    2G DIM H⿻三人,15)
    30 LET Hक\1)=" 
```







```
    94 CLS
    100 !ET !=6
    S LET %=IHT (RHING)+1
    AOGFOR J=1 TO 11 STEF 5
    3GPRINT THE H:H&&S TO T+4%
14Q FREINT
IG HE&T I
1ES LET H=H+G
```



```
1E4 FOR K=0 TO H
IEE HENT %
16S CLS
17G FEIHT AT 0.0;
1BG IF HG蚆 THEH GOTO 11E
1SO IHFIT Q*
EQ GOTU 90
```


## Crap Shooter

As already stated, this is a one-player version of craps, with no side bets. The shooter (you) starts with $\$ 100$ and stakes $\$ 1$ per game. A 'game' proceeds as follows:

First roll:
7 or 11: NATURALS: Win immediately
2, 3 or 12: CRAPS: Lose immediately
Anything else: COME-OUT ROLL: Proceed to roll \#2
Second and subsequent rolls:
Continue rolling until you roll either:
Your come-out roll (again): WIN
7: LOSE
Note that 7, the most common roll with two dice, wins if rolled first, but otherwise loses. 2, 3, 11 and 12 have no significance other than for the first roll.

## Final Thoughts On Roulette

Before we leave gambling completely, here are the answers to the questions posed on pages 20 and 21.

The expected loss over 370 games (constant $\$ 1$ stake) is $\$ 5$.
The reason that none of the systems work is that all casinos have a maximum AND a minimum stake, i.e., even if you start at the minimum stake, any system which involves increasing the stake is eventually going to exceed the maximum, at which point, of course, it will break down.

The Labouchere tends to avoid the problem of reaching the maximum by reducing the stake more often than increasing it. (Almost twice as often-if you still can't see how it works from the listing, drop us a line and we will explain it.) As you can see from page 24, it works quite often . . . but when it fails, it really fails!

## CRAF SHOUTER

```
10 FRINT TAE 10; "CRAF' SHOOTER"
15 LET N=101
201 LET C=0
25 LET N=N-1
30 FRINT AT 15,0;"YOU HAVE 年";N
35 LET Y=0
4 0 \text { PRINT}
4 5 ~ P R I N T ~ " F R E S S ~ N / L ~ T O ~ R O L L " '
50 IHFUT Qa:
55 CLS
60 LET X=INT (RNI米6)+1
65 PRINT &,
70 LET 'T='个'&
75 IF '%=% THEN GOTO 60
B0 FRINT
85 IF C THEN GOTO 105
90 IF प<<4 OR 'Y=12 THEN GOTO 200
95 IF 'r=7 OF 'r=11 THEN GOTO 250
100 LET F='r'
10.5 LET C=C+1
110 FRINT
115 FRINT "COME OUT ROLL: ";F
120 IF [=1 THEN GOTO 30
125 FRINT
130 IF 'TOF THEN GOTO 160
135 PRINT
140 FRINT TAB 10;"粎FPINT MAIEE粎"
145 LET N=N+2
150 B0TO 20
160 IF T}=7\mathrm{ THEN GOTO 200
165 FRINT "ROLL: ";'T
170 60T0 30
200 FRINT
205 FRINT TAB 13;Y;" ERFP"
210 GOTO 20
250 FRINT
255 FRINT TAB 10;"粎喟TURFL粎 ";'T
260 G0TO 145
```


## Chapter 4 Data Files

One feature noticeably absent from the standard Timex 1000 is the ability to read and write external data files. However, by extending an idea we have used previously (that of SAVEing variables along with a program), we can effectively emulate a data file by SAVEing a copy of the program, with the LATEST value of its variables, AFTER it has been run.

The next 2 programs are for fun. Later, in the Business section, we will put this principle to more serious use.

## Top Ten (Chart Data)

This program reflects the author's joint obsession with pop charts and statistics (?!) Every year, the pop music papers publish a 'points table' of artists who have had hit records that year. Each week they score 30 points for a record at number 1, 29 for number 2, etc. Each year, I am so fascinated with these 'charts of charts,' that I vow not to wait another 12 months for the next one, but to keep my own weekly up-date of the points table. Even with the aid of a computer, this is a formidable task, and rather beyond the ability of 1 K . This program, therefore, is a 'mini' points table; you select 10 of your favourite artists, and follow their relative chart progress throughout the year.

## Notes

The program has been squeezed considerably to allow it to hold data on 10 artists. Line 6 is a long-winded but, believe it or not, more economical way of saying LET C $=10$. (Check this with the 'ByteCounting' routine on page 47. Similarly, line 7 sets $D=1$. The first 6 lines have been given these low line numbers just to allow line 115 to say GOTO C instead of GOTO 10!

G\$ has been dimensioned to hold the first 10 characters (only) of the 10 artists' names (line 8).

Lines 5, 10 and 25 allow entry of artists' names on the first run only. On subsequent runs, $\mathrm{A} \$$ is a null string (as execution commences at line 10), so line 25 is skipped.

## TQF TEH GCHFET IATH：

```
SLET HN="HEME""
E LET C=CODE "+E+"
F LET T=EG
IIIM G电E%
9 IIN SCO
1E FEIHT HT E.D:" IHFUT ":F车;"FUSH."
15 FOF N=I TO E
EG ECFOLL
2S IF Fक्"" THEN IHFUT G责O\
30 FEINT BF&N`,
3E IHPUT %
4 0 ~ I F ~ \% ~ T H E N ~ L E T ~ S O H = S 1 - Y + S O H ~
4F FFINT SOH
5 6 ~ H E M T ~ H ~
5 5 ~ F O E ~ H = I ~ T O ~ E : ~
505ROLL
E5 HENT H
FG FPINT "PFESS S TO SHVE IHTH"
75 LET H青=""
80 IF IH&E'T&`"S" THEH GOTO BQ
SE SHvE "TT"
9 6 ~ C L S ~
95 PRINT
10Q FDE H=D TO E
1g5 FEIHT G来OD,SUN
110 HEXT H
115 GOTOE
```


## Computer Dating

The Timex 1000 can do many things; whether it can help create perfect marriages remains to be seen! This is intended as a 'fun' program, to be used among your school or work mates or at parties. But if any successful partnerships result, we'd be very pleased to hear! (For gay parties, delete lines 500 and 505-the Timex 1000 is nothing if not versatile!)

## Preliminaries

At the back of this book, you will find a questionnaire. Photocopy and distribute as many copies as possible.

Complete the 'input document' at the foot of each questionnaire. Box 1 should always contain M or F. Boxes 2-7 should contain 1 or 2, according to the item chosen. Boxes $8-10$ should contain the 3 'likes' letters (in alphabetical order); boxes 11-13 the 3 'dislikes.'

Establish a databank as follows:
Run the program selecting menu item 1, and enter the relevant data. (Name/Box 1/Boxes 2-7/Boxes 8-13). Repeat this until you have SAVEd data on all the applicants. Note that this part of the program will end by naming each applicant as his/her ideal partner (fair enough!). Enter NEWLINE to proceed to the next applicant.

Now rewind the tape, and you are ready to start matchmaking. Select menu item 2 and enter the first applicant's data. The program will search through the tape for suitable partners. (If it fails to find a match for everyone, it serves them right for being thick, humorless, disco-going, poetry fanatics!)

## Notes

The interesting feature of this program is that it uses the program NAME as a data store, a concept which you should be able to use elsewhere.

Lines 500-505 reverse the first element of the data string P\$ (1 is female: $\emptyset$ is male) so that a match of the opposite sex is found.

## COMFUTER IARTING

```
5 ~ F R I N T ~ T A B ~ 9 ; " C O M F U T E R ~ D R T I N G " ~
10 FRINT "1: IRTA"
15 PRINT "2: PARTNAERS"
20 INFUT M
25 PRINT "FAMME"
30 INPUT N:.
35 PRINT "SEX Mr'F"
40 INFUT S$
45 LET F%="1"
50 IF S韦="M" THEN LET Fま="口"
55 PRINT "PERSOHALIT'' COIE "
60 GOSUE 200
65 FRINT "LIKE/DISLIKE COIE "
70 GOSUE 200
75 IF M=2 THEN GOTO 500
S@ PRINT "START TAFE: FRESS S TO SAVE DHTA"
85 IF INKE'゙\`"S" THEN GOTO 85
90 SFVE F:
9 5 \mathrm { CLS }
100 PRINT "rOUR IDERL FRRTHER IS"
105 FRINT N*:
110 FRINT "WANT FN FLTEENATIUE?"
115 IHFUT HF
120 CLS
125 IF H⿰亻⿱丶⿻工二心夊"'\" THEN RUH
130 GOTO 510
200 IHFUT S悉
210 IF LEN So>6 THEN GOTO 2000
220 LET F'ま=Fま+S*
230 RETURH
500 LET M=HOT VFL F$(1)
505 LET F$(1)=5TR*(M)
5 1 0 ~ F R I N T ~ " F R E S S ~ L ~ T O ~ L O A D ~ I A T A " ~
```



```
520 LOHI P:
```


## Check Digit

This program has nothing whatever to do with data files, and appears in this section due to a computer error. (Well, that's the excuse everyone else uses!)

A check digit is a very important but much neglected form of data validation. The LEAST serious consequences of invalid data being entered into a program are that the program will crash or will produce inaccurate results (the well-known GIGO phenomenon: Garbage In, Garbage Out). The consequences can be far more serious if the invalid entry is made fraudulently by an unauthorized person. The principle of a check digit is that, whenever a numeric entry is required (typically a stock code number, for example), the final digit of the number is in some way related to the rest. Therefore a randomly chosen entry will not be accepted, as it does not satisfy the check digit's validation rules.

The simplest form of check-digiting is to add the digits of a number together (reducing if necessary to a single digit, as we did in 'Numerology'), and append the result to the original number (thus 153 becomes 1539). This program adopts a more complex approach, and should appeal to the more security-conscious readers.

First you invent a 'code': any series of numbers, as long or as short as you like. Then enter your number to be 'check-digitized.' The check digit is formed by taking each digit of the number in turn, multiplying it by the corresponding digit in the code, and then adding these numbers together as before.

## Notes

The routine at lines 45-60 temporarily extends the check code in cases where the number entered is longer than the code.

To run the program for a series of numbers, press newline after each 'security number' appears. To change the check code, enter N.

## CHECK DIGIT

```
5 LET H主=""
10 FRIHT "CHECK COIIE ",
15 IF H
20 FFIINT F#⿻⿻一𠃋十卜
25 FRINT "WUMEEF",
301 INFUT B%
35 FFINT B车
40 LET 'T'=0
45 LET L:*=H丰
50 IF LEN C&`=LEN B车 THEN GOTO 6.5
55 LET [丰=C韦+"1"
GQ GOTO 50
65 FOR J=1 TO LEN E*
70 LET %=WHL [韦\J)䊉HL B&(J)
75 GOGUB 150
80 LET 'T='T'+%
85 HENT J
96 LET X='
95 GOEUB 150
100 FRIHT "SECUEIT'' CODE ",E%;%
105 FRIHT HT 10.0; "H/L= SMME EOIE "
110 FRINT " N= NEW COIE "
115 FRIHT " G= STOF "
120 IHFUIT D&
125 LLS
130 IF Q:="&" THEN RUH
135 IF Q&="S" THEN STDF
140 GOTO 10
150 IF R<=9 THEN RETUFH
155 LET Y=%-9
160 GOTO 150
```


# Chapter 5 Business Programs 

We are not suggesting that the 1 K Timex 1000 is the BEST computer for business use, but neither have we time for suggesting that it is 'just a toy.'

The first program in this section is of the 'extended calculator' variety: you CAN work out your sales tax with a calculator, but it's a lot easier on the Timex 1000. BANK RECORDS is more 'personal finance' than 'business': again you could do this with a calculator, but many people don't bother. The Timex 1000 not only makes it easier, but also more fun. CREDIT CARDS is a very useful program to assist the retailer, for whom credit card sales often cause more problems than they are worth.

## Sales Tax

No explanations necessary. The most important feature of this program is that it is menu-driven, so that you can calculate sales tax either from gross OR net figures.

Line 5 is the current sales tax rate, and is the only one you should ever have to change.

Line 500 is one you should memorize and use everywhere. It rounds tloating point figures to the nearest hundredth.

## SALES TAX

```
5 LET v=.15
10 LET }\textrm{v}=\textrm{v}+
15 FRINT FT 3.10;"乡HT EFLEULATOF"
20 PRIHT AT F.0;"1: UHT FFOM LEOSG"
25 FRINT HT 3,0;"2: UHT FFONH NET"
SU LET I京=IHNK'T'$
35 IF I*く"1" OR I&`"2" THEN GOTO 30
40 CLS
45 GOTO 100%MHL I*
100 FFINT "LF0SS"
110 IHFUT G
120
130 GOSUB 506
140 LET N=T
150 GOTO 250
200 FRINT "HET"
210 IHFUT N
220 LET T=卜栜'V
230 GOSUB 500
240 LET G=T
250 CLS
260 FRINT HT 3,5;"GFOSS".G
270 FRIHT FT 5,5: "NET",N
2g@ FRIHT FT 7,5;"UHT",E-H
200 FRIHT FT 2Q,4;"FRESS HEWLIHE TO EOHTIHHE"
360 IHFUT I韦
310 CLS
320 FUH
500 LET T=INT &T:*100+.5%%100
5 1 0 ~ R E T U R N
```


## Bank Records

This is a useful program for those of you who don't like paying for bank statements too often. When you DO get a bank statement, look out for bank charges and any other items you haven't included, and make the appropriate adjustment on your next run. You have one opportunity to put in an adjustment figure, at the 'Standing Order ETC.' entry.

## Notes

Line 220 prevents running out of memory from having too big a display file.

Line 260 may look confusing because of all those A's, but all it does is leave your entry positive when the first letter of $A \$$ is $A$ (i.e., $A \$=$ "AMOUNT"'). Otherwise the entry is taken as negative.

The program uses the Auto-run feature (actually 'auto-goto 30) so after you have SAVEd your data, the words 'NUMBER OF CHECKS' appears. Enter an alpha character to break. If at any time you want to set a new opening balance, break immediately after loading, and press run.

Readers with unusually large bank accounts, or those who receive unusually large checks, may have to alter the formatting line 280. Alternatively, they could reduce their bank balance to a more manageable amount by sending all excess money to the address at the front of this book!

## BAH REE：

```
10 FEINT "OFENING EFLFHCE"
20 IHF|TT I
36 FRIHT "FUMEEF OF EHEQUES"
40 LET H$="EHW."
50G EOELB 2G0
60 FEINT "N|MEEE OF FH''MENTS"
70 LET H音="F洮T."
80 GOSUE 200
90 FRINT "VHLIE OF STHHIIHG ORIEFS ETC:"
100 LET H=1
110 LET F直="S.0."
120 GOSUE 210
130 FFIHT "FRESS S TO SHWE IHTH"
140 SCFOLL
150 IF IVEE'T&`"S" THEH GOTO 150
160 SHVE "EFHE FEC:"
170 CLS
180 GOTO 30
20G IHFUT H
210 FOF &=1 TO H
20 IF %G=IHT &G% THEH LLS
2% SUROLL
24日 FFIHTHF:%;
256 IHFUT H
```



```
270 LET [=0+H
2G0 FRINT THB B;A,"BALHHNE ":0
2 0 6 ~ H E X T ~ \& ~
308 FEIHT HT E,0
31G EETUEH
```


## Credit Cards

At the time of writing, there is some controversy about whether retailers should be allowed to charge a premium on credit card sales. The reason they want to do so is that credit card sales not only cost the retailer money in commission, but also create extra accounting problems. This program will not solve the first problem, but should alleviate the second.

This program is written for the $\mathbf{Z X}$ printer. This is to provide the user with a hard-copy listing of credit card batches submitted. It is of less value without these listings, but if you don't have a printer, change all LPRINT lines to PRINT, and add a'PAUSE after line 100.

Line 50 is the name of the credit oard company. A different copy of the program should be used for each company for whom this system applies.

The ' 96 ' in line 85 is 100 less the percent commission charged by the particular company. Amend this to the actual figure, if necessary.

The ZX printer provides a tally-roll of submissions (gross and net), which should be compared with statements received from the company.

The screen, meanwhile, displays the NET amount still outstanding.

The write-off routine (lines 130-140) allows for reconciliation in the event of invalid cards being dishonored by the company.

## CREIIT CAFIS

```
5 LET T=0
10 LET C:=0
15 LET S=C
20 LLS
50 LFRIHT "IIHERS EXFRESS"
55 FRINT "RO. OF EATCHES"
60 INFUT N
65 FOR J=1 TO H
70 PRINT J
75 INPUT X
80 LET S=S+%
85 LET Y=INT (%*96+.5)/100
90 LET C=C'%-'\
95 LET T=T+'T
1010 LFRINT " FMOUNT ";X,"FAET ";''
105 CLS
```



```
115 PRINT "RECEIFTS"
120 IHPUT J
125 LET T=T-J
130 FRINT "WRITE OFF"
135 INFUT J
140 LET T=T-J
145 CLS
150 PRINT"OUTSTFHIING: ";T
155 LFRINT "SUBMISSIOH& ";S
160 LFRINT "COM州ISSIOH ";C
165 FRINT FT 5,G;"FRESS S TO SH'VE IIHTA"
170 IF INKE'T\\"S" THEN GOTO 170
500 SHVE "DE"
505 G0T0 10
```


## Chapter 6 Utilities

Below is a desultory collection of routines which we hope you will find useful.

## Byte Counting

Byte counting is probably THE most useful routine you will come across while working in 1K. Used during program development, GOTO 9999 will reveal exactly the amount of space occupied by your program so far. It won't tell you if your program will actually RUN in 1K, as it measures only the program itself, not the variable or display areas. Its function therefore is to test various alternative methods of coding, to see which is the most economical. Try it: You may get some surprises, and should find yourself writing 'tighter' code almost immediately.

## Line 0

You have seen the expression 'GOTO 0' already in this book, but have you ever actually seen a line number ©? If you can spare the time to key in this 'program,' you will! Run and list the one line and then try to edit or delete your new line number 0 ! What use is it? Well, apart from amazing your friends and impressing people, none whatever in its present form. However, if you use POKE 16510, Ø in immediate mode, it will always give line number $\emptyset$ to the FIRST line of your program. (The only reason it is shown as a program line here is because it has no effect if you haven't at least 1 program line to renumber. Note also, that that line number must originally be less than 256, or you must POKE 16509,0 as well.)

We can think of at least 2 uses for this:
1: Once you have laboriously entered a machine code routine into a REM statement of a basic program, it can be a little annoying to accidentally delete this line by a careless entry, so POKE the machine code to line $\varnothing$ and it is perfectly secure.
2: Why not POKE to line $\emptyset$ the following:
Ø REM COPYRIGHT B. BLOGGS 1982

Now your program is safe from piracy by anyone who doesn't know the secret.
You have already seen variations of the next 3 routines in the DATA FILES section. If you were not quite sure what was happening, read on.

## E'T'TE-E:OUHTIHO

9999 PRIHT FEEK 16396+256*FEEK 16397-16562

LIHE E
255 FOKE 16510.0

## Auto-Run

Auto-run is a feature of the Timex 1000 which is not available even on many more expensive computers! If you append these 3 lines to any of your programs, and then SAVE by entering GOTO 9998, subsequent LOADing will cause the program to auto-run. If you are very short of space, omit line 9997 (if your program stops anyway); reduce the program name to a single character; change line 9999 to 'RUN.'

## Chains

This is a sort of 'auto-load,' which, if used in conjunction with AUTORUN, will enable you to simulate quite long programs on your 1K Timex 1000 by chaining any number of shorter programs together. You can either load each program on a tape directly from the previous one (no need in that case for a program name in line 9995) or, as in the example, end each program with an option to re-run or recall a common menu, from which any other program may be loaded. (In this case, you must either remember to rewind the cassette after each loading, or make a cassette on which each program, and the menu, is recorded several times.)

## Menu

A menu, in computer terms, as otherwise, is a list of options available. It is a luxury which few 1 K programs can afford, but an EXTERNAL menu like this one, which offers the first 3 programs in the book, used in conjunction with CHAINS and AUTO-RUN, can give a very professional touch to your program cassettes.

## FUTO－FUH

```
9995 STOF
G9g SHVE "FFOUFAM NHME"
999 GOTO 0
```

CHAIHE

```
990 LLS
991 FRIHT "FFESE M TO FETURH TO MEHU"
Ggge FFIHT "OF F TO FE-FUH"
99%% LET I井IH&ET*
9 9 9 4 ~ I F ~ I 末 = " F " ~ T H E H ~ G O T O ~ G ~
995 IF I丰="仜 THEH LOHI| "性NU"
9996 GOTO 9953
```


## MEFU

5 LET F＊＝＂CHINESE HDEOGCDFE＂
1 g LET E末＝＂トUNEFOLDGi＇＂
15 LET C丰＝＂I CHIHG＂
20 FFIHT AT 0,2 ＂FORTUHE TELLIHG $\quad 4+H^{\prime}$
25 FRIHT HT 5，0；＂1：＂；${ }^{2}$
30 FFIMT HT 7，0；＂2：＂；E\＆
35 FRIHT HT 日，日：＂S：＂：C\＆
4 FEEIHT HT $17.6 ;$＂ENTEE TOUR EELECTIOH＂


5 IF Iま＝＂1＂THEH LOHI F：
60 IF I末＝＂2＂THEH LOHD E
65 IF I丰＝＂3＂THEH LOHII E\＆

## Machine Code Loader

A machine code loader can be as simple or as complex as you like. This one has been deliberately made as simple as possible so that it can be keyed in in a matter of seconds, rather than loaded from tape every time it is required. You can, of course, add as many frills as you desire once you become seriously involved in machine code programming.

To run, amend line 1 to contain the required number of X 's. (Actually any character will do.)

Amend line 10 so that the loop is executed the required number of times, i.e., replace LIMIT with 16514 plus the number of X's minus 1.

Run, entering your code 2 hex digits at a time.
SAVE! (Most important, because if the program crashes you will have to switch off and start again.)

Run the $\mathrm{m} / \mathrm{c}$ program by executing the USR function. The most foolproof method is:

LET DUMMY = USR 16514
although PRINT USR 16514 or GOTO USR 16514 may be appropriate on occasions.

If you make a mistake during entry, it is usually advisable to start again. Once you get used to machine code, however, you will find that you can edit many of the bytes directly from the 'garbage' which appears on screen when you LIST line 1.

## Line Renumbering

It is a short step from 'Line Ø,' where we renumbered the first line of a program, to a complete routine which renumbers an entire program. This is very useful if you want your programs to look neat and tidy, and essential if you want to sell or publish them. It is also a handy routine to have loaded if you ever find that you have left insufficient room between line numbers to add a later amendment.

## NOTES

As listed, the routine will renumber in steps of 5 (S in line 8960), starting with 5 ( F in line 8965). You may alter these values as you wish.

The routine works by scanning the Program Area (addresses 16509 onwards) looking for the Newline character (118). When this is found, the following 2 bytes must contain the next line number, so the new value is POKEd in (lines 8990-8985).

Line 9005 prevents the routine renumbering itself, by causing a break (list) when line number 8960 is encountered. Note, however, that the FIRST new line number is always POKEd in immediately, without the program scan, so the routine WILL renumber its own first line if you do not have a program entered for it to act on.

To run, enter GOTO 8960 (or RUN 8960) at any time. When the listing appears (eventually), you must amend all GOTO and GOSUB commands to suit the new line numbers, and finally delete the routine.

The major problems with this routine are that it is very slow and it takes up a lot of room itself, so it can be used only on very short programs. (Also it takes no less than 65 keystrokes to delete it.) There is a way around these problems, of course . . . use Machine Code.

MHCHIHE COIE LOADER


```
10 FOR F=16.54 TO LIMIT
15 INFUT H:
20 FOKE F. (CODE H*(1)-28)*16+CODE H$(2)-28
25 HE&T H
```


## LINE RENUMMEERIHG

```
8960 LET S=5
8965 LET F=S
8970 LET H=16569
8975 LET F=INT (F/256)
8980 FOKE A.F
8985 FOKE F+1,F-(F:*56)
8990 LET I=FEEK H
8995 LET A=F+1
9006 IF D<118 THEN GOTO 8990
9005 IF PEEK F=35 THEN GOTO 9020
9010 LET F=F+5
9015 GOTO E975
9020 LIST
```


## Machine Code Renumbering

If you are going to enter this routine using the loader on page 51, put 27 X's in line 1 and set LIMIT to 16540.

Important: Because this routine is translated directly from the previous Basic program, it still searches for line number 9860 (byte 16h). Therefore, call by entering the basic line:

8960 LET D = USR 16514
Do not call in immediate mode, unless you insert a dummy line 8960 (e.g., REM). (If you can't remember that, 9000 will do just as well, as only the high-order byte of the line number is tested.)

Notice that bytes 01 and 02 commence renumbering at address 16542, and not 16509 as in the Basic program. This is because the routine itself is the first program line; if you make any changes, therefore, remember to set these bytes to the start of the SECOND program line.

## HGE FENUMEERTHO

| 60 | $219 E 40$ | STHET ：LII HL． 165 | $2.15 T ~ L I H E$ |
| :---: | :---: | :---: | :---: |
| 83 | 116040 | LII IE， 0 | ：LIHE \＃日 |
| 66 | 6685 | EEPU\｜FE：LII E， 5 | ；STEFG OF 5 |
| 68 | 13 | STEF ：INC IIE | SHEW HO．IH IE |
| 69 | 16 FII | IITH2 253 | －TI STEF |
| QE | 72 | $L \mathrm{ICHL}) \mathrm{I}$ | ；IHEEFT |
| 90： | 23 | IHE HL | ；HEW |
| EII | 73 | LIICHL）E | ；LIHE HO． |
| GE | 23 | NETE＇TT：INE HL | OHE世T ETTTE |
| 9 F | $7 E$ | LII A，©HL | ； |
| 10 | FE 76 | CF 118 | IS IT HrL |
| 12 | 20 FH | JFH2 250 | ；IF HOT，H以TE＇TT |
| 14 | 23 | IHE HL | ；NERT LIHE HO． |
| 15 | $\overrightarrow{T E}$ | LI $\mathrm{H}, \mathrm{CHL}$ | ； |
| 16 | FE 23 | CF 35 | ，IS IT E960 |
| 18 | 20 EC | JFH2 26 | ：IF NOT，FEWUNE |
| 1 H | C | RET | ；FETUFH |

## Chapter 7 Games

At last, the section you have all been waiting for. Don't get too excited, though; it is our belief that the best source of computer games is in your own head, and in any case you will almost certainly get more enjoyment out of writing games than actually playing them. What we will do in this section, then, is show you a few of the many TYPES of computer games, with an example of each. After that, if you want to discover the next craze to replace Space Invaders, it is up to you.

## Play Your Cards

Before you rack your brains thinking up new games, search the attic and the local toyshop for the hundreds of existing games just crying out for computerization. Many have already been done. (If you haven't written a mastermind program yet, you must be the only computer programmer who hasn't, so stop reading immediately and get on with it!) But there are many more waiting to be 'discovered.'

All you have to do in this program is guess whether the next card laid will be higher or lower than the last one. As soon as you make a wrong guess, the computer takes its turn, and the winner is determined by who has the greatest number of correct guesses. Simple but addictive: the definition of a good computer game.

The computer's strategy, such as it is, is to make the logical choice, except for the mid-card 8 , in which case it chooses randomly (line 170).

Lines 535-540 are yet another pause loop. This time the pause is greater when the computer is playing (pseudo-thinking time) as $N<>0$.

## FLAT TOUR CARIS

```
    10 REM 23456769TJOKH
    20 LET 8=0
G0 LET N=%
40 LET F:=""
50 G0SuE 500
EO FRINT AT 1,H;"HIGHER OR LOMER:"
70 LET I事=I怍EY*
80 IF I& >"H" FHID I*`"L" THEN GOTO 70
90 G08UE 5004
100 gasue 400
11E IF A THEN GOTO PG
120 FRIHT HT 1,N;"TOUR SCORE;";LEH F*-2
1304 LET Ha=""
140 LET N=2
150 [08UE 500
160 LET I垁="LOWEF:%"
170 IF X+FHICE.5 THEN LET I ="HIGHER"
180 FRINT It
1904 GuSuE 5%5
200 GOEUE 500
210 gugue 400
2 2 0 ~ I F ~ H ~ T H E N ~ G O T O ~ 1 6 0 ~
230 FRINT "WH' SCORE % % FEN H$-2
240 [0SUB 535
250 CLS
260. RUN
400 LET F=1
```



```
    "L" FHNI X>=\, THEN LET A=A-F
420 FETURN
506 LET '%=%
510 LET < =INT (ENIN13)
520 LET F圭=F$+CHR* FEEK (16514+%)
5 5 0 ~ F R I N T ~ A T ~ N , 0 ; F \% ~
535 FOR F=1 TO N**30+20
S46 HEXT F
550 RETUEN
```


## Headlines

Computers are excellent for playing word games. Another program which you MUST write for yourself is Hangman, and for the more ambitious there are the 'pseudo-conversational' programs.

Headlnes is a variation of another computer classic. It prints endless and often amusing rubbish onto your screen. Obviously you can modify the strings as you like; obscene versions are fun, but definitely not for publication!

## Note

The subroutine at line 90 is not the most efficient way of selecting items from a string, but was chosen because it prints slowly, letter by letter, and also allows the items to be of varying length.

## HEFILIHES

```
5 LET HF="\divTOPLESS+fADM+HIDE+EORIHG
```



```
10 GOSUE 90
15 LET H*="&OTHTD&NHINAH+FOF-STFE;
                                    HLTFESS&TERIHEF+UICAF+CAT4FRINE:"
20 LOGUE 50
25 FRIHT "&%H":
SO LET Hま="+STEIKE+SE%+FEHCE\divTEHTH
                                    FFDE&SHOL&+BLFI&+HHITE\div"
S5 GOSUE 90
40 LET H车="4DFHMF+NHF4FUNOUF+FIOT4
                                    NOWTEHOFEOF&SDFHIIFL+FLEDME+"
45 GOGUE 90
5GOR I=1 TO 20
5 HEXT T
OLS
55 FH
9G LET X=IHT &EHINB%
95 FOR J=1 TO LEH H*
10G IF Hक@J)=""" THEH BOTO 11E
1ES HE%T I
119 LET %=%-1
115 IF %-1 THEN GOTU 1gS
120 FFIHT H$(J);
125 IF F末GI+1)="*" THEN FETUEH
130 LET J=J+1
135 GOTO 120
```


## Royalty Check

This is our contribution to the growing range of educational games. (Ugh! Turn immediately to Bowls! Alternatively, don't TELL anyone it is supposed to be educational.)

You have just written a wonderful computer program to control the world's economy, solve the mysteries of the universe, or, better still, play chess in 1 K ! Naturally you send it off to 'Your World of Practical Printing Out Today,' who agree to publish it and pay you so much per published page. You are very pleased when you see that your program occupies a complete page, but it has been mixed in with a number of advertisments, so to work out your commission you must calculate the proportion of the page which actually contains your listing.

The 'text' represents your program, and naturally the ads have been blanked out. You have two attempts to work out your payment. The first attempt tests your spatial recognition as well as your math, as you must estimate (or count, until you get good at this) the ratio of program:ads.

If your first attempt is wrong, you will be told the number of ads, and also whether your guess was high or low, so the second attempt is pure mental arithmetic. Remember, however, that you must be accurate to the nearest penny.

## Note

Line 25 does work, because RND takes a different value each time it is called. This is a very economical 'random branch,' as it uses no numbers or variables, and it tends to produce a ROUGHLY equal division of text/blanks.
incidentally, there is about one chance in 10 billion that this program actually will produce a valid machine code program to control the world's economy.

## ROYALTY CHECK

```
5 LET 2=0
10 FOR J=0 TO 14
15 FOR K=0 TOG
20 FFIHT HT I,K;
25 IF FHIDFWII THEN GOTO 45
30 FEINT "女"
3 LET Z=2+1
40 GOTO 50
4 5 ~ P R I N T ~ C H F \& ~ ( R H I N : N E + 2 G ) ~
5 0 1 4 ~ H E X T ~ K * ~
```




```
ES FFIINT
70 FRINT "£";K;"%FRGE"
75 INFUT A
B0 LET J=K-K% 2<150
GLET J=INT <J*100+.5%100
90 IF F}=I=I\mathrm{ THEN GOTO 150
95 LET F寺="TDD LOW&."
100 IF F\J THEN LET H*S5 TO E)="HIGH"
105 FRINT H幸;" THERE FFE ";2;" FIS."
110 INFUT H
115 IF F=J THEN GOTO 150
120 FRIHT "RNI, ※":J
125 CLEFR
130 IHFUTT H*
135 ELS
140 FUH
156 FRINT "TES"
155 EOTO 125
```


## Moving Graphics

The following games all adopt a different solution to the problem of fitting a meaningful screen display, a moving graphics routine and a sensible program, into 1K.

In BOWLS, the playing area is restricted to just the top 10 lines of the screen, which makes perfect sense in the context of the game, and leaves plenty ot memory free for everything else. CATCH has possibly the least impressive screen display since you first turned the Timex 1000 on! But, having only 2 characters on screen does mean that they can wander over the entire screen area without any problem. SPACE RESCUE fills (almost) the entire screen with characters, and they all move! How? By using the very concise and economical Timex 1000 command SCROLL.

## Bowls

This game is played in much the same way as the 'real' version. Two players (you can be both of them if you like) take turns rolling their bowls toward the jack. The object is not to hit it, but to land closest to it. Player 1 takes bowls 1 and 3; player 2 takes 2 and 4 . The winner of each 'end' bowls first in the next end. The Timex 1000 places the jack for you, to prevent the first player having any advantage.

If you hit any other bowl, or the jack, this is dispatched to the gutter and out of play. Clearly this can often be a good thing to do to your opponent's bowls, but if the jack is out of play, the end must be re-played, so try to avoid deliberately hitting the jack except as a last resort. Your own bowls will land in the gutter if they stray off the sides of the green (which is 10 lanes wide: there is 1 lane on each side of the 8 marked mats), or off the end (any roll of distance greater than 30).

Three inputs are required to set up each bowl: Mat number: In the game as listed, mat numbers are deleted as they are used to discourage continuous bowling from the same mat. However, you still CAN bowl from any mat (or indeed from mats $\emptyset$ or 9 , which are not marked), and can easily modify the progam to leave mat numbers on screen.

Bias: This is the most interesting feature of the game. The bowls do not roll in a straight line! Enter any number from minus 5 (severe left bias) to 5 (severe right bias). Obviously an entry of zero will not be accepted (line 65).

Distance: You must judge for yourself how far to roll the bowl, and also the extent to which the distance of the roll affects the bias. Remember that a distance of 30 will reach the end of the screen. Entering 'dist' also sets the bowl rolling. After all 4 bowls have been bowled, enter any NUMERIC value for the next end.

## Notes

The number zero is used a lot in this program: Hence a variable has been set to this value in line 5 to conserve memory.

The moving graphics routine is in lines 85 (to delete the previous bowl position) and 100 (to print the new position).

A $\$(\mathrm{CHR} \$(\mathrm{~K}+157)$ ) is the inverse numbered bowl (1-4).
Line 95 deals harshly with all bowls which stray out of range. What problems arise without this line? (There are 3 possibilities: see if you can predict all 3 , and then try it.)

## EOWLS

```
5 LET Z=0
1G FOF J=Z TO B
15 FRINT J
26 HEMT I
```



```
30 FOF KE=2 TO FI
35 FEIHT HT 2.z;"MHT؛"
4 0 ~ I H F U T ~ L
45 LET F%=LHF&(K+157)
50 FEINT HT L, Z; H$
55 FEIHT HT z,z;"BIHS"
GQ IFAFUT E
65 IF HES ESS OF HOT E THEN GOTO EO
70 FRINT HT z,z:"IIST"
7S IHFUT S
80 FOF I=Z T0 S
85 FRINT HT L,J:"ч"
90 IF I%.7%S THEN LET L=E%'5+L
95 IF L< OF L`G OR J=S1 THEN GOTO 110
100 FEIHT FT L,I+1; A$
105 HENT J
110 HEKT K
115 IHFUT E
12G CLS
125 FUN
```


## Catch

This is the archetypical moving graphics game. You can elaborate on the basic routine as much as you like to produce a vast variety of games. In this version, the $\$$ character moves randomly about the screen, and you must try to catch it in the 'jaws' of your character, the letter C. As has become almost a standard for Timex 1000 games, the keys 5-8 have been re-defined to control direction of movement (lines 65 and 75). The POKEs in lines 25 and 30 start the timer, and the PEEKs in line 100 read it. The PEEKs in line 85 check the current PRINT position (which is immediately to the right of the C, if you haven't forgotten the semi-colon in line 40) to see if there is a \$ character there. Lines $50,60,70$ and 80 prevent the characters straying off screen. Notice that, as there are only 2 characters on screen, the CLS function is used to avoid 'overprinting' the characters with blanks, as in the previous program.

## Space Rescue

Well, we had to include a space game somewhere! In this one, you have to rescue the captives (.) from their guards (*). You score 1 point for each rescue, but lose 5 points every time you run into a guard (at which point the action pauses momentarily for your score to be displayed). By using SCROLL, the only character which actually has to be moved by the program is your ship ( $X$ ). See lines 20,25 and 35. (Note that there is no routine to prevent you crashing off screen.) In this program, line 40 sets the PRINT position immediately BELOW the $X$, and line 45 looks at what is in this position, as before.

The string in line 3 is the arrangement of captives and guards, and you can alter this to make the game easier or harder, as you like. We found the arrangement as shown hard enough, and rarely managed to obtain a positive score! Try omitting the inner 2 asterisks at first.

## CHTCH

```
5 LET F=1.1
1g LET E=15
15 LET Y=H
20 LET 'T=20
25 FOKE 16436.250
B0 FOKE 1E437,255
S5 FRIHT HT F.E;"事"
40 FRIHT HT %,';"[";
45 LET H=H+1-2& (FHDC.5)
5 0 ~ L E T ~ H = F + C H C 0 ) - G P 2 1 ) ~
```



```
E0 LET E=E+(ECE)-EFS1)
```






```
85 IF FEEK &FEEK 16398+256* FEEK 16S99)=
    13 THEN GOTO 100
90 CLS
95 BOTO S5
100 FEINT HT 0.0;INT &1310.G-GPEEK 16435
    +2SE&FEEK 16437%,SO%;"SECOHIS"
105 ELEFF
11区 IFFUT % $
115 CLS
120 Furt
```

GFALE FESCUE

```
    LET ''=15
    LET S=0
```



```
    20 FFEINT HT G,'';';"'
25 LET 'T='T+GIH&E'T:="8"\-<IH&E''末="5")
3OLEOLL
S FRINT AT G,';"员"
40 FFIHT THE 'T';
45 LET |=FEEK GFEEK 1E3SG+2SG&FEEK 1ESG9%
50 LET S=5+4U=27)
5 5 ~ I F ~ U C Y S ~ T H E N ~ B O T O ~ S ~
60 LET S=S-5
65 FEIHT E
70 GOTO 3
```


## Code Maker/Code Breaker

This program (Code Maker) will convert any message you enter into an unbreakable code. Unbreakable, that is, unless the recipient of your message uses the second program, Code Breaker.

To use the programs, first enter a number in the range of 1 to 65535 , which will act as the SEED for the RAND function (line 15). After you have entered your message, the coded version will appear on the screen, together with the seed number. (If you want to make your message totally secure, even from other people with a copy of this book, delete line 35 of Code Maker, so that the seed number will not appear.) If you have a printer, simply enter COPY, and pass the message on to a friend. If you do not have a printer, of course, you must copy the screen display manually.

Code Breaker works in exactly the same way; simply enter the seed number which precedes the text (or which has been agreed upon by you and the sender privately), and enter the coded message.

## Notes

Several of the programs in this book have used the RAND function, but none, so far, have used RAND $X$ (where $X$ is a KNOWN number in the range of 1 to 65535).

The Timex 1000's random number generator does NOT produce purely random numbers, but selects numbers from a pre-defined sequence. The purpose of the RAND function is to fix the starting point along this sequence. RAND $\emptyset$, or simply RAND, will select an indeterminate starting point, but RAND followed by any number will select a SPECIFIC point, so that although the numbers produced are still 'random' (in the sense that they have no apparent relationship to each other), the same sequence of numbers will be produced each time the program is used.

In Code Maker, each letter of your message is replaced by a 'random' letter (line 45). However, this 'randomness' depends on the RAND seed, and provided that the same seed is used in Code Breaker, the original message can be obtained.

The 2 programs are so similar that you need not enter both of them from scratch. Judicious use of the EDIT key can save you a lot of typing. To convert Code Maker to Code Breaker:

Delete line 35
EDIT lines 45,50 and 55

## GOIE MRIEE

```
5 FEINT "ENTEF CODE HDNEEE"
10 IHFUTT %
15 EHHD %
OQ FEIHT "EHTEF FESGFGE"
25 IHFUIT |!:
40LS
SEFIHT &DLHE* 日;
40 FOF J=1 TO LEH N:$
45 LET H=COIE F|(T)+IHT &FHIDQG)
5 0 ~ I F ~ H C E G ~ T H E H ~ L E T ~ H = 0 , ~
5 5 ~ I F ~ F S E S ~ T H E H ~ L E T ~ A = F - 2 G ~
GQ FEIHT CHF% F:
6 HEST I
```


## GUE EPEFGER

```
S FEIHT "ENTEF GODE HUHEEF"
19 IHPUT %
15 FHHD%
QD FEIHT "EHTEF MESGHGE"
25 IHFUT H$
CLE
40 FOR J=1 TO LEN H$
```



```
5 0 ~ I F ~ H C 1 ~ T H E H ~ L E T ~ F = - 2 G ~
5E IF HCSE THEH LET H=H+2G
GO FRIMT CHE* H:
ES HEST T
```


## Guillotine

This is an early computer game, given a new lease on life by the incorporation of a graphics display.

The computer thinks of a number in the range 1 of to 100 , and you have 6 guesses in which to identify the number. After each guess, the computer indicates whether its number is higher or lower than your entry.

The graphic display shows an executioner who raises the guillotine blade one notch with each incorrect guess. After the sixth wrong guess, the blade will fall, and your head will roll across the screen!

## Notes

The graphics in this game are quite complex, so I have used a new symbol (\#) to indicate an INVERSE SPACE. Refer to the listing conventions to make sure you enter the other PRINT lines correctly.

Because the graphics occupy so much of the program, the 'feedback' after each guess is restricted to a single 'greater than' or 'less than' symbol (lines 110-120). After a correct guess, or an 'execution,' the mystery number is revealed. Press 'Newline' for another game.

## GUILLUTIHE

```
5 LET F=THT &FHID1GQ%+1
10 FOR F=F,H TO 12
15 FEIHT "#%+#"
2G HENT F
25 FEINT"#####+TE1こ1+"
3Q PEIHT HT E.7:"'tS5+"
S5 FEIHT THE E:"'EHH5'+
49 FFINT THE E;"TPHG1+"
45 FEINT "#-0-#++FES+"
5G FOE F=-5 TO %
55 FEIHT AT 1G,5:";"
GQ FFIHT AT F:H/H:"世+"
65 FFIHT "杖---"
TE FEIHT "#+",
FEFEIHT "#世%"
60 FEINT "#%;"
ES IF FYF-A THEH GOTO 12S
GOFEINT "#+"
55 FEIHT FT 10,5:"-"
104 IHFUT G
10S IF H=G THEH GOTG 15G
110 LET H&="%"
115 TF G% THEH LET Hक=";"
120 FEINT TAE 12:HF
125 HEST F
1SO FEINT AT 11,2;"tETm"
135 FOR F=FATOE
14日 FRINT AT 1S,F:"+G"
145 HEST F
15G FEIHT HT 11,12:H
15G IHFUT FI
160 ELS
165 FUH
```


## Bowling

I am absolutely hopeless at bowling! Every time I let go of the ball, I just know it is heading straight for the gutter. How I wish I could run down the lane and adjust its direction.

That is precisely what you CAN do in this game, but that still does not make it any easier!

The balls are released automatically from the left of the screen, and head towards the pins on the right. Use keys " 6 " and " 7 "' to control the direction of the balls. When you hit a pin, it will disappear from the screen, but it will not disturb any of the others, so you must actually hit all 10 pins. Therefore you are allowed 4 bowls per 'frame'-you will need all 4 if you are to score 10 points.

After the fourth bowl, press 'Newline' for the next frame.

## Notes

Enter line 10 carefully. These are the PLOT coordinates (in CODE form) of the 10 pins.

Lines 20 to 50 PLOT the pins on screen. Notice that the pins do NOT form a perfect triangle; no pin is directly behind any other. Also, no pin is in line with the starting position of the ball, so you MUST use the direction keys to score.

## BOWLING



```
20 FOR J=1 TO 10
30 FLOT GODE F* (1),CODE H&C2)
40 LET A末=H事 TO %
```



```
6O FOR J=1 TO 4
FQ PEIHT HT Q:G:"EOHL:":I
EO LET 'T=19
90 FDF S=10 TO E2
```



```
    HHD 'r%0
11日 FLOT %,''
120 UHFLOT %,'T
13O HEQT %
140 HENT I
150 IHFUT H*
160 FUH
```


## Missile Attack

This is a VERY fast-action moving graphics game. You operate the laser gun on the left of the screen, and the enemy missiles fly rapidly towards you from the right.

Use keys " 6 " and " 7 "' to move your laser up and down, and " 8 " to fire.

The object of the game is to shoot down as many missiles as possible before either 10 missiles escape being shot down or a single missile manages to hit your laser gun.

A reminder of the current score is flashed on the screen every time you score a hit. The first figure shown is your total score, and the second is the the number of missiles which have passed you successfully.

## Notes

Line 50 is the 'laser beam.' Notice that it does not extend right across the screen, so you must wait for missiles to come into range. To enter line 50, use 10 'exponentiation symbols' (**), not asterisks. (The result is the same, but the exponentiation symbols use less memory).

Line 35 skips the INKEY\$ routine when you are not pressing any key. Remove this line if you want to slow the game down slightly.

## MISEILE ATTHCE

```
5 ~ L E T ~ L = 6 ~
19 LET S=L
15 LET F=11
20 LET &=IHT EHUNQ1)
25 LET 'T=SE
30 FRIHT FT F.G;"D-":AT &,T:"<"
SE IF IHEET'&"E" THEN GUTO EG
40 LET F=F+6IHEET&="E" RHD F(z1)-धIHEET&="7" HHD FDG%
45 IF IHKET*)"G THEH GDTG EG
```



```
5E IF F=& FHD Y&2I THEH GUTO SS
6 LET 'T='%-2
5 IF 'T=6 THEH LET L=L+1+9我%=%
7G IF L`=19 THEN GOTG gg
FELS
80 GT0 20+10和,90
SE LET S=S+1
```



```
95 GOTO 20
9P FRTHT "GHDE DUEF":"STQRE ":S
106 IHFUT F$
1g5 Fur
```


## Introduction To Part II

The 16K RAM-pack is an invaluable add-on to either the Timex 1000 or Sinclair ZX81, if it is used wisely. Too many " 16 K " programs have been published which are really nothing more than poorly written 1 K or 2 K programs that need the RAM-pack because the writer has not bothered to squeeze them into the standard memory space.

This book is one of the very few which is dedicated exclusively to REAL 16 K programs. If you want programs which you can key in and run in a few minutes, then look elsewhere!

A few of the programs have required 'Americanization' (although they were all written in England), and all will work on either Timex or Sinclair computers. 'Coin Analysis' has, of course, been adapted to handle dollars and cents instead of the original pounds and pence, but if you want to play 'Pontoon,' you must still gamble in pounds. (We have casinos in England, too, you know!)

Roger Valentine
London, Nov. 1982

## Listing Conventions

The following conventions have been used throughout this section. Please study them carefully before keying in the programs.

I = The letter I
1 = The number one
$\mathrm{O}=$ The letter O
0 = The number zero
, = The quote image (SHIFT Q)
$\leftarrow=$ Space (WHERE ESSENTIAL AND NOT OBVIOUS)
\# = Inverse space
$\uparrow=$ All items BETWEEN 2 up-arrows are to be entered in GRAPHICS
UNDERLINING $=$ All underlined items are to be entered in INVERSE
Note: These conventions are as used in Part I, except for the \# character meaning inverse space.

## Chapter 8 Graphics Programs

## Tarot

Tarot cards are also known as 'the devil's picture book,' and a picture book is precisely what this program is. Twenty-two different pictures are held in memory and selected at random for display.

Here immediately is a problem and one which will come as a surprise for those of you who thought that buying a 16K RAM-pack would forever abolish the dreaded error-code 4 (out-of-memory).

A screen-full of graphics occupies $22 \times 32=704$ bytes, so to hold 22 alternative displays would require $22 \times 704$ bytes, which is over 15 K ! Obviously a shorthand method of defining graphics is required. One such method would be to use the 'Data Print' technique explained in Part I. This would compress each screen-full of graphics into a string of, on average, 100 -150 characters in length, so if you want to create a 'picture book' with over 100 screen 'pages,' this would be the method to use.

However, any intricate method of compressing data is going to require a correspondingly intricate method of de-coding that data into a display, and 'Data Print' has the disadvantage that it takes a long time to actually produce each picture. Therefore for 'Tarot,' we have used a totally different technique, and the program is really 2 programs in 1, as the routine for creating the graphics is actually a free-standing routine which you may like to incorporate into other programs of your own. For that reason, the routine is described in full, but first a description of 'Tarot' itself.

Lines 30-61 set up the array of card names. Don't try to save time by entering these in immediate mode, as they are manipulated during the course of the program, so must be re-set for each deal (see line 360). Lines 110-150 are the standard 'input-verification routine,' which you will see used time and time again. (Much better than 'INPUT T'.)

Line 165 is a POKE worth memorizing: it increases the screen display by 2 lines, so that 'PRINT AT 23, . . . . .' becomes valid. (Address 16418 contains the number of lines in the lower part of the screen. Normally it contains '2,' allowing room for the INPUT prompt and the INPUT itself, but you can safely change it to $\emptyset$ PROVIDED that you change it back to 2 before any INPUT is required.)

## THFOT

```
10 FENH THFOT
20 EOTG 1000
30 IIN U&&2,20)
40 LET Lक <1`="LE EHTELEUFE:"
41 LET C& ()="LH FHFESEE:
42 LET C& S="L.INFEFHTEICE*
43 LET C&&4:"L.EMFEFEUF:"
4 LET E& S}="LE FHFE:"
45 LET L本 (6)="L. FMDURES%:"
4G LET Cक(?="LE CHAFIOT:
47 LET E&GO="LH IHSTIUE:"
4S LET [$G9="L.EFNITE:"
49 LET USCIG="LH FOUE IE FORTLINE:"
50 LET [&&11)="LF FOFCE:"
51 LET C&{12)="LE FEHIII:"
E2 LET E& (13)="LA MORT:"
```



```
94 LET Eき(15)="LE TIFELE:"
55 LET E&C1EO="LA MAISON IE IIEU::
5G LET CE(17)="L.ETOILE:"
5% LET L舟1B)="LF LINHE:"
5 LET C&@19)="LE SOLEIL:"
```



```
GQ LET C&(21)="LE HOWDE:"
E1 LET [&`2)="LE MAT:"
FG CLS
B4 FRINT THE 12;"TAFOT";HT 3,3:"rOU NH''GELEET UF TO 22
        CAFTS";HT 5,G;"OF THE NFTOF HFOHHA."
90 FOKE 16418,2
```



```
110 IHFUT H.N
115 IF H*:="" THEN GOTO 11G
120 FOE T=1 TO LEEH H*
```



```
140 HE&T J
150 LET T=WHL H䛨
154 IF TVE THEH GOGUE EGE
15S IF TC1 THEH GOTO 100
160 IIH FCT
165 FOKE 1E418.0
1% F-GE I=1 TOT
1GQ FFINT HT 23,5:"FEESG E TO IEFL H CHFI"
igS IF IH&ET&Q"C" THEH GOTO 1SS
i96 LET [=IHT <EHI|22)+1
204 IF GOIE C&C, 1)=g THEH GOTG 1Gg
210 LET FGT)=C
```



```
2E4 GOSUE EGQ
20. HENT I
OQ FFIHT FT 2G, "FFESS L. TO LIST TOUF EHFTG"
2g| IF IHEET&&"L" THEH GOTO 2GG
```

Lines 170-270 select the cards. As a card is used, a blank is inserted in front of its name (line 220) to signify this. This is clearly an inefficient way of avoiding duplication, and would NOT be recommended if a large number of cards were to be dealt. However, for 22 (or fewer) cards it does not cause any noticeable delay.

Subroutine 600 prints the cards, with lines $700-760$ printing the name in inverse lettering. Subroutine 800 is trivial, but it is a nice form of 'idiot-proofing' which lets the user KNOW he is an idiot!

## Graphics Entry Routine

Line 1000 sets up an array of the 22 pictures, each 20 lines deep (not 22 as the bottom 2 lines are reserved for the title of the picture) and 24 characters long. This would seem to restrict the pictures to the 24 leftmost columns of the screen, but in fact the first character of each string is a TAB number ( $0-9$; line 1035 ensures this), so that each picture can spread across the entire screen, provided that any line requiring graphics at the right of the screen does not require any on the left. This may sound a little complicated, but by the time you have entered the 22 pictures for 'Tarot,' you will see how well it wórks. It actually saves about 3.5 K ; try changing line 1000 to $\operatorname{DIM} \operatorname{P\$ }(22,20,32)$ and see what happens!

Line 1030 is an 'ultra-shorthand' for entering a blank line: just press newline. The routine at 2000 is called by line 1035 whenever a line does not begin with a tab number. Usually line 2000 simply rejects the input and returns to line 1025 for another. However, if you enter X, the previous screen-line will be deleted, to make error correction simple (lines 2010-2015).

Line 1040 prints each line of the picture as you go along, and lines $1050-1080$ give you the option to reject the entire picture when it is complete.

## Running Instructions

If you were thinking that 'Tarot' was a nice short program which you could key in and run in a few minutes, forget it! Just as the program was written in 2 sections, running it involves 2 separate processes as well. Before you call up all those pretty graphics with the main program, you must first enter them, and this, I am afraid, is a longer job than typing the program itself! Don't worry, though, the results are well worth the effort, so arm yourself with a strong pot of coffee and off you go . . . . (You only have to do this once, by the way, not every time you use the program.)

## TAROT（Continued）

```
300 CLS
310 FOR J=1 T0 T
320 FRINT FT J-1,[0;J;TAB 4;C(\P(J))
300 NEXT J
340 FRINT AT 23;日;"FRESS N'L TO IEEAL FGRIN"
350 IF INKEけ'$くCHR'$ }118\mathrm{ THEN GOTO 350
360 GOTO 40
600 CLS
610 FOR K=1 TO 20
620 FRINT HT K-1,WHL F旁(C,K,1);F'(C),K,2 TO)
630 NEXT K
700 LET F$=""
710 FOR K=2 TO 20
720 IF [G(C,K)=":" THEN GOTO 750
730 LET H变=F年+CHR年(CODE (C⿻三丨(C,K))+128)
740 NEXT K
750 LET C&(C,K)="ヶ"
760 FRINT FT 21,(32-LEN F*)/2;F*
70 RETURN
800 FRINT AT 10,0;"THERE ARE ONL'Y 22 CARIS"
810 FOR J=1 TO 100
820}\mathrm{ NEXT J
830 LET T=0
840 FETIURN
1000 IIM Fक(22,20,24)
1005 FOR J=1 TO 22
1010 ELS
1015 PRINT AT 21,0;"ENTEF GRFFHIC NO.";J
1020 FOR K=1 T0 20
1025 INFUT F本(J,K)
1030 IF F*(J,K,1)="&" THEN LET F*(J,K)="@"
```



```
1040 FRINT HT K-1,VFL F&(J,K,1);F&(J,K,2 T0 )
1045 HEXT K
1050 FRINT HT 21,0;"0.K.%%"
1070 IF IHNEY方="N" THEN [OTO 1010
1080 IF INKE'tc>"'"" THEN GOTO 1070
1090 NEXT I
1100 CLS
1110 FRINT "NOW SAWE TRFOUT""
1120 FRINT AT 2,0;"(FRESS S WHEN THFE IS RUH州ING;"
1130 IF IN&ET&人"S" THEN GOTO 1130
1140 SH'VE "TAFOT"
1156 FEFHI
116G GUTO 30
2000 IF K=1 OR FF(J,K,1)<>":" THEN GOTO 1025
2016 LET K=K<-1
2015 FFINT HT K-1, ब;"%"
2620 B0TO 1025
```


## Notes

Once you have typed in the program, please SAVE a copy on tape before RUNning. You are strongly urged to do this ALWAYS, and it is particularly important with programs using POKE statements, as a simple mistake could wipe out the entire program.

When you RUN 'Tarot' for the first time, you will be led straight into the graphics entry routine. The 22 pictures are all listed below. Refer to the listing conventions (page 74) if you have any problems understanding these rather cryptic lines. Believe it or not, this was the LEAST confusing method we could devise for describing Timex 1000 graphics in print. (You should have seen some of the ideas we rejected!) Take care with the spaces and inverse spaces where they occur within graphic strings, and notice also that some cards (L'Empereur and Justice) use 'normal' Timex 1000 characters like "O" and ":" as well as graphics characters.

Actually this process is a lot simpler than it appears from the graphics listings. You will see the pictures being compiled on screen line by line, so any errors will be easy to spot. Some of the cards are pictured in Appendix 1 (pages 162-163) so you can see what the end results should look like. (You may, of course, custom design your own tarot graphics. Save your tape of the 'bare' program so that you can design as many different sets of cards as you like.)

When you have entered all 22 pictures, the 'SAVE' routine will be called automatically. Make sure that your tape is long enough-we normally use C30 tapes for 16 K programs containing large amount of data. The program will then auto-run each time it is loaded, and the graphics will be retained. DO NOT press BREAK and then RUN or CLEAR, or you will lose the graphics (although they will be retained on the tape, of course, so you only have to re-load). If you do press BREAK, then the safe way to re-start the program is by entering 'GOTO 40.'

1：Le Eatelenr
$9 \uparrow 4 \rightarrow 4 T^{\prime} \dagger$
$9 \dagger 5+T 431 \dagger$
$8 \uparrow$ W．$-21+$
BTEEM E

9†54下以こ\＃\＃1 1
G＋ナ\＃NOWE4
－ 9 \＃\＃
G：招HHH\＃W $\dagger$
GなもHHH\＃\＃4 $\dagger$
GけGHH\＃\＃\＃F4 $\dagger$



G十七\＃HH\＃\＃5 $\dagger$
G—け\＃HH\＃\＃5 $\dagger$
G—け\＃HH\＃\＃5 $\dagger$

G4安地HH\＃5 $\dagger$
G f

3：L．I frabrertrice
がツ！liヶも
$9 \ldots+64$
EIII ナ 相4 $\dagger$
$9 \mathrm{HHW}+$
$96+64-3 F F \# 4+95$
Gヶ + HWOUHEWOHE $\uparrow$

GたFFFFFFFF1 $\dagger$
Gなt0E Cit

ヨヶナ\＃\＃1こんな－18\＃以 $\dagger$
Gける\＃4－


－$\dagger$ \＃\＃\＃\＃以4
ヨけも\＃\＃\＃\＃こアノ\＃\＃\＃\＃ら $\dagger$
Э\＃\＃\＃\＃\＃：\＃\＃\＃\＃\＃


$5 \dagger 1 \div \# \# \# \# \div T \div \# \# \# 5+24 \dagger$

2：L．F Fresse
9 TEO\＃
G—0HHHH5 $\dagger$
GI I $-\uparrow$ HHHHH\＃$\dagger$
G TERTPEP5中
$9 \leftarrow 151 F 1+2 E+8 \dagger$
GTHHHHHHHH\＃$\uparrow$
G世TGRTEFFTPE4 $\dagger$
G TGF12E＋F12E5 $\dagger$
G—䛍FFFFFFFFF5 $\dagger$
$9+\uparrow 564+3646+5 \dagger$
$9+\dagger 568+\mathrm{T}^{2} 48+5 \dagger$
$9+7152 \# 17+8+8 \uparrow$
$9+18+55+1+51$
$9+55+1 T$
$9 \dagger T-561-54$
$8 \uparrow 31+82341+05+44 \uparrow$
Et日66W 30\＃5 2T $\dagger$
EtEDGHH\＃\＃\＃\＃\＃\＃\＃T $\dagger$
Et0HHHH\＃\＃\＃GHHHSEE1 $\uparrow$
－TOHHHHH\＃\＃\＃HHHH\＃GOGH $\uparrow$

## 4：L．Embereur

G＋4TH
newline
9 T 9666
GTGDHH\＃+


Gq－$\dagger$ \＃\＃\＃\＃HHH $\uparrow-1+$ HHHZ\＃$\dagger$
G＋た\＃こEAFHH tO＋HHHO $\uparrow$


GヶT 1 GE\＃\＃\＃H\＃$\uparrow$
G＋けGT


Gと $\uparrow$ E\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃T\＃\＃\＃\＃ら $\dagger$
Эだ日\＃\＃\＃\＃\＃\＃\＃\＃ア7アロ\＃\＃1 $\uparrow$
をナシ\＃\＃\＃\＃\＃\＃\＃\＃ア $\dagger$
E †\＃\＃\＃\＃\＃\＃1 $\dagger$
$\boldsymbol{T}$ た\＃\＃\＃\＃E $\uparrow$
アだFR1 $\uparrow$

5：LE Fige
Э↔ だ\＃
$9+10 \mathrm{HHH} \mid \mathrm{T}$
7 डOHHHHHW $\uparrow$
$6 \dagger$ OHHHHHHHW



$5+8 H H H H H H H H H H H \#+1 \div \#+2 \uparrow$





$5 \dagger \# \# 5518268 \#$ 安 $\dagger$
4 t8\＃\＃以 $55-32465$＋$\dagger$



4 †\＃\＃\＃
4 †\＃\＃\＃2\＃\＃\＃\＃据 $\dagger$

## 7：Le Chariot

$9+4+44+41$ 9 个 StotQER\＃ER $\uparrow$ $9 \leftarrow 4 I I \leftrightarrow+1 Q \#+6 \uparrow$ $9 \leftarrow 10 \# \#+8 \uparrow$ 9 $6+6$ 相 $6+5 \uparrow$ 6 WW $-W+3+27+5+$
 ET\＃R\＃EB\＃\＃W4 E 152 E 14 －$\# \# \#$ \＃ $2 \# \# \# \#+84-45 \uparrow$
 $6 \uparrow 5<8$ \＆$\# \# 5 \# \# \# 5484248 \uparrow$
 $6 \uparrow 25 \div E \leftarrow 560 \# \# 5 \# \#+5 \uparrow$ $7 \uparrow 548+8+8 \# \# \#+8 \uparrow$

 $6 \uparrow 85406 R \#+8 \# \# 5 \uparrow$ $6 \uparrow 25 \leftarrow 2 E \leftarrow 4+4 \# \#+$ 7快\＃\＃1ヶ8世6世6\＃\＃$\uparrow$

E：L．FFrioureux
$9 \div 1$
newline
neツline
トセットリール
トヒツ！liに
$9 \div 1576$
$9+13745+1+$

$5+T 7+301041$＇r $43010 T+5$ 4 TG BGHHWT TOHHG4 $\rightarrow T$ 4 †5 FFFF 172FFF7 24 $41 T^{2}<31 T+326 \leftarrow 6 \uparrow$ 4 T 1 H HET T W
 $6 \uparrow 24+8+13131+34747$
アたて1－271－3\＃$\uparrow$
トセツ！l
カセツ liヶに
トーツ liヶに
トセulire

## 8：La Justice

new line

8\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃
8：
8：
8：
B：
8：
8：
VVIII $\leftarrow: \leftarrow$ ：
B：
8：
B：
ETR\＃\＃\＃E
 $8 \uparrow 7 \leqslant+6$
9世程
9世4
94


## 9：L．Errite

new line

$9 \div 16345$
9—15\＃\＃4 $\uparrow$
G4TS\＃\＃\＃\＃4 $\dagger$
94やす\＃\＃\＃\＃\＃\＃4 $\uparrow$
9—けら\＃\＃\＃\＃\＃\＃\＃\＃4

G†を\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃ 4 †
$9 \div \# 4+5 \div 5 \div-\quad+$



G＋\＃$+\uparrow 5+1 H \div 5 \div+$

G－\＃$-\mathrm{E}+\mathrm{HH} \div \mathrm{E} \div \dagger$

G＋\＃＋$+6+1 H+5 \div+$

－－\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃

## 11：La Force

new line
G世世I WT $4 \uparrow$
$9 \rightarrow T T 4 \uparrow$
$9<T T<2 \uparrow$
$96+426 \uparrow$
$94133+46 \uparrow$

$8 \uparrow 666 \mathrm{~W}^{\prime} \mathrm{T}^{\prime \prime} \mathrm{T}^{\prime} 1$
STR\＃\＃Q「＂T＂T＂T1

8快\＃\＃74＇イ＂T＂TV＇37667中
8けЗけ＂T＂T24WWW66\＃\＃\＃以 $\uparrow$




9†\＃58\＃7
9†\＃58\＃CR\＃\＃
G T\＃58\＃
7 T3QE6\＃1 30\＃1 6QE $\uparrow$

10：La Roue de Forturie

－
$94+37485+74 \uparrow$
$941374+8543741$
$94+5+24+85 \div 3148 \uparrow$
$9 \uparrow 64248531+5 \uparrow$
Э $\uparrow T+2 Q W 1 世+\uparrow$
Э\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃

$9 \uparrow \delta \leftarrow+T+85 \div T^{\prime}+4 \uparrow$
$9+15+T+85+4+51$
$9+18 T+85+45$
－$-\uparrow T^{4}+854 T \uparrow$
$9+176485 \div 67 \uparrow$
G世＋TPRET t
9 － $185 \uparrow$
$9+x+185 \dagger$

－
G＋T $85 \uparrow \uparrow$
－ 9 －- \＃\＃\＃\＃\＃\＃\＃\＃\＃\＃

## 12：Le F＇eridu

new line
コ\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃\＃
Э\＃
9\＃
9\＃
9\＃ $4+485+51+4$

9\＃
9\＃4 ب＋18585个世＋\＃
9\＃ 4 个 4 W $85 \uparrow+4$

3XII
9\＃世十七\＃\＃\＃\＃以 $\uparrow$－

9\＃ $4 \uparrow$－5\＃\＃\＃\＃85 $\dagger \leftarrow \#$
－\＃\＃ヶた\＃\＃\＃\＃\＃\＃1 1 な
ヨ\＃世相

ヨ\＃\＃＋
Э\＃

13：L玉 Mort．

```
new line
944+65T7P77'6+
3NIII%TT1世+4
9+TT 24 
```



```
8+5<4+
8,537%4%
7\top\zeta1' + 24 5 t
7TB13#'T'<4T#4<24<<5巾
```




```
8+t6<3+27+
8\uparrow⿱艹
8\uparrowG4\div1+12#6%5\uparrow
```



```
9-TRE'T"T"T"T"T"'#世+T\
Э+T5T+
9—15%30#5
3+T24<314%+
9%42666%%60Wけ
```


## 15：Le Iigale

クーツlire
$9666 \rightarrow 64+$

E－ 10 \＃\＃\＃\＃\＃\＃\＃以－
5－S\＃\＃ERF：\＃\＃\＃\＃5

 $5 \dagger$ 5 5 6654 $686 \# 1+8 \# \dagger$ $5 \dagger 55+2 \# E+2416$ F\＃ $1+85 \dagger$可け\＃

$7 \uparrow 7+5 \uparrow$
GبT T ${ }^{1}-2431 \div T$
$9+24 \dagger$
$9 \div \uparrow+77+T \dagger$

G20 T5TS†
G—媔T5
G—媔T5
G—打T $\dagger$

## 14：Tembergnice

$9+4 I V$
がoulirue
$9 \rightarrow 164 \uparrow$
9 T $9+24 \dagger$
$9 \ldots+24 \in T$
9 CTG4

Э TIIAHE\＃\＃\＃H \＃H 5 †


$7 \uparrow 6 E 6 E \ldots 7+$
アだき\＃\＃1 $\uparrow$

7 70G64 1
7 T\＃\＃\＃\＃\＃1 $1 \div 5 \uparrow$
EtBHHHHHS31 $\dagger$
7 $\uparrow$ \＃\＃\＃\＃\＃1 $1 \uparrow$
7 TEHHH5 $\dagger$
7ナら\＃\＃\＃4 $\uparrow$
アイアアアアけ

16：LEMEisor de Ilieu
$9414 \uparrow$
G T T $\dagger$
$9+1656855^{4}+T$
G—\＃\＃\＃\＃\＃\＃\＃$\dagger \uparrow$
G—安\＃\＃\＃\＃\＃＋$\dagger 4 \div T+$
GなTE\＃F\＃EQT244T
G—性上－11T 24T $\dagger$
$9+1+634 \mathrm{O}+$
G以I T T \＃\＃\＃中
G—T\＃\＃HH\＃\＃$\dagger$
GT\＃\＃HH\＃\＃
G—\＃\＃\＃\＃\＃\＃＋けらも
G—†\＃H\＃\＃H\＃$\uparrow$
Gな切H\＃\＃H\＃

Gなった\＃\＃\＃\＃\＃\＃\＃4 $\uparrow$
G—ナ\＃\＃\＃\＃12\＃\＃\＃\＃＋


Gなけ\＃\＃\＃5－8\＃\＃\＃$\uparrow$

## 17：L．Etoile



## 19：LE Soleil

rew line
$9 \div 13+5 \dagger$ $9+\uparrow \mathrm{T}^{\prime}-\mathrm{T}=31 T \uparrow$ $9 \uparrow 4+T^{\prime}+5+51 T 40 \uparrow$ $9 \uparrow 24+{ }^{2}+531 T+31 \dagger$ $8 \uparrow 2424+111 T+3131 \uparrow$ ET42424476631313 $\dagger$ $8 \uparrow 22437473131 \dagger$ $8 \uparrow \tau^{1} 24316743762431 T \uparrow$ $2 \times I X+T_{1} 312+E 4 T+$ $716668+21+21+5666 \dagger$ $9138+3+4+54 \dagger$ $513124+12+3124 \uparrow$ $8+13124 \div 2661 \div 31242 \uparrow$ 81313126 612424 $8+131314766744242 \dagger$ $8 \uparrow 3131 T 31444 \mathrm{r}^{2} \mathrm{r}^{2} 24 \uparrow$ $9131 T 31 T 45244^{\prime} 4^{\prime} \uparrow$ $9 \uparrow 1 \mathrm{~B} 1 \mathrm{~T} 54 \mathrm{~T}^{2} 241 \uparrow$ $9 \uparrow 31 T: 54 \boldsymbol{T}^{2}$

18：Lヨ Lure
$9+166$
9—10\＃\＃\＃小 $\dagger$

G—是 5
GبT\＃5
G世＋GE†
$9 \rightarrow 1 \uparrow$
クロッ！line
3WIII＋ $9124 \dagger$
$9 \div t 4<1 T$


－＋ 247 B\＃\＃\＃ 4731
GとけTア＇T\＃\＃\＃\＃Tr＇T1 1
Gなけて1T\＃\＃＇271 $\dagger$
G4T6TTSE1TG4 $\dagger$

G世TE $\uparrow$
$9 \rightarrow T \mathrm{~T} \uparrow$
クロッliヶに

2G：LE Juジmert．
new line
Gب＋
G＋10\＃\＃E $\uparrow$
G4T
G—＋CHED $\dagger$
Gx以
Gーtヒ\＃\＃\＃1 $\dagger$
G—TOQ\＃\＃E1 $\dagger$

GヶT00\＃\＃E1 $\uparrow$


1 SGEG\＃\＃\＃\＃\＃\＃\＃ 1 THA\＃FAF $\dagger$
1 †G6F：\＃\＃\＃\＃\＃\＃1 C\＃\＃\＃\＃\＃\＃\＃$\dagger$
こ †\＃以F\＃\＃\＃\＃\＃E TAFA\＃FAF $\dagger$


4 だ\＃WF\＃
5十だ\＃いた
日けて\＃の

```
21:LE Monde
9+1543#44\dagger
```






```
G
9%151+24\uparrow
7%+!
8,84<8+T+5}+
ETT40W3T-5}T+S+T40W'T
6\dagger58##583%24%558##5%
6け8##558%1%50%#5%
7ナT##T:5%SG
E##+8+81+5%#T
8,85+531+8+85+
9+5%1+5
9+Tr!T\dagger
G+4I%t54t
G+1+
クにツliヶ゙!
```

Uri－nLumbered：LE MEt
remline
reulirue
トロu！lire

－$\dagger$ 井\＃\＃\＃5
ETE\＃\＃\＃\＃以T 24
日切\＃\＃\＃\＃\＃\＃以思


E切 1 －+ \＃\＃\＃\＃\＃
50 TOWN
G4T\＃\＃161T62\＃5 $\dagger$
－$-\dagger \#^{\prime} \mathrm{T}^{\prime}+28+1+85 \dagger$
$9+\dagger 44+4 \dagger$
G＋1F＋4213－\＃$\dagger$


G—TT T5 $\dagger$
تたE6047TSNEEE $\dagger$


## Graphics

If I were to mention the words 'sketch-pad program,' I am sure that many readers would skip over this section and go on to something more original. But 're-inventing the wheel' is not always as fruitless a task as it is made out to be, and sometimes it is possible to find a new and improved solution to an old problem by approaching it from a new angle.

There are 2 aspects to screen drawing; positioning the cursor and defining the actual graphic character to be 'drawn.' Most sketch-pad programs give top priority to the first of these, but make changing the character difficult or even impossible. Consequently they tend to produce 'line drawings' which fail to make the most of the Timex 1000's already limited graphic capabilities. This program gives equal priority to cursor position and character changes, by operating in 4 totally distinct 'modes' (or 5, if you include the SAVE option).

In CONTROL mode, a flashing $X$ cursor can be moved about the screen at will using the 'arrow' keys 5 to 8 . To switch to 1 of the 3 DRAW modes, just touch the appropriate key; G for Graphics, N for Normal (alphanumeric) characters, or R for Reverse characters. (Also, because key 9 says 'GRAPHICS' on it, I have allowed this to be used as well as $G$ to enter Graphics mode.) This causes a different flashing cursor to appear, and the required characters can then be drawn directly from the keyboard, without using the Shift key. In all 3 DRAW modes, the cursor will move 1 position to the right after each character is drawn, and will 'wrap around' the right-hand side of the screen to appear on the left of the next line. (Actually the 'wrap around' is 'continuous,' which means that if the cursor is taken off the bottom right of the screen, it will appear at the top left. Note that wrap around only occurs in DRAW modes; in CONTROL mode the cursor is restricted to the screen boundaries.

To change to a different character set, or to move the cursor to another position in CONTROL mode, press Newline, and the $X$ cursor will reappear.

A complete description of all 5 modes follows below:

## CONTROL MODE

Flashing X cursor: Keys 5, 6, 7, 8 (direction), S, G, R, N and 'Graphics' (9) are enabled. The cursor will travel through existing characters without deleting them.

```
10 LET G*=" 1123456784-1)
20 LET F=0
30 LET Q=0
40 LET X=F
50 LET Y=Q
60 PREINT AT 'r,X;
70 LET U=FEEK (FEEK 16398+256*PEEK 16399)
80 FRINT "X"
9 0 ~ L E T ~ F = X ' X
95 LET Q='%
1004 LET A事=I壮E''*
110 IF A$="5" THEN LET P=人-(X>D)
120 IF F卖="G" THEN LET F=人+(x<31)
130 IF A$="6" THEN LET Q='+(Y<21)
140 IF A$="7" THEN LET Q='r-(T`W)
150 IF H*="9" OR A幸="G" THEN GOTO 5001
160 IF H幸="R" THEN GOTO 600
170 IF F各="N" THEN GUTO 700
180 IF As="S" THEN GOTO 2010
190 FFIINT AT 'T',X;CHR事 O
200 GOTO 40
5 0 0 ~ F E F 1 ~ G R A P H I C S ~
505 LET 0=0
510 IF INKEY条="g" OR I快EY's="G" THEN GOTO 51E
520 F'RINT AT 'T'&;"Gi"
```



```
5 4 0 \text { IF F* =CHR多 118 THEN GOTO 90}
550 IF A$=CHR& 119 OR A$="@" THEN GOSUE SU0
560 IF A全"1" OF A多"Z" THEN GOTO 590
570 LET H*=G*COODE A*-28)
5 8 0 ~ G U S U E ~ 1 0 G 6 ~
```



```
595 GOTO 520
600 FEM FEVEFSE
605 LET D=0
```



```
E20 FRIINT HT 'T',%;"E"
630 LET F索=I壮E'T'⿱⿱亠䒑日心
640 IF F变=CHRs 118 THEN GOTO 901 
650 IF F*=CHF= 119 THEN GOSUE EQU
660 IF HकCOHF% 11 OR Hक>"て" THEN GUTO 690
670 LET H*=CHR* ©CODE Hक+128)
680 [OGUB 1060
690 FRINT HT 'r',X;CHF* [1
695 GOTO 620
TOG REM HORMML
FESET I=6
710 IF IN&ET'主="N" THEN GOTO 710
720 FRINT HT Y,&;"H"
706 LET H丰=IHME'T'⿱⿱亠䒑日心
```


## GRAPHICS MODE

Flashing G cursor: All alpha and numeric keys will produce the graphic character shown on the key, or SPACE, where there is no graphic shown on the key, or INVERSE SPACE: key 2. The RUBOUT (delete) key (ø) will work with OR WITHOUT using Shift.

## Reverse Mode

Flashing R cursor: All keys will give the Reverse (or Inverse) of their normal character (except Space, of course, which will Break the pro-gram-use Graphics mode to obtain Inverse space).

The Shift key must be used to RUBOUT, as the inverse zero character on this key may also be required.

## Normal Mode

Flashing $N$ cursor: All keys give their normal character (except space, as above-use either Graphics or Control mode if you require spaces).

Again, Shift must be used to obtain rubout.

## Save Mode

There is very little point in creating a beautiful screen drawing if you cannot save it on tape for recall later. Save mode, obtainable from control mode by touching key S , stores the entire screen display in a string array, and then allows the program, with the stored display to be SAVEd in the normal way. It is NOT necessary at this stage to decide that the drawing is 'complete,' LOADing a previous drawing from tape will allow the option of simply displaying the picture on screen or of continuing to work on it.

Note that formation of the array takes about 90 seconds. The indication that Save mode has in fact been entered is that the cursor disappears altogether when key $S$ is pressed.

## Notes

This is a very easy program to type in, as the 3 DRAW routines (at lines 500,600 and 700) are very similar, and all 3 may be entered at once using the Edit function to renumber the lines immediately after you have entered them.

## GRAPHICS（Continued）

```
740 IF Fक=CHF* 11S THEN GOTO GO
750 IF H$=CHF* 119 THEN GOGUE 8040
760 IF H$="" THEH EOTO TOW
TE4 [OGIE 10NG
```



```
FGE EOTO F2G
EGG FEEM FUEOUIT
810 FFINT HT 'T'%;"%"
820 LET %=%-1
EG0 IF %=0 THEN GOTG ETE
840 LET %=31
8504 LET 'T='T'-1
860 IF 'TG THEH LET 'T=21
876 LET H: =""
860 FEETUFN
1000 FEN FREIHT
1010 FRIHT AT 'T,N; A*:
1020 LET %=%+1
1030 IF <<S2 THEH GOTO 10%G
1046 LET %=0
10504 LET 'T='T'+1
1060 IF 'r'2z THEN LET 'T'=0
1070 LET O=FEEK &FEEK 1ES98+2SGFFEEK 16%99%
1080 FETUFN
2004 FEM SHVE
2065 FRIHT HT 'T,%;"ч"
2010 IIM 5%(22,32)
2020 FOF 'T=1 TO 22
2030 FOR K=1 TO 32
2040 FFEINT HT 'T'-1,%-1:
```



```
2660 HEXT X
2070 NEXT 'r
2080 CLS
2110 FRINT "SCREEH NOW STOREII IH HFEFH'S&C."
2120 FRINT HT 2,G;"EHTER HFME OF GFAFHIC:-"
2130 IHFUIT N**
2146 IF NS="" THEN GOTO 2130
2150 FRINT AT 4, 区;"START TAFE. THEN FRESS S TO SH'vE"
2400 IF INKE't%"S" THEN GOTO 24040
2500 SHVE N*
2600 CLS
2900 FRIHT "FRESS II TO IISFLH'T SLREEH"
30106 FRIHT FT 5, [;"OR E TO IISFLF'' FHII COWTINUUE"
30500 LET I &=IN|EE'T$
```



```
3110 FOF 'T=1 TO 22
3120 FRINT HT Y-1.6;S舟'%
3130 HEXT 'T'
3140 IF I*="口" THEN GOTO 3140
3150 [0T0 40
9010 SHWE "GRFFHICS"
9065 FUH
```

Line 10 contains a string of all the available graphics characters, in the order of their corresponding keys, with spaces in the string for each key which does not have a graphic on it. Note the inverse space corresponding to the $Z$ key, which is necessary because the normal Space/Break key cannot be used during the program run. You may of course change line 10 so that other characters (e.g., Normal or Inverse + , key K) are available in Graphics Mode.

Variables P, Q, X and Y are the previous and current Print coordinates, which are altered by the INKEY\$ routine (lines 100-140). Line 70 PEEKS the character which occupies the current PRINT AT position, and saves it in variable O , so that it may be replaced once the cursor has passed over it. Lines 505, 605 and 705 reset O to zero so that, in DRAW modes, existing characters can be overwritten.

Lines 510, 610 and 710 are very important but often forgotten whenever INKEY\$ has been used to cause a program 'branch.' Obviously it is necessary to detect that the finger has been removed from the key before proceeding with the Print routine, or you will get a string of unwanted Rs appearing every time you enter Reverse mode.

CHR\$ 118 (lines 540, 640 and 740) is the Newline character which causes each of the DRAW routines to return to the normal CONTROL routine. CHR\$ 119 is the RUBOUT character. Note that line 550 differs from 650 and 750 in that it regards key $\emptyset$ as the same as RUBOUT (in Graphics mode only).

The Rubout routine beginning at line 800 works in the reverse manner to the Print routine beginning at line 1000. Compare lines 820-860 and lines 1020-1060, both of which allow cursor 'wrap around' with lines $110-140$, which keep the cursor within the screen boundaries.

The Save routine beginning at line 2000 again uses the technique of PEEKing the 'contents of the contents' of system variable DF-CC (PRINT AT) to transfer each screen character into a 2-dimensional array S\$.

The program, along with this array, is SAVEd at line 2500, so that on subsequent LOADing, the program will continue from this point. Line 3140 is an endless loop which enables the screen display to persist forever (or until Break is pressed), without being spoiled by the 'end-of-program' report code.

Finally, lines 9000 and 9005 are used in nearly all the programs in this book. They are normally not an essential part of the program (though there are exceptions-see 'Kami Kazi Drive'), but are included so that all the programs may be SAVEd by typing 'GOTO 9000,' which will then cause them to run automatically straight from loading.

## Chapter 9 Game Programs

## Pontoon

This is NOT the same game of Pontoon as the one you will find played at your local neighbourhood casino!

In Part I, there are several casino simulations, all of which serve to prove that the casino ALWAYS has the advantage over the player. Historically, however, this has not always been the case. In comparatively recent times, pontoon was played accoring to rules which, amazingly, were not only 'fair,' but which actually save the player using optimum strategy a marginal advantage over the casino. Unfortunately, these rules are no longer in force, but this program is an attempt to reconstruct those glorious bygone days.

Of course, you must still play VERY well to actually make a profit even when playing this 'old-rules' game. In certain respects, the 'house rules' employed in the program are even harsher than those in force in present-day casinos. There is no such thing as a 'stand off'; if player and dealer have equal hands, then the dealer wins! Also, the dealer (i.e., the computer) derives an advantage from the fact that there is only 1 player (yourself) to compete against. For example, if you have a 5-card trick, and the dealer has a score of 20 with 4 cards, in any 'real-life' situation the dealer would obviously stand, conceding defeat to you, but almost certainly beating most of the other players. With no other players involved, however, the dealer might just as well take a fifth card, in the unlikely hope of drawing an ace, and indeed that is what the computer would do according to the strategy of this program.

## Notes

A program of this length can be very easily understood if it is split into several distinct sections. I haven't used REM statements to distinguish the sections, but you may add your own if you find them helpful. The main sections are:

5-50 Initialization
5-110 The deal
115-445 Player's cards and options

FOIHTOOH

```
1 BOTO G01E
5 ~ 5 I M ~ T \{ 2 , 5 , 3 )
E IIM T(2)
7 IIM H⿻木一(4,13)
10 RENHI
15 LET S变="HISL"
20 LET N=1006
```



```
30 LET T(1)=0
35 LET T(2)=0
40 FOR I=1 TO 4
45 LET F$(J)="H23456789TJOK"
501 HEXT I
```



```
60 FRINT HT 11,G;"IEFLEFS EHRIIS"
ES LET F=2
FQ LET Q=1
75 [0G11, 500]
80 LET H=1
85 LET E=1
G0 GOSUB 1000
9 5 ~ L E T ~ F = 1 3 ~
100 GOSUE EOE
105 LET H=2
110 GOSUE 10G0
115 FRINT HT 21.6;"TOURE STHKE £(10)"
120 IHFUT W&
125 IF 㤬="" THEN LET 恔="10"
```



```
135 IF Wक`J)<"G" OF W*<J)`"9" THEN GOTO 120
140 NEXT J
145 LET E=WHL W*
150 IF S<10 OF S>1000 THEN GOTO 120
155 LET 51=5
160 GOGUB 560
165 FRIHT HT 日,25;N
170 LET F=2
175 LET E=7
180 GUGUE 5004
185 LET H=1
190 LET E=2
195 EOSUE 1060
206 LET F=13
205 LET H=2
210 LOSUE 604
215 GOEUE 1000
220 IF T<1)=21 THEN LET F:$="FOHTOOH+"
225 FOKE 16418,0
2301 FRINT HT 2G,0;",\ldots
235 FRINT HT 23,S@-LEN F:まり,2FF
240 IF E=5 OF LEN F*&10 THEN [iOTO T0G
245 LET IF=I㚫E'T'%
```

```
700-745 Reveal dealer's first 2 cards
750-830 Dealer's additional cards
2000-2110 End options
3000-6100 Scoring
9000-Rules
Subroutines:
500-550 Print card outline
560-585 Update 'cash' display
600-630 Print card back
1000-1110 Select card
1200-1270 'Ace-reduction'
```


## InItIALIZATION

A full pack of cards is held in array A\$, with the suit being defined by the corresponding element of S\$. Scores are held in array T ( $1=$ player; 2 = computer), with the actual cards (maximum 10 required) held in $\mathrm{T} \$$. N is the player's current 'capital.' $\mathrm{R} \$$ is a 'report string.'

The use of the report string in this program is two-fold. Not only is it a device for displaying user information on the screen, it also provides game status information for the computer's own use. At several points the program branches according to the contents of $\mathrm{R} \$$ (see lines 240, 700,740 , etc.).

## The Deal

The mechanics of the game require that a card is dealt to both players, the initial stake is placed, and then a second 2 cards are dealt. This complicates matters slightly; it would be simpler from a programming point of view if all the player's options were completed first, and then the dealer's cards dealt out. However, this alternation between player and dealer is achieved by use of a 'flag' A ( $1=$ player; $2=$ dealer $)$, a 'pointer' B (which represents the number of cards held by each player), and 2 'print pointers,' P and $\mathrm{Q}(\mathrm{P}=$ line $\mathrm{Q}=$ column at which the card is to be printed).

The actual printing of the cards is then delegated to the 2 subroutines 500 (card outline) and 600 (card back-the dealer's cards are not revealed at this stage). Subroutine 1000 selects a card from the pack; line 1050 assigns it to the appropriate position in $T \$$, and line 1060 prints it within the correct card outline.

## PONTOON（Continued）


255 FRINT AT 23， 0 ；＂
260 IF Is＝＂S＂THEN GOTO 700
265 IF I年＝＂E＂RND LEN R $=25$ THEN GUTO 400
270 IF I象 3 ＂T＂THEN GOTO 235
275 LET R事＝＂STICK 40 CH TWIST＂
280 GOTO 415
400 LET $\mathrm{S}=\mathrm{S}+\mathrm{S} 1$
405 GUSUB 560
415 LET $\mathrm{A}=1$
420 LET $\mathrm{B}=\mathrm{B}+1$
425 LET $Q=Q+6$
430 LET $\mathrm{F}=2$
435 GOSUB 500
440 GOSUB 1000
445 GOTO 225
500 FRINT AT F，Q；＂TETアフRけ＂
510 FOR $K=1$ TO 5
520 FRINT TRB Q；＂沾
530 NEXT K

550 RETURN
560 LET $\mathrm{N}=\mathrm{N}-\mathrm{S} 1$
565 FRINT FT 21，20；＂↔＂
570 PRINT AT 21，20； 5
575 FRINT AT 0．25；＂＠4＂
580 FRINT AT $0.25 ; N$
585 RETURN
601 FOR K＝0 TO 6
610 FRINT AT P＋K，Q；＂THHHHH $\uparrow$＂
620 HENT K
630 RETURN
700 IF R $\$$（1）＝＂E＂THEN GOTO 200
70.5 LET $\mathrm{H}=2$

710 LET $F=13$
715 FOF Q＝1 TO 7 STEF 6
720 GOSUB 500
725 FRINT HT $\mathrm{F}+1, \mathrm{Q}+1 ; \mathrm{T}(2$, INT $(\mathrm{Q}, ~(7)+1)$
730 HEST Q
73 IF T（2）＝21 THEN GOTO 3000
740 IF R＊（1）＝＂F＂THEN EOTO 4006
745 LET $\mathrm{B}=2$
750 IF $\mathrm{B}=4 \mathrm{ANI}$ T（2） 26 THEN GOSUB 1200

76 LET I1＊＝5TR＊（T（2）＋1）
765 IF $T(2)=21$ THEN LET II $=$＂FOUTOUNS／ 5 CHRIIS＂

775 GOTO 6006
E60 LET $\mathrm{E}=\mathrm{E}+1$
805 G0GUB 5010
810 GUSUB 1000
815 LET Q＝ $2+6$
820 IF T（2）ン21 THEN GOTO 4500
E25 IF E＝5 THEN GOTO 3506

## PLAYER's CARDS AND Options

This section is quite straightforward, lines 115-220 accepting the stake and calling the same 3 subroutines as above to print the second cards, and lines 225-445 forming a loop for as many additional cards as are required. The string in line 230 (and subsequently) is 32 spaces, used to clear a screen line of unwanted text. There is a much neater way of doing this, which will be used in later programs, but I will try and keep things simple at this stage.

Line 125 is a useful way of setting a 'default' parameter, so that the player merely has to press Newline when a particular entrv is expected. Here the default stake is set to $£ 10$; carefree players may prefer to increase the default value to something higher. The POKE in line 225 is the same as was used in 'Tarot,' to increase the size of the screen. The INKEY\$ routine to enter the player's selection (lines 245-270 is conventional, but with a slightly unusual variation. Once option T (Twist) has been selected, $\mathrm{R} \$$ is re-defined (line 275), so that the player is no longer offered the option to Buy. Therefore line 265 not only detects the key depressed (INKEY\$), but also the current value of R\$. (LEN $\mathrm{R} \$=25$ only when $\mathrm{R} \$$ includes the word BUY, as defined in line 25.)

## DEALER'S CARDS

Fortunately the dealer's options in Pontoon are clearly defined by the rules of the game, so there is very little need to give the computer any 'intelligent' strategy (other than, as already mentioned, the ability to play on regardless of the consequences whenever the player has a 5 -card trick-see line 755). Line 750 is the only other sign of 'computer intelligence': if the dealer holds, say, ace, 2, 3 and 4, making a total of 10 or 20 , the computer will not stick on 20 but will reduce its ace-count and take the inevitable 5-card trick (see the 'subroutines' section below).

The 'dealer' section commences with the overprinting of the 2 card backs with the (already selected) cards themselves (lines 705-730) and then continues adding cards in much the same way as before. Note line 700, which detects if the player has 'bust,' in which case the entire dealer section is skipped. D\$ is a second 'report string,' which serves a similar dual function to $\mathrm{R} \$$, but which this time contains information concerning the dealer's hand.

## End Options

Another completely conventional INKEY\$ routine which branches either to line 25 to continue the game, or to a comparatively trivial (userfriendly is the more polite term) game summary and ending.

## PONTOON（Continued）

```
GG EOTG 750
1060 LET <=IHT &FHI䋆灾)+1
1区16 FGF T=1 TO &
1015 IF 
1026 LET %=%-1Z
```





```
1055 LET H事O,NO="%"
106 IF H=1 GF E% THEH FFIHT HT F+1,D+1:T㐘G.E:
10TE IF %1E THEH LET %=1E
10日G LET TGH)=T&H)+%
1085 IF }<=1\mathrm{ THEH LET TGH=T GH)+10
10G0 IF T&HO21 THEN GOTO 12G0
11010 IF F=1 FHI E=S THEH LET F:车="FIVE EHFI| TFIEK"
1110 FEETIFH
12GW FOF I=1 TO E
1210 IF T&F,J, Y="H" THEH BITO 12SO
122@ F低T I
123 IF H=1 THEH LEET F:轫"ElIST"
1240 EOTO 1110
1250 LET T(H)=T(G)-10
12E日 LET T名C,T,1)="\underline{H"}
1270 GOTO 1160
2060 FOFE 16416,2
2G10 FFIHT HT 1S,13;"FFESG II TU IEHL"
2020 FRIHT HT 17.13;"DF O TO FIHISH"
2030 LET I年=I|非E''$
```



```
20SGLS
```




```
2080 IF H\1000 THEH LET IF="WUH"
```




```
2110 EOTO G9G9
S01010 LET I&="IEHLEF HFE F'OHTONH"
3010 IF F"車1う="F" THEN EMTU EGEM
30% [OTO S5% 
SGEG LET I|="IEFLEF: HHS E EFFI| TFIEK"
3510 IF F*&1%="F" THEH GIDTO EG106
S50}LET TGO=5\overline{5
S50 LET N=ト-S
546 LET E=5%2
S50 50TO EDED
40610 LET I&="TOM EOOL"
4010 LET TG1O=90
4020 EOTO SSSO
456目 LET IH*="IEEHLEF: HHS E|GT"
4515 LET T<2)=E
```



```
G回回 LET IS:="IEELEEF WIHS"
E@10 IF T&1)<=T<2) THEH GGTO EG4&
E0% LET I&="TI|| HIH"
```


## Scoring

I won't bother to trace the various spaghetti-like paths through this section, as all the possible outcomes of a game must be accounted for, however unlikey. (Line 3510, for example, prevents the stake from being doubled when both player and dealer have a 5 -card trick.) Suffice it to say that all paths lead to line 6000 , where the winner is declared. Note that lines 6110 and $2010-2020$ print the same message at alternative positions on the screen, depending on the number of cards displayed-a totally unnecessary cosmetic touch which nevertheless adds a touch of variety to the otherwise mundane process of message display.

## Rules

All the rules and running instructions are contained in the listing itself. The rules are placed at the END of the program beginning at line 9080 for 2 very practical reasons. From the computer's point of view, it is desirable for the most frequently called lines to occur near the start of a program, and although, in the interests of 'structured programming,' it is seldom possible to adhere to this guideline very closely, it is clearly sensible to place seldom-used instruction lines at the end. The real reason, however, is that programmers invariably add instructions to their programs only as an afterthought (if at all!) when the program is virtually completed, by which time there is nowhere else to put them other than at the end!

Note that the spacing in these PRINT lines is designed to create a pleasing appearance on the screen, which unfortunately makes them look rather odd when LISTed. Where 2 words are printed together (e.g., MINIMUMBET in line 9110), you should enter them like this as they will be split onto two screen lines when the program is run. Similarly, double spaces should be entered exactly as printed.

The INKEY\$ routine at lines 9150 -9190 is rather interesting. The rules are to be displayed on screen until the user starts the game by pressing D . To make the display slightly more interesting, the figures $£ 8000$ are flashed (normal and inverse), NOT continuously, but in a regular pattern, with the inverse figures persisting for a short time between bouts of flashing. Notice that the INKEY\$ line itself (9160) is called almost continuously, and that the 'flash subroutine' (9300) is very short. Whenever you use INKEY\$ to detect a user response, beware of long loops which would cause a delay in a keypress being detected.

## PONTOON（Continued）

```
6030 LET N=N+5+S
6040 FRINT AT 23,0;",
6050 FRINT AT 23,(30-LEN IF)/2;D*
6060 FOR J=1 TO 40
6070 NEXT J
6075 G05UE 575
6080 FRINT AT 21,0;",
```



```
6090 FRINT AT 21,0;I年;" &";S
E100 IF E =2 THEN GOTO 2060
6 1 1 0 ~ F R I N T ~ A T ~ 2 3 , 0 ; " F R E S S ~ I I ~ T O ~ I E E R L ~ O R ~ Q ~ T O ~ F I N I S H " '
6120 FOKE 16418,2
6130 GOTO 2030
9000 SH'vE "FONTOON"
9010 FRINT HT 10,12;"tEP7P7P7PFけ"
9020 FRINT TAE 12;"畮OUHTOONTS\uparrow"
9030 FRINT TAB 12;"TW66666660\uparrow"
9040 FRINT HT 18,25;"B'T' Y+H"
9050 FOR J=1 TO 50
9 0 6 0 ~ N E X T ~ J ~
9070 CLS
9080 FRINT THE 10; "HOUSE FULLES"
9090 FRINT HT 3,0;"MRX, STHKE: £1000"
9100 FRINT "MIN. STRKE: &10"
9110 FRINT "(JUST FRESS NE|LINE FOR MINIMUMEET)";FT
        8,Q;"DEFLER WIHS EQUAL HANIIS"
9120 FRINT AT 10,0;"'UU MA't' IWIST OR EUT' EXTRH CHRIIS";
        AT 12,0;"FOHTOONG&HNIL<-5 GHRI TRICKS FH'TDOUELE
        4(TO FLF'TER OR IEFLER)"
3130 FRINT AT 15,0;"MRXIMUM WIN FEE HFNII THEREFORE:";
        HT 17.13;"音 E000"
9140 FRINT FT 19,0;"TUUU HFVE &1000 TO START, BUT
        GHEEATHKCHILL FLLOW
        HNHLIMITEIICREIIT. FRESG II TU IIEFL"
9150 FOR J=1 TO 40
9160 IF IH&E'r:*="I" THEN GOTO 95004
9170 IF J`25 THEN GOSUE 9306
#130 NEXT J
9190 [0T0 9150
9300 FRINT HT 17.13;"我 8000"
O310 LET S=FNIL*FWII
9320 FRINT HT 17.13;"主 8000"
930 FETUNN
9500 CLS
9510 FIJN 5
```


## SUBROUTINES

The two minor subroutines 500 and 600 have been mentioned already. Both merely print the card shape (front and back) at a position specified by the 'print pointers' P and Q.

Subroutine 560 updates the player's capital (N) and stake (S) by overprinting the previous figures with blanks and then printing the new values. Lines 565/570 and 575/580 could have been written as single lines, but do not compress the whole subroutine into one line, as only the second half of it is called in line 6075.

The 'ace reduction' routine beginning at line 1200 is called whenever either player's score exceeds 21 . Any ace in the hand which has previously been scored as 11 is now scored as 1 . This reduction operation must be performed one ace at a time, so once an ace has been reduced, this fact is 'flagged' by inverting the letter A (line 1260).

Incidentally, it is a question of semantics whether lines 1200 on should really be regarded as a subroutine at all. They are really a branch of subroutine 1000 (called by a GOTO in line 1090), but are used as a subroutine in their own right by line 750 ( . . . GOSUB 1200), where the computer is not FORCED to reduce its ace-count, but CHOOSES to do so in order to take a 5-card trick.

Subroutine 1000 selects a random number in the range of $1-52$, and then uses a FOR-TO loop to reduce this to a number in the range of $1-13$. The loop control variable $J$ is then used to determine how many times the number has been reduced, and therefore the suit of the selected card, S\$(J).

Notice that, as in 'Tarot,' no attempt is made to avoid duplicate numbers being selected; duplicates are merely detected (line 1040) and re-selected. Because no more than 10 of the 52 cards will ever be required, this is even less likely to cause any delay than it did in 'Tarot.' But there ARE methods of selecting random numbers without any danger of duplication, as we shall see in the next program Battleships.

## Battleships

If Pontoon is essentially an adult game (at least, when played for money), Battleships has traditionally been regarded as 'strictly for kids.' However, computer technology is changing all that, and I am sure that as many adults will enjoy this version of Battleships as youngsters will enjoy 'Pontoon.'

The program is far more complex than Pontoon; there is a tiny machine code routine to create a spectacular effect whenever a ship is hit, and the entire display is generated by POKEing to the screen, rather than relying on PRINT AT statements as before. Also, two levels of play are included; the first, where the computer plays randomly, is

## EHTTLESHIFS



```
F:HHII
GOGUE 3064
5 G0T0 95
10 LET H=F+CODE HEC1)-35+3O*COIE HEC2)-27+H,
15 LET F'H=FEEK H
2G FETIUFH
25 IHFIUT AF
30 IF F
SE IF LEN FA+E THEN GOTO 2S
```



```
    THEH GOTO 2S
45 GOGUE 16
5 6 / \mp@code { F E T U F H }
SE FOR J=13 T0 21
EQ FRIHT AT I,2,",
E.5 NEKT I
TG FETUFH
FSOF T=1 TO 12
G6 LET U=|SF 16514
85 HEXT I
9 0 1 ~ F E T U F F N
95 CLS
106 FRINT THE 10;"EHTTLESHIFS"
105 IF FEEK 16514=1 THENH GOTO 150
```



```
115 FOR T=1 TO 23
```



```
125 HEKT I
150 LET F=FEEK 16%GE+2SGPFEEK 16%G7
15S FOR T=3 TO 2G
160 FOKE F'+T+3O,J+16%
1E.5 HEKT I
170 FOR J=68 TO 3% STEF 3%
175 FOKE F+T, IHT &T,SO+155
180 FOKE F+T+563.IHT <TO30+155
1BS HE&T I
190 LET FEEFLH'T=6
195 IIN [<234;
206 IIM M(2)4)
205 IIN EC2)
210 LET H=0
215 LET E= W
220 IF REFLF't' THEH GOTO 390
256 FRINT HT 11,3;"EHTEF 'UUNE SHIF FOSITIOHE"
25G FRINT THE 15;"LEN FFOM TO"
2G6 LET E$="म'GFRIEFES"
2E5 FOR J=1 TO G
270 IF I` HHI TG THEN LET E$="CRUIEEF G4,"
275 IF J=E OF I=7 THEN LET E&="IEGTFO'TEF:3)"
280 IF T> THEN LET E$="FFIGHTE 2)"
2GS FFINT HT T+12,3:E$
```

not terribly exciting, but at level 2 the program uses an 'intelligent strategy' and plays a reasonably competitive game.

## Screen Pokes

Poking to the screen is itself rather like playing Battleships (although, hopefully, less random!). The screen can be regarded as a $32 \times 22$ grid, and any point can be accessed directly. Unfortunately, the design of the Timex 1000 creates 2 slight problems not found on other computers; the grid is not really 32 columns wide, but 33 , the 33 rd column always being filled with character 118 . Poking anything else into column 33 invariably causes disaster. Also, many of the Timex 1000 character codes cannot be poked to the screen without causing the display to crash. Neither of these problems should cause any great headaches, however. Assuming that you know which character you want on the screen, and where you want it to appear, there can never be any danger of poking into column 33 , or of poking illegal characters anywhere.

The 'address' of the screen grid is not fixed, as on other computers, but can be found very simply by PEEKing the system variable D-FILE. PEEK $16396+256 *$ PEEK 16397 gives the address of the 118 character immediately PRECEDING the screen grid, so the first screen position is 1 plus this value. (l usually assign variable $P$ to D-FILE value-see line 150.) The 'forbidden' column 33 starts at $P+33$, and row 2 starts at $P+34$, etc.

## Machine Code

The machine code routine in Battleships causes any 9 screen lines to be inverted. Bytes 2 and 3 of the routine define exactly which 9 lines are to be inverted, and these 2 bytes are actually changed during the course of the program. The machine code loader is contained within the Basic program-lines 110-125, with line 110 containing the entire routine in hex form in a Basic string. Once the program has been RUN for the first time, line 105 detects the presence of the routine in line 1 , and so skips the loader.

## BATTLESHIPS（Continued）

```
294 GOGUE 25
295 IF FH&OO THEN GOTO 290
SOU FOKE H.S
305 LET H1=H
310 FRINT HT I+12.20; F寺
315 GOGUE 25
320 IF FHQQ THEN EOTO 315
32S LET L=HES &F-F1)
3%4 LET II=0
35 IF L=%HL E& (14)-1 THEH LET II=1
340 IF L=33*(UHL EG(14)-1) THEN LET II=33
345 IF I=6 THEH EOTO 315
35 FOF K=1 TO UHL E$(14)-1
355 FOKE H1+K*I果SCH (H-F1).E
364 HENT K
365 FFEIHT HT 12+J,24:H⿱⿱亠䒑日心
3TQ HE%T I
3G4 FFINT FT 11,2;"COMFUTEF NOW FLALIHG SHIFG"
406 FOF I=S TO 28
405 FOKE F+J+S96.J+163
410 HEXT J
415 [OGUE 55
420 FOR J=1 T0 G
425 LET R=INT &FHIW204)+1
430 IF C(R)=1 THEN GOTO 425
435 LET L=1+4G8)+J60+(J6)
```



```
445 IF FNHI`.5 THEN LET II=-1頪
450 IF HES IC>1 THEN GOTO 4ES
455 LET K=L苯I+F:-1
4 6 0 ~ I F ~ I N T ~ ( K 2 G ) Q I N T ( @ E - 1 ) / G E ) ~ T H E N ~ G O T O ~ 4 2 5 ~
465 IF F+CL*D\eS4 OF F+CL納\ THEN GOTO 425
47Q FOF R=FTO F+CLWGSTEF I
45 IF EOW=1 THEN GOTO 42S
4BU FHENT K
4B5 FOR K=F TO F+CLOW ETEF II
490 LET [CK=1
495 HEMT K
506 HENT I
505 FOF I=1 T0 234
5 1 6 ~ L E T ~ M < J ) = T
5 1 5 ~ H E N T ~ I T ~
EGQ FFINT FT 11.g;"ENTEF: TOUF: TAFGET CDOEIIHAFTES"
E日S FFIHT HT E.2S:"HITS"
E10 FEINT FT 19.2S;"HITS"
E12 FFEIHT HT G.27:"EHOTE"
E15 LET H=11
62G [OGUF 25
```



```
ESE FFIHT HT 17.2G; H$
```



```
E40 LET K=2%
E45 IF EGOQ1 THEN BOTO ESG+CEO
ESG LET K=151
```

The routine is as follows:

| 014200 | LD BC, 66 | GRID POSITION (START) |
| :---: | :---: | :---: |
| 2A 0C 40 | LD HL, (16396) | D-FILE |
| 09 | ADD, HL, BC | START POSITION |
| 0609 | LD B, 9 | COUNTER |
| 23 | LOOP : INCHL | SCREEN POSITION |
| 7E | LD A, (HL) |  |
| FE 76 | CP 118 | IS IT END OF LINE? |
| 2805 | JRZ, 5 | IF YES, NEXTLN |
| C6 80 | ADD A, 128 | INVERT |
| 77 | LD(HL), A | PRINT |
| 18 F5 | JR 245 | LOOP (next character) |
| 10 F3 | NEXTLN:DJNZ 243 | LOOP (next line) |
| C9 | RETURN |  |

Thinking of the screen as a $33 \times 22$ grid numbered from 1 (top left) to 726 (bottom right), register BC is loaded with the grid number of the position immediately preceding the line from which the inversion is to begin (i.e., a multiple of 33). Register HL is loaded with the contents of D-FILE, and then the contents of BC are added to this. The effect, then, of the first 6 bytes of code are to load HL with the actual address (less 1) from which we want the inversion routine to start. Register B is then reused, this time as a counter of the number of screen lines inverted (9). The main loop then inverts each character on the next 9 lines of the screen.

The machine code routine is called in a Basic FOR-TO loop (lines 75-85) to produce the flashing effect at the desired rate.

To use this routine in other programs, the following bytes can be altered:

Bytes 2 and 3, to commence inversion at a different screen line. (As used in Battleships-see Notes.)

Byte 9, to vary the number of lines to be inverted.

## Running Instructions

I hope that none of you have led such a sheltered life that I actually have to explain how to play Battleships! The program allows you to set up your own fleet positions on the top half of the screen, and then the computer sets up its ships on the lower half. (Your ships are visible, but the computer does NOT cheat! The computer's ships are, of course, invisible.) Enter the grid coordinate of one end of a ship (then Newline), and that position will be marked on screen. Then enter the grid position of the other end, and, provided you have made a valid entry, the whole ship will be drawn in. There are 9 ships in all to place.

## BATTLESHIPS (Continued)

```
655 LET E(F)=2
6E@ LET S(1)=S(1)+1
665 FOKE 16515.173
6TO FOKE 16516.1
675 [0GUE 75
6BO FOKE F.K
682 FRINT HT 20.29;SC1)
685 LET G= [j+1
687 FRINT HT 1,29;G
690 IF S(1)=32 THEN GOTO 2000
700 FRINT AT 11,0;",
705 LET H=0
70 IF HO-1 THEN EIOTO ESG
75 LET R=INT &FHI* 235-G%)+1
720}\mathrm{ LET X=|(E)
725 LET M(E)=M(235-G)
730 LET M(235-G)=%
735 [OSUE 980
740 FRINT AT 6,2G;F$
754 LET K=23
755 IF F'HOS THEN [OTO T85
75% IF HV-1 THEN LET H=%
760 LET S(2)=5(2)+1
765 LET K=151
70% FOKE 16515.66
75 FOKE 16516.6
780 GUGUE 75
785 FOKE F.K
790 FRINT HT 9,29;5(2)
795 IF S(2)=32 THEN GOTO 2000
E00 GOTO E15
850 IF HOT H THEN EOTO F15
855 LET H2=H2+1
860 IF H2=1 THEH LET H1=%
865 FOR J=1 TO 4
870 LET %=H+H(T)
875 IF <<1 OR N2S4 THEH GOTO G50
860 [0SuE 986
85}\mathrm{ IF F'HOQ FHII F'HOS THEN [OTO 950
GBE LET Q=1
887 IF M(%)=% THEN LET Q=%
806 FOR K=0 TO 2S5-G
895 IF MOW)% THEH GOTO 915
906 LET N(K)=N(2S5-5)
905 LET M(255-Gy=%
910 LET K=2%5-G
915 HEMT K
920 LET K=HCI)
925 LET H(J)=H(1)
930 LET H(1)=K
9 3 5 ~ F F I N T ~ H T ~ E . 2 9 ; ~ H \$ . ~
946 [OTO F5G
966 HEMT T
955 IF H1=H THEH GOTO 970
```

There is only one point I would like to stress; this is really so obvious that you may think that it is hardly worth mentioning, but I have watched many people play with this program, and at least half of them make a mistake here: when you enter a ship position to start at, say A1, and the ship's length is 5 , then it will finish at either A5 or E1, and NOT at A6 or F1!

You then simply take pot-shots at each other's fleets, until one of you has totally destroyed the other ( 32 hits). If you lose, or enter the word QUIT instead of a grid coordinate, the computer will reveal the positions of its remaining ships, by drawing them onto its grid. Because the process of setting up your fleet takes some time and is boring, there is an option at the end of each game to replay using the same positions as before. The computer is so stupid that it will not remember these positions; it will, however, reposition its own ships each game. (It isn't THAT stupid!)

## Notes

Having already mentioned the machine code routine and the screen poke principle, the program can be broken down into easy sections, as before:

10-90 A collection of short subroutines
105-125 Machine code loader
150-185 Print player's grid (sea area)
190-370 Position player's ships
400-415 Print second grid
420-515 Position computer's ships
600-690 Player's shots
700-795 Computer's shots
850-975 Computer's strategy (level 2)
1000-1050 Reveal computer's ships
2000-2028 Declare winner
2030-2050 End options
2090-2155 Retain player's positions for new game
3000-3080 rules
3090-3150 Initialize computer strategy (level 2)
4000-4070 Utterly pointless 'end' routine

## BATTLESHIPS（Continued）

```
960 LET H=H1
965 GOTO 865
970 LET H=6
973 LET H2=01
975 GOTO 715
980 LET H*=CHF*& (X-(INT ( (X-1),26)*26)+37)+CHF* (INT
    ((x-1),26)+29)
990 GOSUE 10
995 RETURN
1060 LET N=11
1005 FOR }X=1\mathrm{ TO 234
1010 IF E'(X) \1 THEN GOTO 1030
1015 LET A%=CHF: (X-(IHT (<X-1)/26)*26)+37)+CHF* (IHT
        ( (x-1)/26)+29)
1020 GUGUE 10
1025 FOKE F,E
1030 NEXT X
1035 FRINT AT 11,3;"FRESS AHY' KE'T TO [UHTINUE"
1046 IF INKE'T'&="" THEN GOTO 1040
1045 FRINT FT 11, 0,""
1050 GOT0 20:30
2060 LET W:="'OU"
2010 IF S(2)\Sc1) THEN LET 情="I"
2015 FRIHT AT 11,3;惊;"4,NON E't'";HES (S<1)-5C2)
2020 IF W&="I" THEN GOTG 10010
2025 FOR I=1 TO 25
2026 HEXT J
2028 G0T0 1035
2030 EOSUB 55
2035 FRIHT FT 15,2;"FRESG H FOR NEN GHME";AT 17,8;"G FOR GAME
&FOITIOHS":AT 19.G;"% TO ENI"
2040 IF IH婇''$="F" THEH BOTO 2200
2045 IF IH恼少:="久" THEH GOTO 40160
2050 IF IHME'T&)"G" THEN BOTO 2044
2090 GOGUE 55
2100 FOR T=F+6G TO F+SSG
2105 IF FEEK J=23 THEN FOHE I,0
2110 IF FEEK }\textrm{J}=151\mathrm{ THEN FOHE J, 
2115 HEKT I
2120 FRIHT HT 9,29;"4"
2125 FRINT HT E,EB;"""
2136 FRIHT HT E,27;""
2135 FRINT THE 2G;""
2140 FFIHT HT E,29;""
2145 LET FEFFLH'r'=1
2150 IF HC-1 THEN GUGUE SU90
2155 60T0 195
2200 BUGUE 55
2210 GOGUE 30G5
2220 GOTO 95
3000 LLS
S012 FRINT THE 10;"BHTTLESHIF"G"
```



```
30GE FEIHT GT GG;"SET UF 'UUF:GHIFG&OH&THE&TOFHFLF
```

I am not going to explain the various sections in great detail this time, but will concentrate on the more interesting features. But don't just type in the listing blindly; make sure you can understand exactly how each section works before entering the next one.

The key to the program is in the way grid coordinates, entered by the player or selected by the computer, are converted into screen memory positions to be POKEd with the appropriate character. This is handled by two of the early subroutines, and by one at line 980.

Subroutine 25 accepts the player's entry, and checks that it is a valid grid coordinate. (You will notice that, apart from the start and finish options, which are handled by INKEY\$ routines. ALL player entries are in the form of grid coordinates, so line 10 is the only INPUT line in the entire program.)

Subroutine 10 converts the grid position into a screen position, with reference to variable $P$, which was defined as the D-FILE value at the start of the program (line 150). Line 10 sets $A$ to the address of the screen position, and line 15 sets PA (PEEK A) to the character which currently occupies that position.

It is clear from this that, because the player's ships are visibly displayed on the screen, there is no need to use any other part of memory to define their positions. The same is not true, however, of the computer's ships; these positions must be stored in an array C, which duplicates the computer's grid, and in which $\emptyset=$ absence of a ship, $1=$ presence of a ship and $2=$ a ship which has been 'hit.' Hence, in line 635 , the effect of a player's shot is determined by converting the grid coordinate into a simple number ( $1-234$ ), and the element of array C corresponding to this number is checked (line 645).

When the computer takes its shots, the process is reversed; it first chooses a number in the range of $1-234$, and THEN converts this into a grid coordinate (subroutine 980).

The random number selection routine in Battleships is a vast improvement on those we have seen in the previous programs, and is worth studying in detail. There are $234(9 \times 26)$ possible 'target' positions, so the normal random number routine would use a line like:

LET X $=$ INT (RND*234) + 1
and then a line which checked whether X had been chosen before, reverting to the above line for re-selection if it had. This would be fine in the early stages of the game; there are 234 targets to choose from, and the chance of duplication would be slight. As the game progressed, however, there would be fewer and fewer unused targets, and the computer would take longer and longer to find a 'new' value for X .

## BATTLESHIPS（Continued）

HIF THE SCREEN．＂
3067 FRIHT
306 FFINT＂FLL EOORIIHATES SHOULII EE IH THEFOFM －LETTEE FOLLOWEI E＇T＇HUMEEE．＂
3069 FRINT
3W10 FRINT＂THE COMFUTEF：WILL THEN FLACE ITSSHIFS．＂
3011 FRINT
3012 FFIHT＂WHEN FROMFTEI，ENTEF COOFIIHATESOF＇TOUF FIFST SHOT．＂
3014 FRINT FT 20,3 ＂FFESS Al怆 KE＇T TO DOHTIHUE＂
3015 IF IH\＆E＇t $="$＂THEN GOTO 3015
3017 CLS
3020 FRINT＂THE WINHING GCORE IS S2 HITS．＂
3021 FRINT
302e FRINT＂rOUL ME＇t FESIGN E＇t＇T＇TFIHG QUIT＂．＂
3023 FRINT

$\leftarrow$ THE FUSITION OF THECOMFITEFG $\rightarrow$ FEMAIHING

3025 FRINT
3026 FRINT＂HT THE ENI OF THE GHME：OFTIUN ENILL FILLOM

TOUR SHIF＇S．（THE EOWFUTER，DF：COUFSE：
（HILLFEFOSITIUN ITS SHIFS．${ }^{\prime \prime}$
3035 FRINT AT 17．9；＂LEVEL 1：EAST＂
3046 FRINT HT 19．9：＂LEvEL 2：HAFII＂
3045 FRINT HT 21．8；＂CFESE 41 OR 2）＂
3650 LET I $=I$ IHEE＇T

3076 LET H＝WHL IF－2
30180 IF H THEN RETUEN
3090 LET H＝0
3095 LET H1＝6
3100 LET H2＝0
3165 IIM H（4）
3110 LET $H(1)=-1$
3120 LET H（2）＝1
3130 LET $H(3)=26$
3140 LET H（4）＝－26
3156 FETURN
4060 ELS
4016 LET W＊＝＂THAHES FOR FLA＇rIHIG＊BATTLESHIFS＊＂
4030 FOR $J=1$ TO LEN W＊
4040 FRINT HT 1日，0；以

$466 \mathrm{HERT} J$
4076 EOTO 40．60
G6010 SH＇VE＂BHTTLESHIF＂S＂
9016 RUH

Compare this with the actual routine used (lines 715-730). An array M is first set up (lines 505-515), in which the 234 elements contain the numbers 1 to 234, respectively. The computer then selects a random number R, in the range of 1 to the number of VACANT targets (line 715: G is a counter of the number of shots fired). X is then extracted from the Rth element of array M. Obviously, for shot number $1, \mathrm{X}$ will have the same value as R, but lines 725 and 730 swap the contents of the Rth element of M with the contents of the $(235-\mathrm{G})$ th element, so that the array now contains all unused targets in its lower elements, ( 1 to ( $234-\mathrm{G}$ ) and all used targets in its upper elements ( $235-\mathrm{G}$ to 234 ). In future passes through the routine, as $G$ increases, so line 715 will ALWAYS select a value of $R$ which relates to one of the UNUSED targets.

The routine at lines 325-355 also deserves special attention. The player is allowed to enter any starting position for a ship (line 290) and an end position in any of the 4 possible directions (line 315). The routine checks not only the validity of the second entry in relation to the first (note that the length of each type of ship is specified by the 14th element of its name string E , so make sure you enter all the strings correctly), but also determines the direction in which to draw in the complete ship. A similar routine is used when the computer is choosing positions (lines 435-480). This time both the starting positions and the direction are chosen randomly, and the rest of the routine ensures that the whole ship will fit in the grid.

Lines 665-670 and 770-775 modify the machine code in line 1 so that a player hit will flash the computer's grid, and vice versa.

## Computer Strategy

Obviously the main interest in this program is the way in which the computer is given an 'intelligent' strategy. At level 2 the computer will ensure that a complete ship is destroyed once 1 part of it has been hit, and (this part is based on my observations of the psychology of Battleships players) it will also search around the ends of each ship to detect fleets which are 'chained' together. The intelligence of the program is as follows:

Subroutine 3090 initializes an array H, which merely contains the 4 directions from any grid position. Simple variable H doubles as a pointer to the current hit position, and as a flag to indicate whether the intelligence feature is to be used at all ( $-1=$ no; $\varnothing=$ yes, but no hit; any positive value $=$ yes). H 1 is a pointer to the first hit which located the ship currently being destroyed, and H 2 is a flag to indicate whether or not the current ship has been completely sunk.

The intelligence routine (lines $850-975$ ) is called whenever H «» - 1 (line 710), but line 850 reverts to random search strategy (nonstrategy?) if a ship has not been located. When a ship is being 'worked
on,' shots are fired in each of the 4 directions around the first hit until the axis of the ship is determined. Then the elements of array H are swapped around so that the computer will continue to fire along this axis until the end of the ship is found. At this point, stage 2 of the strategy comes into play, and 'chains' are searched for. Whether or not this is an effective policy I don't know. Certainly it is very effective against 'typical' human opponents, but knowing that the computer ALWAYS uses these tactics means that it is possible to make it 'waste time' by NOT chaining your ships together.

When a chain is found, it is pursued to the end, again by swapping elements of array H , if necessary. H 1 , however, is retained, so that at the end of the chain, the other end of the original ship is destroyed. The H and H 2 flags are not reset until the computer is satisfied that it has nothing further to gain from pursuing its strategy, and random search is resumed (lines 970-975).

The intelligence feature does, of course, tend to nullify the 'instant response' feature of the random number routine described earlier. Things are speeded up, however, by line 887, which checks to see if the relevant element of array M has been disturbed from its original value; if not, the routine works almost as quickly as the random search.

## PRogram Improvements

I don't want you to think that the programs in this book are all perfect. (What do you mean, you didn't think that for a moment?) There are several improvements you could make to Battleships, particularly with regard to the intelligence features. When I wrote the program, it had been a long time since I played Battleships, and the strategy was good enough to beat me at least half the time. However, now that I am an addict, the next step is to add level 3 , where the computer uses a 'bomb pattern' check, to avoid wasting shots (there is no point in firing at A1 if A2 and B1 have already been used), and does not use the 'chain search' so consistently.

Level 4 would be even closer to human intelligence. The computer could keep a check of the lengths of destroyed ships, and modify its bomb patterns to search most effectively for the remaining ships. This is not as easy as it sounds; it is possible to disguise ship lengths by close grouping, and even the computer's supposedly random ship positioning often manages to create some very deceptive groups. If any readers decide to develop 'Battleships' to level 4 or beyond, I would be interested to see their results.

## Fortress

This program takes the concept of 'computer intelligence' one stage further. The computer plays 2 games: 1 is extremely difficult to beat; the other is impossible to beat!

The rules of the game are contained in the listing, lines $5000-5130$, and you should read these first to familiarize yourself with the various options and objectives. The 'board' is illustrated on page 115 , and you may find this diagram more helpful at first than the screen 'map,' as the connecting passages are NOT shown on the screen display. Notice that each room, marked with a letter, is connected to its 4 nearest neighbors.

The game is rather unusual in that the 2 players, attacker and defender, have completely different allowable moves, and hence the program is 2 games in 1; you can play the attacking role to the computer's defense, or defend against the computer's attack. (In fact, the program contains 3 games in 1, because there is also an option for 2 human opponents to play against each other.)

At first sight it would seem that the defender's lot is not a happy one. He only has a choice of 2 moves per turn, and has to spend most of the game sitting around waiting to be captured. The attacker not only has much greater mobility, but also has the first move, which must surely be an advantage. Unfortunately, if you believe this you are heading for trouble. You may be able to beat a human opponent playing the attacker, but the computer's defense is infallible!

So perhaps the defender's role is the best option after all? Try playing defender to the computer's attack, however, and you will still find that you will be beaten most of the time!
(This program is great for demoralizing any of your friends who claim that "computers will never be able to play as well as humans.")

## Note

If you would like to work out the optimum strategy for both players yourself before I give away any secrets, please do not read any further, and key in the program 'blindfold' (if you can type blindfolded) without trying to comprehend the listing at this stage.


Notes
The connecting passages will NOT be indicated when this map appears on screen.

The defender will be marked by the character : +
The attacker will be marked by the character :
The defender starts in room D.
The attacker starts in room R.

## INITIALIZATION AND GAME ORGANIZATION (lines 1-245)

The fortress map or playing board is POKEd to the screen by the subroutine in line 2, using the same technique as in the previous program. The only difference this time is that the required screen positions are not calculated by the program, but have been worked out on graph paper beforehand, and are held in array A. Array L\$ holds the legal moves (for the attacker) from each room. Arrays $C$ and $G$ are used by the computer in its move analysis. Most of the variable names are mnemonic: AP is Attacker Position, NAP is Next Attacker Position, etc. NO was intended to be a mnemonic for Number Of players, but in fact in the 1-player game, it takes the rather strange values of 38 and 41, depending on whether the player is in attack or defense.

HUMAN ATTACK (lines 1000-1270)
Lines $1040-1080$ check the legality of the entered move, and illegal moves are rejected and the appropriate Error report string (E\$) is flashed (lines 1090-1120 and subroutine 20-24). Obviously the condition where the attacker has no legal move is fatal, so line 1130 terminates the game at this point. Once a move has been accepted, the passage used is blocked, IN BOTH DIRECTIONS, by lines 1160-1190. (The mechanism for this is that the appropriate elements of array $L \$$ are adjusted to 128 plus their original value.)

Line 1210 checks for a win, and finally the new position is POKEd to the screen in lines 1200 and 1260.

## HUMAN DEFENSE (lines 2000-2150)

This is naturally a much simpler version of the same routine. Move validation is confined to line 2030; there is only 1 necessary error report (line 2040) and the 'passage-blocking' is omitted entirely.

In the 2-player game, play alternates between routines 1000 and 2000 until such time as a win is signaled and the 'end routine' at line 7000 is called.

## Computer Strategy

The computer's strategy for defense is contained in lines 8000-8020. (Yes, that's all there is!) Lines $8500-8775$ are the computer's attack. Yout will notice immediately one of the truisms of computer games programming: an infallible strategy is much easier to program than a merely 'best' strategy!

I an NOT going to give the game away completely by explaining how the defense strategy works. It is not too difficult to deduce by looking at these few lines in relation to the way array $C$ was initialized at lines 30-48.

FORTRESG
1 B0TO 30
2 LET F=FEEK $16396+256$ FEEK 16397
3 FOF $J=1$ TO 16
4 FOKE F+HCJ), I+37
5 HENT T
E RETUFH
FEINT FT 2Q, 日; "FRESG M TO FECHLL MAF OF E FOFMORE FULES."


10 EETUFN
15 ELS
16 FREIHT TAE 11; "FORTFESE."
17 FETIIFN
20 FE INT HT 21, E ; E
21 FOR $\quad \mathrm{I}=1$ TO 30
22 HENT J
23 FRIHT HT 21, 6 ;
24 FETUFN
301 IIM [(18)
31 LET $\mathbb{C}(1)=1$
32 LET [(2)=2
3 LET [(3)=3
34 LET [(4)=3
35 LET [C5)=3
36 LET C $(6)=2$
37 LET $[(7)=1$
36 LET $\mathrm{C}(6)=1$
3 LET $[(9)=2$
4 LET E(10)=2
41 LET $[(11)=1$
42 LET $[(12)=3$
43 LET $\mathrm{E}(13)=3$
44 LET $\mathrm{E}(14)=2$
45 LET $[(15)=1$
4E LET E(16)=1
47 LET $\mathrm{E}(17)=2$
46 LET [(18)=3
56 IIM HC 18$)$
51 LET $\mathrm{F}(1)=46$
52 LET $\mathrm{H}(2)=52$
5 LET H( 3 )=16E
54 LET $\mathrm{H}(4)=115$
5 LET $\quad \mathrm{C}(5)=124$
56 LET $\mathrm{H}(\mathrm{E})=17 \mathrm{~F}$
57 LET $\mathrm{H}(7)=186$
56 LET $\mathrm{H}(8)=246$
59 LET $\mathrm{H}(9)=254$
EGLET $\mathrm{C}(10)=304$
E1 LET $\mathrm{F}(11)=322$
E. LET $\mathrm{H}(12)=37$

63 LET $\mathrm{H}(13)=985$
6.4 LET $\mathrm{H}(14)=443$

The attack strategy is based on the computer playing 'best possible' moves, until such time as the human player makes a mistake (as they tend to do, these humans). Then the computer is able to 'take over' the strategy it would use in defense (not the same moves, of course, but the same strategy, played outside the A-B-D area), and go on to win.

Therefore the major portion of the attack strategy is involved with determining:

1) Has the defender made an error? (i.e., Is a 'potential winning move' available?), and
2) If not, then what is the best possible move remaining?

Both these considerations are combined in a single routine which 'weights' all 4 options available according to the following table:

$$
\text { Illegal move } \quad-30
$$

Potential winning move $\quad+15$
Actual winning move $\quad+30$
Losing move -10
Other moves - 1 for each blocked exit from the new room
(The weighting for 'other moves' uses the look-ahead routine in lines 8600-8610.)

Lines $8700-8775$ select the best move, and where moves are of equal merit, the move to the lowest lettered room is selected. Notice that 'potential winning move,' i.e., one which will enable the computer to adopt its infallible strategy and 'illegal move' are not singled out for special treatment, but both merely weighted along with the other possiblities. The losing situation where all 4 moves are illegal is detected in line 8745, causing the computer to concede defeat in line 1110.

I should mention of course that for the computer's first move (only), this entire process is skipped, and a random choice is made (line 8510).

## FORTRESS（Continued）

```
E. LET F(15)=447
EG LET H(16)=471
E/ LET H(17)=485
6 LET H(18)=544
70 IIM L曺(18,4)
71 LET L&(1)="ECIF"
LET L专(2)="HDEG"
LET L車(3)="FFHT"
LET L事(4)="FEFG"
LET L&(5)="EGIK"
LET L&(E)="RICH"
LET L&(7)="EIEI"
LET L&(B)="CF.IL"
LET L*(g)="GEKM"
LET L&(10)="CHLF"
LET L隹(1)="EIMQ"
LET L&(12)="H.TFH"
LET L事(13)="IKOO"
LET L专(14)="LOFR"
LET L专(15)="FNQR"
LET L&(16)="JLL|R"
LET L年(17)="怅OR"
LET L&(18)="FOFQ"
IIM [(4)
LET AF'=1E
LET IIF=4
LET [i=0
GOGUE 15
    FRINT AT 5,G;"1: 1 FLH'TEF GHME"
    F'RINT HT 7, 目; 昰 2 FLH'r'EF: GHME"
115 FEIHT HT 9, 日: "S: FULES"
120}L\mp@code{LET I事=IF|E'T\$
125 IF Ic<"1" OF Iक`"马" THEN GOTO 120
136 IF I&="3" THEN EOTO 5060%
140 IF I&="1" THEN [OTO E.100
150] LET HU=2
2OM GOGUE 15
2G5 GOGUE 2
210 FOF I=1 TO 30
215 HEXT I
220 FOKE F+FCHFO,13E
25 FONE F+FCIFO,21
```



```
2Gg IF NOG40 THEN GOTO 1006
25 BOTO 8566
240 IF NOQ3E THEN [OTO 2010
24 GOTD 5064
1006 FRINT HT 21, "HTTALKER MOME &Hけ"
```




```
1030 LET H=6
104G FOF J=1 TO 4
1050 IF L&GHF,I\=I车 THEN GOTO 1150
```



## FORTRESS（Continued）

```
109@ IF L&GHF,JODOHFE 128 THEN LET H=N+1
1@BE HE%T I
```



```
1100 IF H.4 THEH LET E$="F"HGGHE FLDICEI%
1110 IF H=4 OF H=G THEN LET Es="HLL FHSGHGES ELOHEEI,"
1120 GOGUF 20
1130 IF E&&1)="브 THEN GOTG 2120
1140 GOTO 1000
1150 LET HAF=COIE I*-S7
```



```
117G FOF J=1 TG4
```



```
    LHE* COIE L& (AHF,J)+12G)
1190 FEKT I
120日 FO&E F+H(HF), AF+S7
1210 IF FEEK (F+F(HAF)``21 THEH GOTO 1250
12こG LET W*="HTTACKEF"
1230 FOHE F'H(HAF),136
1246 GOTO FG60
1250 LET HF=NAF
1260 FOLE F'HCHFO,136
1265 IF IH&ET'&=I年 THEN GOTO 1265
1276 EOTO 24G
2GG4 FRINT HT 21, 0;"DEFENIER MO'VE &+`"
2016 LET I事=I性E'T*
```




```
204E LET E:="STH'T IH 'TOHF: AFEH:4
2050 GOGUE 20
2064 GOTO 2040
207E LET NIF=CIIE I $-3?
2060 IF NIF=IF THEN GOTG 2010
```



```
2100 IF FEEK (F+H(HIF))<>1SE THEH GOTO 2140
211区 FO&E F+F(HIF),21
2120 LET W$="DEFEHIDEF"
2130 GOTO FG60
2140 LET IIF=FHIF'
2150 GOTO 225
5060 CLE
5045 COGUE 2
5010 FRINT HT 1G,G;"THIS IS A NHF OF THE FOFTRESG."
5 0 1 5 ~ G O G U E ~ 7 ~
5000 IF I*="&" THEN EOTO 5015
5025 LLS
SGOG FRINT "THIS IS H GRME FOR 2 FLA'TENG, ORI F'LH'TEF
    *WHIN THE [O|NFITEF:"
5 6 5 ~ F E I N A T ~
5040 FRIHT "THE IEFENIEF: +) IS&FESTFICTEIITO FOUNG
    #H,E FHII II. THE HTTHCKEF &TH`` MA'T OUCUF'T
    HH'N FOUM, EITHEFFFLH'TER NH'T F'HSS TO&
```



```
        FHSGHIGE, EUT THE HTTHIGKEF&IS&FESTFILTEIIH
        ¢THHT, OHDE HE HAS USEII H FHGS-HGE, THHT
```


## FORTRESS (Continued)

$4 \mathrm{~F}^{\prime} \mathrm{HSHGE}+\mathrm{IS}+\mathrm{ELDLKEI}, \mathrm{F} \cdot \mathrm{II}$ MH'T NOT
$\leftarrow$ EE REUSEII."
5645 FRINTT
56 FREINT "THE OEJECT

-THE FOOM WHICH HE CURFENTL'UOCUFIES.
CAFTURES CAN OHL'T' TAKEFLADE IN FOOMS
H, E OR II, HE THEDEFENUDEF EFHNUT
HLEF'VE THESE. ${ }^{\prime \prime}$
5055 GUEUE 7
506 IF I $=$ "F" THEN GOTO 5060
5065 L 5
5676 F0G1E 2
5015 GOTO 5 E 5
5600 LLE

$\rightarrow$ EECOMIHO - TFAFFEI - IN

51096 FRIHT
569 FRIINT "HT THE BTHRT OF FLH't:-"
51010 FRIHT

5110 FREIHT "THE DEFENIER IS IN ROOM II."
5115 FRIHT
5120 FRIHT "H.E. THERE IS HO PHSSAGE EETWEERFOOHS
HE-II OF EETMEEN FUOMS II-E."
5125 FRIMT
5130 FFIHT "THE ATTACKEF FLWH'S MOVES FIFST."
5135 FFIHT RT 19. 6 ; "FRESS F TO FEFEFT FULES."
5140 FFIINT THE E; "M TO FEC:MLL MAF"."
5145 FRIHTT THE E; "F TO FLH't'."
515 LET I $=1$ INE ET
5155 IF I $=$ "F" THEN GOTO 100
5160 IF It="F" THEH GOTO 5025
516 IF It)"M" THEN GOTO 5150
517 CLS
5175 GOGUE 2
5180 GOTO 5135


6deg LET I事=I快E't

EO46 LET HOCOIIE I
6050 COTO 20 O


7020 FRIHT HT 21, Qidw: "\&NIH":
TGSE IF HO= THEH FRIHT "S":
TGES FFIHT " $\quad$ "
F146 FRIHT AT 18. G; "FRESG F TO FLH'T HGAIH"
TE45 FEINT "OF \& TO STOF"

FGEG IF IH\&E'tay" THEN BOTO FOSE
FGTG FRIHT HT Z1, G: "THFHES FOF: FLH'THIS FOFTEESG"

## FORTRESS（Continued）

```
7100 GOTO 9999
8060 LET I年="月"
8010 IF C(AF)=2 THEN LET I东="E"
60020 IF C(AF')=3 THEN LET IF="I"
```



```
804015 IF INKE't=OCHF
8050 FRINT AT 21,11;";
E060 IF NO=38 THEN [OTTO 2070
8070 [OTO 10301
85610 LET [j=[j+1
8505 IF G%1 THEH GOTO E520
8510 LET I年=L&&FF,INT &FHID*4)+1)
8515 GOTO 80G6
8520 FRINT AT 21,0;"I F| THI俎INIM,
855 FOR J=1 TO 4
8530 LET [(J)=0
855 LET FM=[ODE L&(HF, J)-97
8540 IF FW<128 THEN GOTU B560
8545 LET G(J)=-30
8550 [OTO 5620
8560 IF C(FW)<-(IF) THEN EOTO ESEQ
8565 LET G(J)=15
8570 IF FM=IF THEN LET [GJ O= 30
8575 GOTO B62G
8580 IF FNM4 OF FM=3 THEH GOTO 86006
8585 LET G(J)=-10
8590 [OTO 8620
8600 FOF K=1 TO 4
86G5 IF Lक(FM, %)CHF:* 12G THEN LET GOJ)=G@I)-1
8616 HEKT K
8EOQ NENT I
ETG6 LET K=G41)
8F10 FOR T=2 TG 4
g72. IF G(J)$K THEN LET K=GGI)
G7%0 HENT I
8T40 IF KC-30 THEN BOTG ETEG
6745 LET H=?
8750 GOTO 1110
876@ FOR I=1 TO 4
8TES IF GCJ)&& THEH HENT T
G7% LET I事=Lま\HF, リ
8775 GOTO E0G0
9600 SH'NE "FOFTEESG"
9 0 1 0 ~ F U H
```


## Wordsearch

Wordsearch is a puzzle much loved by commuters for passing the time on monotonous train journeys．At the moment，of course，it is not ter－ ribly convenient to use your computer on a train（although maybe the

## WORISEAFCH

```
1 FEFHII
CLS
10 IIM Hक(10.10)
15 IIM L(10)
20 LET H$(1)="SINLLHIF"
25 LET L(1)=8
30 LET HE(2)="COMMOTMEE"
35 LET L(2)=9
40 LET H*(3)="FFFFLE"
45 LET L(3)=5
50] LET H*(4)="THNIIT"
5 5 ~ L E T ~ L ( 4 ) = 5 , 5
60 LET A*(5)="FODN&"
6.5 LET L(5)=5
70 LET A* (6)="EHSIC"
75 LET L(E)=5
804 LET F$(`)="FORTRHN"
85 LET L(7)=7
90 LET F事(8)="FHECAL"
95 LET L(8)=6
100 LET F$(9)="COEFL"
105 LET L(9)=5
110 LET F**(16)="FORTH"
115 LET L(10)=5
120 IIM S(10,2)
125 IIN I(10,2)
1301 LET F$=""
135 IIM F{(32)
150 IIM W*(15,15)
160 FRINT FT 5,10; "WORISEAFCH"
170 FRINT HT 10,0;"FRESS IG FOF COMFUTER WORIS";HT 13.01:
    "OR E TO ENTEF 'TOUE OWH WORI!"
180 IF IH&E'T&="G" THEH GOTO 260
190 IF IH&E'T*&"E" THEN GUTO 1BQ
204 CLS
210 FOR J=1 T0 10
220 FRINT HT J; 2, D;"WORI HG,";J,
230 INFUT T*
2401 LET L(J)=LEN T韦
250 IF L\zetaJ)<1 OR L`J)\0 THEN EOTO 230
255 FRINT T&
260 LET 慙丁)=T变
270 HEXT J
280 CLS
2 8 5 ~ F R I N T ~ H T ~ 1 0 . 0 ; " G R I I ~ F O R N E T I O N ~ I S ~ I N ~ F R S T ~ M O I E " ~
```



```
3G6 FAST
310 FOE J=1 TO 10
320 LET L=L`J)-1
30 LET S%=INT < ENDw15%+1
346 LET ST=IHT (ENID:15)+1
350 LET IX=IHT (ENHI*:3)-1
```

Timex 1000 will feature its own battery pack and flat screen?), but at least you will not have to worry about finishing before you arrive at Waterloo.

The program sets up a $15 \times 15$ grid of 'random' letters, in which 10 words have been cleverly hidden. The words may run horizontally, diagonally or vertically, backwards or forwards, which, even I can calculate, makes 8 possible directions. You have the option, of allowing the computer to use its vocabulary of 10 (rather single-minded) words, or of entering your own words each time. In fact, using the latter option does not, in my opinion, make the puzzle any harder (unless you use stupid words like 'A,' which will make it impossible), because the computer will create a new grid every run, so that even with its standard vocabulary no 2 puzzles will ever be the same.

Whichever option you chose, the computer will go into FAST mode to set up the grid, which may be a little disconcerting as it looks exactly as if the program has crashed! After a few seconds, however, the grid will appear, with the 10 words listed by its side. When (if?) you spot a word, 3 inputs are required to prove that you have located it correctly:

WORD NUMBER: ( 1 to 10)
START (VERTICAL): The vertical coordinate of the first letter of the word ( 1 to F; the Timex 1000 not only has a vocabulary composed entirely of computer words, it also numbers the grid in hex!)

START (HORIZONTAL): ditto (horizontal coordinate, 1 to F)
(It is not necessary to specify the direction of the word; if you get its starting position correct, obviously you have located the entire word.)

Assuming that your entries are correct, the word will be marked on the grid in inverse lettering, and an asterisk will appear next to that word on the list. Remember that words MAY overlap, so do not disregard inverse letters when searching for other words.

If you make an incorrect guess (as if you would ever do that!), the polite message 'WRONG' appears, and you go back to step 1. If, after several hours, you have still not found all the words, entering 'QUIT' in reply to 'WORD NO. ?' will reveal the remaining words.

If you want to practice before keying in the listing, a sample grid is shown on page 129.

## Initialization And 'Menu’ (lines 1-290)

Lines 10-115 give the computer its vocabulary. If you are wondering why it is necessary to specify the length of each word (line numbers ending in 5), when the Timex 1000 has a perfectly good LEN function, remember that DIMensioning the string array (line 10) predetermines that each array element has 10 characters. Any unused elements will be padded out with blanks, so, for example, $\mathrm{A} \$(5)$ is not "ACORN," but "ACORN", and LEN A\$(5) will always be 10 .

## WORDSEARCH（Continued）

```
360 LET D'%=INT <RNI**3)-1
370 IF IX=0 FNNI ITY=0 THEN GOTO 350
380 LET FX=SX+(L*DK)
390 LET F'M=SY+(L*N'r)
400 IF FX<1 OR FX>15 OR FY<1 OR F'V>15 THEN GOTO 330
410 FOR K=0 TO L
420 IF W*(SX+(INX*K),SY+(IW彞))=A悉(J,K+1) THEN GOTO 440
```



```
440 NEXT K
450 LET S(J,1)=S%
460 LET S(J,2)=SY
470 LET I(J,1)=IW*
480 LET I(J,2)=DT
490 LET R`=Rま+円$(J, TO L+1)
5 0 0 ~ F O R ~ K = 0 ~ T O ~ L ~
510 LET W$(SK+(DK*K),SY+(DY'粕))=A% (J,K+1)
5 2 0 ~ N E X T ~ K ~
5%0 NEXT J
550 FOR J=1 TO 15
555 FOR K=1 TU 15
```



```
5 6 5 ~ N E X T ~ K
5 7 0 ~ N E X T ~ J ~
600 CLS
610 FOR J=1 TO 15
615 FRINT HT 0, T+1;CHR事 (J+156)
620 FRINT AT J+1,0;CHR音 (J+156);"&";係J)
630 IF J<=10 THEN FRINT AT J,18;J;TFE 21;F$(J)
640 NEXT J
650 FRINT FT 12,19;"T'YFE "QUIT"";HT 13,20;"TO FESIGN"
660 SLOW
670 LET SCORE=0
700 FRINT FT 1B,0;"WORI NO. ?"
710 GUSUB 1000
72 IF T&="QUIT" THEH GOTO 2006
714 LET J=CODE T T-2S
P16 IF J>10 THEN GOTO 710
717 IF Fक(J,1)="氺" THEN GOTU 710
718 FRINT HT 1S,0;月青(J)
720 FRINT "START (VERTICRL`"
730 GUSUE 1000
75 LET < =COIE T$-28
740 FREINT "START (HORIZONTHL`"
750 GOGUE 1000
P5 LET 'T=COIE T&-26
760 IF S(J,1)=% FNII S(J,2)='т THEN GOTO E00
70 FRINT "WFOHTG"
75 FOR K=1 T0 20
760 HEXT K
755 GOSUE 1500
790 GOTO F00
EOM LET SCORE=SCORE+1
```

Arrays S and D will hold the starting coordinates of each word in the grid, and their respective directions. $\mathrm{R} \$$ is a 'dummy' string, the significance of which will be seen shortly. W\$ is the grid itself, and $B \$$ (line 135) is part of the improved 'delete a line' routine I promised you earlier. $\mathrm{B} \$$ is padded out entirely with blanks, and so a screen line can be overprinted with the simple command 'PRINT B\$' (see subroutine 1500).

Lines 200-270 allow the user to replace the standard vocabulary with other words, if the appropriate response is made to the INKEY\$ routine (lines 170-190). Note that line 250 ensures that each word is not more than 10 characters long, otherwise a 'bad subscript error' (report code $2 / 260$ ) would occur.

Line 290 is utter nonsense; it merely gives the computer a 'little' calculation to do so that the message in line 285 will be retained on screen for a few moments, hopefully preventing the unwitting user from having a heart attack when fast mode is entered in line 300.

## GRID FORMATION (lines 300-660)

This involves selecting a random starting position for each word ( X and $Y$ coordinates, lines 330-340), and a random direction (again $X$ and $Y$ coordinates, each in the range of -1 to +1 , lines 340-350). Notice that these latter 2 lines theoretically allow a word to have a zero X-direction coordinate, i.e., the word is totally vertical, and a zero X-direction coordinate (totally horizontal)! Philosophers may care to speculate how such a word would be represented; for the puposes of this program however it is sufficient merely to reject this anomaly, and reselect proper coordinates (line 370).

Having checked that the chosen starting position and direction will allow the word to finish within the grid (line 400), the loop from line 410 to 440 checks to see if the word crosses a previously positioned word. If it does, and the letters at the cross-over point correspond, that is alright (line 420); otherwise a new starting position is selected (line 430). Once a position has passed all these tests, the temporary variables SX, SY, DX and DY are stored permanently in their respective arrays $S$ and $D$ (lines 450-480).

Line 490 is very important. It ensures that the dummy string R\$ consists of all the letters of the hidden words. It is from this string that the 'random' letters which pad out the grid will be selected, thus creating maximum confusion by ensuring that the grid is composed entirely of letters used in the hidden words, and also that the frequency of each letter is similar to its frequency in the hidden words themselves (lines 550-570; the actual words having been placed in the grid in lines 500-520).

The screen is then PRINTed, while still in fast mode, a simple but often-neglected time-saving device.

## WORDSEARCH（Continued）

```
E16 FFRINT HT I, 20;"絭"
E26 EOGUE SW640
8G4 IF GCOEE=10 THEN GOTO 40G6
846 LET Hक(J)="事"+F*(J)
850 EOTO 785
1000 IHFUT T支
1016 IF T:="DUIT" THEN F:ETURN
1015 IF T&="10" THEN LET T&="H"
1020 IF LEN T&゙>1 THEN GOTO 1004
1036 IF T&"1" OF T$>"F" THEN GOTO 1000
1046 FEETURH
1504 FOF K=18 TO 21
1510 FRINT FT K,GEF
1520 NEXT &
150 FEETUR浐
2016 FOF J=1 TO 10
2010 [OELIE 30604
2020 HEMT I
2030 GOTO 4006
3010 FOR K=0 TO L(J)-1
```



```
3020 LET F=FEEK 16398+256*PEEK 16399
360 IF FEEK FC12G THEN FOKE F,FEEK F+12g
3040 HEXT K
3050 FEETUFN
4066 [IOGUB 1506
4010 IF SCOFE=10 THEH FRINT RT 1S,G; "COHGRHTLILHTIOHS"
4020 FEIHT FT 20, b; "FNOTHEF GHNE <TNP"
4030 IF IHKET'$="''" THEN FUH&
4040 IF IHKE't'क>"N" THEN [OTO 4050
4050 CLS
4060 FRINT HT 10,0;"E'TE."
4070 EOTO 9999
G606 SHWE "HORISERFOH"
9616 FUN
```


## INPUT HANDLING (lines 670-850)

This section is quite straightforward. Once again, all actual INPUTs are delegated to a single subroutine (1000). Line 1015 reconciles the apparent anomaly between the decimal number 10 (entered as a word number) and the hex number A (a grid coordinate). Notice how Timex 1000 character codes are arranged so that CODE " 9 " $=37$; CODE " $A$ " $=38$, etc., i.e., converting a string input to a number by using CODE rather than VAL (as in lines $714,735,755$ ) enables the alphabet to be used as an extension of the numerals.

## INVERSION SUBROUTINE (lines 3000-3050)

Called after a correct entry, or by subroutine 200め after 'QUIT,' this directs the PRINT AT position to the letter to be inverted (line 3010), then uses the DF-CC system variable to detect whether the character has already been inverted (lines 3020-3030).

## Program Improvements

The following modifications occurred to me after 'finishing' this program. Please feel free to add these features or any others of your own if they appeal to you.

1) Add a timing routine (using system variable FRAMES; see 'Clock/Calendar')
2) Add an end option to reform the same grid (using a reinvert subroutine similar to subroutine 3000 ), so that several players may compete 'against the clock.'
3) Add an end option to allow 'user-defined' vocabularies to be SAVEd on tape and/or reused immediately.

## SAMPLE ‘WORDSEARCH’ GRID

Here is a typical example of the kind of grid created by this program, using its own vocabulary:

|  | 12340tornioner | 1 | SIfICLA |
| :---: | :---: | :---: | :---: |
| 1 | FH'thelinefugio | 2 | Codmomore |
| $2$ | FTLILCAEGECEEOH | 3 | FF'FLE |
| $3$ | FFEHCEFTTHOHFFES | 4 | TAFHI't' |
| 4 | HOUCOFFFLILCOU | 5 | FCOEN |
| $5$ | TFIRASMALORETLA | 6 | EHEIC |
| $6$ |  | 7 | FOETEAH |
| $\overrightarrow{7}$ |  | 日 | Figcell |
| $E$ |  | 9 | COEOL |
| $9$ |  | 10 | FORTH |
| $\hat{A}$ | CLETALFEFSEIECI |  |  |
| E | ERHROMCOHCTEDAL |  |  |
| E | HCIFCOOFAF'COH'E |  |  |
| II | HSLFAHSIHCLAIEE |  |  |
| E | AITFORTR:HWC:AFE: |  |  |
|  | H $y_{1}$ IC:IFROMETFELIF |  |  |

WOEI HO. ?

Note: The Timex 1000 characters are formed in a 'square matrix' $(8 \times 8)$, whereas this printer produces rectangular ( $7 \times 6$ ) characters. Therefore the grid produced on screen will be perfectly square, unlike this reproduction which is elongated.)

## Kami Kazi Drive

This one is included for my benefit. It is my all-time favourite computer game. You will probably hate it! There are no spaceships, no aliens, no moving graphics of any kind-well at least it is different.

The intention was to create a game which balances the twin elements of skill and chance as near perfectly as possible. When you think about it, most games, computer and otherwise, either rely so heavily on skill that expert players will ALWAYS beat beginners, or so much on chance that you might just as well toss a coin to decide the outcome. 'Kami Kazi Drive,' however, is organized in such a way that, although the expert will USUALLY score better than the novice, less skillful players will win sufficiently often for them not to be discouraged.
(Note: Kami Kazi Drive is essentially a solo game, so 'winning' in this context may mean either beating the 'best so far,' or setting up a personal best, or simply scoring higher than an opponent in a particular several-player session.)

## Running Instructions

As usual, the rules of the game are contained in the program listing beginning at line 5020. These will give you some idea of what to do, but the best way to understand the game is to have a few trial runs.

Each game consists of an unspecified number of moves, and for each move 1 INPUT only is required. This should be a NUMBER, indicating the speed at which you wish to travel for that move. Notice that 2 non-numeric 'default' inputs are acceptable: ' $P$ ' will maintain the speed at which you are traveling at the present time, and Newline (on its own) will cause an increase of $40 \mathrm{~m} . \mathrm{p} . \mathrm{h}$. which is maximum acceleration. Any entry which exceeds current speed, plus 40, will not be rejected, but will also be interpreted as maximum acceleration.

The race-track style signboards will illustrate the next bend ahead, and tell you the maximum safe speed for the bend and the number of MOVES (not the distance) before you reach it. Your strategy therefore should be to drive as fast as possible while still managing to get safely around the bends. Penalties are incurred for:

1) Braking (i.e., reducing speed) too severely—probable damage to brakes; possible damage to tires, and
2) Cornering at greater speed than the indicated safe maximumcertain damage to tires; possible damage to brakes; possible drop in oil pressure.

I will not explain these probables and possibles any further at this stage. If you want to work out a mathematically optimum strategy, you must first deduce the exact likelihood of each type of penalty by unraveling the listing. Alternatively you may adopt a 'trial-and-error' approach, which may well be just as successful!

## KAMI KAZI DRIVE

```
10 IIM N*(10)
20 LET D*="t555665556553565656556556556565\uparrow"
25)IIM E条(32)
301 LET F=0
35 LET S*="M.F.H."
40 LET F単="0,0"
45 LET M*="MILES"
50 LET FR=-1
60 IIM E寺(3,7,6)
E1 LET E多(3,1)="&+}##\uparrow"
62 LET B$(3,2)=゙"&け3#1\uparrow"
63 LET B字(3,3)="\leftarrow\uparrowЗ#1\uparrow"
64 LET B$(3,4)="け3#1\uparrow"
65 LET BG(3.5)="#"
66 LET B本(3,6)="#"
67 LET EF(3.7)="#"
71 LET B家(2,1)="↔\uparrow3##4\uparrow"
72 LET E家(2,2)="\div\uparrowろ#12#\uparrow"
73 LET B%(2,3)="\uparrow3#1†"
74 LET E䒠(2,4)="#"
75 LET B条(2,5)="#"
76 LET B疌(2.6)="#"
7 LET B⿻三丨(2,7)="#"
81 LET E*(1,1)="ч个З##4\uparrow"
82 LET B象(1,2)="\uparrow3#12#4\uparrow"
83 LET B系(1,3)="T#1&%2#"
84 LET B条(1,4)="#%+4"
85 LET Bま(1,5)="#"
86 LET B条(1,6)="#"
87 LET B乐(1,7)="#"
90 GOSUB 5000
```



```
100 LET L=0
10.5 LET 0=60
110 LET T=100
120 LET B=106
130 LET II=0
140 LET S=0
142 LET 多="OIL"
144 LET 'T'{="BRAKES"
14E LET Z夆="T'T'RES"
148 CLS
150 FOR T=6 TO 28 STEF 2
160 FRINT HT 13,J;"\leftarrow\uparrowち\uparrow"
170 NEXT J
180 GOSUE 806
190 GOGUE 500
135 IF O<5 OR T=0 OR E=01 THEN GOTO 1006
200 FRIHT HT 21.5:"ENTEF IESIREI SFEEI"
210 INFUUT T变
220 IF T&="" THEN LET T*=STF* 440+5>
25 IF T事(1)="F" THEN& LET T&=STF゙& S
```

Notice that the ever-decreasing oil pressure is unrelated to your driving tactics (apart from the possible drop for cornering too fast, as mentioned above). This means that the game will NOT go on for ever, so the 'ultra-cautious' strategy of keeping within all speed limits is not (generally) to be recommended.

The game is over when either your tire efficiency or brake efficiency has dropped to zero, or your oil pressure has fallen to below 5 p.s.i. (Sparing no expense to ensure absolute realism in this game, I drove my Ford Capri for several days with falling oil pressure, and can certify that 5 p.s.i. is indeed the point at which engines tend to blow up.) Players who beat the previous best are invited to enter their name, and this will subsequently be displayed together with the 'target' score. An option is provided at the end to SAVE the best score on tape as a target for future games.

## Notes

The 3 main sections of the program are:

| Initialization/Rules | $10-180$ and subroutine 5000 |
| :--- | :--- |
| Game Loop | $190-390$ and subroutines |
|  | $500,700,800$ and 900. |
| Ending | $1000-4110$ |

Obviously the Game Loop is of prime importance, so I will explain this section in detail.

Lines 190-390 form a 'game handling' loop, which accepts the user input and then delegates all other aspects of the program to its various subroutines. The only exit from the loop is in line 195; until any of the conditions specified in this line are satisfied, the loop will simply continue to accept inputs and delegate accordingly.

## Instrument Panel-Subroutine 500

The figures on the instrument panel are updated almost every move, so in fact the entire panel is reprinted each time. Line 500 prevents the signboard (see subroutine 800) from being reprinted except after a bend has been negotiated. Line 580 prints a 'thermometer' type speedometer which serves no useful purpose whatever (a digital speedometer is provided as well), but enhances the screen display!

## KAMI KAZI DRIVE（Continued）

```
230 FOR J=1 TO LEN T$
```



```
245 NEXT J
250 LET P=V'AL T$
255 FRINT AT 21,0;E$
260 IF P<S -40 THEN LET B=B-40
265 IF F<S-10 THEN GOSUB }70
270 IF FP}>5+40\mathrm{ THEN LET P}=S+4
280 LET S=F
290 LET 'r'=''-1
300 LET 0=0-INT (RNID5)
310 IF Y=-1 THEN GOSUB 800
320 IF Y=0 ANI S\MK THEN GOSUB 900
330 LET D=ID+INT (S/10)
340 IF B<0 THEN LET B=0
350 IF T<0 THEN LET T=0
360 IF 0<20 THEN LET X'S="OIL"
370 IF B<=25 THEN LET Y's="BRHKES"
380 IF T<=25 THEN LET Z央="TYRES"
390 [OTO 190
500 IF L\0 THEN GOTO 550
510 FOR J=1 TO 7
520 FRINT HT J+2,7;B车(K,J)
5%0 HEXT J
```



```
550 FRINT HT 11,6;'';"&FHEND"
560 LET J=S/10
5 0 0 ~ I F ~ J = 0 ~ T H E N ~ L E T ~ J = 1
575 IF J>30 THEN LET J=30
5 8 0 ~ F R I N T ~ R T ~ 1 4 , 0 ; D \$ ( 1 ~ T O ~ J ) ; E \& ( J ~ T O ) ~
590 FRINT AT 15,0;"SFEEI";TAB 10;5;"&";TAB 15;5$
600 FRINT 㲅;TAE 10;0;"&";TAB 15;"F.S.I."
610 FRINT ''条;TAE 10;E;"世4";TAE 15;F'*
620}\mathrm{ FRINNT Z条;TAE 10;T;"&";TAE 15;F'*
6%0 FRINT "IISTFHEE";TAE 10;D;TAE 15;M%
E40 FRINT "TAFGET";TAE 1E;F;TAE 15;M*:TAB 22;憧
650 LET L='''
660 FEETURN
700 LET Z=INT (FNHI*2)
710 IF F<S-20 THEN LET Z=INT (ENIN**)
70 IF F<S-30 THEN LET }Z=
7% IF Z>0 THEN LET E=B-10
740 IF Z=2 THEN LET T=T-10
FSG EETURN
g010 LET X=INT 《ENI米6)+1
810 LET X8=人*20
815 LET <=INT (X/2+.5)
E20 LET 'r=INT <RND**4)+3
S30 RETUFN
G00 LET T=T-(IHN (FNIN*)+1)*(S-X%)
910 LET E=E-(CNHC, 3)%5)
920 LET O=0-(FWHI<.2)
```


## BRAKING Penalties-Subroutine 700

Three fixed penalties are defined, and 1 is chosen according to the decrease in speed. Note that the lowest 'penalty' is in fact no penalty at all: A decrease in speed of between 11 and 20 m.p.h. will have a $50 \%$ chance of incurring no penalty, 21-30 m.p.h. will have a $33 \%$ chance, and greater than 30 m.p.h., no chance. A small decrease in speed will not cause the subroutine to be called at all (line 265), and a large decrease will incur a fixed penalty (line 270) IN ADDITION to the penalty imposed by the subroutine.

## Sign Boards-Subroutine 800

This is called once by line 180 (to display the first bend) and thereafter by line 310 whenever a new bend is required. Line 800 selects a random number in the range 1 to 6 , which defines the severity of the bend. XX (line 810) is the number converted to an actual speed ( 20 to 120 m.p.h.), and line 830 then determines which of the 3 signboards (initialized in lines 60-87) will best illustrate the bend's sharpness. Finally, line 820 selects Y , the number of moves before the bend is reached, in the range of 3 to 6 .

## Cornering Penalties-Subroutine 900

Line 900 ALWAYS imposes a tire penalty when the safe speed is exceeded; the penalty may be either 1 or 2 times the amount of the excess. Lines 910 and 920 occasionally impose brake and oil pressure penalties as well.

## KAMI KAZI DRIVE（Continued）

```
930 FETUFN
1060 IIIN Hक(2,32)
1005 LET H$(1.13 TO 17)="CFHSH"
1010 LET Ht`.13 TO 17%="EFHSH"
1015 IF OY THEN GOTO 10SG
1020 LET HE&1:13 T0 17%="EOMOM"
1025 LET HकG2,13 TO 17)="EOUN|"
1030 FOR T=0 TO 20
```



```
1046 IF J=5 OF T>11 THEN GOTU 1055
104S FRINT HT I,G;EF
1055 HEST I
1060 CLS
202G IF IFF THEH [OTO S010
2030 FFRINT AT 10,0;"FRESG F TO FLH'T HGGIN"
2040 FRIFT HT 13,0;"OR & TO STOF"
2050 IF IH|E'T`="F" THEN GOTO 95
2060 IF IH&E'T&`"%" THEN GOTO 2050
2070 GOTO 46010
30100 FRIHT IH;"IS THE EEST GLOFE SO FAR"
3016 FFINT "ENTER 'TOUR HFHN"
300 IHFIUT 性
3060 LET F=I
```



```
3504 GOTO 20:S0
40010 ELS
4010 FRINT "THE EEST ECOFE IS世";F;"女"; 性
4620 FRINT "GCOREN E'T'";性圭
4050 IF FC=FF THEN GO TO 9999
4035 LET FR:F
4040 FRINT HT 10,0;"THIS IS BETTER THFN THE FREVIOLG"
4050 FREINT "EEST AS HELII O. 'TOUNR THFE"
4 0 6 0 ~ F R I N T ~ H T ~ 1 5 , 0 ; " I F ~ Y O U ~ W E H T ~ T O ~ S H V E ~ T H I S ~ S C O R E " ~
4W7G FRINT "START TAFE, THEN FRESS S"
40B0 FFIINT "OTHEFWISE FFESS X)"
4090 IF IH&E'T:家="S" THEN [OOTO 9010
4106 IF IH&ET*&"," THEN GOTO 4090
4110 GOTO 9%G0
5060 CLS
5010 FRINT THE E;"KAMI KHEI IRIUE"
5 0 1 4 \text { FRINT HT 10, 3:"IO TOU WAHT IW\&TFUUCTIOHE?"}
```



```
5018 IF IH&E''& "''" THEN GOTO 5016
502@ FRINT HT S,G;"THE UBJECT OF THIS&GHME&IS&TOIRIME FG
4FAR HG FOSSIELE EEFOFE'TOUR DHF CFHSHES
4OR ELOWS UF."
5 6 0 0 ~ F F R I N T T
```



```
        &E'T IRIUING FHST."
5050 FRIHTT
```




```
        GrOUF: HEFLTH."
```


## Ending

Much of the end routine of 'Kami Kazi Drive' is cosmetic. That is, it is not vital to the game, but adds the finishing touches which distinguish 'work in progress' from a completed program. However, the SAVE routine at line 9000 is unusual, and deserves some comment.

Before I explain the various PEEKs and POKEs, let me pose you a common programming problem: Very many programs require a 'Data tape' (i.e., in the case of the Timex 1000, a copy of the program) to be recorded after a run in which data has been altered. Most business programs will require this, and Kami Kazi Drive requires a new tape to be made if the 'best score so far' is to be retained. Importantly, this 'Record Data Tape' option (or command) must be the VERY LAST action taken by the user, and there should be no further chance of amending data once the tape has been made.

A normal 'programmed save' (i.e., the inclusion of SAVE as a program line, followed by RUN, or GOTO . . .) will result in the program rerunning when the SAVE is complete. This is just a Timex 1000 quirk, and is usually of no importance; in fact, when using the GOTO 9000 convention adopted throughout this book to SAVE a program in the first instance, it is rather encouraging to see the program reappear! Unfortunately, there is nothing more absurd than for a program to re-run AFTER the user has indicated that he has finished.

The problem then is how to write a programmed save routine which will recognise:

1) Whether the SAVE routine itself has just been called, in which case in will NOT run, or
2) whether the program has just been LOADed, in which case it WILL run, or even
3) whether the SAVE routine is being called for the first time, i.e., from an 'immediate' command, in which case it will also run.

This is not as easy as it might sound. Remember, that a program is LOADed in exactly the same state as it was SAVEd, and that execution will continue immediately from the line following the SAVE instruction. Therefore it is impossible to use any variables as flags to indicate whether the program is to run or end.

The solution used here makes unconventional use of a Timex 1000 system variable ( 16390 MODE). You will see from the Sinclair manual ( p . 177) that the early system variables are NOT saved. Therefore it is possible to use MODE not for its normal purpose (to indicate the kind of cursor to be used), but as a flag! MODE is given the value 4 when the program is SAVEd (line 9010), and of course retains this value at line 9030 , causing the program to fall through to its natural end at line 9999. When the tape is next LOADed, MODE will not have this strange value ( 4 indicates Graphics mode!), and so line 9030 will cause a branch to the desired line 90 .

## KAMI KAZI DRIVE (Continued)

```
5070 FRINT
5 0 8 0 ~ F R I N T ~ " H L S O , ~ Y O U R \& C H R R \& H A S G H N \& E N G I N E F F U L T , ~ F H N I ~ T H E ~
        &IIL PRESSURE WILLDROF UHCONTROLLAEL'T'."
5090 FRINT
6000 FRINT "TOU&HUST&&WORK&OUTH&THE&BESTSTEATEG'
        &B'Y' FLH'TING THE GHNE."
6010 FRINT AT 21,3;"FRESS FHN' KE'r TO COHTINUE"
6020 IF INKE'T':="" THEN GOTO 602@
6030 CLS
6040 FRINNT "THE INSTRUMENT F'RNEL&WILL&TELL'TOU&TOUR:
        CURFEHT SPEEI, (IILPRESSURE, THE
        &EFFICIENHCY OF YOURBRHKES HNI T'TRES
        G(FERCEENTHGE) HSWELL HS THE IIISTAHUE
        &COWERED FNDDTHE BEST SU FAF."
6050 FRINNT
E060 FRINT "F SIGN EUARI WILL ILLUSTFATE THENEXT EENII
        &HHEFI, FHIH&WILL&SHOWTHE MFXIMUM SFEEI
        HT&HHICH}&ITMA'T BE SAFEL'T' NEGOTINTEI." 
6070 FRINT
6080 FRINT "SIMPL' ENTER' THE SFEEN WHICH 'TOUMNISH TO
        GIRIVE AT ERC:H NOVE."
6 0 9 0 ~ F R I N T ~
6100 FRINT "MF%. FCCELERHTION=40 M.F.H./MOWE"
6 1 1 0 ~ F R I N T ~ T
6120 FRINT "GJLST FRESS H,L FOR MRXIMUM.WORENTER&"F"
        GO&WMINTAIN&GURRENTSPEED. )"
7000 FRINT AT 21,5;"FRESS FHN' KE'T' TO FLF'T""
7010 IF IHKK'r's="" THEN GOTU 7010
7020 RETURN
9000 LET F=0
9005 LET FR=-1
9010 FUKE 163901,4
9015 EHVE "KAMI KAZI IRIVE"
9020 CLS
9025 IF F<)FR THEN RUHN
9030 IF FEEK 16390=0 THEH [0TO 90
9040 FOKE 16390,0
9990 CLS
9999 FRINT HT 11, 3; "THAHNES FUR FLA't'IHGM. E'T'E."
```

The other half of the problem is much simpler: lines 9000 and 9005 are never called by the program, but are only used by the immediate command GOTO 9000. Therefore a flag device may be used to indicate whether the program should run (after an immediate SAVE) or end (after a programmed SAVE). In this case, F and PR always have the same value at the end of a run, so setting them to different values (any values would do) will cause the branch in line 9025.

## Strategic Considerations

As I am the writer of this program, I suppose that for the moment at least, I must be the world's best (i.e., only) player. My own personal best score, achieved by adopting a driving technique not dissimilar to that which I use in real life, is 703 miles, in a game which terminated in a crash at over 400 m.p.h.!

While you may be able to better this score with a strategy of your own, the following points may help you in getting beyond the 'beginner' stage:

There is no point in finishing a game with any tires left if you have run out of brakes. (Or vice versa; or with either if you have no oil pressure). If you do not exhaust all 3 items, you have almost certainly missed some scoring opportunity.

It is possible ONCE (only) to get away with a spectacular braking feat. Reducing speed by 40 m.p.h. or more will cost you $50 \%$ of your (original) brakes, and 10\% of your tires. Use this to maximum advantage by accelerating into a bend, and braking at the last minute. If you are traveling at less than 300 m.p.h. when you use this ability, you have probably wasted it.

Cornering at 'safe +30 ' m.p.h. MAY only cost you $30 \%$ of your tires (or it may cost you 60): Try it at a 120 m.p.h. bend, and then accelerate, hoping that the next bend is a long way ahead!

Even when you are driving 'sensibly' (usually in the early part of the game), calculate your braking carefully. Take care not to waste odd points by driving slower than you need to.

Learn to recognize the point where you cannot possibly survive the next bend, and ACCELERATE.

Good luck. . . and drive careLESSIy!

## Chapter 10 Functional Programs

## Clock/Calendar

This program was written one day in February. I had thrown away last year's calendar, and realised that I hadn't yet bought a new one. The easiest way I could think of to find out the date was to write the program! This may not, at first, seem to be a particularly sound economic proposition, as a Timex 1000 with RAM-pack costs rather more than a normal calendar, but if you use your computer exclusively for running this program, it will have paid for itself by the mid 22nd century.

The screen will display any chosen month of any year, together with a menu of 6 options as follows:

N and L for Next and Last month respectively
D to mark a particular Date
C and $X$ to turn the clock function off
B to blank out the menu section for a tidy screen display. (The menu is still operative even when it has been blanked out, and pressing $B$ again will return it to the screen.)

The clock function deserves some special mention. The Timex 1000 does not have a 'real-time clock' as some other computers do, so it is necessary to create one by using the system variable FRAMES at address 16436/7. (The Sinclair manual suggests using the PAUSE statement, but this is only an indirect way of accessing FRAMES.) TIM (line 2) is a unit of time unique to the Timex 1000, being the number of seconds it take for the ms byte of FRAMES (16437) to decrease by 1. The actual decrease (variable D) in value of this byte is detected in subroutine 3500 , and variable $S$ is increased accordingly (line 3525). The subroutine is called constantly during the normal display loop (lines 700-860), but when a menu item is selected the clock 'freezes,' and is reset to the correct time as soon as the loop is re-entered.

A word of warning about using address 16437 for timing purposes: The value of this address decreases steadily from 255 to 128 (NOT zero) It is possible to poke some lower value into 16437, and it will continue to decrease as normal, until it reaches zero, at which point the computer will be thrown into confusion, and will take the easy way out

## ELOCKGALEFIIAR：

```
1 LET T''=1982
2 LET TIM=256,50
3 LET TIM=TIM束. }99
```



```
    SEFTEMEEF*OGTOEEF**WOWEMEEF*NEDEMEEF:*"
```



```
        23425262726293031"
S@ LET IF:"SUHMONTUENEITHUFRISHT"
40 LET [$="3032325952%"
5014IN E*(32)
G6 LET E=6
7G LET E=6
106 FRINT TAE 12; "CHLEHIIFE"
110 FRINT HT 4.6; "IOU TOUL FEDUIRE&";T'T;"&?"
```



```
130 IF IH&ET'&人"N" THEH GOTO 120
140 FRINT HT 4, E;"'TEAR REDUIREN % %"
1504 INFUIT T**
1 6 0 ~ I F ~ L E N ~ T \& ` 4 ~ T H E N ~ G O T O ~ 1 5 0 , ~
170 FOF T=1 TO 4
175 IF Tक(J)<"G" OF T&@J`"g" THEN GOTO 150
18Q HEXT J
185 LET T'T=WHL T*N
190 IF Tr<1753 THEN GOTO 150
195 FRINT HT 4.14;":%";T'T'
2GE FRINT FT G,E;"MONTH FEDUIREI ?"
205 INFUTT T*
210 LET 性=|性+Tま+"㐘"
215 LET L=LEN T韦
220 IF L=0 THEH GOTO 205
225 IF T象1)<"H" THEH GOTO 300
230 LET M=0
235 FOR J=1 TO LEN M*
240 IF W*(J)`"来" THEN GOTO 255
245 LET M=N+1
250 IF T&=性(J+1 TO JtL) THEN [OTO 315
255 HEXT J
3 0 0 ~ I F ~ L = 1 ~ T H E H ~ G O T O ~ 3 1 0 ~ \$
305 IF T&(2)"6" OR T&く2)\"2" OF L`2 THEN BiOTO 205
310 LET M=WHL T&
315 IF M<1 OF M>12 THEN GOTO 205
32G ELS
35 IF [: THEN EDSUE 35404
30 LET 'T=0
35S FOR I=1 TO LEN M:
340 IF M⿱⿻土一⺕小⿱㇒⿻二亅⿱⿰㇒一十凵人
345 IF TMM THEN EOTO 360
350 LET L=T+1
355 LET 'T=20
360 IF ''=21 THEN GOTO 376
```

(i.e., crash!). This is why PAUSE statements, if you insist on using them, should be followed with a POKE 16437,255 (mentioned, but not explained, on p. 127 of the Sinclair manual).

## Program Notes-The Calendar

The 4 main stages of the calendar part of the program are:

| Initialization | $1-50$ |
| :--- | :--- |
| Input | $100-370$ |
| Calculation | $380-440$ |
| Display | $450-570$ |

## INITIALIZATION

Four different types of data string are used: The month names (M\$) are of varying length, so they are separated by asterisks; the day names (D\$) are all 3 letters long, so there is no need for any separating symbol; $N \$$ seems like a waste of time, but putting a list of consecutive numbers into a string allows ease of manipulation, and also ensures that singledigit numbers will be aligned correctly with dual-digit numbers; finally C\$ is a CODE string-look up the CODE of each element and you will see that these are the number of days in each month.

TY (This Year) is set to a default value in line 1, which saves 1 in put, and $\mathrm{B} \$$ is the 'blank line' string once again.

## InPUT

The 'year' input is straightforward: Newline will cause the default value of TY to be implemented, otherwise any 4-digit year will be accepted (although line 190 excludes ancient dates prior to the introduction of the present calendar system).

The 'month' input is more complex, as it will accept and verify either a numeric (e.g., 12) or an alpha (e.g., DEC or DECEMBER) entry. The two possible types of entry are verified by separate routines, line 225 detecting numeric entries and branching to line 300 to verify these. (The numeric section merits no discussion as we have seen this many times before.)

An alpha entry is checked by first tagging the entry itself onto the end of $M \$$ (line 210 ). This ensures that when $M \$$ is searched for a 'match,' one will always be found, evenif the entry was not a valid month. The loop from line 235-255 detects the entry $\mathrm{M} \$$ (only if it is preceded, in $M \$$, by an asterisk, so entry ' $A$ ' will be matched by 'April', not 'jAnuary'), and sets the month number M accordingly. Note that because a match will always be found, line 250 will always cause

## CLOCK／CALENDAR（Continued）

```
365 NEXT J
370 LET T争M专(L TO J-1)
380 LET L'Y=0
3 8 5 ~ I F ~ T V / 4 < \ I N T ~ < T Y / 4 ) ~ T H E N ~ G O T O ~ 4 0 0 ~
390 LET L''=1
395 IF TY/100=INT (T'T/100) FND TY/4000`\INT <T'T/400)
        THEN LET L''=0
400 LET N=CODE C$(M)
4 0 5 ~ I F ~ M = 2 ~ A N N I ~ L ' ' ~ T H E N ~ L E T ~ N = N + 1
410 LET 'T'=0
415 FOR J=1 TO M
420 LET 'T='''CONE CG(J)
4 2 5 ~ N E X T ~ J ~
430 IF L'T ANII M>1 THEN LET Y= ' '+1
435 LET Y=''1-N+(T''-1)*365+INT (< T'T'1)/4)-INT ((TY-1)/10日每)
        +INT (<T'T'-1)/400)
440 LET 'T=''-7*NNT ('T/'`)
450 FRINT AT 0, 日;TY;TAB (31-LEN T*)/2;T央;TAB 28;T'T
4 6 0 ~ F O R ~ J = 1 ~ T O ~ L E N ~ I F ~ S T E F ~ 3 '
465 FRINT AT J/3*2+2,0;I椋(J TO J+2)
470 NEXT J
480 LET F$=N桃(TO N䊉)
500 FOR J=1 TO T
505 LET F京=" ¢4"+F本
510 NEXT J
515 LET R京=F各
```



```
530 LET }X=
5%5 LET 'T'=1
540 FOR J=1 TO LEN F* STEF 2
545 LET 'r='T'+2
550 IF T<16 THEN GOTO 565
555 LET Y=3
56s LET X=X+4
5 6 5 ~ F R I N T ~ A T ~ Y , X ; F * S J ~ T O ~ J + 1 ) ~
5 7 0 ~ N E X T ~ J ~
5 9 5 ~ I F ~ B ~ T H E N ~ G O T O ~ 7 0 0 ~
600 FRINT FT 17.0;"L=LAST MONTH&:+4.4=NEXT MONTH"
610 FRINT HT 19, घ; "C=CLOCK (ON) &: =CLOCK (OFF)"
620 FRINT FT 21, 0; "D=SET IIHTE<E=ELFHKK TENT"
700 IF C THEN GOSUB 3500
800 IF INKET':="B" THEN GOTO 1000
810 IF INKK'r'$="L" THEN GOTO 2000
820 IF INKE'T$="N" THEN GOTO 21000
8301 IF INKKET$="C" THEN GOTO 3000
840 IF IH&E'T'$="夕" THEN GOSUE 40000
850 IF IH&E'T$="I" THEN GOTOL 50010
860 [OTO F00
1000 IF HOT E THEN GOSUE 1500
1010 LET F=NOT E
1020 IF IN水㥒="E" THEN EOTO 1020
1030 GOTO 5%5
```

an exit from this loop eventually, so no line is required after line 255 to prevent the 'numeric' routine from being entered accidentally. Nonvalid entries will result in M having a value greater than 12, and will therefore be rejected in line 315.

Once an input has been accepted, another routine (lines 330-370) extracts the complete month name from $M \$$. Finding the START of the month name is easy; a 'counter' variable, Y , counts the number of asterisks, up to the value of $M$. To find the END of the name, one more asterisk must be detected, so Y is given the dummy value of 20 (line 355), and the loop is continued until $Y$ equals 21 (line 360).

## CALCULATION

Given that the final calendar displayed on screen will always start with Sunday at the top, the object of this section is simply to determine how many 'blank' days there are before day 1 is printed. This is done in 3 steps:

1) Determine whether TY is a leap year: The leap year flag LY is first set to zero (no), then to 1 (yes) if the year is divisible by 4, then back to zero if the year is divisible by 100 but not by 400 . (Don't blame me; that's the way it's been done for the past 400 years!)
2) Calculate the number of days since the year dot: lines 405-430 set Y equal to the number of days so far this year (I will refer to TY as 'this year' for simplicity, although it may of course be any chosen year), and line 435 adds the number of days in all previous years, according to the same rules regarding leap years.
3) Reduce the result module 7 to give, amazingly enough, the required answer (line 440).

In the course of all this, N has been set to the number of days in the chosen month (lines 400-405).

## DISPLAY

The day numbers to be displayed (P\$) are extracted from N\$, and then the required number of blanks (calculated above) are tagged onto the start of $P \$$ (lines $500-510$ ). An exact copy of $P \$(R \$)$ is taken in line 515, as P\$ will be manipulated by the 'Date' option (see below). The calendar is then printed by a standard FOR-TO loop, but with coordinates X and Y being incorporated so that each number is printed at the correct position.

## The Options

The menu (lines 600-620) adds a certain amount of interest to this program; at least you can do something other than just look at it.

## CLOCK／CALENDAR（Continued）

$150 \mathrm{FOF} \quad \mathrm{T}=17 \mathrm{TO} 21 \mathrm{STEF} 2$
1510 FFIHT HT I，E；E；
152 S HENT J
1530 FETURN
2064 IF $T^{\prime \prime}=1752$ AHI M＝10 THEN EiOTO E日G
2010 LET M＝M－1
2020 IF MO THEN GOTO 315
2036 LET M＝12
2046 LET $T^{\prime} \mathrm{T}^{\prime}=\mathrm{T}^{\prime} \mathrm{T}^{\prime}-1$
2050 OOTO 220

2110 LET M＝N＋1
2120 IF M 213 THEH GOTO 315
2130 LET M＝1
2140 LET Tr＇＝T＇T＇＋1
2150 GOTO 320
3604 LET $\mathrm{C}=1$
3645 GUSUE 1506
316 FRIHT HT 19，区；＂TIME HOURO？＂
SG15 GUGUE 3160
3020 LET H1＝H
3025 FRINT HT 21，0；＂TIME（MING？＂
OGSE GUSUE 3106
3035 GOGUB 1504
3046 GOGUB 3600
3645010575
3160 IHFUT Hま
3165 FOKE 16437．255
3110 LET S＝0
3115 LET $F=255$

3125 FOR $J=1$ TO LEN H＊

3135 NEKT J
3140 LET H＝UHL H\＄
3145 FETUFN
350 LET F＇1＝F＇
3515 LET $F^{\prime}=F E E K$ 16437
3510 LET II＝F1－F＇
3515 IF ICE THEN LET $I=I+128$
3520 IF HOT II THEN［OTO 3906
35 LET $\mathrm{S}=\mathrm{T}$ IM $\mathrm{F} \mathrm{F} \mathrm{I}+\mathrm{S}$
356 IF Ece日－（TIM2）THEH GOTO 3900
5501 LET $\mathrm{S}=\mathrm{G}-60$
355 LET $\mathrm{H}=\mathrm{H}+1$
356 IF HEOU THEN EOTO SERU
355 LET H＝6
357 LET H1＝H1＋1
35 IF $\mathrm{H} 1=24$ THEN LET $\mathrm{H} 1=0$
360 LET H末＝＂：＂



Options ' $C$ ' and ' L ' use very similar routines (2000 and 2100) to recalculate M and reform the display for a different month.

Option 'D' uses the routine at line 5000 to reformat $P \$$, inserting inverse characters to mark the chosen date. Notice that lines 5045-5060 allow you to 'turn off' the date marker by entering the date which is already shown in inverse. (Variable DATE, which normally takes the value of the marked date, is given the default value of zero in line 520).

Option ' $B$ ' uses the simplest routine ever (line 1000) to print blank lines over the menu, and reverse the flag B, so that when B is pressed again, the menu will be reprinted. (This happens so quickly that line 1020 is necessary to ensure that key ' $B$ ' has been released, otherwise the menu would flash on and off repeatedly.)

Option ' $C$ ' turns on the clock, as described below, and ' $X$ ' simply reverses flag C , which indicates whether the clock is to be displayed.

## The Clock

The principle of the clock function has already been explained. I should draw attention to line 3 , however, which is a small adjustment factor to TIM. Remember that FRAMES was not intended as a real-time clock, and you will probably find that any program which uses it as such will require some adjustment of this nature to give complete accuracy.

Selection of option 'C' calls 2 subroutines: subroutine 3100 handles the initial time inputs, and subroutine 3600 converts the current time into a 5 -character inverse display. Option ' C ' also sets flag C , so that the main 'time update' subroutine 3500 is called at regular intervals.

Subroutine 3500 detects any change in the value of PEEK 16437, and, if there is a change, increases S , the seconds counter accordingly. The seconds themselves are not displayed, as they are not updated EVERY second, but every 5 or 6 seconds (or longer, if the clock is frozen). Line 3530 however increases the minutes figure when $S$ reaches a value within about 2.5 seconds of the exact minute, rather than waiting for $S$ to exceed 60 , thereby doubling the accuracy of the displayed clock.

## Note

Although the Gregorian calendar, on which this program is based, was introduced in 1582, it was not adopted in Britain until 1752. You may make the following amendments to allow the display of earlier 'nonBritish' dates:-

$$
\begin{aligned}
& 190 \mathrm{IF} \text { TY } 1583 \text { THEN GOTO } 150 \\
& 2000 \text { IF TY }=1582 \text { AND M }=11 \text { THEN GOTO } 600
\end{aligned}
$$

## CLOCK／CALENDAR（Continued）

```
3630 IF LEN H*=4 THEN LET H*="0"+H*
3640 FOR J=1 TO 5
3650 LET H*(J)=CHF& (COIE H$(J)+128)
3660 NEXT J
3900 FRINT FT 1,13;Hz
3910 FETURN
4000 LET C=0
4010 FRINT AT 1.13;B$( TO 5)
4020 RETURN
5000 G0SUB 1500
5005 FRINT AT 19,0;"INTE ?"
5010 INFUT Q*
5015 IF Qs="" THEN GOTO 5010
5020 FOR J=1 TO LEN Q*
5025 IF Q*(J)<"@" OR Q&(J)`"9" THEN GOTO 501E
50:30 NEXT J
5035 LET Q=VFL Q* 
50440 IF Q\N OR Q<<1 THEN EOTO 5010
5 0 4 5 ~ I F ~ Q < > D H T E ~ T H E N ~ G O T O ~ 5 0 6 5 ~
5050 LET F旁=R名
5055 COSUB 1500
5060 [0TO 520
5065 LET DATE=0
5070 IF LEN Q*=1 THEN LET Q*=`ヶ"+日车
5075 FOR J=2*IIHTE-1 TO LEN F*+1
5080 IF F事(J)<>Q*(1) OR F'क(J+1)<>Q&(2) THENA NEXT J
```



```
    (CODE QG(2)+128)+F%(J+2 TO)
5090 GUSUB 1500
5095 GOT0 530
90100 SHVE "CLOCKNCALEHIMF:"
9010 RUN
```


## Scroll

Yes, I know that the Timex 1000 has a 'SCROLL' function already, and very useful it is too; not many other computers feature a programmable scroll command. But wouldn't it be nice if the screen could be scrolled horizontally as well as vertically? This little machine code routine does exactly that, and can be used to enhance your screen displays by pushing any unwanted information off screen to the left.

The Basic program shows the routine in action. Note that the routine itself works in the same way as the normal SCROLL command: it scrolls 1 line (or in this case, 1 column), at a time, and can therefore be included in a FOR-TO loop to clear the entire screen.

## Notes-Machine Code Routine

The routine works on each screen line individually, by taking each character in turn (ignoring the first character, hence HL is increased TWICE from the D-FILE value), replacing it with a space, 'backspacing' 1 position (DEC HL), and replacing the character in this new position. This process is repeated a further 30 times until each character has been shifted 1 position to the left. The entire loop is then repeated for the second screen line, and so on.

As printed, the routine will scroll all 22 screen lines. However, it is possible to specify the number of lines to be scrolled by altering the 18th byte of the code. The A register is used as a counter of the number of 'scroll loops' executed, and when this reaches a limit value (CP 22), the routine is terminated (RET Z). To scroll just the top half of the screen, alter the 18th byte to hex ØB (decimal 11), so that the routine terminates after 11 scroll loops. The simplest way to do this is to POKE the required (decimal) value into the appropriate position in the code, as illustrated in the Basic program, where all the possible values ( 1 to 22) are poked in turn into address 16531 (i.e., the address of the 18th byte, assuming that the routine begins at address 16514).

## Notes-Basic Demonstration

The basic program is totally silly, and I certainly do not intend to discuss it at any great length. Apart from demonstrating the machine code scroll, and the effect of POKEing 16531 (as mentioned above), it does, however, serve as an example of the simplest possible form of Machine Code Loading: the bytes of machine code are typed DIRECTLY from the keyboard into a Basic REM statement.

You can check that the Basic 'characters' in line 1 do in fact correspond to the bytes of machine code by referring to pages 181-187 of the Sinclair manual. Byte 1, AF, corresponds to the character 'Inverse $J$,' so why not type an Inverse $J$ into the REM statement, rather than POKEing it there?

## SCFOLL



事 Or whatewer，see riotes．

## BAEIC DEMÜNSTFATIUN

1 REM JE ERNIITTYB7？？Q\＆？RUN W RETUFN－COS 77：GOSUB
2 POKE 16522．86
3 FOKE 16526，114
104 FRINT＂HORIZONTRL SCFULL DEMÜNETF：ATIOH＂
110 FOR $J=1$ TO 21
120 FRINT AT J，シ1；＂来＂
130 HEXT J
140 FOR J＝1 TO 55
150 IF J $\leqslant=22$ THEH FOKN 16531 ，J
160 RRND LISF： 16514
170 IF Jくつ23 THEN GOTO 200
180 FRINT FT 2G，ごヨ，＂TWEいけ＂
190 PRINT TAB żЭ，＂O～ジ＂
200 NEXT J

There are 2 slight problems with this technique:

1) Where there is no character corresponding to a particular machine code instruction (e.g., LD D, (HL) - Hex 56 and LD (HL), D Hex 72), it is obviously not possible to type a character. Therefore you should type ANY character (I have used a question mark) and then POKE the required DECIMAL value into place (see lines 2 and 3).
2) A certain amount of 'keyboard manipulation' is required in order to type some characters (particularly keywords). In this example, the Inverse $J$ and the graphics character should be typed by changing the cursor to a ' $G$,' using the Graphics key, and RND and COS by changing the cursor to an ' $F$ ' (Function key).

RUN, RETURN and GOSUB, however, are keywords, and the Timex 1000's automatic syntax check does not permit the cursor to be changed manually to a ' K ' . . . or does it? In fact it is very easy to change the cursor to a 'K': just enter 'THEN' (shift 3), and there it is! Now enter the required keyword and then delete THEN using the normal cursor controls and the delete key.

IMPORTANT: The only space to be typed is shown in the listing by the left arrow symbol ( $\leftarrow$ ); all the other APPARENT spaces will appear automatically as you enter the keywords.

Lines 160 calls the machine code routine; the word RAND is used merely to make the line syntactically correct. (Remember that USR is a Function, not a Keyword.) This use of RAND is a common 'shorthand' device, but it should not be used indiscriminately, particularly if a program relies elsewhere on the RND function producing a truely random number. If in doubt, use the 'correct' syntax of a USR statement: 'LET $\mathrm{V}=\mathrm{USR} \mathrm{n}$ ' (where n is the required machine code address, and V is any Basic variable, possibly a dummy).

Incidentally, if you are wondering what a routine as short as this is doing in a book of 16K programs, the answer is that it does NOT detect the end of each screen line by testing for the 118 character as in the routine in Battleships, but assumes that ALL screen lines contain EXACTLY 32 characters. This is always the case with the 16K Timex 1000, but is NOT normally true when the RAMpack is disconnected.

## Coin Analysis

If you have never worked with payrolls, then the function of this program may not be immediately obvious. Clearly a wages department needs to know the total amount payable to employees in order that the correct amount of money may be drawn from the bank. However, they ALSO need to know the exact breakdown of this total into nickels, dimes, etc., so that each wage packet may be made up correctly. (Simple example: If 2 people are to be paid $\$ 5$ each, there is no point in

COIN FHFLTGIS

```
10 FHET
20 IIM H*(9,6)
30 IIN ECG)
40 IIN ECO
504 LET F*&(1)="TWEHT'r"
E0 LET F$(2)="TE|"
FE LET F$(3)="FIVE"
80 LET F$(4)="OHE"
90 LET F%(5)="50 F"
1010 LET HF(6)="10 F"
110 LET Fま(ア)="5 F"
120 LET Fक`8)="2 F""
130 LET F#(9)="1 F"
140 LET E(1)=20
150 LET E(2)=10
160 LET B(3)=5
170 LET E(4)=1
180 LET E(5)=.5
190 LET E(E)=.1
200 LET E(7)=.05
210 LET E(8)=.02
200 LET F(9)=.01
230 LET T=0
246 LET H=1
250 LLS
260 FRINT HT 0,6;"COIN HFHFL'SIS";HT 2,日;"ENTEF NET AMOUNT
4'H'TGLIF NO.";N;AT 4, 日;"& OF "&' TO FINISH ;"
270 INFUT F'$
280 IF F%="" THEN GOTO 270
290 IF F%="%" THEN EOTO 1000
306 LET %=0
310 FOR J=1 TO LEN F:
320 IF F#CJ)人"." THEN EOTO 360
30}\mathrm{ LET }<=%+
340 IF N>1 OR LEN F&EJ TO \SS THEN BiOTO 27G
S0 GOTO 370
S60 IF F&@J<"G" OF F&(J)\"g" THEN GOTO 27G
30 HEXT J
3G6 LET F=N'HL F%
301 LET N=N+1
406 LET T=T+F
410 FOF I=1 TOG
420 LET F'=F+1E-5
430 LET %=IHT &F,E\J)
440 LET F=F-%bEJ)
450 LET [CJ)=[CJ)+%
460 IF HES FC1E-4 THEN LET I=9
4TE HE%T J
```

drawing a $\$ 10$ bill from the bank.) This process is traditionally known as COIN analysis; I don't know why, as it obviously involves dollars as well as coins.

The program handles the following denominations of U.S. currency: $\$ 50, \$ 20, \$ 10, \$ 5, \$ 1,25 ¢, 10 ¢, 54,14$. (You may, or course, extend the range of the program to include higher denominations, or lessfrequently used denominations, such as $\$ 2$ or 50 c .)

## Notes

There is a world of difference between a program which is crash-proof, idiot-proof, and a pleasure to use, and one which merely 'works.' Most of this program is concerned with such 'mundane' matters as input verification, screen formatting, 'user friendliness,' etc. The actual calculation is contained entirely in the loop from line 410 to 470 !

## The Calculation

The principle of coin analysis is to divide each individual net pay figure by the highest denomination of 'coin,' divide the remainder by the next highest, and so on until there is no remainder: a repetitive process of simple mathematics, and therefore an ideal task for a computer. Unfortunately, the one thing computers are not particularly good at is 'simple' mathematics, and this leads to a slight complication, as we shall see.

The 3 arrays used are A\$ (coin names), B (coin values) and C (required quantity of each coin). In theory, all that the program need do is divide the net pay $(\mathrm{P})$ by $\$ 50(\mathrm{~B}(1))$, store the result in $\mathrm{C}(1)$, calculate the remainder, and continue for each element of the array. In practice, however, both subtraction and division are likely to cause errors due to the way in which the computer stores numbers in 'floating point' binary format.

The Timex 1000 stores numbers accurately to 9 digits only, so any calculation is likely to produce a result which is inaccurate to the final decimal place. Of course, the level of inaccuracy is very small, and it would not be significant in this program, EXCEPT for the presence of the INT function in line 430. The use of INT will magnify 'insignificant' errors tremendously. For example, 4.9999999 is a very close approximation to 5 , but INT 4.9999999 is still 4 ! The way around this problem is to DELIBERATELY introduce an inaccuracy into the calculation which is larger than any inaccuracy the computer may introduce, but smaller than the level of accuracy required by the program (which of course is to 2 decimal places of a dollar. Hence in line 420, the addition of $1 \mathrm{E}-5(.00001)$ will ensure that $P$ is always fractionally higher than the

## COIN ANALYSIS（Continued）



```
490 GOTO 260
500 IF YAL F'$`O THEN GOTO 5i30
510 LET F%="$0.00"
5%0 GOTO 590
530 IF F$(10)<>"<" THEN GOTO 5E0
540 LET F糸="&"+F条(T0 Э)
550 GOTO 530
5601 IF F$(9)="." THEN LET F$=F专(2 T0 )+"巨"
570 IF F'$(8)()"." THEN LET F$ $=F"(4 T0 )+".001"
580 IF VHL F'$く1 THEN LET F'$(7)="E"
590 F'RINT F*
600 RETURN
1000 CLS
1010 FOR J=1 TO 9
1020 IIM F価(10)
```



```
1040 LET F家=STF& (C(J)*E(J))
1050 GOSUB 500
1060 HEXT J
1070 FRIHT AT 11.7;"TOTHL&=";
10800 LET F京=STR& T
1090 GOSUE 500
1100 FRINT HT 13,0;"HO. OF FH'TSLIF'S=";THE 2G-LEN STF:# &H-1%;H-1
1110 CLEFF:
1120 SLUW
1130 PRINT AT 20,0;"C= CDF"': F= FIHISH: E= FE-FU|H"
1140 IF IN&E'T*="R" THENH FUH
```




```
1170 FRINT RT 20,01;",0"
1180 [OFF''
1190 GOTO 1130
G000 SH'VE "COIH AHFL'SIS"
9010 FUH
999% STUF
```

'true' value. Small positive inaccuracies introduced by line 430 would not make any difference anyway, but small negative inaccuracies will be nullified.

The inevitable outcome of the computer introducing errors on one hand, and the program introducing errors on the other, is that P is never likely to be reduced to exactly zero. Remember that $P$ is always the remainder left after the previous division, and that the calculation is complete when $P=\emptyset$. This is not terribly important, as there are only 9 divisions to be performed anyway (for the 9 elements of array B), and any small residual value of $P$ can be disregarded. However, the test in line 460 saves time by determining whether $P$ has reached a value less than 1E-4 (i.e., VIRTUALLY zero, allowing for all accumulated errors so far).

## Input Verification

All the programs in this book have featured some sort of input check. This one is only slightly more elaborate than the standard routine, as it ensures that only valid cash amounts are accepted. Lines 270, 280, 310,360 and 370 should be very familiar to you by now; they check that the input is entirely numeric. Line 320 detects the presence of a decimal point, and line 340 rejects entries where the point is followed by more than 2 figures. Variable $X$ (lines 300 and 330 ) COUNTS the number of decimal points, to ensure that the entry contains no more than 1.

## SCREEN FORMATTING

This is actually the longest part of the program, and occupies line 1000 onwards, and also subroutine 500 . The final 'table' of results is laid out in 3 columns, the central one being predefined as the names of the various 'coins' (held in array A\$). Column 1 (quantity of each coin: C(J)) and column 3 (value: $\mathrm{C}(\mathrm{J}) * \mathrm{~B}(\mathrm{~J})$ ) may both contain figures of differing lengths, and so must be aligned correctly. Column 1 is a simple tabulation (see line 1030), but aligning cash figures is a little more complex.

The method I have used here is to define a standard string format for all cash figures, and then to convert each figure to this format in turn for printing. I have also exploited a useful Timex 1000 feature: re-
dimensioning an array simply erases the old array from memory. Hence line 1020 sets up a format string of 10 characters for each cash figure. The ultimate format will have a decimal point in the eighth element of $\mathrm{P} \mathrm{\$}$, cents in elements 9 and 10 , and up to 7 elements for dollars. (This SHOULD be sufficient; somehow I cannot envisage companies with a wage-bill of over 10 million dollars using a Timex 1000 for their payroll!

All this is handled by subroutine 500 . Lines 530 - 550 'left fill' the array with blanks, shifting the actual cash value to the right. Lines $560-570$ then 'right-fill' with zeros if necessary to align the decimal points. Lines $510-520$ are not strictly necessary, but avoid all this string manipulation just to print a zero value. Line 580 is required because of a Timex 1000 quirk: it will print .1 as ' 0.1 ,' but .01 as '. 01 ' (without a zero before the point.

## User Frienduiness

This is a horrible expression which usually means the addition of various messages and instructions which most users will find thoroughly obnoxious. True user friendliness, however, involves ease of operation of a program, anticipation of every problem which the user is likely to encounter and the provision of appropriate assistance when these problems occur.

In this program, the instructions, such as they are, are kept brief and to the point. The current payslip number is displayed on the screen, together with the 'Or $X$ to finish' message. (A lot of programs tell you INITIALLY how to finish, but fail to remind you of this when you acutally need it.)

The most likely problem the user is likely to experience is that after entering several payslips, some distraction will cause him to lose his place, so to counteract this, line 480 will display the last amount entered.

The 'end options' at line 1130 are all trivial: the program could simply STOP, and the user could RUN or COPY as desired, but it is no problem to include these options in the program itself. Just because YOU know how to make a copy of the screen, it is wrong to assume that everybody who will ever use one of your programs will know how to do so. The ideal computer program should require the user to know NOTHING about computers!

## Datafile

A data file is quite simply a file for storing data! (You can't say you haven't learned anything from this book, when it contains gems like that.) Address books, note books, diaries, etc. can all be stored on your Timex 1000, and numerous DEDICATED programs have been written to provide precisely the right kind of data file for a particular application. This program attempts the impossible in that it is intended as a GENERAL data file, suitable for any purpose whatever.

In deciding what features to include in a general purpose data file, and more importantly, what to leave out, I have adopted the following criteria:

1) The maximum possible amount of memory space should be reserved for data, and
2) both records and fields (see below) should be as flexible as possible in quantity and length.

The principle exclusions are:

1) There are no 'search' or 'sort' facilities, and
2) it is not possible either to amend or delete a record once it has been entered.

It is quite possible that you will not agree with these priorities, and feel that more 'file handling' features should have been included, at the expense of total file size. But this is the last program in the book, and your job now is to go back over all the programs, changing anything you don't like, adding any features you think would be desirable and generally adapting everything to your own taste.

## Note

You have probably seen this in every computer book ever written, but it is impossible to talk about data files without first defining these three terms:

A FILE is a complete collection of data which is sub-divided into RECORDs, which all contain data on a related subject, and which themselves are sub-divided into FIELDs, which are the individual items of data.

## RUNNING Instructions

The basic premise of this program was that the 16 K Timex 1000 should hold at least 12K of data, so everything else has taken second place to this (with user friendliness coming a poor third!). There is a menu which lists the 9 options available, but a few notes on what to do from there would not be amiss:

## IHTAFILE

```
5 IIN 路G2
10 LET H=\
2Q LET F=F|
30 LET F=125016
40 IIIN How6
50LE
G日 FF:IHT "FILEHFHN ?"
PG IHFU|T F韦
80 LET F㓞F事+":"
90 CLS
```



```
"1: IIFEETOF"T":AT 9,0;"2: FIID FEDOFI":HT 11:0:
"S: IHEFEOT FECOFI"; AT 1S.0:"4: SH',E "
110 LET I$=I兴E'T:
120 IF I乐"1" OF I车"4" THEN GOTO 110
130LS
140 GOTO UHL I来事1G06
1006 IF NOT H THEH GOTG 100
1065 LET E=1
1016 FOR J=1 TO H
1015 GOGUE 4560
1020 FRIHT T:THE S:
1400 G0GUE 5006
140 FRINT FSCO+2 TO O+K
1450 IF I/EG=IHT &TVQ% THEN GOGUE 1560
1455 IF I&="I" THEN GOTO S0001
14EG HEKT I
147E GOSUE 15006
1475 IF IF="I" THEN GOTO S0010
1480 GOTO 90
1500 FRIHT FT 21,0;"C=CONTIHNE: I=INGFELT"
1510 LET IF=I排E'$.
150日 IF If "见" HNI I* "I" THEN GOTO 1510
1530 LLS
1540 FEETUFN
2060 LET H=N+1
2010 FFIHT "FIELII HU|EEF", N
2015 FFINT "FIELII 1=FET': FHA% 2G FIELIS"
240 LET Q=F'1
2056 LET F'FF+e
2110 FOF T=1 TO 20
2115 FRIIHT HT J+1,0,EF
2120 FFIHT HT I+1,0,T
213区 IHFU|T T$
2135 IF T$="" THEN GOTU 2130
2140 IF TG OE T&्%"%" THEN GOTO 220Q
2150. LET I=J-1
2160 FRIHT HT I+1, 回,E#
2165 FFIHT E&
217E LET F=F-T-1
2190 GOTO 2115
2こ04 LET T=LEN T$
226 IF TEE THEN GOTO 2G0
```


## 1: DIRECTORY

Like the 'Contents' page of a book, this lists each of the records in the file by their number and KEY FIEID. The first field of each record is assumed to be the title or identifying field or, to continue the book analogy, the 'chapter heading,' and this is referred to as the key field. Obviously when you first run the program, there will be no records in the file, so option 1 will have no effect. However, once records have been entered, the directory becomes of great importance, particularly in the absence of any 'search' facilities.

The records are listed in batches of 20 . At the end of each 'page' of the directory, there is the option to Continue or Inspect, Key ' $C$ ' will continue to the next page. if there is one, or otherwise return to the menu. Key 'l' will immediately jump to option 3 (see below).

## 2: Add RECORD

The screen display will inform you of the record number (the computer will allocate the next unused number), and will also present the message: "Field $1=$ Kev: Max 20 Fields." This is a reminder that field 1 should contain some identifying feature, as it is this field which will be used for the directory entry. "Max 20 fields" means that you may enter any number of fields in a record, up to a maximum of 20 .

What the display doesn't tell you is that:

1) each field may contain any number of characters up to a maximum of 27 ,
2) you should terminate this record entry (if you use less than 20 fields) by entering " $F$," and
3) you may delete a previous field entry by entering " $X$ " (although you are NOT allowed to delete the KEY FIELD entry.)
(The maximums specified here are to allow each record to be displayed as a single-screen page.)

## 3: InSPECT RECORD

This requests the number of the record you wish to inspect. Of course, you have forgotten the number, so should press " 0 " to return to the menu and then choose option 1 to refer to the directory.

Having entered a record number, the entire record will be displayed. Any key will then return you to the menu.

## 4: SAVE

Selecting option 4 will immediately start the SAVE procedure, so make sure that the tape recorder is running first! Saving 12K of data takes a LONG TIME, so don't try to fit this onto 1 side of a C2 cassette.

## DATAFILE（Continued）

2210 FRIHT AT $J+1,0 ;$＂FIELII LEHGTH EXCEEIED＂
$2220 \mathrm{FOR} \mathrm{K}=1 \mathrm{TO} 50$
2230 NEXT K
2250 G0TO 2115
2300 IF TF＝＂F＂THEN GOTO 25010
2305 IF $F+T+1\rangle=F$ THEH GOTO 6000
2310 LET $\mathrm{A}+(\mathrm{F}+1$ T0 $\mathrm{F}+\mathrm{T}+1$ ）$=$ T事＋＂米＂
2320 LET $F^{\prime}=\mathrm{F}+\mathrm{T}+1$
2325 FRINT AT J＋1，3；T\＄
2330 HEXT J
2560 LET H＝INT 《（P－0），256）
2510 LET L＝（F－Q）－256 6

2530 GOTO 90
3000 IF NUT H THEN GOTU 100

3010 INFUT K
3620 IF KN THEN GUTO 3010
3025 IF K＝0 THEN GOTO 90
3030 FRINT HT 1,14 K
3035 LET $\Omega=1$
3040 FOR $J=1$ TO $K$
3050 E05UB 4500
3060 NEXT J
3070 LET L＝＠＋1＋COIE F事（Q＋1）＋256＊COIE F＊（0）
3100 FOR $J=1$ TO 20
3110 FRINT J；TAE 3；
3120 GUSUB 5060
3122 IF $Q+K=L$ THEN GUTO 3140
3123 FRINT $\mathrm{F}(\mathrm{E}(\mathrm{Q}+2 \boldsymbol{2}(\mathrm{~J}=1) \mathrm{TO} \mathrm{O}+\mathrm{K})$
3125 LET $Q=Q+K+2$
3930 NEXT J
3140 IF J＜＝20 THEN FRINT AT J，6；EF

3150 IF IHKE＇t $=" "$ THEN GOTO 3150
3160 GOTO 90
4060 SHVE F
4010 GOTO 90
4506 IF $J=1$ THEN RETURN

4520 RETURN
5001 FOF $K=1$ TO 28
5010 IF $\mathrm{H}(\mathrm{Q}+\mathrm{K})=$＂事＂THEN BOTO 509
5020 HEXT K
5025 LET K＝K－1
5035 EETLIRH
6060 FRINT FT 21 ，01；＂FILE FULL：FECORII IGHORED＂
6010 FOR $K=1$ TO 50
6020 HEXT K
6030 LET $\mathrm{H}=\mathrm{N} \cdot \mathrm{H}-1$
6050 GUTO 90
9060 LLEFR：
G605 SHWE＂IATAFILE＂
9010 FUH．

The data is saved under the name you entered in response to the very first question "Filename ?", FOLLOWED BY A FULL STOP. (The reason for this is that the last character of $\mathrm{F} \$$ is inverted by the Timex 1000's SAVE routine, preventing it being used later as a heading.) Subsequent LOADing of this file will result in the menu being displayed and records can be added or inspected as before.

## Notes

The heart of the proaram is the 'file,' contained in the 12500 element A $\$$. This is a SINGLE-dimension array, so any record and field delineators must be embedded into the records and fields themselves. The program illustrates 2 methods for doing this: the end of each field is marked by the inverse asterisk character (line 2310), and the LENG IH of each entire record is stored as a 2-byte hex number, in the first 2 bytes of the particular record.

The reason for this second method is that, whereas all fields in a record are stored consecutively in the array and displayed consecutively by option 3 , the key fields, as displayed by option 1, are not stored consecutively. Therefore, by using the first 2 bytes of a record as a POINTER to the next record, the computer is able to locate the next key field without having to search through every element of the array.

In order to make this pointer technique easier to understand, at least to those of you who are familiar with hex numbers in any other context, I have used variables H and L to represent the High and Low bytes of the pointer (see lines 2500-2520. Note that although theoretically this system will allow records of any lenath up to 64 K characters (if the file itself were this large!), the arbitrary restrictions of 20 fields per record and 27 characters per field, which I have imposed merely for screen display purposes, means that in practice no record will exceed 540 characters in length. Therefore the High byte of this number is barely used; you miaht like to impose even tighter rectrictions on the number of fields per record so that the 'length of record' pointer may be held as a single byte.

The value of this pointer can only be calculated AFTER a record has been completed. Therefore 2 other pointers, $P$ and Q , are used; Q to mark the position (in A ) of the start of the current record (i.e., the position in which the $H, L$ pointer is eventually going to be placed), and P which always points to the position of the current character in the array.

If you have any difficulty visualizing how this all works, set up a small 'test' data file using option 2, then press BREAK to stop the program, and then type PRINT A\$. This will fill the screen with the first 704 characters of the array (it will, of course, give error code $5 / \varnothing$, as A\$ is 12,500 characters long!), and you will be able to see exactly how the data has been stored. The first character will probably be a blank, if you have used only short records. Look up the CODE of the second character, and count that number of characters along the string (including the inverse asterisks). You will find that you have reached the position of the FIRST character (probably a blank again) of record number 2! Once again, look up the CODE of the next character, count that number of characters, and you will reach record number 3.
You can also use this test technique to examine what happens when you delete 1 or more fields of data (by entering X during option 2). Set up a test file of only 1 record, but as you are entering the fields of that record, enter a very long (27-character) field, enter $X$ in response to the next field prompt, then enter $F$, which will terminate data entry and return to the menu. Examine A\$ as before: The 'deleted' entry will still be there, but the POINTER will still point to the end of the 'true' data. In other words, although this 'garbage' has been entered into the array, it is ignored by the pointer, and any further data entries will overwrite it as if it were blank.

In the program, subroutine 4500 'counts' through A\$ in much the same way as you have just done manually. This subroutine is called by option 1 (line 1015) to find EVERY key field, and by option 3 (line 3050) to find a specified key field. Q is used as a 'floating' pointer, and is reset to 1 before each time the subroutine is called. P is a 'fixed' pointer; that is, it is not affected by any count through the array. The only time P is adjusted is when new records are added (option 2 , line 2000).

Subroutine 5000 performs the simpler 'field length' count, and is again called by both options 1 and 3 .

## APPENDIX 1: TAROT CARD DISPLAYS

Here, to assist you in deciphering the hieroglyphics on pages 76-86, and to give you an idea of the intended output of the 'Tarot' program, are some of the screen displays, copied to the printer.

$\therefore \therefore \therefore \therefore=\square$



## Appendix 2: Computerized Dating Questionnaire

NAME

## SEX (M/F)

Pick the word/phrase from each of the following pairs which most accurately describes yourself.

```
SHY/EXTROVERT
FUN LOVING/HUMOURLESS
INTELLECTUAL/THICK AS TWO SHORT PLANKS
FASHION CONSCIOUS/DRESS LIKE A TRAMP
CAREFREE/CAUTIOUS
SOCIABLE/L.ONER
```

Mark 3 of the following with a check if they are your interests, AND 3 with a cross if you are definitely NOT interested.
A POP MUSIC
B CLASSICAL MUSIC
C WATCHING SPORT
J COMPUTERS
D PLAYING SPORT
E CINEMA
F THEATRE
G DISCO
K POLITICS (LEFTISH)
L POLITICS (RIGHTISH)
M POLITICS (GENERAL)
N TRAVEL
O ARTS/CRAFTS
P POETRY
H FOOD (RESTAURANT)
Q ANIMALS
I FOOD (COOKING)
R READING

For official use only


## NOW AVAILABLE

All the programs and routines listed in this book will help you get more enjoyment from your Timex 1000 than ever. Share the fun with your friends and family, and build on the programs to suit your own needs.
Save time and don't risk introducing keyboarding errors into your programs. Order the cassette for only $\$ 19.95$ today!
The TIMEX SINCLAIR 1000 CASSETTE is available at your favorite computer store. Or use the handy order card below.

## THE TIMEX SINCLAIR 1000 CASSETTE

Yes, I want to make my TS 1000 better than ever. Please send me $\qquad$ copies of Valentine's TIMEX SINCLAIR CASSETTE at $\$ 19.95$ each.

1-88729-3 \$19.95
_ Payment enclosed (including state sales tax). _ Bill me.
Wiley pays shipping and handling charges. - Bill my company.


| Name | Title |  |  |
| :--- | :--- | :--- | :--- |
| Company |  |  |  |
| Address |  | Zip Code |  |
| City | State | (Order invalid unless signed) |  |
| 1 -88729-3 | 263 | Signature |  |

We normally ship within ten days. If payment accompanies your order and shipment cannot be made within 90 days, payment will be refunded.

## TURN YOUR IMAGINATION LOOSE WITH TIMEX SINCLAIR PROGRAMS TODAY

Buy the cassette at your favorite computer store, or order from Wiley:

In the United States: John Wiley \& Sons<br>1 Wiley Drive<br>Somerset, NJ 08873<br>In the United Kingdom John Wiley \& Sons, Ltd.<br>and Europe: Baffins Lane, Chichester<br>Sussex PO 19 1UD UNITED KINGDOM<br>In Canada: John Wiley \& Sons Canada, Ltd.<br>22 Worcester Road<br>Rexdale, Ontario M9W 1L1 CANADA<br>In Australia: Jacaranda Wiley, Ltd.<br>GPO Box 859<br>Brisbane, Queensland AUSTRALIA<br>Valentine-TIMEX SINCLAIR 1000 CASSETTE 1-88729-3

## NO POSTAGE NECESSARY IF MAILED IN THE UNITED STATES

POSTAGE WILL BE PAID BY ADDRESSEE
JOHN WILEY \& SONS, Inc.
1 Wiley Drive
Somerset, N.J. 08873

## What can I do with my Timex 1000, Timex 1500, or ZX81?

## The answer may surprise you.

Don't let its price fool you. The Timex Sinclair may be inexpensive, but it packs a lot of computing punch-when it's programmed right.

Programming your Timex Sinclair to do useful work-or to have fun-is easy with this practical, step-by-step guide. It contains 56 complete programs ready to run on your TS 1000, TS 1500, or ZX81-including 35 programs that run on the 1 K or $2 K$ versions! Programs that are fun, including sophisticated games, fortune telling, and gambling. And programs that are practical-file programs, payroll deductions, graphics, a "checkbook," and many, many others. Each is fully documented, tested, and ready to use.

## What if I want to learn to program myself?

Then this book is for you, too. Because these programs are designed to teach as well as run.

> Wiley Press paperbacks have taught more than two million people to program, use, and enjoy microcomputers. Look for them all at your favorite bookshop or computer store! For a complete list, write to:

WILEY PRESS
a division of John Wiley \& Sons, Inc. 605 Third Avenue, New York, N.Y. 10158

New York • Chichester • Brisbane • Toronto • Singapore

The documentation explains the "how's" and "why's" every step of the way, so you can see and understand the structure and techniques used in each program as you key it in.

## And if I don't have time to keypunch my Timex?

No problem. All 56 programs are available on a convenient cassette-ready to run and errorfree. Buy it at your local computer store, or use the order card inside.

Roger Valentine is co-founder of V \& H Computer Services, a software development firm, and is the author of What Can I Do With $1 K$, What Can I Do With 16K, Spectrum Spectacular, and Dragon Extravaganza. His articles and programs have appeared in Practical Computing, Personal Computing Today, and other popular computer journals.

