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Introduction

You have either bought or are considering buying a
C-64 (Commodore 64) computer. If you are in the
latter category I feel I must tell you that reading a
book about the machine will not tell you much on its
own. First see if one of your friends has a comput-
er—any kind will do—and will demonstrate some of
the things that it can do. Don’t expect to be able to
follow what happens unless you are already familiar
with computers. Then, buy your computer together
with a copy of this book (and buy one for your friend
as a friendly gesture) and go to it. Within a couple of
hours you will be programming your machine, and
within a couple of weeks, you will be fully in com-
mand of it. As in doing anything else that is worth-
while, practice makes perfect, but somehow I do
not think you will need very much urging to play and
practice on your C-64!

The Commodore 64 has been on the market for
just over a year (at the time of writing) and has
already achieved great popularity in home and
school and in some cases, in business. It is a pow-
erful machine with considerable potential for
peripheral expansion.

viii

The C-64 has been offered in a variety of pack-
ages designed to provide a flexible working system.
I have seen it in configurations which consist of the
machine itself with a disk drive, or with a modem.
Some software (ready-to-use programs) has been
included in both cases.

A computer is a better buy than a mere game
machine. There is a growing awareness of this fact
on the part of the general public. The interest in
computers over the past four or five years has been
nothing short of astounding. To many people, it
might seem that the computer is a new device. Like
the microwave oven, the computer, in one form or
another, has been quietly going about its business
for many years, cooking utility and income tax rec-
ords, bank statements, and charge accounts—and
often being blamed for the errors!

When you do discover a mistake, it is often a
difficult and lengthy process to get matters rec-
tified. Although the C-64 is not as big as the
machines the large corporations use, it can perform
the same operations. This means that you can have
access to the same information as the organization



you may have to challenge and in as short a space of
time.

For the young, the computer allows entry into
a new, exciting, and private world. The Commo-
dore line of computers is extensively used in
schools, and perhaps this is as good a reason as any
for a C-64 to be a part of the home environment. The
C-64 is also remarkably inexpensive for what it can
do and is well supported in both peripherals and
software. With a C-64 on the premises, I can assure
you from personal experience that there will be no
need whatsoever for any urging to do homework! In
addition, the computer can be used as a teaching
device for the study of all manner of subjects in a
personal and self-paced fashion. This subject,
Computer Assisted Instruction, is an area by itself
and will be covered in another book of mine to be
published in the near future by TAB BOOKS Inc.

As a device for the home the C-64 will enhance
and add concrete experience to knowledge acquired
about computers, developing a versatility on the
part of computer science students. Using the C-64
at home can broaden students’ knowledge of the
functioning of computers, the differences between
various types of computers, the differences be-
tween varieties of BASIC, the most common means
of communicating with computers, and the means of
tackling old problems with new tools.

An author must have an aim. He or she must
also make certain assumptions when setting out to
write a book. My assumption is that you wish to
know how to control all aspects of the C-64 and to be
armed with sufficient information and skill to enable
you to go further on your own, exploring the virtues
of the machine either through your own experi-
menting or with the aid of the countless superb
articles that appear in magazines. My aim, quite
simply, is to provide you with the means of realizing
that wish. I have tried to be as user-friendly as
possible, as user-friendly as the C-64 is, in fact. 1
hope I have done this in a fashion which you will find
congenial.

I have assumed that you will wish to do more
than merely type in ready-made programs and will
wish to learn how to develop programs that are
personally pertinent. There are lots of programs in

the book; all of them are short sequences teaching
the fundamentals of each feature of the computer
and providing plenty of ideas for you to incorporate
into your masterpieces. Each program can serve as
the beginning of a much larger program—as a
springboard, as it were.

The ultimate aim of any good teacher is, I
contend, to do him or herself out of a job with
respect to any individual student. There has been a
frightening increase in teacher dependency in re-
cent years. Quite bright people have been led to
believe that in order to know anything one must
take a course! This is just not true! Often the only
worthwhile result of taking a course is the piece of
paper that says you attended and passed some exam
or other. I have seen some of these people, sup-
posedly knowledgeable about computers or word
processing, blanche when confronted by a machine
with which they are unfamiliar. Such courses are
futile and serve only to provide some teacher with a
salary. In order to make the course look worth-
while, it is padded with superfluous information.
There is often very little in the way of hands-on
experience provided. Even organizations hiring
computer personnel seem to think that a person
who has had a course is a better buy than someone
who has worked on their own. One hopes that they
will learn one day.

After working through this book you will be
able to stand on your own two feet, read, under-
stand, and make use of material you find in
magazines and other books. This book, therefore,
is a teaching tool, but it will only teach if you try
each of the programs, learning how to modify them,
introducing them into larger schemes, and jux-
taposing them in new ways. The process of merely
typing in ready-made programs rarely teaches
anything, and most ready-made programs do not
perform the precise function needed—or do not
work at all! In many cases the documentation is so
scant, and the explanation of the workings so thin
(or so technical) that you have no means of modify-
ing the program. I hope that you will, as a result of
using my offering, be able to modify most programs
you come across, or better still, write your own.
There is money to be made at that too!



No book can treat such a subject exhaustively.
There are aspects of the operation of the C-64 that I
have seen fit to omit. If you become consumed with
a burning desire to know these things, my book has
done its job.

There really is no time limit to the learning
process. Do not be tempted to compare your prog-

ress through the book with other folk you know who
own and use a C-64. Take your time, digress, dip
here and there if you wish, leave the book alone
while you explore some facet of the machine.
Explore, explore and experiment, dwell as long or
as little as you wish at any point, and soon you will
be an accomplished computer user.




Chapter 1

The basic C-64 computer looks like half a type-
writer. Don’t worry, you have most of what you
need! When you bought the machine, it is likely that
you also bought a Datasette, an item that is like a
tape recorder except that it won’t record music.
The box the computer came in also contains a heavy
black box-like thing, some additional wiring, and
small TV switchbox.

SETTING UP THE C-64

The heavy black box is the power supply. One
end plugs into the wall socket and the other into
your computer on the right side of it just next to the
power switch. Refer to the diagrams near the be-
ginning of the book that should have come with your
C-64, the Commodore 64 User's Guide, if you are in
doubt about specific locations.

There is also a narrow black lead. One end of
this plugs into the small round socket on the back of
the computer and the other plugs into the TV
switchbox. To attach the TV switchbox to your
television, you first detach the antenna leads from

the VHF screws. Then attach the leads from the
TV switchbox to the screws. If your TV has a
switch that allows you to choose between an inter-
nal and an external antenna, set the switch to exter-
nal. Now attach the TV antenna leads to the screws
on the TV switchbox.

Turnthe TV to channel 3, set the switch on the
back of the computer to channel 3 (that is, towards
the cartridge slot), and then turn on the computer. If
you see nothing but ordinary TV shows, make sure
you have set the TV switchbox to COMPUTER. If
there is still nothing, switch to channel 4 on both the
TV and the computer. When you've got things right,
you will see a statement in light blue set on a
darkish blue background to the effect that you are in
touch with the C-64 computer. The picture may not
be very clear, in which case fiddle with the tuning
dial until you get a clear picture.

It is possible that you may have to adjust the
horizontal control on your TV to bring the picture
down a little. A small amount of time and effort
spent in producing a good image will save a lot of



epithets later. The color, tint, brightness, and con-
trast controls should all be adjusted to give you a
good clear picture. When all is ready, that is, the
computer is displaying the word READY and the
cursor is gently flashing underneath it, you can
begin.

USING THE KEYBOARD

The keyboard is your means of communicating
with the computer. The TV set is the computer’s
means of communicating with you by displaying
what you type in, thus allowing you to verify your
input and by showing you the results of the work the
computer performs using the instructions you give
it. The communication is in three dimensions, as it
were: numbers and letters, collectively known as
alphanumeric characters color, and sound. In ad-
dition to the alphanumeric characters, the C-64 can
provide images of a variety of graphic symbols cir-
cles, hearts, straight and curved lines, and half-
blocks. There are eight foundation colors. More can
be obtained but they are shades of the fundamental
eight. The sound is reproduced via your TV
speaker. The C-64 has such a range of goodies that
the sound can be modified in the fashion of a very
good synthesizer.

The keyboard behaves in much the same way
as a typewriter keyboard. Type the numbers 1 to 5
on the keyboard, and you will see them appear on
the screen. Now press one or the other of the shift
keys (it doesn’t matter which you press; they both
perform the same function), and then enter the
same numbers again. This time you will see
"#$% appear. Now release the shift key, and type
the letters Q,W,E,R, and T. On the screen will
appear QWERT in uppercase characters.

If you press the shift key and type the same
letters again, you will see a group of strange sym-
bols. Look at the symbols carefully, and you will
see that they correspond to those printed on the
right of the front of each key.

To the left of the left-hand shift key you will
find a key with the €= logo on it. Press this key
instead of the shift and then type QWERT again.
Now you have some more graphics symbols—those
on the left-front of the keys.

Now press € and the shift key at the same
time. You have reached the lowercase letters. The
keyboard now behaves exactly like that on a type-
writer; pressing the shift key reaches the upper-
case letters. This mode is called the fext mode.
Experiment with all this for a few minutes until you
feel comfortable with it and can use the various
features without too much thought.

By now the screen is getting full, so full in fact
that the top line disappears and the new material
comes in at the bottom of the screen. Press the Cx
and shift keys once more to revert to normal, and
then press the shift key and the key in the upper
right-hand corner marked CLR HOME. All you
should have left on the screen is the light blue
cursor winking on and off.

Just to make sure that you have all the colors
(there is no possibility of you not having them as it
happens, try the following: press the key marked
CTR (upper left), and then press each of the num-
bers 1 through 8 in turn. The cursor will change
color with each number. Leave the display at what-
ever color you have reached and type a few letters.
If you find that the result is illegible, change the
color again. Some combinations are rather difficult
to read, but experimentation will show you which
they are. There have been adverse comments about
the color smear on the C-64. When the background
color is discussed, you will see how to avoid some
of the problem. Keep changing the color as many
times as you like; even have each letter a different
color if you wish. Then try pressing the CTRL key
and the 9. Now the display is reversed: the color
appears as the background for the characters you
press. Press the CTRL key and the 10 to return to
normal. When you tire of experimenting, clear the
screen with the shift and CLR HOME keys.

Now press the € key and the numbers 1 to 8
once more. Now you have access to more colors.
Actually there is no point in going beyond number 7
although number 8 and the € key will give you a
dirty white. €& 7 returns you to the original color
combination. Another way of getting back to the
original combination is to press the key marked
RUN/STOP on the left hand side and marked RE-
STORE on the right-hand side. Immediately the



screen returns to normal with just the word
READY and the flashing cursor in the top left
corner.

There are just a few more things you can ex-
periment with before you actually write a program.
At the right-hand edge of the keyboard, you will
note a key with two horizontal arrows on it. It is
right next to a key with two vertical arrows. These
keys are cursor controls. Press the vertical arrow
key. The cursor moves down. Now press the shift
key and the same key. The arrow moves up. Now
try the same thing with the horizontal key. First
press it with the shift key and then without the shift
key. Note what happens when you keep the cursor
controls down. There is an automatic repeat on
these keys.

Consider one more key: the INST DEL key.
Put a few characters on the screen and then press
the INST DEL key. The characters are erased.
This key also has a repeat feature; very useful for
deleting whole lines rapidly. Put some characters
on the screen, and then move the cursor back to the
left until it is in the middle of the group. Now press
the shift and the INST DEL keys. A gap appears in
the line. Correction of a misspelled word is quite
easy with these controls. Missing letters can also
be inserted.

A few moments spent playing with these con-
trols will save a great deal of frustration later on, for
it is inevitable that you will wish to alter pro-
grams—and not just to correct spelling and other
mistakes.

CAPSULE REVIEW

All cables and leads that come with the C-64
are designed to fit into one spot and one spot only. It
is wise to make all connections before plugging into
the ac supply, checking that all is in order first.

Channel selection is made by means of a switch
on the back of the C-64. (Users familiar with the
VIC-20 will note that the RF modulator is inside the

machine, not a separate box). Tint, color, contrast
brightness and fine tuning controls must be used to
produce the best image. Try to use the channel
upon which there is no local TV broadcasting for
best results.

In its normal state the computer prints upper-
case letters on the screen. The shift keys produce
punctuation and modifier signs from the numeral
keys, but graphic symbols from the letter keys. The
graphic symbols reached are those printed on the
right-front of the keys.

The € and shift keys pressed together pro-
duce lowercase letters. Pressing them once
reaches this mode, known as text mode, and the
normal use of the shift key thereafter reaches up-
percase letters as with a normal typewriter. Press-
ing the Cxand shift keys once more returns the
computer to its normal mode.

The CLR HOME key operates the cursor and
returns it to the top left corner of the screen without
erasing material. Used in conjunction with the shift
key, it erases screen material.

The € key used with the letter keys reaches
the left-most graphic symbols.

The six colors and black and white are reached
by pressing the key CTRL and the numbers 1 to 8.
Shades are reached by pressing the ¢ key and
numbers 1 to 7.

The INST/DEL key removes material from
the screen when used alone and when used in con-
junction with the cursor and shift keys, can be used
to insert material by creating as many spaces as
desired.

The two cursor controls are found at the right
bottom corner of the keyboard. The cursor will
move down or right when the appropriate key is
used alone; and up or left when used with the shift
key and the appropriate key.

The cursor controls, the INST/DEL key and
the space bar operate in the repeat mode when
pressed and held down.



Chapter 2

In this chapter you are going to write a simple
program, modify it, and then save it to tape. That
might not seem to be much at first sight, but you
will, in fact, demonstrate considerable control of
the computer.

A variety show or concert offers a sequence of
events that take place according to precise plan. A
few of the events and actions are not announced but
must nonetheless be planned for lest the concert
become a mess. Events such as raising the curtain,
dimming the lights, and getting the performer to
walk on stage at the right moment, sit down, stand
up, take a bow, and walk off are all prepared even
though they are taken for granted by stage crew and
audience alike.

Computers are relatively dumb creatures. Ev-
erything they do must be prearranged. Some of the
prearrangement has been carried out by the people
who make the Commodore 64. That is good news
for it means that your job is made a lot simpler. The
machine will carry out your prearrangements to the
letter, as long as you present them in the proper
fashion.

4

In much the same way that different sections of
ashow are itemized and numbered on separate lines
(we even call them numbers), each activity the
computer indulges in is placed on a separate num-
bered line. Sometimes a number in a show will
consist of a series of actions all listed on one line. It
is possible to list more than one activity per line on
the C-64 too, but you will have to wait a little before
you do that. It has become the habit of programmers
to number program lines at intervals of ten so that if
anew line is needed, it can be inserted without your
having to renumber all the rest of the lines.

WRITING YOUR FIRST PROGRAM
Type the following:

10 PRINT“PLEASE TYPE YOUR NAME"

Don’t forget the quotation marks, which are ob-
tained by pressing the shift and 2 keys simultane-
ously. They are important. Check to be sure that
everything is exactly as printed here and then press
the return key (lower right of the keyboard). Your



line is now installed firmly in the computer’s mem-
ory, and the cursor is blinking on and off silently at
the beginning of the next line.

Now type this line:
20 INPUT Z$ ($ is SHIFTed 4 Press the
return key)

And now enter this final line:
30 PRINT“HELLO ”; Z$

(Press the return
key)

Note that there is a gap after the word HELLO and
before the final quotes. There is also a semicolon.
You'll see the effects of writing the line this way
when you run the program.

Now clear the screen (SHIFT and CLR
HOME). Then type the word RUN and press the
return key. Do what the computer tells you to do
and then press the return key.

Your ultra-polite C-64 has not only accepted
your name but has labeled it Z$ an then printed it in
place of Z$ after the word HELLO. The word
READY indicates that the computer is waiting for
you to do it all over again or to do something else. If
you type RUN once more the computer will indeed
do it all over again. Just verify for yourself that Z$
can mean anything to the computer by entering
another name. Wait a moment before calling in the
family, though (unless they happen to be peeping
over your shoulder—not a good plan for there is a
great temptation for them to give advice!), for you
need time to clean up that screen a little and learn
something new: a time-saver!

Enter the following lines:

22 7 (Always but always, press the return
key after every line!)

23 ?

24 7

This may not seem to be all that dramatic, three
lines each with a question mark. Now type another
new line:

57 [SHIFT/CLR HOME]

(What you will see is a reverse heart—don't
worry!)

Now run the program.

The screen is cleared automatically and the
HELLO and the name are further down the screen
than before. The question marks had something to
do with it. Type the word LIST and press the return
key.

Your complete program is there, and the lines
are in the correct order even though you typed them
in the order 10,20,30,22,23,24,5 ! In addition, the
question marks on lines 22, 23, and 24 have disap-
peared and the word PRINT is there instead. The
question mark is a short-hand entry for the print
command. The heart symbol, when placed in
quotes, does the job of clearing the screen. Each
print statement moves the text down the screen one
line.

Now type 23 and 24 pressing the return key
after each number. List the program again, and you
will see that those lines are gone.

Now, using the cursor controls, bring the cur-
sor up to line 22, move the cursor to the space after
the question mark and type a colon. Then type
another question mark and another colon, followed
by a third question mark. Press the return key while
the cursor is still on line 22. Then run the program.
It behaves exactly as it did when lines 23 and 24
were in it. What you have done is to present three
commands on one line. The question mark only
works as a print command after a line number. Do
not worry that all your question marks will come out
as the word PRINT!

Now you are going to change some of the
program so that the computer will perform new
tricks. Add these lines.

30 IF Z$="JOHN” THEN PRINT "“HELLO
DAD”

40 |IF Z$="JO” THEN PRINT “HELLO MOM~

50 IFZ$="RICHARD"THEN PRINT “HIDICK”

60 IFZ$="CHARLES” THEN PRINT “HOW-
DY CHUCK”

70 IF Z$="MICHAEL"THENPRINT"“SEE YOU
MIKE”



80IFZ$="GRACE"THENPRINT"“HI SIS”

(note the lack of spaces between words)

I have used the names of members of my family.
You can use those of your family or of friends.

Run the program, and enter one of the names
you have chosen. Somehow or other the computer
is able to distinguish between each of the names,
but only those in the program! Any other names are
ignored. Now you can call in the family while you
read the explanation.

The new lines contain the almost magical IF
. . . THEN construction. Z$, that is the letter Z
followed by the dollar sign, is called a string vari-
able. A string in computer parlance is a collection of
letters or numbers. A variable is a label that can
have various meanings, meanings that you assign to
it. The word car or auto is a variable in natural
language for it can mean anything from a Volks-
wagen to a Rolls Royce. The variable Z$ can be
anything you like; you could even type 1234 and the
computer would respond with HELLO 1234 which
just goes to show how weak-minded the computer
really is!

If you wish you can enter the following lines:

28 7?“HELLO "Z$
297

The computer will put the lines in the right
order, as you can verify if you list the program. You
can use a bit of shorthand at this point. Clear the
screen and then type L followed by shifted I. What
you will see on the screen is the L followed by a
small quarter-circle. Press the return key, and the
program will be listed for you. Clearly, the L shifted
I is shorthand for LIST. It’s use saves a lot of time.
Practice it!

Now run the program. It will now accept any
name which is not stored as a string but it will
simply say hello. The names are stored in the mem-
ory, and each time you enter something the com-
puter checks to see IF it matches what it already
“knows.” IF the name does match THEN a specific
response is made. IF not, THEN something else
happens. It is as simple as that!

While the family is busy playing with your
masterpiece, surreptitiously press the €« and shift
keys. Be gratified by the oohs and ahs as the C-64
displays lowercase.

You will no doubt get a lot of questions
like: “How do you get the colors?” “Will it talk?”
“What's this button over here for?” Perhaps the
wisest responses for the moment would be, in
order: “Like this” (Press the CTRL key and one of
the numbers), “No,” and “Because it would be in
the way over there.”

If you have worked diligently at getting to
know your keyboard, you will have no difficulty
dazzling onlookers with the speed with which you
type RUN and press the return, run stop and re-
store keys.

SAVING AND RELOADING YOUR PROGRAM

The tape recorder should have a new tape init.
Just in case you are using an audio tape with a clear
or colored leader, press the fast forward (FFWD)
button until you are sure there is magnetic tape in
front of the head. You will, of course, have plugged
the Datasette into the computer first, making sure
that the plug is not upside down.

Before you can save a program, you must give
it a name. While it is possible to save a program
without a name, it is unwise because both the com-
puter and you will have great difficulty finding it
again! So, let us call this program Names. Type
SAVE “NAMES” and press the return key.

The computer responds with

PRESS RECORD & PLAY ON TAPE
As soon as you do this the computer responds with

OK
SAVING NAMES

As soon as the program is saved, the computer
prints the word READY. The tape recorder stops
even though the two keys remain depressed.
The whole procedure is as simple as that.
Now, whenever you wish to access that program
from tape, you merely rewind to a point before the



tape footage counter reading for that program (itisa

very good idea to make a note of that!), type the

words LOAD“NAMES”, and press the return key.
The computer responds with:

PRESS PLAY ON TAPE
You do that and then see:

OK
SEARCHING FOR NAMES

As soon as the computer has found the program, it
lets you know. When the program is loaded, the
familiar READY appears on the screen.

At risk of seeming to labor the point, let me
urge you to make a note of the tape footage counter
reading and the name of the program in the precise
form in which it was saved. You cannot save a
program with the name in the form N AM E S and
then expect to load it by typing NAMES without
gaps. It won’t work!

There will be times when you want to be sure
that a program has indeed been saved correctly.
Rewind the tape to the correct tape footage reading
and then enter VERIFY “NAMES” or whatever
name you have given to your program. Press the
play button and the C-64 will check the program on
tape against the program in memory.

It is a very good plan to save portions of a long
program from time to time. Do not leave a program
in the middle to go do something else without sav-
ing what you have done. There could be a storm or
malfunction that causes a power failure, and you
will lose all your work that has not been saved.
Alternatively, someone may come and play with the
computer, not knowing that you are in the middle of
a program. You are likely to have a mess on your
hands!

DOING CALCULATONS

Now that you have saved your small Names
program, with a view to future modification, it is
time to do something else. Type the word NEW
(and press the return key that’s the last time I shall
print that: take it for granted from now on). The

program is now erased from the computer’s mem-
ory.

Now, without putting in line numbers, enter
the following:

X=10:Y=5:?X+Y

The C-64 responds instantly with the result, 15.

Now do the same thing on individual lines—
still without line numbers but press the return key
after each entry.

X=10

Y=5

?X+Y (* is found just to the left of the restore key
and is understood by computers to mean multipli-
cation).

The C-64 responds with 50. Now enter ?X/Y and
you will see the result, 2.

You are using the machine in what is known as
divect or calculator mode. You can change the re-
sults merely by typing in new values for X and Y
using the equals sign. It would be more efficient
to use a program designed to accept new values for
X and Y than to constantly enter new values in the
direct mode. The format is similar to the one used
for the Names program. You just use numbers in-
stead.

Clear the screen of all the computations you
have just performed. There is no need to type NEW
because there is no program in memory. Now enter
the following lines:

10 INPUT “VALUE FOR X PLEASE";X
20 INPUT “VALUE FOR Y PLEASE";Y
30 7?2X+Y

Now run the program. No sooner have you given a
value for Y than the C-64 prints the result. Before
you can use the program (such as it is) again, you
must type RUN.

There is a way around that problem:

40 GOTO 10

Now, each time the computer has completed the



computation, it returns to the beginning of the pro-
gram and waits patiently for new members.

Note the format of lines 10 and 20. You have
saved a couple of lines, some effort, and some
memory by putting the lines in this form. The alter-
native would be to type:

10 7?"VALUE FOR X PLEASE”

20 INPUT X
30 ?“VALUE FORY PLEASE”
40 INPUTY

The Names program can be written in that
form too:

10 INPUT*WHAT IS YOUR NAME”; Z$
20 ?"HELLO ";Z$

This technique saves time. Note that there is no
need to put in the question mark, because the input
statement does that automatically.

You can shorten the math program even more
in the following way:

10 INPUT" VALUES FOR XY AND Z”; X,Y,Z

Remove line 20 by typing 20 and then pressing the
return key. This time the computer will keep on
displaying question marks until you have entered all
of the values requested. Try your hand at doing
something with the Z value that you have intro-
duced; perhaps using +, /, or * in various ways. If
you have a problem just remove the Z with the
cursor and delete keys.

So far you can only alter the type of function
you wish performed upon the numbers by changing
a line. It is rather a nuisance to have to list the pro-
gram and then operate the cursor controls just to
get a different function.

This is where that wonderful device you are
playing with shows its power, for all you need to do
1s write a program that allows you to select the
numbers you wish to work upon and the kind of
work you wish to have done.

The following is one way to do this: first leave
line 10 as it is, you can input more digits later; then
type the following lines:

30 INPUT “+,— *,/";A8$
40 IF A$="+" THEN 100
50 IF A$="-"THEN200
60 IFA$="+"THENS300
70IFA$="/"THEN400
1007X+Y

200 ?2X-Y

3007X*Y

4007X/Y

410 END

There is just one more thing you must do
before you run the program. As you perfect the
program you will learn a little trick about line writ-
ing that will save you quite a bit of time.

If you were to run the program as it is you
would get back four results from the computer. You
see, after the computer has printed the result on
line 100, it will continue to line 200 and print that
result, and then go to 300 and print that result, and
so on. You don’t exactly want that. You have line
410, which tells the computer to stop. All you need
to do is duplicate that instruction at line 110,210,
and 310. You could easily enter those lines by typ-
ing in the appropriate line numbers and lines, but
the trick I am to show you will be extraordinarily
useful in the future when you have complex lines to
duplicate.

Bring the cursor up to the 4 in line 410 and then
type a 1 instead. Press the return key. Then bring
the cursor up to the 1in what is now 110 and change
it to a 2. Again press the return key. Do it all over
again except type 3 and press the return key. Now
list the program. Hey Presto! The entire programis
there including the new lines you needed, not only
the line numbers but also the end instruction. Now
you can run the program.

Lines 40 to 70 might look a little odd. You will
have little difficulty recalling that the IF-THEN
statement requires some action resulting from its
use. The action in this case is to move to a particular
line number. The full expression in this case should
be IF-THEN-GOTO, but the GOTO can be dropped
in the variety of BASIC used by the C-64. It saves
memory and typing time!

It would be nice to be able to go back to the



beginning of the program without having to type
RUN each time, wouldn't it? You know how to do
this by changing the end statements into GOTO 10
or even GOTO 5, and then performing a “[SHIFT/
CLR HOME]"at line 5. Simply type 110 GOTO 5
and do the same for each of the other end lines. Now
the program recycles itself without help from you.

REPEATING A PROCESS

[t often happens that you need a process to take
place more than once. Sometimes vou need to use
the process many times in a given program. It can
be very tiresome indeed to keep on typing in the
same material at different points in the program and
so you can make use of routines. Routines are not
something like print or if-then that form part of the
BASIC language. Rather they are sequences of
events that you build from BASIC statements and
commands.

One way of getting the computer to repeat
itself is to generate a loop. Properly speaking a loop
is not a routine or a subroutine, but it is jolly useful
all the same and will serve as a reasonable intro-
duction to the concept of routine. The vital ingre-
dient in a loop is the for-next cluster.

The computer is told to perform some opera-
tion or other for so many times. Each time it per-
forms the operation, it checks to see if it has done so
the required number of times. If it hasn'’t, it per-
forms, the next time. It’s rather like those games
where a player is told to take three turns in a row.
He does so while the other players keep tabs on
him. If he tries to take too many turns, he is told to
stop. For three turns, he throws the dice; or, in
BASIC parlance: FOR turns =3 throw dice:NEXT.

Here is a simple example:

10 FOR I=TO10 (in other words, ten turns

called I
20 7l
30 NEXT

That’s all the program consists of, but it does a
surprising amount of work. Try changing the values
of the two numbers in line 10; try, for example,
changing the 10 to 20.

Now change line 10 to read:
10 FORI=1T0O40 STEP 2

The computer merely prints the odd numbers.
Now change the first number to 2 by using the
cursor. Try changing each of the numbers, but don’t
make the value of [ too large or else you will not see
what is happening.
The C-64 can count backwards very rapidly
too. Change line 10 to read:

10 FORI=40 TO1STEP-2 (That’s minus 2, by
the way . . and you can leave out the spaces).

Again experiment with the numbers.

When you have grown tired of playing with this
type NEW, which erases the program from mem-
ory. Clear the screen and enter the following pro-
gram:

10 INPUT"VALUE FOR A";A
20 INPUT“VALUE FOR B”";B
30 FOR i=ATOB

40 2

50 NEXT

This program obviously allows you to alter the
numbers you put in and works on those. Change line
40 to read:

40 7?1?21

All this does 1s to cause each number to be re-
peated.

When folk are learning something new, they
not only catch on to the obvious information that is
being presented but also pick up an ancilliary points
that have not been thoroughly discussed. One of
these points I have indeed touched upon but not
dealt with. The point concerns what is known as
crunching. As mentioned, multiple statements can
be made on single lines on the C-64. To confirm
your suspicions about the format of this, the rule to
follow is: statement, colon, statement, colon,
statement; for as many statements you fit on a line.



You will soon discover that there is a limit to the
number of characters that can follow a line number.
The limit 1s 80, or two screen lines. Any more than
that and the screen will give you an error message.
In such a case, merely remove the extra material
and place it in a new line.

Crunching lines saves memory, is easier to
type, is often easier to read, and allows the program
to run faster. Most of the programs in this book are
printed in open form in order to provide you with the
greater flexibility in the early stages. You are free
to crunch the lines.

To return to the study of the loop program:
Would it work with a list of names? Sure it would.
Let's work up a new program for this in small
stages.

10 INPUT “NAME PLEASE";A$
20 FORI=1TO 10: ?A$:NEXT

This very short program will run very sweetly by
itself. However, you are limited to ten names un-
less you alter the listing. The necessary alteration
involves the use of a new BASIC word; DIM, which
stands for dimension.

A whole series, pile, or collection of things
that are nearly the same is called an array. Names
are the same, speaking collectively. They are
labels for things or people. So a collection of names
would be called an array of names. Before you can
use an array you must dimension it, in other words,
you must declare how many names you are going to
use. The format is DIM(X) where X is the quantity
of names. Let’s try a simple DIM.

10 DIM A$(30)

20 INPUT*HOW MANY NAMES ;N

30 FOR I=1TON:INPUT AS$(I):NEXT |
(That’s 1 TO N, by the way . . . not one ton!)

40 FOR K=1TON:PRINT A$(K):NEXT K

Line ten allows a limit of 30 names. It could be
more or less of course, but thirty will do for the time
being. Line 20 asks how many names you wish to
enter on this run of the program. You can change it
next time around if you wish. Line 30 is the for-next
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loop that says: keep counting the value of I from 1 to
the number of names you wish to enter; store each
name as A$(1), A$(2), A$(3) and so on up to the
limit set by N. Line 40 savs to do the same as line 30
but to print out the names instead of saving them.

If you want to enter and print more than 30
names, you must change line 10. It is possible to
write a program that will allow you to dimension
your array each time you run the program, but
before you do that, I intend to introduce a bug into
the program. Bugs are inevitable! Every program-
mer will find them, produce them, and with a bit of
thought, get rid of them. Bugs can stop your pro-
gram cold! They must be exterminated. You cannot
deal with bugs in other programs until you have
examined a few programs and solved the problems.

Change line 10 to read DIMAS$(N). It would
appear that the DIM statement is now under the
control of the number you enter on line 20. Run the
program. The computer shows the request quite
nicely, and you can indeed enter the first name. No
sooner do you press return, however, than the
harrowing message

?BAD SUBSCRIPT ERROR IN 30
READY

appears on the screen. List the program. Now you
can see what the problem is. You have used the
variable N as a subscript (that is what the number in
parenthesis in a DIM statement is called) before
you have assigned a value to it—an action that is not
allowed!

To correct the situation, use the cursor to
change the line number for line 10 so that it be-
comes line 25. Be sure to erase line 10 by typing 10
and pressing lthe return key before you run the
program. Now everything runs well.

“Allright,” you say, “I must put in the names in
alphabetical order in order for them to appear in
alphabetical order”. In this program you certainly
do have to do that. But you have a computer and
computers are delightful creatures. You can pro-
gram them to do almost anything—even sort things
into the correct order. Sorting things into order is
something that the computer does so well that it
deserves a chapter all to itself.



CAPSULE REVIEW

Line numbers are usually assigned using
intervals of ten, at least in the early stages of a
program. Each line consists of one or more stafe-
ments or directions to the computer. Each program
line can contain as many as 80 characters (2 screen
lines). Thus more than one statement can be placed
in one line, as long as the statements are separated
by colons.

Whatever you place between quotation marks
will appear as text or output to the screen. State-
ments or commands will not be displayed when the
program is run.

Strings are denoted by a letter (or two or
three) and a $ sign.

The input statement allows you to take part in
the program activity. Whatever you type on the
keyboard in response to prompt an input will appear
on the screen and be used by the program, except
under error circumstances.

The print statement can be used alone to gen-
erate blank lines on the screen so that presentation
of material is neater.

Statements can be entered in shorthand form:
PRINT can be represented merely by the ? mark
and LIST by L and SHIFT L

User input can be evaluated by the program.
The simplest method is to use the if-then construc-
tion followed by some other statement indicating
some form of action.

Programs are saved to tape by entering the
word SAVE followed by the program name in quo-
tation marks. The computer prompts you with the
appropriate instructions and indicates when the
process is complete.

A program is transferred from tape to the com-
puter by entering the command LOAD; followed by
the program name in quotation marks. Again, the
computer prompts you with the appropriate in-
structions for operation of the tape recorder and
indicates when the process is complete by display-
ing the word READY.

It is wise to label programs with a short name,
being careful to avoid odd spaces and punctuation
marks. Make a note of the program name in the
exact form under which it was saved and the tape

footage counter reading on both the cassette and its
container. The C-64 will search through an entire
tape for the program you wish to load, but the
process can be irksome with a 90 minute tape.

Programs can be erased from the computer’s
memory by entering the BASIC word NEW or by
switching off the computer. The word NEW cannot
be used within the body of a program or else the
entire program will erase itself.

The C-64 can be used in what is known as the
direct mode. In this mode, no line numbers are
necessary. Multiple instructions can be entered as
one line and will be executed immediately. Only
simple programs can be entered and used in this
fashion.

Computers handle numbers extremely well; in
fact, although it may not be obvious, computers can
only handle numbers! Such things as letters, dollar
signs, and graphic symbols, in fact everything you
can see on the keyboard and anything you care to
design to appear on the screen is translated into a
numerical value for treatment by the internal stuff
of the computer.

The computer can be programmed to evaluate
aterm and act accordingly. The if-then construction
i1s one means of causing an evaluation and con-
sequent action to be performed.

The computer can be caused to repeat a given
activity any number of times, even for ever. This
condition of perpetuity is, however, undesirable in
most cases and is due to an error in the program.
The only solution is to press the run/stop and re-
store keys or, if things are in a very bad state, to
switch the computer off and start again. This latter
procedure destroys utterly any program that has
been so far entered and thus all the work that has
been done so far. It is therefore a good plan to save
sections of an incomplete program from time to
time.

For-next loops allow for the repetition of ac-
tion under the control of the programmer. The word
FOR is followed by a variable label that is then
given a series of values from one numerical point to
another. Both points can be specified at that mo-
ment or can be subject to user input. They can also
be defined in another area of the program where
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some other event that produces a desired value has
taken place.

The counting in a for-next loop can be either
consecutive or by steps of any numerical size. The
steps are defined by the step statement. The count
can also be made in reverse, or decrementally. The
format for decrementing is.

An array can be composed of FORI=N
TOZSTEP-X strings or it can be a numerical ar-
ray. An array of either type can be assigned to a
variable name and can use the same variable name
repeatedly because each item is assigned a sub-
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script number. The DIM statement is used to indi-
cate the maximum number of items that can be in
the array. The statement takes the form DIMA$(X)
where X indicates the number of items that can be
called A$ (or A if the DIM statement deals with
numerical values). The number X can either be
declared within the statement itself or called from
elsewhere in the program. In the latter case, the
value of X must still be declared before the DIM
statement is reached, or else an error condition will
exist.



Chapter 3

I have had to make certain decisions about the order
in which the material of this book is to be presented.
There is, however, no really fixed hierarchical
structure to what activities you indulge in from now
on. It is likely that this is not the only text on
computers that you will have read and you may
indeed already have some knowledge of BASIC
from work with another machine.

You could be anxious to get on and explore
other features of the C-64 such as color and sound.
You are quite free to do so, returning, if you need
to, to this chapter on sorting techniques and a vari-
ety of ancilliary matters.

SORTING ROUTINES

Type in the following program (or load it from
the disk or tape if you have it):

S PRINTCHR$(147)

10 DIMA%C20>

28 INF .i"HOW MANY NAMES",N
30 FORI=1TON

40 INPUTR$CI) NEXT

5@ FRINTTARE(E>"MOW SORTING"

68 FORI=1TON~1

78 IFA$CI+105aA$CIITHEN1ZO

80 B$=A$(I+1)

98 A${I+1)=ASCI)

108 A$(])=B$

110 GOT06@

120 NEXT

130 FORI=BTON+1:PRIMTR$CI) ‘HEXT

When you run this program for the first time,
indicate how many names you wish to use. The
computer will not allow you to enter more than this
number. Then, for test purposes, put in names that
begin with the same initial. Don’t put too many in so
that you avoid typing errors. See how nicely the
program sorts the names for you?

Before going on to the explanation, let’s tidy
up this program a little. Begin by adding a print
statement to line 130. List the program, bring the
cursor up to the line, move it along until it is over
the P of PRINT, then press the shift and INST DEL
key twice. Now enter ? and a colon and press re-
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turn. Bring the cursor below the word READY and
then run the program once more.

Line 5 might seem to be the odd one here. It
performs the same function as ? “SHIFT/CLR
HOME". Each character, indeed each activity the
computer indulges in is represented by a code. You
will find a list of them in the user’s manual that came
with the machine. CHR$(147) is the one that clears
the screen. I find myself using that more than the
heart-in-quotes version. You could put another in at
line 125 to get rid of the names you entered at first,
although you might wish to demonstrate that the
computer has indeed sorted the names into al-
phabetical order.

The first five lines in this program are fairly
obvious and are little more than you have seen in
previous programs. Line 50 has a curious feature.
Try changing the value of TAB inside the paren-
thesis and see what happens. Try 50 to start with.
TAB, far from having anything to do with either the
publisher of this book or diet drinks, works just like
the tabulator setting on a typewriter. If I press the
tab key on my typewriter, the carriage moves
across very quickly to a point that I have prear-
ranged. The tab function on the computer does
precisely the same thing, except on the screen.
Now try 250. The maximum number you can use is
255. Now try adding TAB to line 130 by inserting it
after the print statement: Just put it in without
punctuation, like this:

PRINTTAB (45)A$(1):

Now the names are presented neatly near the
center of the screen instead of crouching up against
the edge.

Lines 60 to 120 do the actual sorting beginning
with a loop that has one or two escape hatches.
These escape points are there to be used when
certain conditions are met.

Everything a computer does is by number.
Each character has a value known as its ASCII
(American Standard Code for Information Inter-
change) value. The CHRS$ function is one way of
using this value. The letter A is obviously assigned
a lower value than the letter J, and so the computer
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merely sorts through what it thinks are numbers. I
told you computers are dumb!

Line 70 says that if the second name you put in
is of greater or equal value compared to the value of
the first name, the program should go to line 120.

Line 120 tells the computer to go back to line
60 and go through the process over again with the
next pair of names. If the second name is not of
greater or equal value to the first, a new variable
called B$, which is equal to the second name, is set
up. Then there is a little swapping around that
serves to keep that name aside until it is needed, in
much the same way you would do it if you were
sorting a set of filing cards, holding the Z’s between
two fingers and the T’s between two others. When
all the sorting has been done the computer prints
the whole thing out for you.

If you have the patience, enter 50 or so names,
or even make use of the program to sort your record
collection (increase the value of the DIM state-
ment, however). You can see that the computer
takes a long time to do all that.

Actually, it is not the computer that is taking
the time . . . it is the program, or rather the al-
gorithm being used in the program, which takes all
the time. There are faster methods than this one,
which is called a Bubble Sort by the way, and I have
printed a group of them in Appendix A.

If you would like to follow what is going on
while the machine works, then enter the following
lines:

120 ?A%(])
122 NEXT

This will print out the result of each shift back
and forth between lines 60 and 120.

SUBROUTINES

Some time ago, in the second chapter in fact, I
mentioned the word subroutine. | am going to deal
further with the subroutine now. The for-next con-
struction is a closed loop. The action will continue
to recycle for the number of times you have
specified, even when the action might include a
little shuffle in the middle as in the name-sorting
program.




A proper subroutine is a little more controlla-
ble than that for it is a section of the program that is
brought into play only for those occasions when it is
needed. You do not have to use it a fixed number of
times, but you can call it at will.

Let’s return to our first program, the one in
which you put in your name and some sort of re-
sponse comes out. This program will announce
whether the name entered is a family name or not.
This is not a tremendously useful program but one
that will provide some fun at a party and teach you
something new at the same time.

5 PRIMTCHR$:147)

18 INPUT"WHAT I% YOUR HMAME",Z#
28 PRIMT"THAHKYOU ",Z%

28 IFZ$="JOHN"THENGOZLUEBS0H

49 IFZ¥="KRREN" THEMGOSUBERO

56 IFZ$="CAITLIM" THEMGOSLE?B2
68 PRINT"DO I KMOW YOU ";Z."72"

189 STOP

568 PRIMT"YOU RRE FAMILY--GET
BACK TO THE TYFEWRITER"

518 RETURN

608 PRIMT"ZING ME A SOHG THERE'S
A GOOD GIRL!!! ":Z%

618 RETURM

vas "I THIMK YOU‘RE SUPER!! ":Z%

718 RETURM

This trite little program demonstrates the
power of the GOSUB command. This command
sends the computer hunting for the specified line,
causes it to perform whatever activity is indicated
there and then returns it to the line that follows the
GOSUB command. Do not confuse the RETURN
associated with a GOSUB with the key marked
RETURN. You type the word in your program: it is
no good just to press the key!

I do not recommend saving this program.
Perhaps you might like to try something else a little
more interesting?

A DEMONSTRATION PROGRAM

The programin Fig. 3-1is fairly long. You have
the choice of typing it in full, examining the program
carefully to see what it does, or you could load it
directly from the tape or disk. It is called Demo.

The machine introduces itself and calls for
responses from the user. A menu of possibilities is
listed and the user selects from these by entering
the appropriate number. This is a fairly common
way of selecting activities. You will find menus that
call different sections by name or by means of coded
abbreviations. When you write a more complex
program than this, you might wish to try variations
in menu style.

The new statement is ON-GOTO. Quite sim-
ply, you can avoid a great slew of if-then statements
by using ON-GOTO. The operation is quite clear
from the program . . . but I'll explain it anyway! On
receiving a specific digit as input the computer
checks to see which of the new program lines it is to
go to. If the input is 1, the computer will go to the
first program line listed; If the input is a 2, it will go
to the second line listed, and so on.

Note the stop instruction which prevents the
program from running on to the next part, thus
making nonsense of the program.

Figure 3-2 shows one part of the program. The
complete program is printed in Appendix F, pro-
gram 1. One curious use of the FOR-NEXT loop
might be noticed:

4060 FORL=1TO10000
4070 NEXTL.

At first sight it might seem as if a good deal of the
program is missing. All this sequence does is to
hold the text on the screen for a certain period of
time without anything else appearing on the screen.
It gives the user time to read the material. You will
find programs that ask the user to press the space
bar to continue, thus allowing for varying rates of
reading. I find it a nuisance to have to keep on
pressing the bar. It is easier to take a guess at how
long a user will take to read a given amount of
material. There is a rule that you can filch from the
days of silent movies it says to time the reading of
the text slowly and then add 15%. It works.

Note the choices the user has with regard to
doing something over or going on to something new
in lines 4220-4255. Some of the features you may
not understand now will become clear, either later
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INPUT 2%

50 IFA$="N"THEN 5000

55 ? CHR$(147)

60 ? "I'M PLEASED ABOUT THAT"
80
90 ?:7:7"1.CALCULATE. 2.TEACH"
100
110

115

120

1000
1010
1990
2000
2010
2990
3000
3010
3990
4000
4010
4990
5000

INPUT A

GOTO 1000,2000,3000,4000
?CHR$(147)
?"CALCULATION ROUTINE"
STOP
7CHR$(147)
?"TEACH ROUTINE"
STOP
2CHR$(147)
?FILE ROUTINE"
STOP
2CHR$(147)
2"SORT ROUTINE”
STOP

10 “Hello. My name is Commo. What's yours?"
30 ?:?"I'M VERY PLEASED TO MEET YOU";Z$

40 7 "WOULD YOU LIKE TO KNOW WHAT | CAN DO?"
INPUT "PRESS Y OR N AND THEN RETURN"; A$

?7:?7:7"PLEASE PRESS THE NUMBER THAT CORRESPONDS
TO WHAT YOU WOULD LIKE TO SEE'

?7CHR$(147):?"NICE TO HAVE MET YOU: Z$:GOTO 10

Fig. 3-1. The beginning of a demonstration program.

on when they are explained or as you run the pro-
gram.

As I remarked in the introduction to this book,
my aim is for you to stand on your own feet. It is
likely that you will have texts on BASIC that you
will have worked. Your knowledge of what is going
on in this program is likely to be greater in such a
case than I have presumed. The program is not
crunched. Should you wish to expand the program
to include other clever features at some point, it
might be a good plan to convert it to multistatement
form, but be careful of GOTOs as the program flow
can become quite confusing.

CAPSULE REVIEW

An array may be regarded as a sequence of
things that have a label or variable name in com-
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mon. The word computer is a label that can be
applied to a variety of devices that differ in appear-
ance and in ability. The word computer is a natural
language variable, and the set of computers that is
to be found on the market is an array. A BASIC
variable can be one, two, or three letters (or even
more except that the computer will ignore too many
characters and just count the first two) or a combi-
nation of a letter and a numeral. Thus A, AA, AB,
Al, and A2 are all valid variable names.

CBM BASIC recognizes three types of vari-
ables: Floating point variables, represented by one
or two characters; integer variables, represented
by one or two characters followed by the % sign;
and string variable, denoted by one or two charac-
ters followed by the $ sign. The first two variable
types deal only with digits; the third can deal with




text input and output whether this includes digits or

not.

CBM BASIC allows arrays of up to eleven
elements (@ to 10) written in the form A(N), AA(N),

B1(N) where N may be any number from 1 to 10.

(There is usually no point in writing A(4.) An array

that requires more than eleven elements must be
declared prior to use by means of the dimension

4000
4020
4030

4040

4050
4060
4070
4080
4085
4090
4095
4100
4105
4110
4115
4120
4125
4130
4135
4140
4145
4150
4155
4160
4165
4170
4175
4180
4185
4195
4200
4210
4215
4220
4225
4230
4240
4245
4250
4255
4990

2CHR$(147)

2YOU MAY ENTER UP TO 20 NAMES.”
2:2"MEMBERS OF YOUR FAMILY; FRIENDS OR ANY OTHER
NAMES."

2:2“WAIT FOR THE ? BEFORE TYPING, AND PRESS THE RETURN
KEY AFTER EACH NAME."

2"YOU WILL HAVE TO TELL THE COMPUTER HOW MANY NAMES."
FOR L=1TO 10000

NEXT L

2:2:7 “PRESS ANY KEY TO CONTINUE"

GET A$:IF A$="" THEN 4085

?CHR$(147)

?GOOD."

DIMAS(20)

7"HOW MANY NAMES?"

INPUT N

FOR K=1TON

INPUT A$(K)

NEXT K

? TAB(8)"NOW SORTING-PLEASE WAIT"

FOR K=1 TO N-1

IFA$(K+1)>=A$(K) THEN 4165

B$=AS(K+1)

AS(K+1)=A$(K)

A$(K)=BS$

GOTO 4135

NEXT K

FOR I=1 TO N

2A8(1)

NEXT |

FORI=1TO500

NEXT |

2:2:2"HOW'S THAT!?"

FORI = 1 TO 1000

NEXT 1

?“WOULD YOU LIKE TO TRY THAT AGAIN? Y/N"
INPUT A$

IF A$="Y"THEN 4105

?“WOULD YOU LIKE TO TRY SOMETHING ELSE? Y/N"
INPUT X$

IFX$="Y" THEN PRINT CHR$(147) : GOTO 90
IFX$="N" THEN 5000

STOP

Fig. 3-2. A possible subroutine for a demonstration program.
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(DIM) statement. An array may not be redimen-
sioned during the course of a program.

The DIM statement states the number of ele-
ments in an array in the form DIM(20). The number
in parenthesis refers only to the number of ele-
ments and not to the number of characters in each
element. Thus DIMA$(20) can refer to twenty dif-
ferent phrases or sentences, all of different lengths
as long as the total number of characters and spaces
in any single string does not exceed 255.

The computer can actually only recognize
numbers and those only in the form of zeros and
ones (binary notation). Programming a computer by
direct manipulation of this binary code is a long and
arduous process. Mercifully the internal brain of
the computer can do most of the work of translating
from BASIC into binary. All you have to do1s figure
out the appropriate pieces of BASIC to use in order
to produce a workable program.

BASIC, Beginners All purpose Symbolic In-
struction Code has sets of instructions that stand for
many activities indulged in by the computer in much
the same way that natural language has words, like
run or play the piano, which cover a whole range of
complex muscle movements.

Every character that can be accessed from the
keyboard and each activity that can be controlled
from the keyboard, such as carriage return, has a
numerical value called its ASCII value. These val-
ues can be used to enable the computer to sort a
variety of items into various hierarchical orders.

Subroutines are rather like miniature pro-
grams. The computer can be directed to run or
avoid subroutines according to certain conditions
specified by the programmer—you!

GOSUB-RETURN is a combination statement
each part of which may not exist without the other.
A GOTO statement on the other hand can be re-
garded as a single entity, directing the computer to
go to one specific spot within the program and
causing it to remain there until a new and separate
command is given. The GOSUB-RETURN cluster
requires that the main body of the program be re-
joined immediately following the spot from which
the jump was made. You cannot cause the computer
to return to another spot.
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ON-GOTO allows for the avoidance of large
groups of if-then statements. The simple form is as
follows:

ON A GOTO (line no.), (line no.), (line no.)

If Ais equal to 1, program control will go to the first
line number. If A is equal to 2, control will go to the
second line number, and so on for as many different
values as you like or have memory to accommodate.
The statement is highly useful in many driver pro-
grams; the ones in which the user is allowed to
select a particular feature or aspect of the program.
At the end of this type of subroutine a GOTO re-
turns the user to the original point in the program.

PRINT CHR$(n) is a function which allows for
the generation of activity on the screen. This activ-
ity may be in the form of the presentation of a
specific character or in the form of a change or
activity. ?CHR$(156), for example does nothing
more than to change the character color to purple.
?CHR$(147) causes the screen to be cleared. It is
possible to enter anything in the form of CHR$
functions, yet that would be tedious. CHR$ should
be reserved for those occasions when it would
otherwise be difficult or impossible to include
commands in quotes. Changes from upper to lower-
case, the presentation of material in different col-
ors, carriage returns, reverse on and off, and all
cursor control can be operated from within a pro-
gram by use of the CHR$ function.

The FOR-NEXT loop can be used to control
the timing of the appearance of material on the
screen so that it appears in a clear form and at a
nonthreatening rate. The form of such a loop can be

FORI=1TO N:NEXT

where N is a number proportional to the amount of
time you wish the material to remain on the screen
undisturbed.

The input statement allows the user to enter
material. The response made by the user will de-
pend upon the type of variable. INPUT A, for exam-
ple, will cause the computer to wait until a numeri-
cal has been entered. INPUT A$ requires a string.



However, afive or six digit number (or any number
of digits) can also be a string and so it is possible to
respond to the question WHAT IS YOUR NAME?
with 1234567, in which case the user must tolerate
being so labeled for the rest of the program! It is
possible to use this feature to provide security for
the identities of users in such cases as exam marks
and report cards.

A program uses a memory space roughly in
proportion to the amount of characters used, al-
though DIM statement have a nasty habit of using
up memory just by being there!

The C-64 has a feature which conserves mem-
ory. The command PRINT would seem to use up
five bytes. However, the C-64 tokenizes the com-
mand into two bytes, thus saving lots of memory in
large programs.

You can check on the amount of memory left at
any point in program production by typing (in direct
mode) ?FRE(0). You may be very surprised to find
that a negative number appears, perhaps —26472.
The C-64 presents negative quantities when the
memory remaining exceeds 32K.
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Chapter 4

Moving things around the screen and using the
many coiors available on the C-64 are very jolly
things to do. On first examination, the activity
might seem to be a little complicated, but it isn’t all
that bad.

MOVING AN OBJECT ON-SCREEN

You have to remember that in order to show
anything in a particular spot on the screen, you have
to make two pokes. The first poke is to the screen
address and the second to the color address. Screen
addresses run from 1024, which is the top left
corner, to 2023 which is the bottom right corner.
Color addresses run from 55296 to 56296 and each
has a one-to-one correspondence with the screen
address.

You poke the value of a character into the
screen address. These values are the ones found in
Appendix E of your C-64 User’s Guide, not the ones
found in Appendix F. If you poke 1024 with value 81
(a ball, more or less) a filled-in circle will be placed
at the top left corner. The problem is that you
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cannot see it until you also poke a color to the color
address which corresponds to that spot.

In direct mode, therefore, type POKE 1024,
81:POKE 55296,3 and you will see a cyan circle in
the top left corner. Change the value of the color by
bringing up the cursor, moving it along to the
number after the comma in the color address, and
typing the new number over the top. When you
press the return key, you will see the color of the
circle change.

Now you can have some fun! Still in direct
mode enter the following:

FORI=1TO40:POKE1424+1,81:POKE55696
+1,8:NEXT

When you press the return key, the small ball will
zip across the screen leaving a row of itself behind.
Change the value poked to the color address (the
digit after the comma) and do it all over again. The
ball-row will change color.

Now bring the cursor up to the line again and



create a gap of 14 spaces before the NEXT. Insert
the following: POKE1424+1,32:

This time the ball will zip across the screen
without leaving a trace of itself. Let’s put that in the
form of a proper program with line numbers and all.

{ REM BALLR-L

S PRINTCHRS$ (147>

18 FORI=1T028:POKE1024+1%38, 81 :
POKESS296+]1#35. 2 FOKE1024+1%322,
32

189 NEXT

118 GOTOS

So far the ball merely travels straight across
the screen. Making it move diagonally is fairly easy
and involves putting in a small computation (which
computers are good at, so they say). If you multiply
I by a given amount that is less than the numbers of
positions available on a screen line, the ball will
travel in one direction. What happens when you use
a number greater than 40? Try it and see.

It is a nuisance to have to keep on changing
your program listing each time you want to see the
effect of a new value. Let’s work up a program that
makes alterations subject to user input, for after all,
this is the way good programs that deal with num-
bers or text work. One or two juicy bits in the form
of values to be poked into the border and back-
ground color addresses will be added to the pro-
gram. The speed with which the ball travels will be
subject to a step instruction but do not make it too
large until you have seen what small values can
do.

REM BALLDIAG
PRINTCHRE(147>
PRIMT"COLORS A & B
PRINT"A IS BORDER;
BACKGROUND"
INPUTA. B

INPUTC
PRINTCHR$(147)

16 POKES3280,R: POKES3231, B
12 FORK=1TO1@

15 FORI=1824T0OZA235TEPC

20 POKEI,. 31
38 FORD=1TO42
40 FOKEI, 32

STEP SIZE C"
E IS

AL

D000~

"HEAXT

58 MEXT
E0 MNEXT
78 GOTO1

You can play with the values here for a long
time, gradually becoming familiar with the colors as
well as the behavior of the ball. You could change
the color of the ball too by adding POKE 646, and
some value. You could add the value as a user input.
Label it D and add D (plus the user prompt on line 6)
to line 8.

The next program is even fancier. It is a varia-
tion on that found on page 65 of the Commodore 64
User's Guide. It adds an opportunity for you to
decide which colors you are going to use. Note how
you set values for X and Y at the start of the program
and then increment them during the course of the
program. You also set values for DX and YX. X and
Y refer to horizontal and vertical positions of the
ball; DX and DY are used to cause horizontal and
vertical movement of the ball.

1 REMBRLLC

2 PRIMTCHR$(147 >

S IMFUT"BORDER, BRCKGROUND &
CHARACTER COLORS",;A. B,C
PRINTCHR$(147) POKES328
POKESZ221, B FOKEE4E, C

20 K=1:¥Y=1

38 DIX=1:D¥Y=1

48 FOKE1Qz24+»+40%Y, 81

S0 FORD=1TOS:NEXT

68 POKE1G24+X+40%Y, 32

78 X=X+DX

80 IFk{(=00R¥>=29THEMD¥=~1"
90 Y=Y+DY

100 IFY<=@0RY:=
118 GOT044@

19 @A

Z4THEMDY=~DY

By adding the appropriate lines you can pro-
duce a companion image.

1 REMBALLC

2 PRIMTCHRE(147)

S IMFUT"RBORIER., BACKGROUMD &
CHARACTER COLORS".H,EB.C

1P FPRIMTCHR$C(1473 FOKES3286.A
FOKES3ZE1. B POKEE4E . C

28 A=1'Y¥=]
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39
40
45
50
€0
65
78

I=1:D¥=1
FOKE1BZ4+4A+40%Y, 31
FOKE1024+A+5+40%Y, &7
FORD=1TOS : HMEXT
POKE10244X+40%Y, 32
FPOKE1B24+4+5+40%Y, 22
n=n+Di

80 IFx{=B0RX>=33THENDX==D
98 Ya=a'Y'+DY

19@ IFY<{=80RY>=24THENDY=-DY
118 GOTO49

There is one small problem with the compan-
ion graphic character in as much as it tends to move
off the screen to the right at times and then appear
on the other side. The reason is obvious: the value
of DX and DY can not be greater than 40 or 24, but
the horizontal position for this character starts not
at 1 but at five. This means that when this charac-
ter, a circle, moves to the left, it meets a barrier
five screen addresses away from the left side of the
screen. When it moves to the right there is no
barrier at that side of the screen, but one five screen
addresses farther to the right. As the screen is only
40 columns wide, the circle moves merrily onto the
left side of the screen!

There is a neat trick to be learned from this.
You can limit the size of the area in which the figure
can move simply by altering the values in lines 80
and 100. Try using 29 in line 80 and 14 in line 100.
As if by magic, the ball (if you delete lines 45 and 65,
you remove the other figure and help with the ex-
planation!) now confines its activities to one area of
the screen. Try other values and see what you get.

It is possible to change the left side of the area
on the screen where the ball moves by increasing
the values on lines 40 and 60 to 1034 and reducing
the value in line 80 to 19, thereby forcing the ball to
operate in a narrow band in roughly the center of the
screen. Play with this for a while altering the pro-
gram as you wish.

USING COLOR

The addresses 53280 and 53281 bear some
attention. They refer to the border and background
colors presented on the screen. In direct mode
enter the following: POKE53280,1. The border
turns a very pretty shade. Now, using the cursor
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controls (this feature whereby you can waltz all
over the screen is called full screen editing by the
way: not all computers have it), change the value
after the comma to produce other colors.

Now, after the previous poke, enter POKE
53281, plus some value or other. Now you will see
the background color change too.

The program below will run through all the
combinations possible. It will take quite a while to
run. You might consider writing a short program
that allows you to check various combinations be-
fore using them in a program. You will find that
some combinations of background and character
colors will not work too well. Experiment to find
those which work.

1 RPEM:BRACKGROUND AHD
BORDER COLORS
S5 PRIMTCHR$(147
18 FORBA=BTO1S
28 FORED=BTO1S
39 POKES32£0, BA
33 PRINT:PRIMT:PRIMTEA, "BA", EO,"BO"
49 POKESZ281, Bl
S0 FORX=1T01800 ' NEXT
€8 MEXTBO:NEXTEH
The lines below are an example of a user-
defined color program, including the text-color

which is controlled by POKE 646.

S5 PRINTCHR$(147

1@ PRINT"ENTER YALUES FOR
BACKGROUMD . BORDER AND CHRRACTER
COLOR IM THARAT ORDER"

28 INFUTA,B.C

38 POKES3221,A:POKES2228, B
FOKES4E, C

48 FRINT"THERE YOU ARE!! !

58 FORD=1T03808:HEAT

68 GOTOS

If you buy some of the Commodore Educa-
tional software (actually you don’t have to buy it. It
is in the public domain which means that all you pay
for is the disk), you will find that background and
border colors change to enhance the effect and draw
attention to the text, a neat use!



The thing to watch in your own programs is
over-frequent use of color change. If you do too
much of it, you will merely unsettle the user, and
the program will become a trial. Do be careful too of
rapid color changes. It has been known to cause
problems for folk who suffer from epilepsy.

TRICKS WITH TEXT AND TITLES

In addition to making the various colors pre-
sentable on the screen, it is useful to be able to put
pretty borders around titles or around any textual
material that we wish to stand out. Look at the
following simple program.

S PRIMTCHR$C147)

5 POKES3281,5 FPOKES46.2

7 PRIMT:PRIMNT

180 FORI=1TOZ@:FPRIMNTTRECS) "#" "
HEXT

28 FORI=1TO& PRIMTTABCS: "%" -FRIMT
THECZE "#" -HEXT

38 FORI=1TO2E:FPRIMTTHECS"#",:
HEST

By using a couple of simple for-next loops, you
can make a border roughly in the center of the
screen. Putting something in the middle of the pat-
tern could be something of a problem unless we
reorganize the program a little. Try the following as
one solution:

1 REM TITLE

S PRINTCHR#C147)

6 POKES3231,0 FOKEE4E.D

7 PRINT:PRINT

19 FORI=1TO20:PRIMTTABCB) "#" " HEAT

20 PRINTTARB(B)"#", THE(Z8)"#"

23 PRIMTTABC185"THIS IS THE"

38 PRINTTABC1@> "WAY TO PUT TEXT"

35 FRIMTTAEC1®"IM THE TITLE PAGE"

188 FORI=1TO22 FRIMTTHECS) %", ¢
HE®T

Full screen editing was mentioned a little
while back. There may have been times when you
found the idiosyncracies of the C-64 editing
facilities to be a trifle irksome, particularly when
you have placed something in quotes and then tried

to edit the material by means of the cursor controls.
Instead of doing what you expect the screen begins
to show reversed characters which are difficult to
erase.

After an odd number of quote marks (“) the
cursor controls cease to operate as direct screen
manipulators. Instead, the action which would nor-
mally take place becomes part of the string (that
which is within the quotes) and then performs that
action or series of actions when the program is run.

An example is in order:

1 REM:CRSE COMTROL

S5 PRINTCHR%$( 147

18 PRINT " DI MG MO XA MM N
YOOUTLUTRTE"

Line 10 shows inverse Q’s after each letter of the
word DIAGONALLY. These are reached simply by
entering a cursor-down after each letter. Likewise
with the word YOURS, which shows reversed or
blank balls. These are reached by cursor up
characters (press the shift key and the vertical cur-
sor key).

When you run the program the two words run
at an angle to one another. Try changing the pro-
gram so that each letter falls on each of two lines
alternately. Then try putting in a series of cursor-
down commands at the beginning so that the text
appears low down on the screen.

Playing with these controls for a while will be
repaid by the understanding of a variety of tricks
that will enhance the presentation of your pro-
grams.

Moving titles are a neat thing to try. The fol-
lowing little program does this very neatly:

1 REM:SCREEM MAHIFULATION
S PRIMTCHR$(147)

18 FORI=38T018STEP-1

20 PRIMTTABCI ) "HELLO"

25 FORD=1T0S58:HEAT

30 PRIMNTCHR%(147)

48 ME®T

The duration loop can be altered to make the
word move more slowly. Alternatively you could
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introduce another duration or pause loop to hold the
CHR$(147) (CLR HOME) for the same amount of
time as the word, thus making it blink more.

Talking of blinking, you could remove the
movement altogether and make the word flash on
and off the screen in the same place each time. See
what you can do with that on your own.

A surprise for guests at a party would be to ask
them to enter their name and then animate it across
the screen, as in the following program.

1 REM:SCREEM MAMIPULRATION
FIG I -18@

S FRINTCHRE#: 1475

€& IMPUT"MAME FLEASE" A%

7 FRIMTCHRE£( 1470

18 FORI=25TO1BSTEF-1

20 PRIMTTRBCI>"HELLO ":R%:

25 FORD=1T0208 :NEXT

30 PRIMTCHREC1475

48 HNEXT

@ GOTOS

Alter the program to produce a different back-
ground color and then overlay the text in a suitable,
contrasting (and legible!) shade.

Consider now the four routines below. They
are simple variations upon the theme that we have
been discussing. Type in the last program. Bring up
the cursor to the print statement in line 20 and
insert a space after the quotation marks. Press the
CTRL and 9 keys. Enter the line by pressing return
and then run the program. The result is reverse
characters (but then you knew that already because
9 is the RVS ON key. There is no need to enter a
reverse-off command; the carriage return does that
automatically.

1 REM:SCREEM MAMIPULATIOM
S5 FRIMTCHRS$(147)

18 FORI=2535TO165TEFP-40

20 FPRINTTABC IO "HELLO",

25 FORD=1T0O208:HEAT

30 PRIMTCHR$(1473

48 HEAT

1 REM:SCREEM MAMIFPULATIONM
S PRINTCHR$C1470
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2 FORJ=1TO16 PRINT

19 FORI=255TO105TEF-44
28 PRIMTTAECI»"HELLO"
25 FORD=1T020@:HEXT

38 FRINTCHR#(1475

48 MEAT

1 REM:SCREEM MAMIPULATION
5 PRIMTCHR£(147

18 FORI=255TO1@STER~1

28 FRIMTTABCIJ"HELLO";

23 FORD=1T02@0:HEXT

38 PRINTCHR$(147

48 HEXT

1 REM:SCREEM MAMIPULATIOHN
S FRINTCHR#:(147)

& IMFUT"MAME FLEASE" ;A%

7 PRINTCHR%C1473

18 FORI=23TO1BSTEP-1

2@ PRIMTTABCI)" #HELLOD ";R%,
23 FORD=1T0208:HEXT

38 FREIMTCHR%$(147)

40 HE¥T

S G0OTOS

You will recall that I mentioned the fact that
each keyboard function was given a numerical value
and that it was described by use of the CHR$ func-
tion? Well . . create a gap after the TAB instruction
on line 20 and insert CHR$(14). The result is
lower-case output. Any of the commands can be
entered by calling them by their CHR$ codes. Often
this is more convenient than using the CTRL in
quote mode.

Now for a surprise: carefully create a space in
the spot where you can see the reversed R in line
20. Press the return key and then go back to the
space with the cursor controls. Now press the
CTRL and RVS/ON keys. The cursor should con-
tinue to flash in that same spot, but without printing
areverse R. Now press N. Press the returnkey and
then the program. You can see that the word
HELLO and the name appears in lowercase, but not
in inverse characters. Pressing the shift key and N
for any following material will put the character set
back to the normal upper case condition.




BAR CHARTS

Many advertisements for computers depict
them with the most wonderful business graphics:
bar charts and all! The C-64 can do bar charts. A
simple way to do them is to use character codes to
indicate the output to the screen. Such displays
seem to delight office managers out of all proportion
to their worth, and it always pays to keep your boss
happy, so let’s explore it for a while.

40 Z$=CHRS$(166)
50 INPUTX
100 FORI=1TOX:?Z$:NEXT

Clear the screen by pressing the shift and CLR
HOME keys and then run the program. Don’t worry
about the strange line numbering for the moment.
Enter a value less than 40 for X for the moment. The
checkerboard symbol (CHR$(166)) runs down the
side of the screen.

Now change line 100 by adding a semicolon (;)
after Z$, and before the colon. Now the CHR$(166)
runs horizontally.

Next change the semicolon into a comma. This
time you have two distinct bars. Change the comma
back to a semicolon and then type in a number
greater than 40 for X, say 45. Now you can see that
the whole line is filled, and the row of symbols spills
over into the next line too. Try other values for X.
How much is required to fill the screen?

Add the following line:

30 A$=CHR$(113)
and change line 100 as follows:
100 7?CHRS$(18):FORI=1TOX:?Z8$;:?A3;:NEXTI

Don’t worry about CHR$(18) for the moment, just
run the program. Now you have two alternating
symbols.

If you change the value of CHR$(18) to 144 you
can turn the whole thing black. CHR$(144) is noth-
ing more than the code for the color black, which
you would normally reach via the CTRL key and the
appropriate number, or with a POKE646,0.

Let’s change the program to read:

100 ?CHR$(18):FORI=1TOX:?A$;:NEXTI
110 ?CHR$(144):FORI=1TOX:?Z$;:NEXTI

You could add a couple of lines to produce
another symbol in another color or bring the last
display into normal color balance by means of
CHR$(31).

So far you don’t have much in the way of a bar
chart. That is why you have such strange line num-
bers. Let’s add some lines to allow greater freedom
of expression.

20 Y$=CHRS$(115)

50 INPUT*HOW MANY LEMONS”;X
60 INPUT*HOW MANY ORANGES”;Y
70 INPUT"HOW MANY NUTS”;Z

100 ?CHR$(144):FORI=1TOX:?A$;:NEXT
110 ?CHR$(31):FORI=1TOY:?Z$::NEXT
120 ?CHR$(156):FORI=1TOZ:?Y$::NEXT

Note that we have already assigned CHR$ to vari-
ables in lines 30 and 40.

A variation on the program could exist as fol-
lows:

20 X$=CHR$(18)+CHR$(160)
30 Y$=CHRS$(18)+CHRS$(160)
40 Z$=CHR$(18)+CHR$(160)

lines 50 to 70 remain as before, then type:
80 ?CHR$(144)

and change the CHRS code inlines 100 and 120 to 18
and add:

105 ?CHR$(28)
115 ?CHR$(31)

Now run the program.

This program, as long as you can remember
that the lines represent lemons, oranges and nuts in
that order is fine. However, a graphic display
should make things self-evident . . . even to your
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boss! You need some means of indicating what each
line is supposed to mean. The simplest approach is
the best . . . merely printout the name of the item!
So that you can allow for quite a number of different
objects, it would be a good plan to DIMension the
array. The completed program is shown in Fig. 4-1.
Now your boss knows what the pretty picture is
supposed to mean!

Quite clearly, what you put in the program and
what you make each bar represent is entirely up to
you. The bars could be monthly temperatures,
widget, tridlegroinge and grundget sales, the rat-
ings you give to pin-ups and movie stars or what-
ever takes your fancy. The program will be much
the same, whatever you wish to represent.

So far you have managed to produce a hori-
zontal bar graph. What about a vertical one? It is a
little more difficult, and there are limits to the
number of items and the quantity of each that can be
represented on the screen. There are only 25 lines

available in all, and in the program in Fig. 4-2,
nevertheless, a start.

For each item, a letter of the alphabet appears.
Leave a couple of lines at the bottom of the screen
and begin with the address 1906 on line 120. Now
run the program.

It is important to ensure that there is sufficient
contrast between adjacent colors, or else the bar
chart will not be as clear as you would like.

It is up to you what items you ask for, of
course, and how many. The program will become a
little long winded if you ask it to deal with too many
items in one go. The best approach is to put the
whole sequence in a subroutine somewhere at the
end of the program and call upon it for just a few
items at a time.

CAPSULE REVIEW

Animation is possible on the C-64 by making
use of the memory-mapped screen. Memory map-

FEM: BRR CHART
FREINTCHREC 14T

s —

4 DIMAECZED

SOAECL D="LEMOMS"

£ HECL ="0RAMGES"

¢ A% ="HUTSY

28 RE=CHRECLSI+CHREC 1R )

30 WE=CHREC1ZI+CHREC1EE

480 ZE=CHRF120+CHREC 1620

S8 THPUT"HOW MAMY LEMOMS"
3 IMPUT"HOM MAMY ORAHGES" ;Y

FEOTHPUT"HOW MAMY HUTS":Z

—
Ay
iy

FEIMTR$1)
FRIMTCHR S 28

-
Dy

P

FRIMTASCZ
FRIMTCHREECS1

—
R
o

FREIMTHECZ)
POKEG4S, 14

FRIMTCHREC 1440  FORT=1T0x:

FEIMT &, (HEAT :PRIMTCHRECS ) ; ¢

FRIMTCHRE (25 (FORI=1TOY  FRIMTYS, (HEAT (FRIMTCHRE (S

FRIMTCHREC 156 (FORI=1TOZ  FRINTZS®, (HEST (PRIMTCHRES (S0

Fig. 4-1. The Bar Chart program.
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5 OPRINMNT"D
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POKESZIZ221 .4
=

FORK=1TOA
IHPUT H

T I T i
AT b

L

ORI Dm N

oA

ol

R

T

F= 1SRG+ | DRmGE L TS+
HE =TI
EHD

e s s T

ITEMS DO YO WISH TO DISPLAY™"

FORI=1TOM: FOKEP, 224 POKEC ., 2+ P=F~48 C=C-48  HEXT ]

Fig. 4-2. The Vertical Bar Chart program.

ping is the term used for a condition in which each
possible character placement on the screen is lo-
cated in a particular spot in memory. There are
1000 such spots on the C-64 screen, your TV or
monitor, running from 1024 to 2023.

Color memory for each spot runs from 55296 to
56295. Each address must be poked; the first with
the value of the character desired and the second
with the color desired.

Simple movement up, down, and across the
screen can be achieved by means of for-next loops.
Diagonal movement must take into account the fact
that the screen displays 40 columns. The area of the
screen in which a particular object is made to move
can be changed at will by altering the start address
of the desired movement.

Poking the appropriate address with the value
for a space (32) will erase the object from the spot in
which it was previously visible.

The color of text appearing on the screen can
be altered almost ad infinitum by using address 646.
Poking this address with a number one less than
those shown on the keys for any given color will

change the text to the desired color.

Enhancement of screen presentation can be
achieved by poking the addresses for background
and border colors 53281 and 53280, with the de-
sired values.

The C-64 has full screen editing features; this
means that lines may be altered in suit, without
having to be brought to a specific spot on the
screen. After an odd number of quotes the cursor
controls no longer perform their normal functions
but rather present a series of inverse characters on
the screen. When the program is run these charac-
ters are read as if they were the real movements of
the cursor and are presented in action form, having
the same effect on the positioning of the text as they
would normally in editing mode.

All cursor and color controls, as well as those
for changing to lower and upper case, have ASCII
code values. The action required can be achieved by
use of CHR$ and the appropriate value enclosed in
parenthesis. The CHR$ codes make for relatively
easy production of graphic display of numeric mate-
rial.
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Chapter 5

I have touched on the subject of the DIM function,
the means whereby arrays can be dimensioned in
order that we do not run out of variable labels. Time
spent on this topic will be well repaid and you can
have a bit of fun at the same time.

USING ARRAYS

The problem you are going to deal with is
rather like the old contention that if you give a
hundred monkeys a typewriter each and enough
time, they will eventually come up with the works
of Shakespeare or Goethe! Hmnn!

The following is the first part of the program:

1 REMRHDMWORDS

S OPRINTCHESC147 5
1@ DIMAECZE
2 GOSURSE1
S8 FORD=1TO1@EH8  HEXT

43 PRIMTAECL D +AFC20+AF 018 +AF

ClaeHECSD
45 D=0
76 J=THTURHDC 1) #260+1
152 FRINT

28

118 FORD=1TOZ006  HEST

125 w2 DTHEMERD

128 PRIMTHEC T,

14 CoTova

So far there is no line 501 to go to so there is no
point in running the program yet. Line 70 uses that
fascinating creature; RND. Note the format for this.
RND generates, more or less at random, a number
between 0 and 1. The expression INT(RND(1)
+20)+1 multiplies that number by twenty, which is
the number to which A$ has been dimensioned,
finds the integer of the result, and adds one. The
number so generated is then “translated” into the
variable J. A new array called Z$ appears on the
scene. This is nothing more than the array A$(J).
Line 105 is a counter that increments C by one each
time round. A trap is set up at line 115 to make sure
that the value of C can be no greater than 5, so that
no more than five versions of A$(J) are printed. All
you need to do now is put in the various items of the
DIMensioned array. Figure 5-1 shows the com-
pleted program.




1 REMREHDWORED:

S FRINTCHEEC 147

1 [IIHFILE *.;'._‘l-l 4

e Fuhh 1TU1EE@¢HEHT

48 PRIMNTAEC L p+RECE

FEC]L a+REC4D

=i

f“IHT FHDC L v 2@+
FRIMT

SRR N |

FORD=1TOZAG0  HEXT

125 ITFCL=25THEHEHD
A8 PEIMTHECTS
GOTOVE

IITHE. "

FF ] e

SRR 18+

SEd FEC4I="T00 "

SES FECS = RATH

SEE FECSH ="ROTTEM "
S67 FECTI="RED O

SEE FECE)="GREEH
SEE [AFEC S =" BROWH "

x]

A$C10="EITES "

i,

&

%

3

1
11 FAFCLLa="0ROMLE
512 AFC1Z0="MECOMWS "
D13 AFCLE="AT
14 FECL40="R1OME "
515 RAEC1D="ERREES "
S16 FAEC1E="AROUND "
17 FFECLY = EORATOHES
Bla AFC1EN="ERATZ
5159 AFC1Z0="FROM "
Sel HECZEL="FRLLES "
A

FR]

FETLURH

.
‘-

Fig. 5-1. A simple random word program.

The computer prints mostly garbage. The
computer cannot of itself recognize the various
parts of speech that when used according to the
standards of our language, can make sense. What
you need to do is reorganize the program in a
slightly different way so that the machine will ap-
pear to be able to distinguish between a definite
article, a noun, an adjective, and so on. I use the
word appear because that is all it is. . . an illusion!
Figure 5-2 shows the new version.

Now you can see that whole sentences are
being produced by the C-64. Not many of the sen-
tences make all that much sense, but then, comput-
ers are not noted for their innate intelligence!

What is needed in order to clean this program
up a little is a means of selecting each item at
random instead of using the same random number
for all of them.

Note that the line 70 deals only with a random
number between 1 and 6, even though you have
seven items in some of the dimensioned arrays.
Perhaps this error will spur you on to expand the
program and revamp it to your own delights.

You will notice that the same sentence often
occurs more than once. This is caused by the use of

the same random number for all items in each sen-
tence. The best way to get around this would be to
introduce a neat subroutine that selects a different
number for each array before printing out the re-
sult. You can do that, but for the time being I'll show
you a quick and nasty way of doing it. It will not look
very professional but it will do the trick.

Bring the cursor up to line 70 and change the
line number to 131. Then change the 131 to 133.
Remember to press the return key each time.
Change the line number to each of the odd numbers
through 139, remembering to change the existing
139 to 140 and 140 to 141. The reorganized lines
look as follows:

12% EEM FIG W-1T

1 "-’t ek Tl FFIHT"-?
1= ! . g

1"21

1

1

1:‘_:

137 I .HT FHIJ l

135 Z4=A%0 T FRINTZS)
13% T=IHTORMDCL 3 s +1
146 Z¥=BFC T3 PRIMTZE,
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1 REMEMDWORDS FIG W10
S PRIMTCHREF 1470

18 DIMAFCZE

25 IFCE=23THEMEHD

128 SF=AFCI) FRIMNTIE
132 Z4=BFC Tl FRIMTIF
134 2F=CECT FRINTIE,
136 ZF=DFl 0 FREINTZF;
128 ZF=AFCT FRINTIZH,
135 Z4=RE JI0 PRINTIE;
T GDTD?B

581

bl P

SE3 Hflaﬂu”‘HHF

28 GOZUESO1

38 FORD=1TO1806 : HMEST

43 FRIMTAECI v +RBEC T +CECT D +TE
CIarFECT I ABECT

35 D=

A J=IHTORMDCL %S+ 1

182 FRIMT

185 C=0+1

118 FORD=1TOZ8060  HEST

fae)
£

FHE s “”HFIH'r' "

SAS HECTH="HOO"

505 AECE="H "

SET OBECL

SHS BE "
518 BEo4="HOUZE "
=11 BECSy="PIANO "
512 BEoma="D0G "

=10 E”ﬁl)'“HEHH” !
=14 CECZy="BAREKS
215 CELS=CRUMS T

S1E CECa="GROMLS
=17 S s VLD RATOHES
5105 "EARTS M

amtBITESZ "

a=UEROM

"'Tﬂ 1"

M ARECLRT

o="LMDER
P HHT n

o “'EL“HHD "

EETURH

Fig. 5-2. A more complex random word program.

The program is saved on the tape or disk under the
name RNDWRD3.

Figure 5-3 shows a short selection of what my
computer printed for me. It is not very exciting,
and you must forgive such solecisms as “a ele-
phant” ... but the computer has not yet been
taught much grammar!

Incidentally, the lines used to cause a printout
are as follows:

129 OPEN 1,4:CMD1
This opens a channel to the printer, then:
130 Z$=A%(J):PRINT#1,Z$

Lines 132 through 140 follow the same format as
line 130 and the whole thing is finished off with:

141 CLOSE1 .4

Should consider it at all worth it, you could
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expand this program ad infinitum (or ad nauseam,
according to taste) by adding words to the various
arrays, increasing the DIMs by the appropriate
amount, and altering the value of the RND; the part
to change there is the digit after the =

With a little imagination, you could produce a
fair quantity of so-called poetry. It will have much
the same value as so-called computer-generated
music, but don’t let that worry you. Treated with
the right level of levity, the problem will not be too
serious, and you can give your friends a good laugh
at the same time.

Talking about a laugh, let’s try a different sort
of program, the one that is shown in Fig. 5-4.

This is a rather long program that illustrates
another use of the DIM statement. All that happens
is that the user is asked words that are various parts
of speech, seemingly to no purpose. At length the
computer spins a story around the words so en-
tered. The result is surprising and even amusing.



There is always a temptation to use rude words but
this should be avoided for the result is funnier when
ordinary words are used.

You can write as many stories as you like to fit
the required DIM statements. It would be quite
funny to make use of the user input a number of
times, each time producing a different tale. The
input section would be required only once in your
program. The stories could begin at 500, 600, 700
and so on and the C-64 could then select a tale at
random to which the words would be fitted. For a
party there would be sufficient variety to keep
people laughing—and groaning—for quite some
time,

Taking things just a stage further, it would be
possible to build a whole series of strings, each
labeled with a variable according to whether it be a
verb, noun, or other part of speech, much as in our

first program in this chapter. The computer would
then select from each of these lists at random and
insert the selected word into the stories itself. Such
a program could fascinate folk who are unfamiliar
with computers for hours.

An extension of this could be in the form which
an erstwhile colleague of mine implemented in
1967. In this program, Anthony Barton arranged for
the user to “write” a play. The user was able to
select the type of plot, the characters, and the mood
via prompts during the course of the program.

If there was too much of one type of mood, say
mayhem, the user would be told quite sternly that
the mood would, instead, be sweetness and light.
Sometimes the computer would interject with the
words: “No! That character has had too much to say
already. It is now the turn of the ------ "

Such a program looks very much like artificial

DOG BARES TO THE DOG

Do GROWLE UMDERE THE REATH
THE ELEFHAMT EH

F O HOUZE REUNS ARCOUND A D0G

MEMY BAIM ERTZ BEYOMD A EAIH

MRS HODSE BEUMS AROUHD SOME HOLSE
H PIAMD FEUMS FAROUHD THE FIAMD

THE HOWSE GROWLE UMDER MAHY CHT
HO DOG EATS EBEYOMD THE HOUSE

FAHIM EURS ARCOUND THE FIAHD
H EAIH BREEZ TO A ELEFHAMT
RO CAT ERTS BEYOMHIN MO FIAMD
H HOUZE SCEATCHEZ AT THE ELEFHAMT

MAHY FIAMD GEOWLE UHDER MO HOUSE
T THE HOUZE
HO RAIM SCEATCHES AT A DOG

Fig. 5-3. Sample results from
the random word program.

S0ME REHIM EATS EBEYOHD A ELEFHAMT
MAHY EAIH BARESD TO MO REATH

A FEATH BAREZ TO MAMY HOUSE

SOME EAIM RUME AROURD MAHY BRI

A ELEPHAMT GREOWLE UHDER MAMY CAT
FCAT ERTZ BEYOHD MAHY CAT

S0OME ELEFPHART EREES T A FIAKD
SOME RRIH GEOMLE UHDER THE FIAMD
HOLEE  GREOWLE UNDER MAHY HOUSE
SOME HOIZE SCEATCHES AT MAMY BATH




S FRINTCHREC147

= REM:WORDE

B PRIMTYEACH TIME YOU SEE THE RUELTI
2@ PRIMT"TYFE IW THE FRET OF SFEECH A
FORD=1TO25E6  HEXT

PRIMTCHREE 147

DItREF 280

THPLIT " HOUH" sAF L)

THFUT"VERE THFIMITIVE" (RS2
THPUT"ROWERE" (A% 30

THPLUT LIVIHG THIMG"  RECd

THFLUT"AM EXCLAMATION" JAECE
THPUTYRTTECTVE " i AFCED
IMFUTYPLURAL MOUM" G RECT s
IMPUTYFAMCOUS CHATH STORE" . RECZ)
THPUT"ADVERE" S AF (S

IMPUT"FART OF EBODY" RECLED
THPUT"FARET FF OBODY " RECLL
THPFUT"WVERE: IMTRAHSTITIVE, FARET TEMSE" (AE0120
THPLIT " HOUH" g 150
IMFUT"WERE: IMTREAMSITIVE, THFIMITIVE" REC1ED
IHPLT"WERE: IMNTRAMSIVE. FAST TEMZE" RECLYD
2238 THPUT"PLACE-HOUM" JREC Lz

248 THPUT"WERE: IMTRAHSIWVE., FAST TEMIE" REC132
258 FORD=1TO208E  MEXT

A PRIMTCHESC 147

A FPEIMNT"OMCE UPOH A TIME THERE WAZ A " HECL
S PRIMTWHO SED TO LIKE TO " REczn: "

—

DR PR
SEED FOR"

~—,

R R e e g e R S A IR S o O N Y S T Iy
N R W B R O R A AR LR YRy B AN I A

TR DR S

3
28 PRINT"OME DAY, THE "JR%C12:" WAS DOIMG THIS MWHEH “iRgczL" A"
AR PRINTREC4 " STROLLED BY, "

18 FORD=1TOSEEE : NEST

28 PRIMTAECS " SAID THE "iAEc4xi". T HAYE MEVER SEEM SUCH " RZ0&E0;
"IRECT N

228 PRIWMT" EEFORE. WHERE DID YOU GET THEM®™"

348 FORD=1TOES8E  HEXT

258 PRIMTCHREC 1470

360 PRIMT"THEY MWERE COH SALE AT "iRECED

370 PRIMT"MAS THE REFLY. “THEY WERE YERY CHEARF. "

FRIMTYTHE "iRA$c4n:" 5 "IAFC100" EBRIGHTEMED, HIS "iAFC111;

FRIMT" WIDEHED AMD HE ",Af0120

FORD=1TO206E  MEXT

FEIMNT"I AM TEULY AMAZED. I MUST GO AMD GET"

PEIMT"SOME ";RAEC7x,". THEY WILL HELF MY "JAEC150," "ASC1EX """
PRIMT"T WILL COME MITH YOU AWMD ZEE IF THEY FIT"

PRIMT"SAID THE " A%ill;

FORD=1TO2AEE - HEXT

FRIMT". A5 THEY "JA$C17H" IHTO THE “"SA$7185,

FRIMT" THEY ",R$C150;"1"

EHD

Lt G
o -

=3 U P D0 PO = TS
L vl Bl o BB I T R N Ry

e R R S S Y ]

Fig. 5-4. The Words party game program.
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intelligence at first-sight. It is nothing of the kind,
of course. Al programs require much more sophis-
ticated techniques than those you have currently at
your disposal. They also take a long time to write!

For the moment, assuming that you have
finished playing with the previous program, you
will be introduced to avery simple sequence to give
you some practice in the use of DIM and RND. At
the same time you can practice the process of top-
down program development.

Many texts on programming urge the beginner
to draw a map or flowchart of the program. For long
and complex units this is very sound advice; how-
ever, it is also a good plan to practice the art of
program development at the computer. Any pro-
gram you write will consist of component parts that
perform specific functions. Each part can be singled
out for development at the keyboard. Too slavish a
reliance on flowcharts inhibits the growth of the
mind.

A SORTING PROGRAM

The first thing to do is to define the problem.
You are going to produce a program that allows
guests at a party to enter their names. The names
will be sorted and then retrieved from storage for
whatever purpose you wish. It could be that you
would like to offer a door prize at some function or
other; or maybe you would just like to have the first
electronic visitors book on the block. Maybe you
wish to keep track of attendance at society meet-
ings or keep account of donations or dues.

Obviously the first part of the program will
allow guests to enter their names. Inasmuch as
there is noneed to view the file before everyone has
registered, there is no need to allow for this; but do
leave space for such a feature in case you wish to
add it later.

The second part of the program will allow you
to view the file by printing it on the screen very
slowly. You could include a menu to allow you to
activate the printout when you are ready.

The first part of our program is already done!
You have the very thing in the Names program in
Chapter 2. You should increase the value of the line
numbers, however, just to give yourself some room

to work. Figure 5-5 shows the completed program.

This program is essentially the same as the
previous name-sort program with one small addi-
tion that could prove interesting. There is a small
security device in there that will prevent anyone
unfamiliar with computers from finding out the
contents of the list. Anyone with half a notion of how
to list a program will have the password discovered
in two seconds. There is a way round this: use the
alternate graphics set. This should slow up the
neighborhood whizzkid for a while, particularly if
you make the password a mixture of digits and
letters.

You do not have to use a name, of course. The
password could be a birthdate, 070438, or vital stat-
istics such as 362236, or even a telephone number.

An experienced individual will crack whatever
code you care to think of, but with most folk, the
program will be quite secure. By the time your
acquaintances know what you know now, you will
be that much further ahead!

The program is meant to be saved to tape or
disk after you have stored all the names. Simply
enter the appropriate command for the device. The
next day when you wish to view the file once more,
you load the program with the saved names and run
it. To your great annoyance, the program does not
list the names.

You know the stuff is there but you cannot get
atit! The problem lies with the command you used.
The BASIC command run clears out any vari-
ables—and all the names that were entered are
stored as variables—with the grand result that you
seem to have lost all the names!

They are still on tape. Make a mental note to
enter GOTO 130 instead of RUN. Then you will be
able to enter the password and see the list, assum-
ing you can remember the password!

Programs such as this one are touted as being
useful for storing all sorts of information that would
normally be kept on little cards. I have never found
such a program useful for such things, but for sort-
ing lists—that is another question.

A larger file program is printed in Chapter 12
and is also to be found on the disk or tape under the
name File.
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1 REM:FASSWORD FIG %3
S FRIMTCHREC 1470

cd DIMAFCZED

&3 FREIMTCHRES (147

S8 FORI=1T0OH
TMFUTA$C T cHERT
FRIMTCHRES 1472

FORT=1 TOMH-1

S0 BE=HFCI+10
HECT+10=RECT D
HEC D D=E%
GOTOEE

HET
FREIMTCHRESC 1470

THFLIT!$
IF¥ 45" TIM" THENZGE

93 EHD

1@ ITHPLIT"HOM MAHY HAMES" ik
22 PRIMT"THAMEY DL FORD= 1 TOZEEE  HEXT
2% PREIMT"FLEASE EMTER HAMEZ OHE AT A TIME"

50 FRINTTAECS: "HOW SORTIHG"
VB IFASCI+10=F%: 1) THEN] 28

FRIMT"TO SEE THE LIST

0 FRIMTTHRMEYOU"  FORD=1TO1 588 HEXT
FORI=GTOM+1  FREINTHECD 2 FORD=1TOZ0EE - HERT HERT

A PREIMT"WEOMG FHISHORD"  GOTOLZE

TYFE IHM THE FRESSWHORD

Fig. 5-5. The Names program.

For your amusement I have included the bare
bones of a program called Talk in Appendix B. It too
makes extensive use of DIM statements, but it is
not intended to be taken seriously! I provided only
the bare bones so that you can extend it if you wish.
A glance at the listing will make the principle of the
program quite obvious.

CAPSULE REVIEW

When material is recycled there is often a need
to know how many times the repetition takes place.
In addition, certain values are often required to be
incremented for various purposes. A value, usually
@, is assigned to a variable. A counter is then placed
within the body of the repeated material. If there is
to be a limit to the total number of times the routine
is to be used, a limiting statement, usually in the
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form IF X = N THEN ------ . Screen pokes can be
incremented using either the same variable or some
other. The same rules apply.

If variable names were confined to just one
letter then the computer would be restricted to
dealing with 26 numeral and 26 string arrays. Vari-
ables can be combinations of letters or letters and
numerals in the form AA, DB, A2$. Another
method of increasing the number of items, with the
added advantage of being able to cluster objects of
the same type, is to form an array using the DIM
statement.

The format is DIMA(X), where A can be any
letter or pair, and X is any quantity up to the limit of
RAM available. X need not be directly declared in
the DIM statement but may be deduced from
elsewhere in the program. For example:



10 INPUT*HOW MANY ":X
20 DIM$(X)

A$ may then be numbered in sequence and a variety
of items assigned. Each value for A$ may then be
called at will.

String arrays may be concatenated or linked
and the result printed to the screen or other device.
Concatenation may be the result of a fixed state-
ment: A$(1)+A$(3) and so forth; or it may be the
result of a random selection of a value for X.

Random selection is performed by using the
RND statement in the form X=INT(RND(1)xY)+1,
where X is the number to be generated and Y is the
total number of strings from which you wish to
make selection. For example, the dimensioned
array might contain 20 items; you may then assign
any value up to and including 20 for Y.

The RND statement causes the computer to
select a number between 0 and 1. Quite obviously
this number is a decimal fraction. This number is
then multiplied by Y and the INT (integer) state-
ment is used to produce a whole number up to and
including the value of Y. (A more detailed explana-
tion would be quite lengthy and, for the purposes of
this book, quite unnecessary. It works, and that is
the important thing!)

There is a great possibility that the computer
will select the same number twice or even three
times in a row. This may or may not be inconve-
nient, depending on the nature of your program.
With a large array of numbers to choose from, the
likelihood of repetitive selectionis lessened but not
totally avoided.

The run command erases any variables that
have been stored. Thus any data or input material
will be lost. If the program has been saved, the data
will still be stored on the tape or disk. The program
is avoided by use of the GOTO command, followed
by a line number after that in which the variables
have been declared.

Simple security measures against unautho-
rized access to stored information may be taken.
However, any security measures written in BASIC
can be circumvented by a knowledgeable user.

Program development is best accomplished by
preparing a plan of some kind, even a flowchart;
however, it is a good idea to develop good pro-
gramming practices at the keyhoard in much the
same way that an expert musician extemporises at
his keyboard. There is little point in the possession
of a powerful and creative machine such as a com-
puter if you confine your thought processes to the
most elementary variety. Be creative!
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Chapter 6

This chapter is going to start you off with color.
From there it is not such a large jump to animation
and sprites.

MORE WAYS TO USE COLOR

Let’s look at a way to put text (that’s words
etc.) on the screen in various colors. Type the
following short program in using direct mode.

FORI=1TO 16:POKE646,l: PRINT"HELLO";
:FORD=1TO300:NEXT:NEXT

Make sure you include the semicolon after
“HELLO”. Now press the return key and see what
happens.

As you can see, only a few of the colors sit well
on the background blue. What you are doing here is
simply poking various values into the character
color address. It doesn’t matter what you enter as
the string; it could be a series of graphic symbols
retrieved from the alternate set. Let’s put thatin a
proper program:

36

S5 PRINTCHR®C 147
16 FORI=1TO1E
28 FOKEE4E, ]
28 FRIMT e~ || ~1",
48 FORD=1TOZ86  HEXT
188 HEXT
116 GOTO1E
Now you can smarten the program up a little
with a few more tricks. Before you do so, however,
try the following in direct mode.

POKE 646,1

Then change the value poked into 646; any number
between 0 and 15 will do. Run the program, but do
not erase what is already on the screen; just press
the run/stop key to halt the program. Watch what
happens. Each time a value is poked, the color is
changed.

There is an address which controls the back-
ground color: 53281. Try it in direct mode:

POKE 53281,X




where X can be any value between O and 15. As soon
as you have admired that, continue poking 646 with
various values as before. Do all this in direct mode.
Then add the following line to your program (Press
the run/stop and restore keys if you can’t see what
you are typing.)

50 POKE53281,1

And it might be a good idea to increase the value of
the duration loop lest you become mesmerised by
the display. Some of the combinations are very
pretty. Notice that in some cases there appears to
be nothing but colored background. This is because
the characters or symbols are the same color as the
background and therefore do not show up. Now add
this:

60POKE 53280,1

This time the border has changed too; in fact the
whole screen is the same color each time. If you
wished to provide a different color border, you
could do one of two things: either make one of the
variables, I, equal to I42 or some other number, or
put in another for next loop with a high value greater
than 15 or step the value by 2 or a greater number.
Your program might look like this:

1 REM: BOCHARBACKCOLOR
S PRIMTCHRE 147

16 FORI=1TO1&

28 POKES4E. 1

38 PRIMT"e~ = || ~-L";
408 FORD=1T0O454: HEXT
568 PORKESZ2E1,
&R FOKESIZE@, I+
188 HE-T

118 GOTO1E

Good! You seem to be getting somewhere. Now
let’s get even fancier.

3 FRIMNTCHREC 1470
18 POKEE4E. &
15 Fp IHT THBCLAT " s o e oo

‘ :'.'r-'

Yy
-
)]
-
:
_‘
- D
td
—
K

FDVES?E“ .0
FORD=1TOZ288  HEXT
FOKEZZZE1, &
FORD=1TOZE68 HEXT
37 PRIMTCHRE( 1470
43 GOTOLA

ANTVE SR\ S RN
[ Rl R

This time the background changes and causes the
symbols to disappear. The alternate version of that
is as follows:

FRIMTCHREC 1470
FOKEE4E. &
F'F:IHTTFIE LB Mmoo ey

e |'

b
18
15

LE FRIMTTHEC LG 10t s

Z8 F”I’EJ_._::I v
2 e HEST

25 FORD= 1TEZ

28 FOKES4S. 7

3% FORD=1TOZ0E  MERT
AV PRIMTCHREEC 147
4@ GOTO1E

And now for something just a little different:

5 OPRIMTCHRESEC 1470

1|11 FORT=1@TO2853TERF3A
2 FIOEEE4E . &

1% FR IHTTHE 0 I At M
268 POEESSZ
25 FDFII
S PORESAE, 7
25 FORD=1TOZ068  HEST
A7 FRINTCHREEC 1470
HEST

A very subtle change in line 10 produces yet
another version. You are, of course free to change
the background color and the character color to
whatever you wish. Do it for the practice, for if you
just type in the programs exactly as I have produced
them here you will not really learn to control your

C-64.

S FRIMTCHRES:: 1472
18 FORI=18TOZSSSTERS 1
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12 POKESSE,
5 FRIMTTH
26 POKESZZEL.

25 FORD=1TOS H HE 4T
28 FORERde, 7

A% FORD=1TO56  HMEST
I3V FRIMTCHRES 1470
HE=T

You are going to practice poking a couple of
other addresses. These refer to screen and color
memory. The screen i1s made up of 1000 possible
positions in which symbols can be placed. The posi-
tions are numbered from 1024 to 2023. By poking
the code of a symbol into one of these positions, you
are able to place anything on the screen in just that
exact spot you wish. However! If you try a plamn
vanilla poke to one of these addresses, you cannot
see the result! You must also poke a value that
represents a color into the color memory map. Like
the screen map, there are 1000 possible positions.
However (here you go again!) the addresses are
different. If th thiey were not, you would be ina fi’lght'
ful muddle. The start address for the top-left corner
of the color memory map is 55296. This corre-
sponds to the screen map address 1024. Got that?
Actually, there are two grids printed in the C-64
User's Guide on pages 63 and 64. A swift look at
them will make everything quite clear.

A short program which demonstrates this follows:

4 PR Itﬂl"lirif'ldm K

F@ﬁﬁéii HE
FRIMTCHRES 147
HEHT

iy
o]

ga s

And now let’s make something crawl diagonally
down the screen.

D OPRIMTCHES 147
18 FORT=1TOZE

38

There is enough material in those few pro-
grams to keep you happily learning and out of mis-
chief for quite a long while; however, 1 expect you
would like to get on with some of the fancier stuff.

THE CREATION AND USE OF SPRITES

Fancier stuff on the C-64 is fancy indeed!
Sprites are it! In order to deal with sprites we must
take a short look at the construction of a symbol on
the screen. Each character is made up of dots inan 8
by 8 rectangle.

If you draw a design in that grid by placing a dot
in each square, you have the basis for the produc-

Fig. 6-1. The pattern of pixels in a character.




Fig. 6-2. A Character design.

tion of sprites. For example, consider a pattern
such as the one shown in Fig. 5-2.

Don’t worry about what it is, for I could not tell
you! The important thing is that it can be repro-
duced on the computer by a rather clever method.
Each dot is represented by a 1 and each blank by a 0.
You thus arrive at a pattern like the one in Fig. 6-3.
The left and the bottom edges are left clear so that
the new design does not run into another character.

The next thing to do is to translate each line
into a decimal number. This is not difficult, but it is
time-consuming. Reading from right to left (like
Hebrew or Arabic), each position is double the
value of the previous one as shown in Fig. 6-4. The
right-most position represents 1s; the next position
2s, the next 4s and so on starting with the top line of
the graphic, you add each value, as follows:
04+0+0+8+0+0+0+0= 8 (Remember you are
reading the row from right to left)
1+0+0+4+84+0+04+644+0=73

And so on. You then do a little bit of magic with
the decimal number and a read-data cluster, and
your graphic appears on the screen. Don’t worry
about that magic for the time being; For the mo-
ment you must concern yourself with using what
you have learned to create sprites.

As you can see, the process of turning a grid
pattern into a decimal number takes quite a bit of
time. There is an easier way! Figure 6-5 is a short
program that does the conversion for you!

All you have to do is type in eight zeros and
ones, and the result is given in decimal. Write the
result down one side of your graphic grid and then
enter the numbers into a data line when you are
ready (later, when you have learned how to do it).

For those of you with a printer, the version in
Fig. 6-6 prints the results, saving you the bother of
writing it down.

Note that it would not be all that difficult to
modify this program so that the results could be
stored on file on a disk or tape. The main program
that would use the information could then load down
the appropriate graphics data when it was needed.

The little program is going to save you a great
deal of time, for sprites use rather more than just
eight lines—in fact there are 21, each with three
parts for a total of 63 sets of binary numbers that
have to be translated into decimal! Why do it by
hand when you have a computer?

First you have to produce a grid 24 squares
across and 21 down. Next, do exactly the same as
for user-defined characters put in the dots. Figure
6-7 is an example.

It may not be very clear to you at first, but Fig.
6-12 is a steam locomotive of uncertain vintage,
let alone parentage. Some of the design is smoke!
Three of these locomotives are necessary to create
an animated picture. The other two should differ
slightly in the pattern of smoke emanating from the
smokestack. Working from left to right, read the
zeros and one’s in groups of eight across the whole

00001000
01001001
00110110
00101010
00100010
01011101
01100011
00000000

Fig. 6-3. The pattern of zeros and ones that form the charac-
ter design.
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128 64 32

Value

16 8 4 2

Place

Fig. 6-4. The values assigned to the bits.

width of the graphic. That is, find the decimal
number for each group of eight zeros and ones. Do
not take the first eight across and then the next
eight down, or else your loco will appear quite

statements at the end of your program. Better still,
type or load in the program in Fig. 6-8 in its entirety
and then examine it.

Essentially this is a straightforward program.

o EEM BIMAREY-DECIMAL COMWVERSION FROGEAM

18 IHFUT"EINARY HUMEER <3 BITS)",H$

28 TFLEMCHE) CR2THEMFRIMT"EIGHT (23 BITS":GOTOLE
30 Z=0'Y=0

40 FORI=SBTOISTEP-1:Y=Y+1

58 Z=Z+YALMIDECAS, Y. Loz 10I-10

68 HEATI

3 FRIMTAE "= "2

38 GOTO14

Fig. 6-5. Binary to Decimal Converter program, S on-screen version.

strange. Read from left to right straight across the
page, and then take the next line. You will get three
decimal numbers for each of the twenty one lines
giving 63 decimal numbers in all. Place these in data

Some of the addresses may be unfamiliar at this
point for they refer to the sound (Did you turn the
sound up while the train ran?) The reverse E is
obtained by holding down the CTRL key and then

& DFEML. 4
THFUT"EHTER =
IFLEMCRE <G
TL=8: =0
FORKV=8TO1STEP~1:

1
1:
1.

[ A »sx

Pl
30
48
50
55
&8

HEX T
FRIMTAS; "BIMARY "

GOTO1G

THEMFRIMT"&

5 REMEIMARY TO DECIMAL COMYERTER
~BIT BIMARY HUMEBEERE".A%

EITS PLEASE..." G0TOLE

C=+1
TL=TL+VALCHMIDECAE. Co 10 0#E2 T H-1

Y=t TL " DECIMALY
FEIMT#1,TL:" DECIMAL"

Fig. 6-6. Binary to Decimal Converter program, printer version.
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| ©e00000000c0co0e
| 0000000000 ocoo
! e00000000000000
|le000000000000OOOOIOIOOIOODS
|0 0000000 OOCGOOIOIOIOIOOIEOEOIEOITOTO
|loeeoec0oe0000000000000000
leeooeoeoco0oo0oooooccccooe
|00 0000000000000 00000COCS
XXX

| [ LX)

Fig. 6-7. One of the sprite designs for the locomotive pro-
gram.

pressing 2. This causes the text to be printed in
white and is an alternative method to poking 646.
You could liven the program up a little by adding
line 8 as follows:

8POKES53281,H+2

You could add whatever value after H you wish.
Again for fun (to amuse yourself or passing
children) remove line 37, but not by just typing the

number and pressing the return key! Rather, bring
up the cursor to line 37, and then, by creating a gap,
turn it into 370. Then add line 360 END. Now you
can erase 37. You will see why in a minute. The
train has been reduced in size.

Now bring the cursor back to line 370 and
erase from it each reference to V+23 and the as-
sociated value. This leaves three sets of POKEV
+29. Now erase the zero from line 370, turning it
back once more into 37. Now line 37 is back in the
program. The train has been miraculously elon-
gated!

Put the POKEV +23 statements back in again
(they follow the same format as V+29 with the
same values 1,2,3) and then erase the V+29 state-
ments. This time you have a tall skinny loco. Rees-
tablish line 370 as it was, and then put it back in the
program as line 37. Each time you run this program
(save it on tape or disk) you can amaze folk merely
by entering 37 and pressing the return key, thus
reducing the size of the engine. The speed of the
trainis controlled by the T loop at the end of line 80.
Increase the value of the upper figure to slow the
train down.

Lines 1 and 2 are self-explanatory. Line 5 sets
S at the beginning address of the sound chip 54272.
S+24is the volume; S and S+1 are the high and low
bytes of the first voice and set the pitch. S+5 and
S+6 are the registers for attack/delay and sustain/
release.

S+7 and S+8 are voice 2 registers; S+12 and
S+13 are voice 2 envelope generators. You'll learn
more about sound in Chapter 7.

Inline 15, V is the starting address of the video
chip. It also controls sprite 0’'s horizontal or X
position. It is convenient to take the starting ad-
dress of a particular facility and merely add the
appropriate number to obtain the required address;
thus you can use POKEV +21 for the sprite enable
register. Poking the value 1 into this register turns
on one sprite officially, sprite 0. The data state-
ments must be put somewhere in RAM in order for
the computer to be able to use them. Lines 20, 25,
and 30 place the information for the three images
that make up the loco, with its moving smoke, in
locations 12288 to 12350; 12352 to 12414; and
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(4%

1 IMPUT"wCHOOSE A HUMBER FOR COLDE"H
2 IHFUT"HND TYPE YOURE HAMED".Z%
5=54272 - FOKES+24. 15 FOKES, 220 POKES+] . 62 POEES+S, 30 POKES+E, 195
1@ PDKE;+? 128 FOKES+Z, 1060 FOKES+12Z, 148 POEES+1Z, 135
15 PRIWT"D" (W=23243 POKEY+21.1
20 FORS1=12288T012356 FERDCL (FOKEZL ., 011 HEST
25 FORSZ2=122322T012414 :READOZ ' POKESZ . Q2 ' HEAT
30 FORS2=12416T012475 REARDCZ FOEEZZ, Q2 HEAT
35 POKEW+33,H-1:FOKEY+1.68
37 POKEY+423.1:FOKEY+22.1 FOKEWV+2Z, 2 FOEEY+23, 2 FOEEV+22, 2 POKEY+23, 2
40 PRINTTAEC1cG"ATHE ", Z2%," ESPREZZ
45 P=192
980 FORX=@TOZ47STEPZ
G5 RX=IMT (A 2560  La=sk-RA%256
68 POKEY.LX POKEVY+15,R4
78 IFP=192THEHGOSLIBZBA
75 IFP=133THENGOSUEZ0H
80 POKE2046.FP: FORT=1TO16:HEXT
85 P=FP+1:IFP>124THEHF=132
98 MEAXT

109 DATHB. 3,224,322, 222,249, 7, 225,255, 7, 251,255, 7, 240,60, 8.0, 24. 8,8, 24

181 DATAB, @, 24,255,060, 24, 155, 28, 24,25, 28,24, 25, 250, 255, 23, 2535, 252

182 DATA31,255.255, 255,255, 255, 255, 255, 255, 255, 255, 255, 255, 255, 255, 255, 2
182 DATREA, 1.224.,24.8@.132

104 DATR42. 3,224, 111,228, 248, 35,220,255, 57, 231, 285, 75, D2, 08, 2072, 224, 24
185 DATA23S.224.24.120.8,24, 255, 8,24, 131,28, 24, 121,28, 24, 25, 295, 253

186 DATR25, 295,255, 21,255, 2559, 295, 295, 255, 255, 205, 295, 295, 255, 255

187 DATR23S., 235,255,255, 295, 255, 668, 1. 224, 24,8, 192

188 DATA32.3,224,120.7.,252.248,15,255, 248, 11,295, 216, 15, 66, 160,36, 24, 0., 28, f4
105 DATAB, B8, 24.25%. 8,24, 152,28, 24,25, 28, 24, 25, 255, 255, 25,255,255, 51, 2%
118 DATAZSS, 255,255, 285, 255, €55, 255, 255, 295, 295, 255, 255, 255, 255, 255

111 DATAEA.1.224.24,.8.152

208 POKES+4., 1253 :POKEZ+4. 128 RETUREH
308 FOKES+11,123:POKES+11, 128 EETURH

Fig. 6-8. The animated locomotive program.



12416 to 12478. S1 is the first image; S2, the
second; and S3 the third. The data is read and then
poked into each set of memory locations.

V+39 is the address that controls the sprite
color; V+1 is the address that controls the Y or
vertical position of the sprite.

V+23 and V+29 are the addresses that allow
you to expand the sprite in vertical and horizontal
directions respectively. You will recall that you
played with line 37 a short while ago. Personally I
prefer the loco to be expanded horizontally. It looks
quite good.

Line 40 is obvious. Line 60 moves the sprite
along using the values derived in lines 50 and 55.
Line 80 pokes location 2040 with the value P. This
tells the computer where in memory to look for the
sprite data. Line 80 also gives the duration of the
halt part of the movement. Line 85 increments the
value of P and also sets a limit. Line 90 ends the
for-next loop begun in line 50, which controls the
movement across the screen.

Lines 200 and 300 concern the sound, which is
dealt with more fully in Chapter 7. For the moment
let’s stick to the sprites! You might like to add line
199 END to prevent the appearance of an error
message. The program is worth studying for much
can be learned about animation from it.

Line 55 needs a little more explanation at this
point. The matter will become clearer after you
have seen a few more programmed examples, how-
ever. The line dictates the movement of the sprites
across the screen. As you know, an 8 bit binary
number (a byte) can have a maximum value (all 1’s)
of 255. Thus you can represent a total of 256 con-
secutive numbers (0 to 255 = 256) by means of the
various configurations of a byte. You can therefore
use each of the numbers to refer to a horizontal
position on the screen.

However, there are more than 256 horizontal
positions across a screen. If you were limited to just
those 256 spots, your sprites would be confined to
just a portion of the screen and never reach the right
hand edge! The formula RX=INT(X/256) gener-
ates a value for RX, which is a convenient mne-
monic for Right-side X coordinate or Right-side
horizontal parameter.

Address 53264 helps control the X position of
all sprites to enable them to reach the right hand
edge of the screen. If you poke this address (POKE
V+16 in the program) with the value generated for
RX (0 or 1) you can allow the sprite to move beyond
position 256 across the screen. LX controls the Left
hand side, but then that is obvious by extrapolation.
Inline 45 P is set at 192 to point sprite 0 to memory
that begins at 12288. (Do you remember line 20?
Note that 192 multiplied by 64 equals 12288.) Line
85 increments P by 1 to set the pointer to the
memory at location 12352. It is then obvious what
happens when P = 194, that is P+2. You do not
want P to go beyond 194, and so you should set a
limit at line 85. Clearly, you could build data for
more sprites, in which case you could allow the
pointer P to go beyond 194.

You also use P to control what happens to the
sound. This is a neat trick for when P=192 you use
the waveform control for the first voice; when it is
193, you use the waveform control for the second
voice.

When you run the program you will probably
get an error message, unless you put in line 199
END to get rid of it.

Now it might appear to you that you have used
three sprites, indeed, I might have given that im-
pression. The fact is that you have actually used
only one, but have used three sets of data to animate
it. This is useful information for it allows you to
realize that although the C-64 seems to have only 8
sprites available, in reality, with clever program-
ming, you have access to an almost unlimited
number, although they cannot all appear on the
screen at the same moment. By recycling the data,
the 8 sprites can become what you will! For exam-
ple, let us suppose that you have designed a game in
which alien Boozle-Bugs attack your space station
and drink your life juices. After a certain amount of
imbibing, the B-B’s turn into Twirdle-Groindges.
Clearly the sprite that has, up to now, been a
Boozle-Bug, with the particular set of data to be so,
can now become a T-G. If your B-B’s do something
strange while they move, such as poke out their
tongue, then this, as well as the transformation, can
be accomplished with one sprite that accesses as
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many sets of data as necessary. Very clever!

Obviously a whole collection of similar objects
can access the same data. Only the placement on
the screen will differ.

Let’s take things one at a time, altering various
factors until we can become totally expert.

Let’s begin with a short program that puts a
white square on the screen.

S REM SFRITES
16 FRINTCHR$(1477

20 FOKEZD40,152

39 FORS=12288T012350+62 FOKES,
255 HEAT

Y=53248
FOKEY+21.1:POKEY+33. 1 POKEY,
24 FOKEY+1. 188

40
58

Line 10 is obvious; it clears the screen. Line
20 sets the sprite pointer found at 2040. The value
in this address indicates the location from which
sprite O gets its data. Line 30 puts sprite zero into
63 bytes of RAM starting at address 12288. Line 40
sets V at the start of the video chip. From now on
you canuse V+X where X is all the other addresses
you might need. Doing it like this not only saves a
lot of effort on your part but also saves memory.
Although the C-64 has quite a lot more memory to
play with than many other computers of comparable
price, you should learn to conserve it.

Line 50 turns on sprite 0. Hold it! If V+21,1
turns on sprite 0, why not type V+21,0? Well. . . it
has to do with the funny way programmers use
numbers. 0 is just as valid a number as any other,
and so it is convenient to start counting at zero. In
addition, to turn on sprite 1, 2 is poked to address
V+21; for sprite 2, a 4 is poked to V+21, for sprite
3, an 8, for sprite 4, a 16, and so on. See Fig. 6-9.

Now perhaps you can see that the sprites are
labeled or numbered according to the decimal equi-
valent of binary numbers! Thus sprite 7 would be
V+21,128.

Taking all this a little further, it is possible to
turn on any combination of sprites by adding the
decimal values together. For example: Sprites 0
and 2 would be V+21,5; Sprites 3 and 7 would be
V+21,136; sprites 3,5 and 6 would be V+21,
8+32+64=104. All sprites together would be
V+21,255, and no sprites on at all would beV+21,0.

V+39 concerns color. In this case you have
chosen white. Now, in direct mode type POKEV
+39,3. Do not clear the screen first. The square
turns green. Bring the cursor back up to your com-
mand, move it along to the 3, type 14, and press the
return key. Then type in other numbers. What
number makes the sprite disappear? Type in that
number (it is 6) and then type LIST. You can see
that part of the program listing is missing just where
the bottom of the sprite should be, proving that it is
still there. Change the color again.

V,24 dictates where the sprite will appear on
the screen horizontally run the program (to get rid
of the listing) and then, in direct mode enter
POKEV,28. The sprite moved. Now add the fol-
lowing line:

60 FORI=1t0255:POKEV,I:NEXT

See how beautifully the sprite moves across the
screen? Poke a new value for color (that’s V+39,
you'll recall) and run the program.

What’s this? The sprite is still white! Ah! we
must change the color in the program. Do that with
a neat bit of editing (you can always change it later)
and then run the program.

7 6 5

Sprite number

4 3 2 1 0

Value

o poke | 128] 64 | 32

16| 8 | 4| 2

Fig. 6-9. The values to poke to enable or expand individual sprites.
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Now, save the present program if you wish,
and then, either by typing in afresh or by editing
enter the following modification:

5 REM SFRITES MOWIMG
18 PRIMTCHRES 1472
2B FPOKEZ@48, 132

30 FORS=12288T012250+52  POKES.
..."fr'il CHEST

49 YW=53243

56 FDI’ EV+21. 1 FOEEW+3E3, 1 FOKEY+1.
146

FORI=1TOZSS FOKEY, 1
FORA=1TOL1S  FOKEW+E3, ¥ FORD=1
TO1E: HEST T HERT

HEXT

-~
5 05

36

This program moves the sprite quite slowly
across the screen but flashes the color changes very
rapidly. How would you move the sprite rapidly but
change the color slowly? Try the following which
simply swaps the for-next loops around.

5 REM SFRITES MOVIHG
DIAGOHALLY

PRINTCHRS( 147

POKEZB4%, 152

FORE=12286T01 2350462 FOKES
255 HEAT

II._L’ l'u4"
5B FOKEY+21,1:FOKEW+
68 FORA=1T01S: POKEY+!
FORD=1T026 : HEXT
POKES32E1, 542
FORI=1TOZ55  FOKEY. T FOKEY+1,
I'HEXT
HEHT

e
e B

This program also changes something else.
You will have noticed that the Y parameter or verti-
cal placement of the sprite was set at 100. In the
current version I have made V+1 subject to the
changing value of I, in just the same way as the X or
horizontal parameter. This brings the sprite diag-
onally down the screen.

Now [ will put in a new variable: Z=255. Add it
to line 40. Then change V+1 on line 70 to read:
POKE V+1, Z-1. Now the sprite moves diagonally
up the screen.

What about making the sprite move in the
opposite direction, that is from right to left. That’s
easy, for you will recall that you have this marvel-
ous feature whereby the computer can count back-
wards making use of the step command.

S REM SFRITES

DIAGOHALLY
FRINTCHRS (1477
FOKEZ@48, 192
FORS=12288T012350462 ¢
255 ' HEXT

40 Y=SI24%: Z=255
FOKEW+21, 1 POKEY+33,
FORM=1TO15: POKEY+33,

FORD=1TOZA : HEAT

S POKES2281,%+2

B FORI=2SSTO1STEP-1:FOKEY.
1:POKEY+1, 1 :HEAT

MExT

MOy THG

14
28

26 FOEES.

.1
K

Q
15

There you are! Perhaps you might like to pro-
duce a longer program that makes the sprite go
through its paces one at a time.

You will notice that the sprite seems to appear
from off-screen. The value of I controls the coordi-
nates of the top left-hand corner of the sprite.

The next three programs introduce the use
of two and three sprites at one time, each doing
something different.

5 RPEM SPRITES
DIAGOMALLY

FIO% THG

18 PRIMTCHRESC 1472

=8 FPOKE2048.192 FOKEZ@41, 193

8 FORS1=12288T012350+62  FOKES
=05 HERT

32 FDPS£= 12252T012414462  FOKESZ,

D3 HERT

40 V‘=°’4H 2=255

8 POKEW+21, 3:POKEY+39. 1

o8 FORK=1TO15:FOKEY+35. % FOKEY+40,

Al FORD=1TOZE  HEAT

65 POKES3ZR1, 42

79 FORI=255TO1STEF-1:POKEY.
1:POKEY+1, T

72 FOKEY+2,2~1:POKEW+2, Z-1 HEXT

82 HEAT
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S5 REM SPRITES MOWING
DIAGOMALLY

A FRIMTCHRE®C 1470

28 POKEZ@4G., 132 FOKEZ3

FOREzB4Z ., 194
FORS1=12288T012350+65

295 MERT
FORGZ=12352T012414+62  FOKESZ,
20T MEST

PO
-

41,123

W
&

2 POEESL,

53]
i8]

93]
5

255 HEXT

M=353242 Z2=255

FOKEY+21, 7 'FOKEY+29, 4

FOFEM+2Z, 2

FORY=1T015 POKEV+35, #-1:

FOREW+48, A+1  POKEW+41 . H+2:

FORD=1TOZ@  HEXTD

5 POKES3231, K+3

66 FORA=1TOZSS: POKEY+4, A POKEY+D
189

&7 MEXTH

78 FORI=235TO1STEF-1:FOKEY.,
T:POKEM+L.T

74 POKEM+2.,2-1 FPOKEW+3, 2~1

76 MEXTI

73 MNESTH

t gL
® oo

N M

S REM SPRITES MOWVING
DIAGOMALL'Y

FRINTCHRE: 147
POKEZB4E, 192 POKEZG41 ., 133
FOREZB42. 1534

1% EDRSl'lCZSHTUIJ?=@+b2 FOKES1

5]
%]

D =

5 HEXT

32 FORS2=12352T012414+62 1 POKESZ,
255 HEXT

34 FORS2I=12416T012475+62  POKESS,
255 HEXT

48 Y=53243 2=255

59 F’OI’ Ev+21., 7 FOKEY+22, 4
FOKEV+2Z, 2

£9 FORK=1TO1S:POKEY+353.X-1"
FPOKEWY+48, M+ FOREY+41 . 5+

63 POKES3281,K+32

66 FORA=1TOZSSSTEPLIG: FOKEY+4,R:
FOKEW+5, 1606

78 FORI=2SSTOLISTEP-1 :FOKEY.I!
FOKEY+1.1

74 POKEV+Z, Z2-1 FOREY+Z . -1

76 MEXTI

77 HE-TH

73 HESTHA

FOREE=12416T01247E8+52  POKESS,

Now the problem of sprites going all the way
across the screen really ought to be tackled. To do
this, let’s go back to a simple program that you have
had before, or at least a version of it.

S REMSPRITE MOW IHG

g W=t

16 FRINTCHR$(147)

20 POKE2G40, 192

30 FORS=12282T012350+82  POKES,
255 HEAT

48 Y=53245

5@ FOKEY+21,1:FOKEV+35, % POKEY+1,
168

78 FORI=1T0347

72 R=INT(1/256)  L=1-R¥256

75 FOKEY, L POKEW+16.F

98 HEXT

85 FOKES32E1, 42

99 A=+l

180 GOTOZ0

The important lines here are 70,72 and 75. 70
gives a higher value, up to 347. Line 72 gives a
value for R (either 0 or 1) which is then poked into
location V+16 which controls the right side of the
screen. L is given a value that enables the sprite to
start at the left hand edge if the value of [ is less than
256. To make the sprite move faster, merely add a
step value to line 70. Try various values for the
step. Some of them may make the sprite move too
quickly, but don’t forget that when there are a
number of sprites moving at once, the entire action
is slowed down. Being able to move some of them
quickly speeds up the action in games, without
having to resort to machine code (although without
question that is the superior way to go).

Each sprite can he expanded along the two
dimensions, either individually or in combination.
The vertical expansion control is at V+23. Poke
that address with the number of the sprite (or
sprites) you wish to enlarge; for example, 62
POKEV+23,1 will increase the vertical size of
sprite 0. Try it.

This feature is extraordinarily useful, particu-
larly when used in combination with the horizontal
expansion feature which is found at V+29. Put



POKE V+29,1 on line 62 to see the sprite become
wider. The train program displays this feature.

You could design a series of characters to teach
a young child his letters. The data could be kept in
data lines; each sprite from 0 to 7 (8 sprites in all)
can call up different sets of data and thus be used for
more than one letter (there should be no problem
here for a young child would not be using words of
more than four or five letters). The letters could be
doubled in size in the initial stages and then reduced
as the child becomes accustomed to them. Letters
could be moved across the screen. The size could
be changed along each dimension in much the same
fashion as on children’s TV shows.

The advantages of the expansion feature for
games is obvious; as, indeed, are its advantages for
the emphasis of information in business charts and
diagrams.

Try the following:

5 REM SFRITES ExPRMNZION
A FRIMTCHREE 1473
26 POKEZA4E, 152 POKEZG41, 133

3 FORS1=12286T012356+62  POKESL,
55 HEXT

22 FDFC:—i:?G_Tﬂl "4 14+62  FOKEST,

5 HERT

48 w=J.h4.‘

56 FOEEY+21, 2 Fan“+;q,1

60 FORN=1T015 FOKEY-+35, #: FOKEV-+4
ok 1

62 POKEY+2%. 1:FOKEY+2%, 2

£S5 POKESIZEL . b

78 FORI=2SSTOLSTEP-1:FOKEY. I
FOKEY+1. 1

73 POKEY+Z, 2-1 FOKEV+E, 2-1

75 HEAXT

26 MEXT

You will have noticed that one square passes in
front of the other. There is a rule here; Sprite 0 has
priority over all other sprites; it will thus pass in
front of any other. Sprite 7 has no priority and will
thus pass behind all others. The lower the sprite
number the greater the priority. Bear this in mind
as you write your masterpiece program. Address

V+30 detects sprite-to-sprite collision. Add this
line to your program and see what happens.

IF PEEK (V+30) AND 1=2 THEN POKE V+21,0
The chapter began with color . . . and it will

end with color: Multicolor!
Look at the listing below.

v REM SPRITES MULTICOLOR
FRINTCHRE 147
“OEEZAGE . 192 PHiEZD41 i

FORZ1=12222T0122508+52 FHPESIJ

255 HEST

A2 FORSZ2=12352T2

-:...'.J HEf,
=52045 F=2E%

FH}E”+_1 FHrE”r_u,l FOEEWAET .
CROEEY A+ =

52 FHFI 12288T012414+025TERZ

FORET 19 HEST

FOR==1TO1S: FOKEY+29,

e

FORESZZE] . 8+2

FORI=2S5TO1ZTER-1  FOKEY, T

FOEEY+1.1

72 FPOEEV+Z, 21 POKEV+Z . Z-1

7S MHERT

26

HET

DA e 6

EARRE R N
T

]

2 ld+eg  PORESE

x

CROEEN 48,

Compare it with the previous listing and you will
note that three more pokes have been added to line
50 and that a for-next loop has appeared at line 52.

The additional pokes do the following: V+28
turns on the multicolor mode. V+37 sets Multi-
color 1; that is the first of two colors you chose for
your sprite. V438 chooses the second color.

The loop says: take the data at addresses
12288 to 12414 +62 but leave out every second one
(that’s what the STEPZ2 instruction does, as you will
already know). Now poke the right hand bits a group
of eight with their binary values converted into
decimal, thus:

N

128 64 32 16 8 4 1
11 1 =15

bt

The effect is a checkered square. Now try 27, then
65, then 85. Then try the same values with the
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STEP removed. Now put the STEP back and try
various values there: 3 for example, or 5, or4, or 9,
or 17, or what you will. Notice that the sprite that
moves downwards shows the background color of
the screen through the gaps. The upward-moving
sprite is in two colors, which are fixed. Do you
know why?

The reason is that you have set V+28 to 1, that
is, only one sprite is set to multicolor mode. The
other merely has gaps in it through which the
screen color shows, making it look like a multicolor
sprite. This is a very useful trick particularly if you
are writing a program testing visual perception. (I
am thinking here of the use of graphics in the field of
psychology.)

To deal with both sprites you must add their
values together: 1 (for sprite 0) and 2 (for sprite 1)
= 3. Just to assure yourself that you are in control,
change the value poked to V428 to a 2. This will
now control the second sprite. To control both, as
was said, POKEV+28,3. Both are now black and
green. To make them change colors you must

48

POKE V+37 and V+38 with X (from line 60).
Just for fun, here is an amended version of the
sprite program, in a more holey fashion!

S REMZFRITE HOLEY

o=

168 PRIMTCHRSC 1475

2B POEEZE4E, 192

20 FORA= 122307012
FOKER. S HEXTA

32 FORA=12233TO012283+20CTER
FOKEA. 155 HEXTH

34 FORA=123R9T012305+225TEPZ:
POKER. 65 HEXTH

4@ W=EE248

229+ 155TERS:

SE POKEV+21. 1 FPOREY+33, W POKEY+T .
1 eI

TE FURI=1TOZ47

TE E=IHTOIAZ2560 L= -R#256

TS OFOKEN L POEEV+1E, R
2 HERT

25 POKESZZE1 . He2

R =]

1R GOTOZG




Chapter 7

Let’s get one fact straight from the start: the sound
features on the Commodore 64 are such that to do
the subject proper justice, a whole book is needed.
This chapter is going to do little more than skim the
surface; however, with the aid of the program,
which I have called Music, you will have an oppor-
tunity to explore each of the aspects.

The program listing shown in Fig. 7-11is rather
long and might seem too daunting to type in at one
session. I have therefore organized it in sections.

Each time you see a line which reads S=54272
you will know that a new section of the program has
begun. For example, there is a section, quite self-
contained, which runs from line 200 to 280; like-
wise from 300 to 390. Infact, each section starts ata
hundred line or just after and finishes before the
next even hundred.

PRODUCING SOUND ON THE C-64

Producing sound on the C-64 can be as simple
or as complex as you like. I am going to take things
fairly simply and work up a gradual head of steam.

Sound production is controlled by poking val-
ues into a series of addresses that begin at 54272
and finish at 54296. Inorder to keep things reason-
ably clear, I will set a variable, S, to equal the first
address and then merely add values to S for the
various addresses.

Begin by typing in, in direct mode, the follow-
ing:

§=54272:POKES,75:POKES+1,34:POKES+
24,15

Turn up the sound on your TV and then press the
return key. The note you hear is being produced by
two values poked into S and S+1. These addresses
are the low and high byte frequency controls for
voice 1. S+24 controls the volume, which in this
case is set at full, the range being from 0 to 15. Now
enter the following, still in direct mode:

POKES+24,8

The volume is reduced.
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-1. Music program.

A =
S
Taod

[¢))]
o

FRIMTCHRS 147
FRIMTTRECZ2"THIS FROGREAM TELLS AEOLT THE S0UHD
PRIMT'AEILITIES OF THE COMMODORE 64 COMPUTER®
FORD=1TOSEE0  HEXT

FRIMTCHREC 1475

FRIMT PRIMNT'THE MEMORY LOCATIONS FOR SOUMD ACCE
AT sdz7an

FORD=1TOZ506  HEXT

FRIMT"WALLJES AFE POKED IHTO THESE ADDRESSES  TO ALTER
VARIOUS ASFECTS (OF SOUMD"

FORD=1TO4566 : HEXT

FRIMT"THE RESULT IS HMOT JUST A “EEEF- BUT A"

FRIMT"FULLY COMTROLLAELE MUSICAL IHSTRUMEMT"
FORD=1TOSS08 : HEXT

PRINT :PRINT"THERE ARE 24 COMSECUTIVE LOCATIONS THAT

WE CAM USE"

FRIMT'HOMEVER, TO MAKE IT EASY. WE MILL JUST SET A
VARIFELE <3¢ TO 54272

PRIMTUAMD THEM FUT “S+x7, WHERE ¥ IS EGUAL TO A HUMBER
BETHEEH 1 AHD 24"

FORDI=1TOS5GE  HEXT

FRIMT"IH THIS WAY WE WILL SAYE OURSELWES THE TROUELE 0OF
HAYIHG TO RECALL LARGE"

PRIMT"HIMBERS"

FORD=1TOSSEE  HEXT

FRIMTCHRE( 147

FRIMT PRIMT LET"S BEGIM"

FORD=1TOZA8  HEXT

FRIMT :PRIMT"THERE FARE THREE YOICES AVAILAELE (H THE
COMMODORE 64"

PRIMT:PRIMT"IM ADDITIOHM TO THESE THERE IS5 A WHITE  HOISE
GEHERFATOR WHICH 1S USED

FRIMTUMATIHLY FOR SOUMD EFFECTS

LR

5 EESIN

: FORD=1TOIS8E: HEXT

PRINT"FIRST LET US LOOK AT A SHORT SECTION OF A FROGRAM
LIET IHiE"
FORD=1TO4@80  HEXT

2 LIST2E08-2015

FRIMTCHRE$C147 3

PRIMT"HOMN LET LS HEAR THE EESULT OF ALL THAT"

PREIMT"MAKE SURE THAT YOLUE HAVE THE SOUMD TURMED LF OM YOUR
T SET!HY

FORD=1TOZ088 - MEXT

FEIMT"HERE WE GOV

FORD=1TOZE8E  HEST

E=54272 REM START ADDRESS




2@l
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ANN]
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PAPIPIEI PO RIPIRIPIIIPITI I
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2V
280

38@ S=

361
2873
305
% g
383
311
312

FORC=STOS+24  POKEC, 8 HEXT
I)__g

POKES+S. 16 FOKES+E, 32

FOKES+24, 12 REM SETS WOLLME (COULD  BE FROM B-150
FOKES+1, 34 FOKES, 75

M4l

FOKES+4, 33 REM S+4 IS THE CONTROL SETTING FOR WOICE 1
FORD=1TOSG:HEXT (REM THIS 15 THE DURATION OF THE HOTE
FOKES+4, 52 REM THIS STOPS THE TRIAMGLE WAYEFORM
FORD=1TOSE: HEXT

IF ¥=CETHEMZHT

FRIHTCHREC 147

FRINT"HOM LET US CHANGE ERCH OF THE YARTAELES"
PRIMT"ATTACK MUMEERS ARE 128, 64,32, 18"

FEIMT"DELAY HUMEERS ARE 2.4.2.1"

PEIHT"ECH RANGE FEADS FRAM THE HIGHEST RATETOTHE LOMEST"
FRIMT"FOR EXAMPLE: 128 WOULD MEFAM THAT THE  ATTACK RATE
WOULT BE HIGH EUT THE"

FRINT"LECFY RATE WOULD BE ZERO"

FRIMT"EY COMBIMIMG HUMEBERS FROM BOTH RAMGES EOTH ATTACH
AHD DECAY ARE SET"

FRINT"THUS 136 WOULD MEAM THAT EOTH HIGH ATTACK AMD
IECFY RATES ARE ZET"

FRIMT"THE MUMEBER 123 WOULD MEFAM THAT THE HIGH ATTACK RATE
AMD THE LOW DECAY"

PRIMT"RATE ARE SET"

S FRINT'THE SAME SVSTEM 15 USED FOR SUSTRIM/RELEASE"
FRINT"YOLUME RAMGES BETHWEEM @ AMD 15"

5 PRINT"WAVEFORM SETTIHGEZ ARE 17.33 AMD &5 FHD 122

IMPUT"ATTACK.TELAY" A

IMPUT"SUSTAIMAFELEASE" B

THPUT "WOLLIME" i %

THFUT "WAVEFCOREM" J 1

24272 REM STHET ADDREEZS

FORC=ZTOS+24 1 FOKECD, 8 HERT

FOKES+5. A POKES+E. B

FOKES+24. % REM SETS WOLUME CCOULD  EBE FROM @-153
FOKES+1, 34 FUPEJ va

POKES+4. W FEM S+4 I THE COMTROL SETTIWG FOR VOICE 1
FORD=1TOS3@ HEAT ‘FEM THIZ I THE DURATION OF THE MOTE
FOKEZ+4, 22 ' FEM THIZ STOFS THE TRIAMGLE WAVEFORM
FORD=1TOS@ : HEXT

FRIMTCHRE%( 147

PRIMT"HOLM LET LIS CHAMGE ERCH OF THE “WARIABLESZ"
IMPUT"TRY AGAHIM"RA#

IFAR$=""Y"THEMzZ&

PEINTCHRE147 ) PRIMT - PRINT"OK,. LET S TEY SOMETHIMG ELZE"
FRIMT"SO FAR WE HAVE USED oMLY OME HOTE
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4
44»:1

44@

44_
45

454
455
455
457
453
453
46
451

52

PRIMT"LET S TEY CHAMGIMG FITCH TOGETHER WITH  THE OTHEFR
WARTABLES"

IMPUT"ATTARCK /DELHY" A

IMFUT"SUSTARIM-RELEAZE" /B

THFUT"WOLUME" J W

THPUT " WMAYVEFOREM" & 1

FRIMTYEACH PITCH MUST BE SET WITH TWHO HUMBERS"

FRIMT"THE FIRZT IS THE HIGH SETTIMG AMD THE SECOMD THE
Lo

FEIMT" o C# D I#E F F# O G# H H# B
Lo L

FRINT :FREIMT"HIGH: 34,326, 25, 48,430 45, 42,51, 54, o7,

61, &4, &8, 72"

PRINT -FREIMT"LOM: 75085, 126, 280, 02, 1268, 127,97, 111, 17z,
lze, 1ae, 149, 163"

FRINT"CHOOSE A CORRESFOMDIMG FAIR"

THFUT"PITCH" iH. L

S=542V FEM ZTHRT AIDRESES

FORC=2TOS+24 ' FOREC, 5 HEST

3 FORKES+S, A POKES+E. B

5 FPOEES+24, % REM SETES WOLUME CCOLULD  BE FREOM 8-153

S POKEZ+1.H FOKES, L

2 PORES+4 M REM Z+4 IS THE COWMTROL SETTIMG FOR WOICE 1

FORD= lTﬂjﬂ HEAT "EEM THIZ IS THE DURATIOH OF THE HOTE

z FHVE i+ 32 REM THIS STORE THE TEIANHGLE WAVEFOREM

FORD= IFU L1IJE T
THFUT"TREY AGAIM" A%

C TFAE=""%"THEMZS5E

FRIMTCHRES 1472  PRIMTFREIMT"OR, LET S TEY SOMETHIHG ELZE"
IMFUT"FIRST ATTACK.-TELAY" A
TMPUT"HOW THE SUSTARIMSEELEAZE"E

> THPUT"HOW THE WOLLRE™ &Y
3 IMFUT"AMD THE MWAYEFOREM 1

vaeEz,edh" il
FRIMT"AMD HOW THE HOTE: CHOOSE FROM THE FOLLOMIMG:"
IMFUT"C C# D D# E F F# G G# A A% B C".HE
IFHE="C"THEMH=24 =73

IFHI*“F#”THEHH’E: =50

IFHE="T"THEMNH=5% " L=12&

IFHE="D#" THEHH= 1U L=2EE

IFHE="E" THEHH=4Z  L=52

IFHE="F" THEHNH=45 " L=15%

IFHE="F#" THEMH=4% =127
IFH$="G"THEMH=351 : L=57
IFHE="G#"THEMH=54 : L=111

TFHE="A/" THEHMH=57 ' L=17V&
IFHE="R#"THEMH=£1 L=12&
IFHE="E"THEMH=G4  L=153
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IFH3="C"THEMH=VZ L=1£53

G=5472 FEM START RDDREDE
FORC=S5TOS+&4: FOREC, & HEXT
FORES+3. A FOKES+E, B

FOKES+24 Y

POKES+1.H FPOKES. L

FORES+4, W .

FORD=1TOSE  HEXT

POKESZ+4 . 22

FORD=1TOS6  HEXT

POKES+24,8

IMFUT"TRY AGAIN".A%
IFA$="Y%Y"THEMN44Q
FRIMTCHESC147 0 CFRINT FRINT"OR . LET S TRY SOMETHIMG ELZE"
IMFUT"FIRST ATTACESDELAY" A
THPUT"HOK THE SUZTHIMA/RELEAZE".E
IMPUT"HOW THE ‘VOLUME" Y
IMPUT"AHMD THE WAWEFOREM 17, 33,5 01
FRIMT"AMD HOW THE HOTE: CHOOZE FROM THE FOLLOMIHG:"
IMFUT"C C# D DI# EF F¥ G GH A A# B CVIHE
IFHE="C"THEMH=24 ' L=75

IFHE="C#" THEMH=26 L=25
IFHE="D"THEMH=22 L=12&

IFHF="D#" THEMH=4& =200

IFHE="E" THEHH=42 =52
IFHE="F " THEMH=4% L=1%2

IFHE="F#" THEMHH=4  L=12V
IFHE="G"THEHH=51 ' L=537
IFHE="G#"THEHH=54 " L.=111
IFHE="R"THEHH=%V ' L=172

IFHE="A#" THEHH=&1 : L.=12¢

IFHE="EB" THEMH=£4 =10
IFHE="C"THEHH=VZ ' L=1&%
m=Rd2TERERM STHRET ADDREESD
FORC=5TOS+24  POREC, @ HEET
FOFEZS+4, 22

FOKES+5. H:FORES+G. B

FOEE=+24 4

FOKES+1 . HPOFES, L
FORES+14, 117 POKES+12, 16
FOKES+4, 1

FORD=1TODE: HEXT

FOEES+4, 22

FORD=1TOZ6  MEST

FOKES+24, @

IMFUT"TEY AGARIM" ;A%
IFA$="Y%Y"THEMS4E
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FRINTCHRE 147

FRINT"A MORE COMFLE: APFEOACH THCREASES THE IMTERE=T 0OF
THE SolMDe

FREIMT"WIEBRATO CAM EE HDDED BY USE OF THE  OZCILLATORY
FORD=1TOZEAE  HEST

FRINT"FOR ESAMFLE: THE FOLLOWIMNG FROGEAMME SHOWE A
SOLUMD EFFECT"

S=Rd 2V FﬂFl—HTﬂ POMESHC . B HEST

FOEES+14. 2 FPORES+15, 16

FOEES+, “'FHHE-+91.143

FULE_+u._1D FORES+4 855

F=18314

FORD=1TOZ280  FO=F+FEEE D S+27 ks, T

H=IMT OF DA 2EE D L 2 i
FOEES+6, L FPOKE=S+1 . H
MHEST

FORES+24, @

FRINT"OR TEY THIS OHE:
FORD=1TOZ006  HE-ST

FRIMNTCHREEC 147

C=Sd 2T FORC=ATOZG - PORES+HC @ HEST
FORES+1 . 130 POKES+S, 2

FOEES+&, 1

FOEEZ+15, 5 POKES+ 4 2
FORC=1TO1Z  POKES+ 4 )

FRIMTC
FORD=1TO1R000 HEAT  PORESZ+4, 253
FORD=1TO1 266 HEST CHEST
FRIMTOHREC 14T 0 FPRIMT (FRIMT
FRIMT'"HERE "2 AHOTHER OHET
FORD=1TOLaER  HEST

U B

FORCH=1TO158

S=S407E FOKES+24, Y POKES, 220 POKES+1 ., 68 POKES+S, 50

FOKES+T . 126 FOKES+E, 160 FOKES+12, 145 FOKES+ 173, 1595

Wet— 16

FORT=1TOR: HEXT

TIHTH 1,193, 14H TS 18R 12 178, L7, Lad s TaE 1™, 145, 148,
Sl 1as, 18ee

£ DHTH~ & ] 49JHR,35,S4J31,S@,?3,..J.M R EL BT ED,

S HE

S I B P o e e e g e P

S TDFTFALL 11 10010, 0010, 11s 11, L6, L6, 16 15, 10 16, 18, 16, 15,

LI N P I T I P O
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FRIHTCHRS 147
FRIMT"THE HEAT SHORET FREOGEAMME ILLUSTEATEDS WHAT HAFFEHS
MWHEH FEAHDOM WYALLES ")

FFIHT”HFE FOEED IHTO EOTH THE WOICE AMD THE A-T &
SR ADDREESZES"
FDPD L TOZEERE  HEST

FFIHT“THIJ IS THE LISTIMHG:~":LIZT 1@E8- 1646

'4... |' <

FUP =ETOS+24  FOKED, @ HERT

FORI=1TOZE@

Z=IHTORMDCL Y #:S_J+1

3 FORM=1TOISSTEF. 25
i POREZ+1 . 2 FOKES, 2726

S POKES+S, 7 FOKESHE 2%

FORES+Z4 W

HE-T

FOKEZ+4. 17
FORD=1TOZ%2  HEST
HE®T

FEM" #4¢$5444T0 HEAR THISZ. TYFE GRGOTOLOHESEE FEEses"
FRIMTCHRES 1472

FRINT"THE HEXT SHORT FEOGRAMME ADDEZ A SECOHD WMOTCE"
FORD=1TOZE6E  HET

PRIMT"THE LIZTIMG FOR THIZ SECTIOM EUHZ FREOM 18561
FEINT"TO SEE THIZ PRESS EURSZTOF THEH “LIT=T 16

TO COMTIMLUE TYFE GOTO"

FEINT"1186"
GETA%: IFAF=" "THEMLIZT1168-1132%
IFA$="C"GOTO1 156

..l:'4 v

2o
FORC=5TO%+24 PORED, 8 HEST
FORI=1TOZE
Z=IMTORMINCL D #2550 +1
FORM=1TO1SETER ., 2
FOKES+1, 2 FOKES, 27
FOKES+5, 2 PORES+HE . I3
FOKES+4.17
IFZ=18THEMNI =1 @6
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2 FOFES+1Z2. 2418 FPORES+1Z, 275
3 FOREZS+14. 244 FORES+15,

' FDRD=1T“1H HE=T

5 FOKEZ+16, Z+8 FOKES+1V, 272
* FOKES+1%, 64

FOKES+E, Z+2  FORESZ+Y, 216

POKES+12, Z+4 : POKES+13, 279

FORESZ+24 .Y

FOKES+11.17

HEXT

HEXT

FEIMTCHE® 1475 (PEIMT"AMD HOW FOR SOMETHING DIFFEREEMHT"

ey

.)—_J".l'._» =
FORC=STOS+24 FORED, @ HEST
FORI=1TO1S
Z=IHT CRMDC L 242550 +1
FORY=1TO1SSTER, 25
FOREZ+1 . 2 FORES, 26
FOEES+5S, 2 POEES+s, 203
FORESZ+4, 17
IFZ=1aTHEMNI =186
FOEEZ+E, Z+2  FPORES+Y,

- .
S
[

FOREZ+Z4 Y
FOKES+11, 23

w HEXT
FORD=1TOZ#3  HEST
HEAT
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Bring the cursor back up to the first line and times; incrementing the value of I and thus moving
then press the return key to hear full volume; then the frequency upwards each time. The result, as
press the return key again, and the volume will be  you can hear, is a series of swoops.
reduced to half once more. Now change the FORI loop to read:

Now bring the cursor back up to your first line,
move it along to the value of S+1, and change the FOR|=150TO1STEP-1.
value to 85 or 99 and hear what happens.

Ngw, either by means of typing in a new line or Now the swoops are downwards.
by gdltmg what. you already.havg, produce the fol- Let's try something else:
lowing single line program in direct mode:

10 S=54272
S$=54272:FORX=1TO10:FORI=1TO100: 15 FORX=15TO1STEP-1
POKES,|:POKES+1 1:POKES+24,12:NEXT: 20 FORI=1TO150:POKES,I:POKES+1,I:
NEXT POKES+24,X:NEXT:NEXT
This program says to perform the sequence ten You might wish to put each statement on a
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different line for easier manipulation. You could try
swapping the for-next loops around, in which case
you will hear something quite different. Experi-
ment with this program as much as you wish,
changing the upper limit values of the FORI loop.
Beyond a certain figure you will get an illegal quan-
tity error. Then change the lower limit to start the
sound at a higher pitch.

You have concerned yourself only with the
voice 1 and the volume registers. The voice 2 reg-
isters are found at S+7 and S+8. Try adding them
to your program. For example:

10S=54272

15FORX=15TO1STEP-1
20FORI=100TO250

30 POKES,I:POKES+1,IPOKES+24,X
35 POKES+7,1/2:POKES+8,1/2

40 NEXT:NEXT

When you have heard that enough times,
change the value for the second voices (S+7 and
S+8) to 1/3, or even 3.5. Then add the pokes for
voice 3 at S+14 and S+15.

36POKES+14,1/2.5:POKES+15,1/2.5

You will notice that the program runs a little slower
each time, but there are three distinct pitches being
generated at once.

That program will probably drive everyone
mad, so let’s change it quickly. Get rid of line 20 to
start with, and then remove the unnecessary NEXT
in line 40 (line 20 1s the FOR that goes withit). Now
you have a series of rapid taps. There is no pitch
because there is no value for I being generated.
Let’s put one in . . . in fact let’s put a series in!

12 1=10
20 I=I1+5

And not put in: 39 FORD=1TO50:NEXT
10 S=54272

20 POKES,75:POKES+1,34:POKES+24,12
30 POKES+7,52:POKES+8,43
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35 POKES+14,97:POKES+15,51
40 FORD=1TO2000:NEXT
100 POKES+24,0

There are other parameters that can be
changed too. A note does not just sound. It has a
beginning, a middle and an end. Each of these fac-
tors, the way the sound behaves at each point de-
termines the character of the sound. You can con-
trol these factors on the C-64, just as in the very
best music synthesizers.

There are two important features you must
concern yourself with in regard to the sound:
attack/decay and sustain/release. The first combi-
nation covers the very opening and closing of a
sound; a violin being plucked (pizzicato) produces a
very different sound from one which is being bowed
(arco). The former displays a very rapid attack and
decay rate. When played with a bow, the violin can
begin very smoothly and the sound can be allowed
to tail off gradually too. Of course, it is also possible
to produce short, sharp sounds with a bow on a
violin, but this would perhaps be obvious only to an
expert.

Each voice has its own A/D address. For voice
1, this will be S+5, or 54277. To control the rates of
attack and decay, you must set each of the eight bits
in that location in much the same way that you set
each bit in order to produce user-programmed
characters. The difference is that you hear the re-
sult rather than see it. The four high bits attend to
the attack and the four low ones to the decay. The
four high bits are, in order 128,64,32 and 16; the
four low bits ar 8,4,2 and 1. Let’s try a short pro-
gram, using only one voice, in which you can alter
the A/D rates. I also added the sustain/release
rates while I was about it, for the sake of complete-
ness.

4 PRINTCHR$(147)

7 PRINT“SUSTAIN/RELEASE:128TO1"

8 PRINT“ATTACK/DECAY:128TO1"

9 INPUT A,B

10 V=54296:HF=54273:LF =54272
:AT=54277:SR=54278:W=54276

20 POKEV,12:POKEHF,68:POKELF, 149



25 POKEAT,B,POKESR,A
30 FOR1=1TO1000:NEXT
40 POKEV,0

40 GOTO4

Now run the program putting in values given
above; high values for A and the low ones for B. Not
very dramatic, is it?

Perhaps you should add a little more spice to
the mixture in the form of waveform. This is con-
trolled at address 54276 or S+4. There are four
settings here, which are:

17,33, 65 AND 129
25 POKE W, 17

Add the above line and the difference is noticeable
immediately. You have added some character to the
affair. Perhaps you might like to be able to alter this
at will too, in which case alter the program as
follows:

9 INPUT AB,C
27 POKEW,C

Note that it doesn’t matter to the computer
that C is used before A or B. Confine yourself to
settings 17 and 33 for C for the moment, and stick to
the same settings of A/D and S/R until you can hear
differences.

The values for A/D and S/R can be combined.
For example you can set S+5 at 130, which is
12842 or the highest A setting and the second
lowest D setting. You can combine more than two if
you wish, for example: 128+4+32+16+8+4+1=189
Whatever you do, you cannot fail to notice the
rounder, fuller sound of waveform setting 17
against the reedier, thinner sound of setting 33.
Setting 129 produces noise and setting 65 seems to
do nothing...... yet!

Now add some of the other fancy bits from the
earlier examples to produce various effects.
Meanwhile, just to set you wondering, give C the
value 22 and see, or rather hear what you get! Then
try 38. What you are doing here is combining
another feature, or two bits, of address 54276

(S+4). But more of that later. The chief thing about
it all is that the variety is close to infinite. It is
possible to write a program that rings the changes
through all the parameters, thus producing true
computer generated sounds. Whether or not you
call it music is up to you, personally I feel that it
requires conscious effort and some considerable
amount of ability to write music. There are already
too many note-spinners in the world, many of them
writing utter rubbish—although it occurs to me that
perhaps the computer might be the means of putting
the peddlers out of business!

You will find claims that the C-64 is capable of
producing, or reproducing the sound of any instru-
ment that exists. That may be true; however, the
programming to do so would be immense. Sugges-
tions that such and such a setting produces the
sound of a harpsichord are little short of wildly
imaginative. As a performer on that instrument and
a builder of some two dozen of the beasts, I think I
have a fair idea of what the sound should be. Of
course, it is a little unfair to listen to the C-64
through a 90¢ speaker of the type found on most
TV’s!

The real value of the C-64 sound feature is the
ability to produce sounds that have not been heard
before, learning how to shape and control whole
sound atmospheres. And sound effects for games
are good fun too!

In case you wish to play with such a program as
above without having to remind yourself about val-
ues, enter and save the program below (On the disk
and tape it is called Notes.)

1 REM:HOTES
PRINTCHR$ (147
FRINT"OLRATION:
FIGLRE"
FRINT"WAVEFORM: 17,33, €5, 129"
FRINT"SUSTAIM/RELEASE : 128701 "
FRIMT"ATTACK/DECAY: 128T01"
THPUTR, E.C, D

B W=54296 HF=54273 LF=54272:

AT=54277  SR=54272 W=S427€

26 FOKEY, 12 POKEHF, €8 POKELF, 143

25 FOKEAT,D:POKESR, C:POKEM. B

3@ FORI=1TOR:HEXT

in &

AHY REASOMAELE

= 00— T
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40 POKEN, &
SE GOTD4

If you take a look at the program Music in Fig.
7-1 you will see a curious line FOR C=
STOS+24:POKEC,0:NEXT. This line clears out
the sound chip, wiping the slate clean for each
program. The sound chip seems to have a nasty
habit of holding on to what it has! Add the line to the
above program.

Now perhaps you are ready to try your hand at
changing pitch in a more regular fashion.

Look at the Music program, lines 300-390.
Here you can see the values for the low and high
bytes that must be entered for each note. There is
only one octave given here. A full set of values can
be found in the appendix in the User’s Guide. If the
noise gets on your nerves while you are typing in
new sections of a program, just turn the sound down
on the TV, or POKE 0 into S+24.

THE PRINCIPLES OF SOUND PRODUCTION

As you will know from your physics lessons in
school, sound travels in waves. Waves are really
nothing more than alternate compressions of air.
The way the violin string vibrates determines the
shape of the wave. A lute or guitar string, although
appearing to vibrate in the same way as the violin
string, actually behaves in quite a different way.
This is partly due to the greater length of the guitar
string and partly due to the fact that it is not held in
such great tension as the violin string is. The fact
that a guitar string is not bowed also has something
to do with the resulting sound.

The sound chip on the Commodore 64 allows
you to alter all the parameters of a sound such that
any instrument can be reproduced. When a string
vibrates it tends to divide itself a number of times.
[t not only vibrates along its whole length but also in
halves, thirds, sixths, twelfths and so on. Some of
the vibrations, the distance the portion of string
moves from side to side (we call this amplitude), are
larger than the others. Each vibration produces a
different note. Thus an instrumental sound is not
just one note but several sounding at the same time.
Because the different notes sound at different vol-
umes (a result of the amplitudes) all at the same
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time, the note becomes colored in a particular way.
If you have an acoustic guitar (preferably of the
classical type with nylon strings), you can hear how
the sound can be changed by first of all plucking the
string over the rose hole; then plucking it very near
the bridge, producing a much thinner sound; and
then plucking it well above the rose hole, producing
a fuller and slightly duller sound.

The first plucking point produces the most
variety in vibration. The sounds from the additional
vibrations are called harmonics. The second pluck-
ing point, near the bridge produces more short-
length vibrations than long ones. Thus the sound is
richer in the higher harmonics than in the lower
ones. The third plucking point produces more of the
longer vibrations than the shorter, and thus pro-
duces more of the lower harmonics than the higher.
The sound is not so thin.

An oboe is rich in the upper harmonics, as are
the violin and the trumpet. The clarinet has fuller
lower harmonics as does the French Horn; that’s
what gives the full rich sound to both those instru-
ments. The piano is a dull instrument by compari-
son. The harpsichord is rich in harmonics: 8 or 9 of
them. The clavichord, a type of early piano (and my
favorite keyboard instrument both to make and
play) is richest of all.

It is of great importance to be aware of the
effect of volume when trying to imitate the sound of
an instrument. An oboe is a good bit quieter than a
trumpet, although a trumpet can play quietly. How-
ever, it is not enough just to reduce the volume for
the quiet trumpet, as opposed to the loud one; you
must also change the timbre or character of the
sound a little; otherwise, the result will sound noth-
ing like the instrument.

The reproduction of sounds, whether they be
of conventional or unconventional instruments, is
an art. The subject has not yet been fully explored.
In fact, only a small start has been made. The
Commodore 64 will, I am confident, do a great deal
in fostering and furthering an interest in electronic
music, by placing at everyone’s fingertips- a device
which is, although inexpensive, very versatile in-
deed! The limits of the device are nothing more
than those of the imagination.




In addition to the harmonic structure of a note,
you must concern yourselves with the continuing
behavior of the sound as it progresses from its
beginning to its end. Take the piano, for example: A
piano is a percussive instrument; the sound is pro-
duced by means of a hammer that strikes a taughtly
drawn string (actually two or three strings). The
note begins suddenly, quickly reaches peak volume
and then continues, decaying all the time until the
sound dies on its own or until the damper is allowed
to fall on the string. The sound might be described
as an initial boing followed by a ring.

The volume is varied by the speed at which the
hammer strikes the string, and that is controlled by
the speed that is used to strike the key.

An oboe, on the other hand, begins with a short
sharp puff of air. However, instead of dying away,
the sound remains at a constant level. The oboe,
like any instrument which is blown or bowed, can
produce sounds that can vary in volume during the
course of the sound. A note can begin quietly and
become louder! It can begin quietly, get louder, get
softer, get louder again, and then finally die, all
under the control of the player. Any attempt to
reproduce the sound of a wind or bowed string
instrument which does not include variable volume
will be quite unsatisfactory, and cause the C-64 to
behave no better than an electronic organ!

The total shape or behavior of a note is called
the envelope. The envelope is controlled by the
ASDR addresses. The harmonic structure is con-
trolled by the filters, which are found at address
locations 54293 to 54296, or S+21 to S+24. You
will recognize S+24 as the volume control.

As each address contains or consists of one
byte made up of 8 bits, a good deal of flexibility can
be allowed. At address S+24, the lower four bits
serve to control the volume in a range 0 to 15. You
can see how this is done by working out the decimal
equivalents of the binary number formed by the 8
bits:

00000000=0 decimal........... volume level is at (
00000001 =1 decimal........... volume level is at 1
00000010=2 decimal........... volume level is at 2
00000011=3 decimal........... volume level is at 3

00001111=15 decimal......... volume level is at 15
or full

The four upper bits control other features such
as filter high and low pass, which allow either high
or low harmonics to sound or be suppressed.

The short program sections found in Music can
all be added to, making use of the various addresses
from 54272 to 54296. A list of them and what each
controls appear in the summary to this chapter.

Any value for any of the addresses can be
retrieved from data lines which are read. Thus,
pitch values, volume values, values for duration,
A/D, S/R, filtering, and waveform can be stored in
a small or large bank of data. A subroutine type
program consisting only of the BASIC commands
can be used over and over again with different sets
of data. Its rather like the program itself being the
stereo unit and the data lines being the record
album.

CAPSULE REVIEW

Sound on the C-64 is controlled from address
locations 54272 to 54296. There are three voices
each of which reproduce 123 notes of the western
chromatic scale. They can also, of course, produce
pitches that fall in between those of the conven-
tional western system and thus allow for music of
other cultures such as Chinese or Indian.

The voices are obtained by poking the follow-
ing addresses:

54272, 54273, low and high byte Voice 1
frequency control

54279, 54280 low and high byte Voice 2
frequency control

54286, 54287 low and high byte Voice 3

frequency control

Envelope generators are found as follows:

54277 Attack/Decay Voice 1
54278 Sustain/Release Voice 1
54284 Attack/Decay Voice 2
54285 Sus/Rel Voice 2
54291 Att/Dec Voice 3
54292 Sus/Rel Voice 3
54276 Waveform Voice 1
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54283 Waveform Voice 2
54290 Waveform Voice 3
54293-54296 Filters/Volume All voices.

It is easiest to set S=54272 and work the remaining
address by adding numbers 1 to 24 for each. The
values to be poked can be placed directly or be
subject to variable control. They can also be ran-
domly generated or retrieved from data lines.

The values poked into the addresses refer to
the various bits at those addresses, eight in each.
The values are the decimal equivalents of the binary
value of each bit. A/D and S/R values can be com-
bined to produce complex structures.

The low and high byte values for pitch are
poked into the voice addresses. They can be stored
as combination values assigned to variables that
correspond to the conventional names of notes.
E.g. IFN$=“C"THEN H=34:L=75 where H =
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high and L = low byte.

A phenomenon that you will observe is that of
resultant tones. When two notes are sounded to-
gether, there is often a third note generated. If the
third note corresponds to a harmonic found in the
first two, the resultant tone is amplified. Clearly it
is possible, though confoundedly complex, to pro-
duce four or even five voices even though only three
are programmed. The principle has been used not
only in electronic organs but also in pipe organs to
produce notes lower than those otherwise obtain-
able from the longest pipe fitted in the organ.

Programming music, whether it be conven-
tional or avant grade, requires patience and, con-
trary to popular statements, a good knowledge of
music theory. I regret to have to say that it is not
possible for an unskilled person to generate other
than musical or tonal doodling except by accident;
and formal music is far from being accidental!




Chapter 8

In the late sixties, I was developing a system for
schools that would take advantage of the (then)
coming computer revolution. One of the aspects
that the system addressed was that of information
retrieval or IR. The idea, as expressed at that time,
was to make use of a system that would allow an
individual to access whatever information he or she
desired in much the same way that one shopped ina
supermarket.

[t was mooted that there was a browse mode,
rather like walking between the rows of shelves.
One could pause and examine items and then make
use of those bits and pieces of information that one
desired. All that was far off in the future and was
thought to be too expensive to concern ourselves
with at the time.

Now, however, you, as the owner/user of a
C-64 have that power at your finger-tips—quite
literally so.

USING THE VIC MODEM
The device that allows you access to this

power is called a modem, which is short for
modulator/demodulator. It is a device which is in-
serted into the user port at the back of the C-64 and
attaches directly to your phone line. It translates
signals from the computer, transmits them over the
line so that you can talk to other computers, either
those of your friends or those operated by informa-
tion banks. Believe that the world is now on your
TV screen as it never was before!

The modem can be purchased separately, al-
though it is possible that you bought one as part of
the various packages that Commodore has been
marketing. The modem itself is a brown cartridge.
Insert it with the name on top, in fact it is impossi-
ble to do otherwise! Into the modem you must
insert the small phone adaptor. Into the adaptor you
must insert the white cable. You will find two slots
at the back of the phone adaptor. The white cable
goes into the one marked TELCO. The cable from
the phone is removed from the wall jack and in-
serted into the slot marked TELSET. Now insert
the other end of the white cable into the wall jack.

65



On the phone adaptor you will find a switch.
Make sure it is in the position marked V. Check that
your phone gives you a dial tone! On the modem
itself, you will find another switch. Move it to the
position marked 0 (for originate).

In the box with the modem, you will find an
instruction book, a packet of other papers and a
tape. The tape contains a program that turns your
computer into a terminal. One side of the tape is for
the VIC-20 and the other for the C-64. Make sure
you have inserted the tape correctly into the
Datasette, if necessary, rewind it to the beginning
and then type LOAD"".

If you have a disk drive it might be a good plan
to put a copy of the terminal on disk. It is a good idea
to have a back-up copy in any case.

When the screen shows ready, enter RUN.
You will find that the characters are barely legible.
Don't try to do anything about that at the moment,
just enter F4 (press the shift and F3 keys). You will
now see a quite legible menu. Baud rate, duplex,
parity, stop bits, and word length might sound
either rude or confusing to you, and you might think
that you have to do a lot of study before going
further, but you don’t!

Baud rate will probably be set at 300, duplex at
FULL, Parity at NONE, Stop bits at ONE, and
word length at 8. If your screen does not show this,
press the first letter of the item you wish to change.
The item will change to inverse characters. Now
move the cursor along to the setting required (the
settings will revolve, when you get to the end, the
cursor will move back to the first one, changing it
into inverse characters).

When you have done this press N, for next
page. There is no need to press the return key for
this one.

A new menu appears. You may need to make
one or two changes. Press L and press the return
key. This now gives you a line feed and carriage
return. Forget the next two options for the time
being, but press F.

Now, before you go any further, press E to get
back to BASIC. This puts you right back to the
beginning requiring you to reload the terminal pro-
gram, run it, and go through all the paces you have
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just performed. Don’t be annoyed with me for mak-
ing you do this. Rather, thank me for the practice.
Even go to the length of doing it two or three times
so that you can do it with confidence. In that way
you will not have to refer to this section of the
chapter too many times in the future!

Now press T. Again you will see a barely
legible remark at the top of the screen. Now you can
change something. Pressing the CTRL key, tap #8
five times. This will change the colors of the screen
each time until you reach black. Keep on tapping if
you wish, but try to bring yourself back to black. I
have found that this produces a screen that is fairly
easy on the eyes. Pressing the CTRL key and 1
changes the border color. Pressing the CTRL key
and 5 changes the character color but will seem to
have no effect whatsoever at first.

Now look for two items in the package: a light
blue-grey pamphlet called VICMODEM Informa-
tion Package and a CompuServe Information Ser-
vice snappack. Open the pamphlet to page 3 and
undo the snappack, removing the contents.

Your local telephone directory should give the
number of either CompuServe, or failing that,
DATAPAC. There should be three telephone num-
bers, one for each BAUD rate. Choose the number
that corresponds to 300 baud. Dial it, and as soon as
you hear the high pitched tone, move the switch on
the phone adaptor, not the modem to D and hang up
the phone.

Now refer to page 3 of the pamphlet. If you are
connected to CompuServe, move directly to in-
struction 8. It is more than likely, however, that
you will be connecting with DATAPAC and must
therefore go through the whole procedure.

The next operation can be one of total frustra-
tion due to the totally inadequate instructions pro-
vided in the pamphlet, VIC Modem instruction book
or any other sheet of paper provided!

First type a period and then press the return
key. The response should be DATAPAC and some
numbers. Next type in 2:1 and press the returnkey.
Ignore both the word sef that precedes 2:1 and the
message that comes on the screen. It will say, (at
least on mine it says): comma required before
character data.




Now, any rational creature would think that
this was an error message and that they had done
something wildly wrong! Not so! Keep right on
typing the next instructions!

Eventually you will reach the point where you
are asked for your ID. Read it carefully from the
bottom of the contents of the snappack. Do likewise
with the password. Make sure you type everything
exactly as you see 1it.

As you will observe as you scramble further
inside the tangled web of the computer world, allis
not well in the field of instruction writing. The
majority of those who write about computers as-
sume a fairly thorough knowledge on the part of new
users. The truth is, of course, that nobody is born
knowing about computers, that everybody must
learn, and that everybody is entitled to information
in as quick and as easy a fashion as possible. Of
course, information services must ensure that un-
authorized users cannot gain access, but that is not
quite the same thing as creating utter confusion
among those who would wish to make use of ser-
vices. You would think these organizations would
be glad of new customers, wouldn’t you?

Once logged on, you can make your choice
among the services. It is my recommendation that
you type GO CBM at the first prompt. This will
give you a good idea of what the service is all about,
and it includes a Commodore users’ survey that you
might like to complete.

CompuServe also provides a variety of infor-
mation, including a section on employment with
CompuServe itself. You will note that the display

stops from time to time. This is because the host
computer only seems to be dealing with you as an
individual. In fact it is dealing with a lot of users at
one and the same time. It gives you a little bit of
time, and then deals with someone else, then
someone else, and eventually comes back to you.
How long you have to wait will depend upon the
number of users. Note that after your first free hour
you will not be able to access any service until you
have signed up with the service.

Dow Jones provides a thorough service that is
mainly financial but includes weather and sports;
General Videotex Corporation also provides a
rounded service with access to an encyclopedia. In
Canada, Comp-U-Store allows for a complete shop-
ping service at home, no less! In addition you can
access newspapers from other cities as soon as they
appear on the street! Just imagine living in New
York and being able to read the Guardian at 10 p.m.
the day before it appears! (Nothing to do with
relativity—just with the time difference!)

Returning for the moment to the CTRL 5 fea-
ture: you will notice that nothing seems to happen
when you press that control. You will notice the
difference as soon as the next set of characters
appears on the screen. Play with it until you find a
combination of background and character colors
that is easy on your eyes. You can even change the
combination while the service is in use, giving your
eyes arest from one single pattern. By changing the
border to the same color as the screen, you can ease
eye-fatigue considerably.
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Chapter 9

There is no question about it! A printer is a very
useful device. If your programs become longer than
can be contained on one screen, a printer becomes
almost essential. The ability to gaze at a complete
printout of a program rather than just one screenful
at a time is a boon.

At one time the only way to deal with a com-
puter was via a printer. They were very slow,
unless you used one of those very expensive line
printers that could print a complete line at one time,
and made a fair amount of noise. Nowadays printers
are small but very flexible in their operation, and
are becoming less expensive everyday.

The printer marketed by Commodore to match
your C-64 carries the number VIC1525. This is
important for there is also the 1515, which is de-
signed to run only with the VIC-20 computer. The
VIC1525 will run with either the VIC-20 or the
C-64.

Commodore have chosen to make their printer
machine-specific. The 1525 will only run with the
two machines mentioned above. No other printer
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will run with either machine unless there is a spe-
cial interface provided. An interface is the elec-
tronic circuitry that allows one device to under-
stand the instructions of another.

It is possible to buy a parallel interface that will
plug into the back of the C-64 and run a great variety
of printers with varying degrees of efficiency.
Using the 1525 is much easier, however, for there
is no need to perform a great deal of programming in
order to do the simplest tasks.

You will have noticed, no doubt, that there are
a lot of machines on the market that look very much
like the 1525 printer. Commodore has chosen a
particular machine and put their label on it, as well
as making it part of their intelligent peripheral
series. The 1525 is the same machine as the
Seikosha GP100 and, indeed, the latter printer will
work very well with the C-64 (with the correct
interface). A better machine is the Seikosha GP
250X. It has true lower-case descenders (the little
bits that dangle below the line in letters such as g
and y) and can be altered to produce German and



Swedish character sets without the need to use its
dot addressable graphic feature.

USING THE PRINTER

Complete instructions on how to set up the
printer are contained with the machine. Do follow
the precautionary advice very closely or else the
printer may be damaged before you experience the
joy of using it.

The printer plugs into the special socket at the
back of the C-64. There is only one socket that will
match the printer cable. The plug can be inserted in
only one way. The other end of the cable plugs into
the printer. The printer is powered via the ac cable
which is nonremovable. Do not switch any part of
your equipment on until every detail has been at-
tended to!

Insertion of the ribbon might seem a little
awkward at first, but with care the two plastic
housings will seat themselves neatly on the ex-
treme ends of the carriage bar without either com-
ing off or covering your hands with ink.

The control inside the machine which controls
the intensity with which the print head strikes the
paper also deals with paper thickness. The manual
does not tell you this.

On the back of the printer, there is a small
switch that allows you select the device number of
the printer. You will recall that each peripheral has
an address number; the disks can be either 8 or 9,
for example. The device number for the printer can
be either 4 or 5. It is conceivable that you might at
one point in time have two printers and will there-
fore wish to indicate which machine should print at
any point in time.

If you are using a disk drive, the printer plugs
into that instead of directly into the C-64. Switch on
the printer and the disk-drive before switching on
the computer!

In the same way that you must send specific
commands to the disk drive in order to get any
action, so must you send specific instructions to the
printer. The command is OPEN.

Normal operation requires that the various
commands be sent from within a BASIC program

and that is what you will try now. Enter the follow-
ing on your C-64:

10 OPEN 1,4

20 CMD1

30 PRINT “PRINTER TEST”
40 LIST

Now type the command RUN. The printer will
begin by producing the text PRINTER TEST and
then follow it with a listing of the short program.
You might at this point like to load a short program
of yours from either tape or disk and then, in direct
mode enter the following:

PRINT#1

and then press the return key. The printer will
chatter out the message READY. Then enter:

OPEN1,4:.CMD1:LIST

The result should be that fine program you wrote,
neatly printed for the world to see and admire.
When it is all over enter

PRINT#1

and the computer will respond with READY.

Quite simply, you have instructed the comput-
er to tell the printer, which is device 4, to print the
text and then list the program. The 1 after OPEN is
an arbitrarily chosen “file” number between 0 and
255 to which all following statements must refer.
The PRINT#1 is a message to the printer telling it
that printing is over. The printer has a buffer in
which the data being sent is stored. You must let the
printer know that there is no more to come for the
moment.

A more complete program would include the
command CLOSE1, which closes the file called 1.
Note that the number used in CMD and CLOSE
must match the one in OPEN.

If you wish to have more than one set of data
sent to the printer, each set must have its own file
number. For example OPEN1,4:0PEN3,4 would
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mean that two files, one labeled 1 and the other 3,
are available for access. Should you then wish to
send only the contents of file 1 you would enter
CMD1. When all is finished you would enter
CLOSE1. Then you would be free to use CMD3
and print the contents of that file. Do not forget to
use PRINT# and the number of the file you wish to
close in order to make sure that nothing is left in the
printer buffer.

Now let us explore some of the versatility of
the printer. Enter the following:

1 REMCFRIMTER FIG TH-2

2 OFEML. 4
2% LMD
Llda "FRIMTER TEST"

30 FRINTHL, CHRES
2 PRINT#1,
3% FRINTHL. CHESC 150
A LTET

] MODE"

The printer will now produce the text PRINTER
TEST EXPANDED MODE, but in double width
characters. Note that it will not list the program this
time for there is no direct command for it to do
s0. The commands have been concluded with
PRINT#1, CHR$(15). Actually, all the CHR$(15)
does is to change the mode back to normal size
characters, but the PRINT# statement has closed
off the other commands. If you want to see what
happens when a file has not been closed, just enter
LIST once more before you enter PRINT#1.

As you can see, many of the features of the
printer can be called up using the correct CHR$
code. This is often quicker than entering the de-
sired mode by using a symbol inside quotation
marks. Expanded print is obtainable only by use of
CHR$(14) as it happens, but some others, such as
reverse mode, can be achieved by using both quote
mode entry and the CHR$ code. For example:

18 REM:FRIHTER
28 OFEM1. 4

2% CMDY

S8 FRINTHL. CHE$C1S30 " FRIMTER TEST"

22 PRIMNTHL, "EXFAMDED MODEY
POPRIMTHL CHEFCL4ED

37 LM

tLIET

PRIMTER [EST]
E=FHHDED (o

Note here that only the first part of the text is
printed in reverse mode. The printer reverts au-
tomatically to normal mode at the end of the line. To
make both lines appear in reverse mode you must
change line 32 to include CHR$(18) as in the previ-
ous line. CHR$(146) causes the printer to revert to
normal mode too, but as you will have noticed the
command is superfluous at this point. Its major use
would be when there is a need to mix both reverse
and normal text on the same line.

Now add the following program to your reper-
toire: The simplest way to do this is to type NEW
and then bring the cursor up to each line of the
program, pressing the return key for each line you
wish to keep as it is. Alter the other lines according
to the listing given here, and then run the program.

18 REM FRINTER

28 OFEML L4

2% Dl

DB OFRIMTHL . CHREE OIS CHREEC LA
"FREINTER TEST"

2 FREIMTHLCHES LS "EXFAHDED &
FEVERSE MODE"
A5 FREIMTHL CHESCO150

37 CMDLOLIST

il 0 o 2 1 T O SO

T T2 28 B ) W T ) = =
SR i Lo ) =

Reverse mode is a trifle difficult to read but is
nonetheless eye-catching.

Now explore things a little further with the
following program:

18 remiPrinber

28 openl.d.7

25 cmdl

38 FrintHl.chr®0 70" Frinber best

G2 Privtdl. "cursor down mode
ClowEr Case

2V oomdllist

Frinter test

cursor down mode Clower Case




This time the whole thing is printed in lowercase.
To revert to uppercase, or cursor up mode as it is
called, you must give the command CHR$(145).

The printer can also allow for printing starting
at a point other than the left-hand side of the sheet of
paper:

18 yem: printer

28 okeni. 4,7

25 ol

6 peintdlschedF lEO"E2RiTher
Lgat”

32 Print#l.cherd le)"22Print
Fosition"

A7 omdl s list

Frimber test

Frint Pozition

Note here that no command was given to the printer
to revert to cursor up mode. The result is that the
text and the program are both printed in lowercase
letters. Note that the print position is changed by
the command CHR$(16). The actual point at which
printing is to start is indicated by the number, which
must appear within the quotes.

Unless you provide instructions to the printer,
it will continue to print material one line after the
other. There are times when it is necessary or even
just more pleasing to the eye to have a free line or a
number of free blank lines between one portion of
material and the next. The code for a linefeed is
CHR$(10) preceded by a PRINT# statement.

The 1525 printer is what is known as a graphic
printer. Quite clearly this has something to do with
the ability to produce graphics of some sort. One of
the most useful attributes of a dot-matrix printer is
the ability to print fonts (types of print) other than
those set automatically by the manufacturer. Some
programming is required to do this, and a fair
amount of preparation of the data the program will
use is also needed.

Careful examination of any printout will dis-
close the fact that each character is made up of dots.
The characters that are displayed on the screen are
formed in the same way. Dots are arranged in pat-
terns that outline the shapes of letters and num-

bers. It is possible to change these patterns so as to
produce italic, Gothic, Russian, Hebrew—any
character set in fact—by telling the printer to strike
the ribbon in patterns we specify. The procedure is
not very complicated, but does require some un-
derstanding of binary notation.

A piece of graph paper would be useful at this
point, but failing that, draw a block seven squares
wide and seven squares high. Place dots in the
squares so that the new shape you want appears.

Let us say that you wish to produce one of
those modified letter o’s that is used in German. It
is an ordinary lower case o with two little dots on
top. The two dots are called an umlaut. It looks like
this: 0.

First draw it on the graph paper.

1 * =

2

4 wxx

8 % x
16% *
32 %
64  wxx

Next number each row using binary code: 1,2,
4,8,16,32,64. Next, moving vertically down each
column, add only those values where there are
dots. In this example, there is only one dot in
column one, and that corresponds to the binary
number 16. Write that number under column one.
The next column has two dots; at 8 and 32 add the
two numbers and write the result under the second
column. The next column, total 69 (1,4 and 64).

The whole row of columns yields the following
totals:

16,40,69,68,69,40,16,0

Make sure you include the O for the last column.
The printer must have that information for it indi-
cates that no dots will be set for that column. Now it
is necessary to add 128 to each of the numbers to
produce 144,168,197,196,197,168,144,0.

This information is then placed in a data state-
ment that is read by the program. This is what such
a program looks like:
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5 REM:FRIWTER DOT GREF
18 DATHLG4, 165,197, 1538
144,68
=8 OFEML, 4
SE FPRIMTH#L.CHES 2

48 FORI=1TO

S8 FERDA

aE FPRIMTH#HL  CHEFCH D
B OHERT

S8 FRIMT#1 CFRIMTHI

Q&

(X8

-~

The umlaut o is printed neatly, just once, on the
page. Analternative method of dealing with the data
line is to enter only the initial values derived before
adding 128. Then, instead of requiring the com-
puter to READ CHR$(A), you can ask it to READ
CHR$(A+128), thus adding in the extra amount
automatically.

Any special characters can be programmed in
this way and called up at will. However, there has to
be some means of telling the printer which charac-
ter is wanted at what time. The following sequence,
which is set with high numbers with the intention of
using it as a subroutine, produces the umlaut 6 each
time the function key F1 is pressed.

1:FRIMTER GRAFHIC WITH
JCTIOM KEY

OFERT . 4

GETAE : IFRAE=""THEHEZE01

52 IFRAEs"m" THEHEREEE
L FRINTH#1.AS
FRINTRE:

' FFIHTﬂi CHRECE

i FORI=1TO3
* READA
| FRINT#1. CHRES A+ 1250
HE#T  FRIHT "4 ;
- FRINTHL CHREC1LS

% RESTORE  GOTOE:

The first few lines open the file, check to see if
akey is being pressed, and then check to seeif F1is
being pressed. Line 63003 and 63004 print the re-
sult of GETAS$ both to the screen and to the printer.
If F1 is pressed then the program skips round the
printing portion in order to read the data line. Line
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63007 puts the printer in graphic mode, line 63008
begins a loop which reads each of the columns, 1 to
8. The screen shows the asterisk instead of the new
character. Before returning to the earlier part of the
program to start all over again, the data line is
restored so that it can be reused.

There are eight function keys, so it is conceiv-
able that eight different symbols could be pro-
grammed without resorting to complex program-
ming techniques. All of the modified vowels for
German, Swedish, French, and Spanish, as well as
special consonant characters for those languages,
are examples of the sort of thing dot graphics are
useful for. An entire international phonetic charac-
ter set could be produced as well as editors’ marks
or Greek.

Dot graphics can be used to produce bar charts
in hard copy form. First let us look at a simple one
and then work up a proper (albeit small) program
that does something useful.

Fci'l ]'HF CHARET FRIMTER

— i'_!'l

.Z|:1 HF LHl 4

SEOITHFUTYLEMGTH" L
3 FREIMTHL . CHES R
N FFfIHI’#l CHEECZEDCHREE L D IHRS

T F F IHT#H

Responding to the input from the question, the
printer produces a neat row of blocks equivalent to
the length required. All you need to do to produce a
small bar-chart program is to place the printing
portion in a subroutine and place an initial sequence
at the beginning:

5 REM:IEAR CHRART PEIMTER
18 THFUT " HOM MAMHY HUTS" DL
28 GOEUR1Ga@E

S THFUT"HOW MARY LEMOME" L

.J,H GOSUE 1 EdE8E

EETHFUT"HOW FENY DREFHGES" L

aiE BGOSR LAERE

3 EHD

1 OFEML . 4

1EE FEIMT#1.CHRES

18864 FEINTH#1, CHES (2 CHESCL D OHES

[
'- .—‘-.‘



TEEES PRIMTH#L.L
ARAEE FREIMTHLCLOZEL. 4
1AEE7T RETLRH

To make the program really useful, you should
add a few lines that not only tell the user of the chart
what each row refers to, whether nuts, oranges, or
lemons, but also the value the line represents.

The various CHR$ codes that command the
printer are as follows:

CHR$(8) Graphic mode
CHR$(10) Line feed after printing
CHR$(13) Carriage return
CHR$(14) Expanded or double-width mode
CHR$(15) Standard character mode
(after some other mode)
CHR$(16) Position: point at which
printing starts
CHR$(17) Cursor down mode (lower case)
CHR$(18) Reverse image mode
CHR$(26) Graphics repeat code
CHR$(27) Dot address code
CHR$(145) Cursor up mode (upper case)
CHR$(146) Revert from reverse to

normal mode.

In addition to the CHR$(16) code, which indi-
cates where printing is to begin on the sheet, you
can use TAB and SPC. Sometimes there is a possi-
bility of confusion over these two commands. TAB
indicates an absolute position. TAB (10) will start
the printing at point 10 (column 10) on the sheet.
You could put a number of TAB(10) instructions in
your program, and the material would be printed at
column 10. If you wish to have one portion of the
material begin at column 10 and another portion on
the same line begin at column 60, you would need to
use the CHR$(16) command in the form indicated in
Fig. 9-6.

Try the following:

PRINT TAB(10);"#";TAB(10);"#"
PRINT SPC(10);“#";SPC(10);"#"

Each of these lines will put the # in different spots

on the screen. The first will place them next to one
another, and the second 10 columns apart.
Now try the following:

OPEN 1,4
PRINT#1,*",SPC(10);“#";SPC(10);"“#"

Then replace the SPC with TAB and you will see
that you achieve the same effect! The above is not
designed to put you off using either TAB or SPC but
to warn you that the results will not always be what
you either expect or want! Use CHR$(16) instead!

As I remarked at the beginning of the chapter,
a printer is an extraordinarily useful device. The
machine is not limited to merely printing out pro-
gram listings, as many of the examples in this
chapter have attempted to point out.

Perhaps one of the most useful aspects of the
combination of computer and printer is in the field of
word processing. You are forgiven for thinking that
the term word processing was invented after the
introduction of the microcomputer. It didn’t. The
term is a horrid one, but serves to distinguish the
activity from the process of mere typing or writing
by hand.

Any manuscript requires that there be altera-
tions from time to time, even if those alterations are
confined to correcting spelling mistakes.

Sometimes vast changes are required: you
might wish to add material in the middle of a chapter
or even add a sentence in the middle of a paragraph.
It is very irksome to have to retype a whole page for
the sake of one sentence. Often this means the
retyping of everything that follows (Ugh).

Word processing is the means whereby you
can make all of these alterations quickly, with
varying degrees of simplicity depending on the
software you are using, without becoming too an-
noyed!

There are word processing programs available
for the C-64 ranging from the fairly simple to the
quite complex and complete. Material is stored in
the computer, transferred to disk, and then printed
out only when you are certain that the document
comforms exactly to your requirements (or those of
your academic advisor!). In the latter case, how-
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ever, be warned that many institutions are fussy
about the quality of print from a dot-matrix printer.
They will not accept papers let alone theses in that
form. Only fully formed characters produced by a
daisy-wheel printer are considered acceptable.

All of which brings us back to the starting point
of this chapter: whether or not to use the 1525
printer or buy an interface that will allow the use of
almost any other printer you care for.

You could, of course, enjoy the luxury of a
dot-matrix for drafts and a daisy-wheel for polished
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copy. There are now printers that will produce very
near letter-quality characters from a dot-matrix
format as well as produce draft copies in rapid
order. The good news is that the price of printers is
dropping daily. It is still possible to purchase re-
conditioned machines that have come from older
word processing installations. Be sure that they
will run when driven by your C-64. Get advice from
someone who really knows what he or she is talking
about in the field. The computer store salesman is
not the person to ask for this kind of advice!



Chapter 10

I may be a little strange for it was a long time after I
bought my first computer that I acquired any com-
mercial software. I preferred to write my own.
When I did buy some software, I was rather disap-
pointed. Nonetheless, it occurs to me that it is very
likely that with the purchase of a disk drive will go
the purchase of some software; and I propose to
deal with the simple process of loading programs
from a disk. The reference manual that comes with
the 1541 disk drive does explain everything, but it
might just be a little confusing to the first-time user.

USING THE DISK DRIVE

Incidentally, you may have a friend who owns
the VIC-1540 disk drive. This device is now no
longer made and will only work (unmodified) on the
VIC-20 computer. The VIC-1541 disk drive will
work with both computers, but requires a small
program to make it work with the VIC-20. Straight
out of the box, the 1541 is ready to work with the
C-64 without effort on your part.

The manual is quite clear on plugging the vari-

ous bits and pieces in. If you have a printer, the
cable from it will go in the socket to the left on the
disk drive, assuming that you are facing the disk
drive with cables at the back.

When all is set up, switch on the disk drive by
means of the switch at the back, then switch on the
printer if you have one, and finally switch on the
C-64. The red light will come on in the front of the
drive and then go out while the green light comes
on. Only now may you insert a disk.

The following concerns only ready-to-use
disks that have programs on them. If you are about
to use a blank disk fresh from the box, wait a little
while. T'll deal with that in a moment or two.

Hold the disk flat with the label on top. There
will be a small square notch on the lefthand side.
There will also be a long notch in the black cover
through which the disk itself can be seen. This long
notch will be facing away from you. Carefully insert
the disk into the slot in the front of the drive and
then close the slot by pressing down on the flat
piece of metal sticking out in front. A click will tell
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you that the disk is inserted properly. Now, before
you go any further, just push on that same piece of
flat metal. The disk should pop out at you. I suggest
that you do this two or three times to make sure you
have the feel of it.

When you are comfortable with this, leave the
disk in place and then turn your attention to the
keyboard.

Type LOAD (either in full or L (shift 0)*$”,8.

The § sign is the code for the directory or menu of
programs on the disk. The 8 refers to the disk drive.
If you omit the 8, the computer will think you are
retrieving a program from tape.

In no time at all the computer will tell you that
it is searching for $, has begun loading $, and has
completed the process. If you have been accus-
tomed to tape, the speed will both amaze and de-
light you!

Now type LIST (not RUN). The menu of pro-
grams will raster up the screen, the rate at which it
does so being controlled by the CTRL key.

To select a program, either enter the word
LOAD followed by the name of the program in
quotes, followed by a comma, followed by 8; or
bring the cursor up to the program line, move it
across past the acronym PRG and then erase back
as far as the second set of quotation marks. Then
type a comma and 8. Now move the cursor back to
the beginning of the line, where you will find a
number which tells how many blocks the program
takes up, and type LOAD. Then press the return
key.

The screen will show what is happening.
Again, in a very short space of time the computer is
ready. Now type RUN and press the return key to
use the program. If you have problems, go over the
entire procedure once more, double checking every
step.

You may have been tempted to buy some of the
so-called educational software available from your
dealer. This software has been placed in the public
domain by Commodore. All you actually pay for is
the disk upon which the software is copied. Com-
puter assisted instruction software is my specialty,
and I regret to have to say that much of what is
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available is of very poor quality. Programs that
make use of graphics will not run on the C-64 with-
out a lot of modification. After you have read this
book, absorbed it, and can do everything in it
blindfolded, you will have the skill to make these
changes—if you consider the effort worthwhile,
that is.

Meanwhile, concern yourself with the ques-
tion of dealing with a new disk. With the drive there
came a disk. This was perhaps the one which you
just loaded.

The first program on this is called How to Use.
Be warned that you should read what I have to say
on the matter first and then go through the program.
(Actually, that is a little pretentious of me, the 1541
manual is very well written!)

Type in the following: LOAD*$”,8 as directed
above. When the READY appears type LIST; then,
as described above; select the program Perfor-
mance Test.

When it is loaded enter RUN, and then follow
the instructions. A scratch disk is an unused disk or
one that you have no further use for (unlikely for a
first time user, I know!).

The program will check the disk drive for you
and give you a blow by blow account of its behavior.
You run this program from time to time, but more
particularly if you suspect damage of some kind.

There are a number of other programs on that
test disk that you will find more useful when you
have played with the disk unit a little more. Let us
say that you have one or two favorite programs on
tape that you would like to put on disk. First load
the program from tape in the normal way; the fact
that you have a disk drive attached to the C-64 does
not alter what you do with the machine otherwise.

The disk drive is recognized by the computer
as device 8. Thus, to save your program to disk tape
SAVE“program name”,8. Do not forget the com-
ma! The disk will begin whirring, and the screen
will tell you in no time flat that the program is
saved!

Now place your entire collection of programs
ondisk, one at a time, in the same way. Always give
each program a distinctive name. To retrieve your
program you merely load the program as above.




One major advantage of disk over tape is that a
list of programs is automatically placed on the disk.
As mentioned before, LOAD"$",8 followed by LIST
when the word READY appears will give you the
entire listing by name and the number of blocks left
free.

After you have played with the new disk, get-
ting comfortable with loading and saving, take that
disk out and reinsert the test disk. Type LOAD
“$”,8 and then LIST. In the directory you will finda
program called C-64 Wedge. Load it and then runit.
Take out the disk and reinsert your own. Now,
instead of typing LOAD"“program name”,8, just
type /“program name” with no comma and no 8. Up
comes your program! Should you wish to see the
directory, merely type @$ or the greater-than sign
followed by $. When the little red light blinks gently
on and off to indicate an error, pressing the @ or $
alone will give you the error message number, text,
track, and block number.

NEW is mandatory when using a disk for the
first time, or so the manual says. It makes sure the
disk has nothing on it, and then places block and
timing markers on it. The whole command is given
as follows:

PRINT#15,"NEW8:name, ID".

The name of the disk is any you care to give it,
and should appear on the sticky tab which goes on
the outside of the disk. The ID is any two digits.
They should also go on the tab.

When you update a program and alter it you
have a choice of saving it under a new name or
replacing the old program. The first method is ob-
vious; the second method is accomplished by
SAVE"@0:program name”,8 in which case the
entire program is saved in its new form in the old
place.

If you have a printer, the directory can be
listed with the usual printer commands (see Chap-
ter 9). It is useful to keep printouts of lengthy
directories. Paper has not yet been made obsolete!

From time to time you will find it necessary to
erase a program or data file from the disk. Maybe
you have no further use for the program or you have

transferred the program to another disk for better
organization of your programs and find the initial
placement superfluous. Whatever the reason, you
now would like to use the space for something else.
There is a command which allows you to do
this:SCRATCH. The format for this command is:

PRINT#15, “SCRATCHO: program name”

which can be abbreviated to
PRINT#15, “S0: program name”

Unlike a tape, in which all programs are ac-
cessed sequently, a disk drive is able to access the
correct program by moving the head across the
spinning disk to the required track. This is rather
like the way a particular number on a phonograph
record can be accessed by moving the stylus to the
required cut. There is no need to play all the tracks
in order to reach the one you want.

The disk spins around approximately 5 times a
second. There are 35 tracks on the disk; these are
composed of 683 blocks of which 664 are free for
your use. The total number of names that can be
stored in the directory is 144; thus you may place no
more than 144 programs on one disk. Each program
would have to be fairly short (less than one kilo-
byte), but you can see that there is plenty of space
on a disk.

Having loaded the disk directory a few times
you might begin to wonder if there is not a faster
way to find those programs you know exist on the
disk without rastering through the entire contents.
Well, yes there is.

Let us say that you have the disk that contains
the programs used in this book. You know that there
are some sequences that deal with sprites and
would like to look at just those. These programs all
begin with the word sprite followed by a number. If
you ask the computer to LOAD"SPRITE",8, you
will probably get an error message. Instead, enter
the following: LOAD“SPRITE?”,8. The question
mark is a wild card that stands for any number or
letter in that position in the program name.

The program that loads into the C-64 is the
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first program called Sprite that exists on the disk. In
order to see the whole list of programs called
Sprite, you must change the command slightly to
the following: LOAD“$0:SPRITE?”,8.

Now type LIST, and you will see that all those
sprite programs that are modified by a single digit
are listed in directory form. In order to see those
programs that are modified by more than one digit,
the requisite number of question marks must be
entered in the load command; thus, SPRITE14
would be found by entering “SPRITE??".

I cannot labor the point that in writing your
own programs, you should make use of frequent
saves as you progress. You will have found that the
process is a little tedious with the tape recorder.
The disk allows for such fast saving and loading that
it is now no longer a chore to save a partially
finished program. There is another advantage to
saving the disk. Whereas with tape you must either
overwrite previous work or save the new program
after previous versions, with the risk that the com-
puter will look for and load a version that is more
primitive than your last version; with the disk you
have the choice of keeping different versions or
retaining only your latest one.

There is acommand that allows you to modify a
version of a program without taking up too much
space. It is: SAVE"@0: program name”,8. This
will update your program. You could, of course, call
the program by a different name, perhaps X2 or X3,
each modifier indicating a new version. There is a
chance of losing track of what each version does of
course, but practice and familiarity with your own
operating procedures will help to keep matters
straight.

VERIFY does exactly what it does on tape.
The format is the same as for the other commands
you have dealt with: VERIFY*program name”,8.

My companion book on the VIC-20 contains a
file program that allows for the easy storage and
subsequent access of whatever information one
wishes. However, it is a rather extravagant use of
computer memory for all of the information that is
stored on tape or disk winds up using RAM.

To explain things more clearly: the program
itself takes up a given amount of memory. Running
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the program causes the memory to fill up with the
names, addresses, recipes, record collection, or
what have you that you wish to store. You save the
resulting program including the data. When you
reload that program into the computer it takes up all
the memory it needs, often leaving you with little
RAM to work with further.

Fortunately it is possible and sensible to make
use of all that space on the tape or disk without
consuming all that precious memory in your com-
puter, even though you have 64K!

What happens is simply that you make use of
the tape or disk as a storage device while the pro-
gram is running. Each item of information you wish
to store is transferred to the storage medium at
once; the computer has no need to store it in its
memory because the tape or disk holds it.

Accessing the information uses a reverse pro-
cess. One simply calls the information from the
storage medium as needed, dumps it temporarily
into the computer RAM, and then discards it when
itis no longer needed. One might use the analogy of -
the schoolbag and bookshelf: the shelf holds all of
your books. The bag holds only those needed for
that day’s classes. The shelf is the tape or disk, and
the bag is the computer.

There is an important difference between tape
and disk. Tape storage is linear or sequential only.
In order to find item x, you must traverse through
the entire contents of the tape.

A disk file can be organized sequentially but
this is a rather wasteful method, for the disk must
still be traversed through each item in order to find
the one required. A much better method is to use
random-access files. In this type, the item needed
is selected directly without having to go through the
entire contents. You might well argue that it doesn’t
really matter, for the disk is so fast. Believe me,
there will come a time when you will wish that the
disk was a whole lot faster. It is very strange but
true that the user soon begins to catch up on the
speed of the computer and wishes for something
ever faster!

The TEST/DEMO disk that comes with your
1541 disk drive contains both sequential and
random-access file programs that are quite easy to



use. Make sure that you first load the programs into
your C-64, then replace the DEMO disk with one
that you have already formatted. Copy the program
onto that disk (just so that you have a back-up copy)
and proceed to use the program. Do not try to use
the DEMO disk or else you will get an error mes-
sage. The message tells you that there is a write-
protect device in place on the disk. Take the disk out
of the drive, and find the piece of silvery adhesive
tape that sits on the left side of the disk. This tape
covers the slot on the left. The tape causes the disk
drive to assume that there is no notch and that
nothing can be recorded on the disk. If you remove
the tape, you will be able to add utility programs
(programs which speed your general computing
work as opposed to games and the like) of your own.
The write-protect tape serves a very useful pur-
pose, of course, and should not be removed without
first thinking carefully about what you are going to
do. Always replace it. It is a safeguard against
program loss!

Properly speaking, anything you have on disk
should be called a file, although some of the files are
programs. Files can be concatenated. You have met
that term before in reference to using strings. (The
program in which the computer generates random
sentences uses concatenated string arrays.)

A simple example of concatenation is the
command to join two programs together to form a
new program. The command for this is:

PRINT#1, “C:new name=old name 1, old name
on

The letter C actually stands for copy. You are sim-
ply copying two old programs onto the same disk. If
you wished to make a copy of one program some-
where else on the same disk (for back-up purposes,
say) a similar form of the copy command is used:

PRINT#1, “C:SPRITE30=SPRITE1”

This would mean that the program Spritel is now
stored as Sprite30 in addition to the original pro-
gram.

Each device that the computer addresses or
talks to has anumber. The computer is essentially a
dumb creature and therefore must know exactly
which portion of itself it is dealing with at any time.
Parts such as the Datassette, the keyboard, or the
screen are dealt with automatically, it seems. When
you want to deal with another device such as the
disk drive, you must give the device a number so
that the computer will not send the information to
the wrong portion of itself. The device number of
the disk drive is 8. That is why that number appears
at the end of a load or save command when using the
disk.

What if you are using two disks? Somehow or
other you must indicate which of the two disks is
being accessed or else the whole outfit will
hang-up.

If you have bought a second disk-drive you
should read the instructions carefully to find out
how to change the device number from 8 to 9. There
is a hardware modification that is not all that dif-
ficult to carry out. If you feel a trifle tremulous at
doing this yourself, ask that it be done at the store
when you are buying the drive. There is also a
software modification. The disadvantage of this is
that you must run the short program each time you
wish to use both drives.

The Commodore Executive machine pur-
chased with two drives will already have the de-
vices labeled correctly.

When using two drives be sure that you have
provided individual and distinctive identity num-
bers to each of the disks, so that the computer
knows which one is in each drive. Quite obviously
you must also keep track of what you want to send
and where you want to send it, and indicate the
proper drive by means of either 8 or 9 at the end of
each command.

79



Chapter 11

It is time to look at some further aspects of the
language called BASIC. It is all very well to be able
to do clever things with graphics and sound, but if
you do not have a full understanding of the tricks
that are available, you are likely to produce pretty
pictures and pleasing sounds that actually do
nothing.

SPECIAL TRICKS IN BASIC

You have already glanced at the CHR$(x)
keyword. You will recall that if we present a line,
such as PRINT CHR$(88) the screen will show an
upper case X. Remember that every single item on
the keyboard, including such things as cursor con-
trols and the return key, has its own code number.
A list of them is included in the User's Guide that
came with your computer. The code number for the
return key is 13. Thus, to check whether or not the
return key has been pressed, you would first assign
the code to a variable such as X$ in the form
X$=CHR$(13), and then allow the program to do
the check using an ordinary if-then statement.
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10 X$=CHR$(13)

20 INPUTA$

30 IF A$=X$ THEN PRINT “YOU PRESSED
THE RETURN KEY, DIDN'T YOU?"

The above example is not very useful beyond
trying to fool folk who are unfamiliar with comput-
ers into thinking they have psychic powers! A more
useful ploy would be in a situation wherein a simple
pressing of the return key causes the program to
continue, without the user having to respond to a
question. The space bar could be used in the same
fashion and is used this way in much of the educa-
tional software [ have seen from Commodore.

The function keys, about which I have so far
said nothing, also have their codes. The codes run
from 133 to 140, eight in all. The first four numbers,
133 through 136, refer to the odd numbered keys.
Thus 133 refers to F1 and 135 to F5. The odd
numbered keys are activated by simple pressing.
The even numbered keys are accessed by first
holding down the shift key. F1 thus becomes F2.
The even numbered keys are coded 137 to 140.



10 X$(1)=CHR$(133) Flisassigned to vari-
able X$(1)
F2 is assigned to vari-

able X$ (2)

11 X$(2)=CHR$(137)

etc.

You can use each function key as a means of
producing some action which is unique. It might be
that you have a complex program, such as a word-
processor, which allows you to move to a different
operation, say editing, by the mere pressing of one
function key. Let us say that you isolate the printing
process in this manner. CHR$(137), which is F2,
could be the trigger for printing. The fact that you
have to press the shift key in order to print is a
safeguard. You are not likely to print out your mate-
rial accidentally!

Other keys can be used to trigger particular
activities. It is usual to confine yourself to keys that
are otherwise unused. For example, it would be
quite frustrating to assign the letter B to some
situation or other, only to find that you cannot use it
in normal writing! (Actually that is unlikely for
reasons you will already understand—but the point
is still valid.) Keys that may be available for as-
signment to special functions include the special
signs such as + and —, the vertical and left arrows,
the asterisk, the ampersand (&), and the @ sign.
These keys are used extensively in the word-
processing program which you find at the end of this
book, and which is included in the disk and tape
produced by TAB BOOKS Inc, containing all the
programs in this book.

A computer is marvelous at being able to re-
peat an action for as many times as you wish,
forever if need be! A simple example is the already
familiar for-next loop. Not quite so obvious is the
DEF FN keyword. This allows you to define a
formula as a variable and then merely call that
variable whenever you need to use that formula.
For example:

10 DEF FN X(1)= Y+19
20 INPUT Y
30 PRINT FN X(1)

Whatever value you assign to Y will then be

used in the formula assigned to FN X(1). FN X(2)
could be a quite different formula. This keyword
proves remarkably useful in a program such as one
designed to calculate tax. In order to claim all that
you are entitled to, it is often necessary to juggle
figures around. By using DEF FN you can store the
formulae and enter all sorts of values, the result
changing instantly with enabling you to make
equally instant comparisons. Now isn’t that use-
ful?!!!

The get keyword can often cause some confu-
sion. Why bother with GET when there is INPUT?
The input command reads what the user types in its
entirety. The get keyword reads the keyboard one
character at a time. So what? GET is useful in a
situation such as the one mentioned previously
wherein the function keys are assigned special
duties. The statement is placed in a loop as follows:

10 GET A$: IF A$=""THEN 10

The line recycles as long as no key is pressed.
By means of a series of lines that check for specific
keys, such as function keys, the program is directed
to perform some subsequent action. Incidentally,
you will find the keyword INKEY$ in some pro-
grams written for machines other than Commo-
dore. It performs the same function and is therefore
readily translatable into GET.

I have dealt with GOSUB by using it in pro-
grams. However, you might well be left with the
impression that you can only GOSUB from a low
line number to a high number. This is not so, for you
can GOSUB just as easily from a high line number to
a low one. A situation might arise in which the
program has progressed to, say, line number 5540.
You now need material that is contained in line 2370
to 2530. GOSUB 2370 will place you there and the
return statement will put you back at 5540 when you
have finished that section. The same principle
applies, of course, to GOTO, but that might be
more obvious. SUB implies under, or in a pro-
gramming sense, beyond, but under can also be
over—Iif you see what I mean!

It is often necessary to siphon off just a portion
of a piece of text for special treatment. The means
to do this are three-fold.
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Let us say that you wish to glean just the first
name of an individual when the whole name is
given. Obviously the normal manner of presenting
names is to place the first name first; thus John
Herriott. It would be a nuisance to see the full name
appear each time, likewise if you wished to use only
the last name. Somehow or other you need to be
able to suppress the unwanted portion. The means
of doing this fall into the category known as string
Sfunctions. They are: LEFT$, MID$ and RIGHTS.
Be sure that you do not omit the $ at the end, or else
a syntax error will be reported.

Using the example above, you would deal with
the first four characters, first assigning these
characters to a variable; thus:

10 A$="JOHN HERRIOTT"
20 B$=LEFT$(A$,4): PRINT B$

The result of all this magic is that the computer
will print only JOHN and ignore the rest. To print
only the last name, you would command the com-
puter to ignore the first five characters, or rather
only use the last eight, as follows:

20 B$=RIGHT$(A$,8):PRINT B$
The result is HERRIOTT.

What if you wished to cull a series of charac-
ters from the middle? MID$ is the string function
used here, but it is rather more complex. You must
indicate not only the precise length of the slice
needed but also the starting point from which the
slice runs. Thus the MID$ function must contain
two sets of numbers; the first, the starting-point
character and the second, the number of characters
to be included. The form is thus MID$(BS$,5,3),
which in the example above would produce the
result HER! To complete the joke we could set the
value of MID$(B$, 8,4) which would produce RIOT!

There is, of course, a difficulty with the first
example. You don’t know how long a person’s first
name is going to be. Arbitrary assignment of a value
for LEFT$ might produce a situation in which an
individual with a name like HECTOR would be
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called HECT throughout the program. That would
be improper. You could get around the problem, as
opposed to solving it altogether, by using another
function known as an integer function.

LEN(AS$) is the function in question. It tells
you how many characters there are in a given
string. Spaces between characters are included of
course, for a name such as WILLIAMAANDER-
SON is normally written WILLIAM A. ANDER-
SON, and thus contains a total of 19 characters.

The trick is assigning LEN to a string in order
to cull just the first name would consist of checking
to see how many characters have been entered by
the user, and if the total is more than a certain
value, a prompt would appear saying something
like:

JUST YOUR FIRST NAME PLEASE.

10 INPUT“PLEASE TYPE YOUR NAME";A$
20 IF LEN(A$) 12 THEN PRINT" JUST YOUR
FIRST NAME PLEASE":GOTO 10

Of course, you have to assume that there
would be no name longer than 12 characters.
Montmorency will fit, but a double name such as
Mordecai St. John will not! If the bearer of that fine
handle is accustomed to being known by it in its
entirety, you must suffer the loss of friendship, or
blame the computer for being dumb! Care must be
exercised for a name such as John Smith will fit into
our limits quite nicely.

The ultimate (or almost ultimate!) solution
would be to check for the first space and use only
that which comes before it. For the last name to be
used, you would check for the second space (if
you're using initials), except for the case of pianist
Richard Herriott whose initials are R. M. J. Her-
riot. He would be known as J. Herriott, which is my
wife!

You might well, by this time, be thinking that
computers create more problems that they solve. I
have been presenting the most awkward situations
in order to encourage thought. It is very nice to be
able to do tricks, but when it comes down to the fine
print, a decision has to be made as to whether a
feature is worth the effort. Only you can decide.



Although the commands list, run and new have
been dealt with in various examples, I wish to
introduce a note of caution. It can happen (as it did
tome . .. with most frustrating results!) that one of
these words creeps into your program without your
noticing it. I was working on a program and entering
commands very rapidly. Suddenly my program
would not run, but only list! In vain I sought the
reason and had begun to blame the computer, the
supplier of electricity, my wife for running the dish-
washer, the kids for being kids (they had been no
where near the machine, mark you!), and the world
in general and had begun to contemplate the life of a
hermit as being the only worthwhile profession.

I sent the listing to the printer and found the
problem immediately. Line 23 contained the com-
mand LIST. Obviously I had somehow pressed
these two numbers, quite inadvertently before
typing the command list and had not noticed. Thus,
the program carried out the instruction as soon as it
reached line 23. Can you imagine what would have
happened if the command NEW had been entered?

It is likewise with the RUN command. This
command has the habit of clearing out any variables,
and should the command find its way into your
program by accident, you will find yourself with a
program that aborts due to the fact that the vari-
ables have nothing assigned to them!

POS is a curious command. It assesses the
current cursor position on the screen. Should you
have a situation wherein you wish to limit the
number of characters input by the user, you could
limit the line length using POS in the form:

200 IFPOS(0) 34 THEN PRINT CHR$(13)

This would mean that as soon as position 34, which
is, of course, less than the 40 character width of the
Commodore screen output, is reached by the user,
a carriage return would be enacted, bringing the
remainder of the input to the next line. The zero in
parentheses is a dummy argument. The important
numbers are those which follow the function. The
range of numbers that can be used runs from 0 to 79
(80 characters in all, that being the extent of the
logical line on the Commodore).

The remainder of the words in Commodore
BASIC mainly concern mathematical matters and
will be obvious to those who wish to use them.
There are three, AND, OR and NOT, which are
known as logical operators. They test for truth or
its lack. They can be used in mathematical program
or in textual ones, for the simple reason that the
computer is actually only dealing with numbers
when you get right down to it. An example might be
as follows:

10 INPUT AS$, B$

20 IF A$="FEVER”AND B$="COUGH" THEN
200

30 IFA$="COUGH"” AND B$="SPOTS” THEN
300

Quite clearly there is (so far at least) no result
if A$= FEVER and B$ = SPOTS. You can go on
with a series of IF-THENSs which test for all manner
of combinations. If only one of two conditions needs
to be true, OR can be used.

For mathematical computation, there is a
hierarchy of operations. This was laid down many
years ago. Simply, the computer does certain oper-
ations before it does others. The order is as fol-
lows:

Exponentiation (the UP arrow to the right of

the keyboard)

Negation (minus sign)

Multiplication/Division

Addition/subtraction

Relational operations (greater than/less than,
greater or equal to and the converse)

NOT

AND

OR

It is useful at times to give the same variable
label with the appropriate modifier to two types of
input that concern the same item. Let us say you
wish to produce an income and expense account
program. Quite clearly you wish to match category
with amount. Categories are text entries such as
automobile, and the amount is a numerical value
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Fig. 11-1. The Expense Account program.

such as 100. The first item could be labeled C18$,
and the second C1.

It may be that you wish to round down the
amount you enter as having been placed in a bank
account. This is good practice, for the cents mount
up over quite a short time! Say you actually put in
$503.92. You can cause the computer to deal only
with the dollars by using a line such as: INPUT D%
(% indicates an integer). You can enter $503.92 if
you wish, but the computer will ignore the cents.
The surprise is that you will end up with more
money than your C-64 says you have. It is always

84

nice to prove a computer wrong!

Just for fun I have appended a short program
that begins to deal with household expenses. It is
shownin Fig. 11-1. It is only the beginning of a good
program. Perhaps you might like to expand it and
personalize it. Try expressing the outcome of your
calculations as a percentage of income. Provide
yourself with a balance sheet which can be sent to
the printer. Produce a bar chart. Color the result.
Use sprites to compare sizes and percentages. Play
music to yourself to cheer yourself at the results.
Get the C-64 to play a Bronx cheer at the tax man!



Chapter 12

Close to the beginning of this book, you encoun-
tered the concept of the menu. A menu is a list of
items from which you make a selection. Commonly,
menus appear at the beginning of a program (at least
it appears that way to the user) and allow the user to
select a particular function. The first function is
usually that of initialization. The remainder fall in
some sort of heirarchical structure which is usually
self-evident.

This chapter consists mainly of two such pro-
grams: a data base (note the lower case; I feel that
uppercase would be pretentious for such a small
program) and the second is a mini-word processor.
Both are contained on the disk or tape that is avail-
able as an accompaniment and complement to this
book.

A DATA BASE PROGRAM

First consider the data base, which is shown in
Fig. 12-1. This program allows for the input of a
variety of items. The program is self-contained but
forms, when you have entered and sorted the items,

a separate collection of data which is called a file.
This file is then given a name and stored. In its
current form, it can only be stored on tape. The
information can be presented by the printer, how-
ever. Perhaps you would like to use the methods
used in the word processing program to store the
file on disk.

There is a limit to the amount of information
you can store. This program was originally written
for a ZX81 with only 16K. Hence the little calcula-
tions at the beginning of the program. They can be
altered or removed. Depending upon how you store
the items on disk or tape there need virtually be no
limit. (There is a limit, of course, but it would
exceed the usefulness of the program: better to
store less and access it more quickly.

Items can be called up by name, altered, de-
leted or what-have-you, according to need. You can
find out how many slots are left available for further
items; you having decided initially how many items
you wish to store in toto.

The file you create will be saved under that
filename on disk or tape. Upon starting up, make
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Fig. 12-1.

The Data Base program.

15 C
29 P
38 F
48 F
58 P
£a P
78 P
86 F
59 F
10@

202

210

299

380

319

320

330

bt 7] %

510

1003
1041
1002
1023
1024
1005
1806
1068
1010
1015
1820
1430
194a
1045
1650
18€2
1670
1050
1098
11600 !
111@a
1128
113

1140
1145
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5 REM"FILE"
16 PRIMT""

LOSE!

RINTTAB(27:1: "INITIALISE FILE"
RIMT:PRIMTTAB(2);2; "ADD EMTRIES"
RINT:PRIMTTABCZ);3; "SEARCH. DELETE, FRIMT. ALTER"
RINT:PRIMTTAEC2);4; "SAVE TO TAPE OF DISK"
RINT:PRINTTAB(2);5; "EXAMINE FILE"

RIMT :PRINTTAE(2)i6; "PRINT FILE"
RINT:FRIMTTAE(Z);7; "NUMEER OF SLOTS EMPTY"
RINT:PRIMT:PRINTTRE(4); "# EMTER CHOICE #"

THPUTE

IFCC10RCYPORCE INT (0O THEN 180

ONCGOTO10@0, 1560, 2009, 2560, 3009, 3508, 4090

STOP

PRINT"D"

FORI=STO1STEP-1

PRINTA$ (13 HEXTI

STOF

Hs( )....Illl

2=5-1:RETURM

PRINT"II"

PRINT:FRIMT

PRINTTRE(2) "THIS PROCEDURE WILLIESTROY ALLPREYIOUSRECORDS"

PRIMT :PRIMT :FRIMTTAE 4, "FRESS “C7 TO",;
PRIMT :PRIMTTREC4), "COMTINUE OR PRESS “RETURM’ TO RESTART"
INPUTCS

IFC$="C"THEM1B13

507010

PRIMT""

PRIMT:PRIMTTRECZ) . "EMTER SIZE OF ERCH ITEM"
PRINT :PRIMTTHRC? ), "MAK 255"

THPLUTA

IFAC10RAZZESORAC IMT A THEN 1836

GOsUBSA00

PRIMT PRIMT :PRIMTTRE(Z) . "EMTER MNLMBER OF ITEMS"

PRIMT PRIMTTRECZY; "MRA=INT (18003 /A2-1"

IMPUTE

IFBZ10RES INT 1060@ /R~ 10RE<:INTCEYTHEMLIATE

DIMHifP+”-

FPINT”H"

IF3ZETHEHEBBE

PRINT"EMTER ITEM FOR SLOT # ",S+1,"EMTER "@EE’ TO EMD"
S=S+1

IFS2>BTHENEBDR




A PRIMT FRIMT"EMTER HAME OF COTHER SEARCH DATA". ..

“D° TO LELETE"

IMPLITA%(S
IFA%(S)=""THEHN]1 1568
IFR$(SH ="@@r"THEM 1 Z0H
FRIMT"FREVIOUS EMTRY", .AECS)H
IFS>=ETHEM1 19@

GOTO11368

PRIMT""

FRINT PRIMNT :FRINT :PRIMT"ALL ZLOTS FULL...WAIT MHILE
SORTIMG!

IFA$(S)="@AR" THEMGDSLBSHA
FORI=1TOS : FORI=1T0S
BE=AE (T2
IFA%$CT+1 =/ T THEMT 250
GOTOL27a

FHEC T =RECTH+1

HE(J+10=F¢%

HEATJ HE®TI

GOTO1A

FPRINT """

GOTO1114

FRIMT""

THFUTDE

IFLEMCDE >ATHEMPRIMT - FRIMT :PRIMTTABC 2 "LENGTH TOO GRERT"
IFLEMCD% 2 >ATHEMNZGZA

FORI=STO1STEF-1

IFA$C 1 ) =DFTHEMFRINT"SLOT #": 1. . R$CI2

HEXTI

PRINTTABCZ>"PRESS",." ‘A TO ALTER"." “P7 TO FRIMT"."

INPUTC#
IFC$C"PANDCE " "ANDCE " AYANDCE " D THEMZ 1 16
IFC#=""THEM1®

PRINT" "
PRIMT :PRIMT"EMTER SLOTH"

FRIMT" .
IMPUTH

IFC$="P"THEMNZ2450

IFC$="D"THEMZ404

PRIMT"EMTER MEW DATA FOR SLOT #"iH
IMPUTHS$ (M)

GOTO12608

STOP

A$CNI=""

Z=E-1

GOTO120@

GOTO1G
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2435
2450
2500
2510
2520
2530
2540
25508
2555
2560
2570
2580
3000
3610
3820
3025
3830
304n
30%0
3060
3870
3100
3120
3200
az10
3220
3500
3510
3515
3520
3525
A5z
4600
4010
4620
40720
4040
5000
3010
5020
6000
6010
£020
£830

OPEM1.5.8.A%CHD

GOTO16

PRIMT""

PRINTTARC3),; "ENTER MARME OF FILE"
INPUTHS

PRIMT :PRIMT :FRIMTHS

PRINT"WILL HOW BE SAYED"
PRIMT"PRESS “D“ IF USIMG DISK T
INPUTC®

IFC$="D"THEHSAYE"M$" . &

SAVEN$

GOTO1@

PRINT"D"

FORJ=STO1STEP-16/%
FORI=JTOCJ~16/%0+1STEP-1
IFI=0THEM32013

FPRINTR$CI)

NEXTI

IF USING THPE"

PRINTTARCZ)"PRESS RETLRM TO COMTIMUE"

INPUTCS
PRIMT"T"

MEXT.J

GOTO19

I=J-1

J=1

(OTO3058
OFPEN1. 4
FORI=S-1TO1STEP~1
PRINT#1,A$CI>
MEXTI
PRINT#1:CLOSE1
GOTO1@
PRIMT" 2"

PRIMT"PREZS RETURM TO COMTIHUIE"

IMNPUTCS

GOTO1&

“=R22

IFIMT (220 CATHEMNA=INT (o +1

RETLIEN

PRIMT"I"

PRIMT:PRIMT:FRIMT FREIMT"ALL SLOTS FULL"
FORI=1TOS92  NEXTI

GOTO1G

-

PRIMT :PRIMT"HUMBER FF EMPTY SLOTS= ") B-5
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sure you do not attempt to reinitialize the program,
or else it will seem that you will have lost all your
data. There is a warning to this effect at the begin-
ning of the program.

A WORD PROCESSOR PROGRAM

The next program is a mini word processor.
People now no longer write, they process words.
There is truth in this too, for you are now able to
change whole blocks of text at the touch of a few
keys and change words, alter spellings, insert odd
sentences, and create new paragraphing without
having to resort to a great deal of retyping. The
word processor has been around for quite a long
time. Now it is in the domain of anyone who has a
microcomputer and a printer.

This program is written for the C-64. You may
wish to modify the program: you must decide how
you wish to do it. The variable labels are all fairly
logical. The C-64 recognizes only the first two
letters of a variable and so that is all I have included
to conserve memory. LL is line length; RV§ is
reverse on, and OV$ is reverse off (from observe,
do you think?); W refers, wherever it appears
either in conjunction with another letter or on its
own, to words. Logical, don’t you think? Some
variables have been assigned rather arbitrarily.

The best thing to do with the programis runit,
see how it works, and then change it to your needs.
Save the new version on a utility disk. If you have
the two-disk Executive machine from Commodore,
one drive can contain the program disk and the
other the file disk. In this case you must make sure
that the file goes to the right disk. This will proba-
bly mean changing some address or device codes in

Fig. 12-2. The Word Processor program.

the program.

You are allowed to change certain of the
parameters of the text output, even though there
are default values set at the beginning of the pro-
gram. Thus you can change top and bottom margins
(TM and BM), left margin, and line length. Set the
top of the perforation just above the ribbon level on
the printer, and the program will prevent you from
printing on the perforation. Make sure you have
ample paper before printing, for the VIC1525 has no
out-of-paper signal; rather, it will continue merrily
printing all your fine text on the platten—and
scrolls have been out of fashion for quite a few
years!

One small note which has to do rather with
reserved words than with word processing. The
matter arose during the writing of this program
however, so now is as suitable a moment to com-
ment on it as any. | had been using the variable LE
to denote line length. At one point in the program I
had a statement which read, in part, IFLE=
LETHEN... or some such. The computer told me
that there was an error! It was perfectly sound,
however. ThenIrealized that the computer was not
reading it in the same way that [ was. It was trying
to read it as LET HEN! this, of course, made no
sense to it and so it reported an error.

A reserved word is any word that belongs to
the vocabulary of the BASIC language. These
words may not be used, except within quotes, in
any ambiguous situation, nor may they even appear
to have been used, as in the above example. Be
warned!

Figure 12-2 contains the mini word processor.
Alter it as you wish.

4

£ :

18 [II|1TL$'...':.JI~.-.1..'M.

11 FRIMTCHRESC 1470

12 FRIMT

13 POKEE4dE, 2

15 PRIMTTRE 4" THE FOUMHDATIOMHS

CLEsmCHRE LS

C~&4 WORD PROCESSOR

OF A MIMI
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FRIHT  PRIMTTRECSS "BY JOMH HERRIOTT" : FOKEGE, @
FRINT"S  KEEF THE FOLLOWIMG IH MIMD AS wOUNBBI USE THE
FROCESS0R,

m GOSUEBZ G

FRIMT"®  FRESS RETURM TO COMTIMUE" @ THFUTZS  GOTO4ER
FEMOSUBRDUTIME TO CHECK FORE AYAILABLE MEMOREY
ME=FRECE  TFHMECETHEMME=ME+#

FRIMTTHECS"TOTAL BYTES LEFT: "iME:RETUREHM

3 PREIMTCHREC 147 0 PRINTRYE"REFEREHCES" ) P FORS=1T06  FRIMT - HEAT
Az FRIMT"  CLESHOME: BRIMGE CURSOR TO EMD OF LIHE"
3 FRIMT" SHIFT+CLESHOME ::BRIMG: CURZORE TD BEGIMMIMG OF LIME"

FRINT PRIMT" CURSOR COMTEOLS EERAVE AZ HORMALY

SOPRIMT OPREIMT" THE THST/DEL KEY BEEHAVES AZ USUAL TH EOTH

SHIFTED & LMsHIFTED"

£ ORRIMT" MODE"
7ORRIMT FRINT" THE FUHCTION EEY F1 WILL RETURM YO TO THE

REWIEW EDIT HMERLY

FORD=1TO AR  HE ST

IFTE$CRF =" "THEMTEECF =" "
FRIMTCECDECDE TEECH)

L=1 PRIMTCECDECDE MIDECTEE R L, 100 CLE,
GETHWES: IFWE$f=""THEM1ZZ

E=HSCCHES)  [FE=1Z3THEMI GG
IFE=22AMDL+ 1 2248 THEM ] 22
IFEZS1AMDECSETHEH LS4

o IFE=29THEMFRINT  MIDECTRECR L, 100 2 G0TOL L
CIFE=15VAMDL-~-1C1 THEMLIZE
5 IFE=157 THEWFRIMT MIDECTEF P L. Lo tL=l~1 FRIMTCLECLES

GOTOLES
IFE=1450RE=17THEN1 22

IFE=142RAMIL+1 3248THEN 122

IFE=147 THEMFRIHT ; MID$( TBEIF Y, Lo 10 GOTO121]
IFE=15THEHFRINTCSCDSCIS TES (P CL3  L=LEHCTESCP ) 1 GOTO164
IFECo14BTHEN1 45

B P L D DL CHRE Lm0 S CLEONE " TOLE
FI&HTi T, IPH'IH$‘~L+1' 1[* sl EFTE

: ;31+UFF+TH? GO

- fPEHIHI

L»I L IFL T THERMLE

TWE=TEFF ) TEE P =LEFTE(TEE P, =10 THF=RIGHTE TWE,
LEMCTHE  — 2

TEE P =TEBEF )+TWE PRINTCHEE (262 GOTOL 22
IFL+1224aTHEML 22

ThE=TEF P2 TEE (P = EFTETEEF , L~10  TUE=RIGHT#
CTE LEMCTME LS

TBECF 1 =TEECF 2+ WEE+TLF

FRIMHTHMIDECTRECR Y L




S i O
iy L 7

.
i

{34
LA A O
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XY
=
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[ERI)

S FRIMTOME MIDECTRECR L, 1o

= IFR
4 TFEL
ale PRIMTEHE

ce L=l 1 TFMIDECTEECR ) L, Lo " "THEHTEECF b=ThE P+ 0

FRIHTENS  MIDECTRECR L LosCLE GOTOL 22
Lo RETLRH

TEg pPa=""

FORM=1TO248

GETWE  TFME=" " THER 284

BEl=AS0 0 bE D

2 IFEL=2@THERGOZUE USEE PR IMTOHRES ST 0 D OHREE 320 CHEE LS 0

TLOTOZ
IFE1

6
ETHEMM =246 GOT 04
THEHFPRIHT" "
THEMFFRTHT

—

1w THECR = TEECF 1 +1%
Rl HEST
: RETURH

<HEE
4z

Ty AR
S S D ORI R
DN )

G i;_'s:i 1‘5-_1

TFTES R =" "THEHRETLIRH
TFASCOLEFTECTEF P, 10 0=
TFASCOLEFTECTREECR . 1 0 0=
FRIMTTEECF ) RETLREM
FRIMTCHREEC 1470 s CHEE 1420 PRINT
FREIMTTAEC LS "FROTLITIES"

A THEMFPRTHT" L TEECE G RETLRR
ATHEMFREIHT FREIMTTEECR 2 0 RETUIRH

o PRINT
'\ FRIMTTHES )" "

FRIHT

A PRIMTTAEC L@ "1, EMTER TEWT®

o PRIMT

= PRIMTTEES 1892, REVIEWAEDIT TEHT®
7ORRINT

= ERIMTTHEC LGS "3, READ FROM DISK"

" FRINT

FEIMTTREC 1@ "S5, WRITE TO DIzZE™

2 FRIMT
5 PRIMTTREC 1G9 S, WRITE TO PRIMTER"

FRIWT

FRIMTTHEC1E ", LEAWVE SYSTEM"

FRIMT  GOSUR2H

FORD=1TO2EE6  WMEST

FEINT PRIMTTABCZ "ERNTER YOUR SELECTION BY MUMEBER"
GETADE  IFAQE=""THEMH4HE

IFADE="1"THEHAEH
IFADE=" 2" THERTEE
IFAQE=" 2" THEML 1368
IFAQE="4" THEMGOSUEL 26
TFAOE="S" THEMGEOSUE L GGaE
TFADE="E"THEMCLOSE 2868 EMD
GOTO4EE

FORG=1TI508
IFTEF(G=""THEMHZ=G " =50

PR e
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CHEEC 1460

"REF BLOCK RCTIVE™:
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SIS B SR
IFCTRR P b=
HE =T
SOTOSEE
PRIMTOHESC 147
IFFC10ORP
ME =T
FRINTCHRES 1470 0 F
FRIMTCHRESC 140, =y
IFTEFF)
FPIHTith 1&n
GOT IS
GUSUE

FRIMTCE  FORY=1TO8  FRIMTCDE.
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HEE 1 Saat: 1T

FORD=
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EIHT PRIMT

¥ "REFEREMCE HUMEBER "0 OME

U THERmE

UHOCCURTED

CHEXT

FRIMT"
FRINTRYS"CODED K
PRINT
FRIMTTRELS) "E

2 PRIMT

FRIMTTRECS F

527 PRINT

FRIMTTRECS Y "E
FREIMT
FRIMTTRECS "D
PRIMT
FEIMTTRECS "X

PRINTENE" COMTROL

FRIMTTREC 1@ "H
FRIMTTRBC1G "+
FRIMTTRECLG: "+
FRIMTTAEC 185"«

FRIMTENME" IMDICATE CHOICE

ENS g
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IFROE="FE" THEH &G
IFA2E="E"THEMGDSUB LA  FRINTCHREC 1472 1 G0TOR18
IFADE="D"THEMTES (F=""GOTO7HH

IF RAOE="="THEHIDE

FRIMTOHRE D 1470

FEIMNTYORGAHTZE PRIMT ROUTIHE"

FOEESsds, 15
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FRIMT"ADO YO WANT TO EMTER WOUE OWH FARAMETERSFOR
FEIHTIHGH"

THFUT GiR#

IF LEFTECGES, 10"y THEM 1EEE

FRIMT"LEFT MARGIHZ?CHUMEBER OF CHRARACTERS THDEHT 2"

L= THFUTLEF: TR PETHEMFREIMT " LIMITS ARE 1 TO 7" GOTO182E
A6 FRIMTYLIME LEWGTHY CTOTAL CHARRCTERSDS PER LIME" (LL=Va:

THFLUTLL.
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TH= FLIHT”EHTEH TOF MERGIH CHUMEBER OF LIHES"
THRUTTH IFTMLORTHASTHERPFR ITHT L IMITS ARE 1 TO &5
GOTO1as5

Bil=2 FRIMT"EMTER BOTTOM MARGIH CHUMEBER OF LIHES
THFUTEM  TFBEMCIOREMESTHEMPRIHTLIMITS ARE 1 TO a5
GOTOLEsS

FEC=1  PREIMT" IMDICATE STARTIMG REFEREMHCE HUMBER"
THFUTEC : TFRCLORRCESAATHEHFETHT "L IMITS ARE 1TO S8R0
GOTO1EdS
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S5 PRIMT"ESET TOF OF FOREM OH THE FEIMNTER. FREEZDS

—
=
%)

it

T T T T O
=Y L PO &G

IR L .
g

o T AT R AT D T

-
LT

i et ot S e e e e e el el
et
in

FHY EEY TO COMTIHUE"
GETORE iFﬂki*“”lHFHlHﬂﬁ
CFEHG 4, 7 0mDd s Gosl o
LIMgE="" ORI =1 TOLM: LH%ﬁLH$+IHk?lﬂﬁﬁiﬂEHTinm@
FORRC=RCTORE

IFTEECP 1" "HHDTEE R+ 2" " THEMF =502 GOTO1 1989
GOSUEB L3808

HE =T

IFWF =1 THEMMFE=ME+bE  PRIMTHFE

FRIMTH#S  CLOSES

FETLIREM

PRIMTCHREEC 147 0 PRINT"TEST FILE TS HOM LOADIHG
OFERLS 2015

OFEHS & 5 " TESTFILE. . B

GOEUBLEEAE: IFEF=1 THEMEF =& F T=@: G0OTO1 156
THFUTH#S,FT
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FORF=1TOFT: TPi“P""”“
GETHS . l$ IFHDF'I¥' SLATHEMTES R =TREECRRDE GOTO1LSY
FRIMT". " HE
CLCeES Ol E‘"
FREIMT PREIMTFI"TEST HOM STORED. FRESS AWY EEY TO
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GETGRS  TFORE=""THEMNT 1S
GOTO4EE
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WF=@:RETURH

TFLEMCTEBECF ) 0TI THEMTES P =" " g="" T M1 =248 0 GOTO 1S5

TEE R =LEFTH TEECF ) LEMCTES R 0-10
IFH1:10RH1=1THEMM]1=H1~1

FETLIRH

THRFUTH#1S. E1S, B2 BE2%, E4%

IFYALCELEF  RTHEMPRIMTELS E2F, E2E, B44  CLOSES - CLOSELS EF =1
FETLIRH

FOREEde ., B

FRIMT"ML. ALWAYS EDIT AMD BEVIEW YOUR TEST EEFIRE ",

FRIMT"YOU SAVE IT OW THE DIzk,"

FEIMT"M., PUT YOURE TEST FILES OH A FORMATTED
DTSk, Doy

FRIMT"HOT LWZE THE FROGRAM TISE, "

PREIMT "Mz, DO HOT TEY TO PEIMT TEAT LOADED FEOM
THE DISK DURIMG THE ",

‘B2l PRIMT"SAME FEUH RS Y0 FRIMT TEAT EMTERED FROM

THE KEYEOAREDL "
FETURH
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Chapter 13

This promisesto bea short chapter. It will deal with USING THE JOYSTICK

one of the cheapest peripherals obtainable: the
joystick. Mercifully the joystick control onthe C-64  peek for each joystick port: 56321 for one and 56320
for the other. My machine had the two ports re-

1s simple.

160
11m@
120
136
140
15@
160
170
180
185
190
200

1 REM:JOYSTICK COMTROL CORRECTED VERZIOM
3 REMCONTROL PORT 1

4 REM COMTROL PORT 2 356320

5 PRIMNTCHRS$7147)

FORK=1TO19: RERDR$ (KD : NEXT
I'F‘TH”N” B lISII ) nn B |Il.1ll R |Ir4!‘J-|l , |l5ull
DHTHII n s IIEII ; llr,‘Ell f IISEII
PRINT"DIRECTIOM IS:::::"
GOSUB 19@
IFR$(JD)=""THEM1 7O
PRINTRE$(JDI, " ",
IFFR=16THEN144
FRIMTCHR$(147)

GOTO138

JD=PEEK (563217 ‘FR=JDAND16: JD=15~(JDAMD1S)
RETURM

Fig. 13-1. The Joystick program.
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As you might expect, there is an address to




versed when compared with what the Programmer’s
Reference Guide had to say about it. In addition, the
program that is included in the reference guide not
only ran in reverse but also omitted some of the
directions. Before I go any further, Fig. 13-1 shows
the corrected version. If your joystick does not
work with this program, unplug it and put it in the
other port. Make a note for future reference.
Line 100 assigns the eight compass directions
that correspond to the possible movements of the
joystick to the R$ array. Line 160 prints the result

of that action. Line 190is the one that does the work
of reading not only the stick movement but also the
fire button. The variables used are JD for Joystick
Direction and FR for FiRe.

In actual use, the program lines could contain
information or formulas that would steer some-
thing, maybe a sprite, across the screen in response
to the movement of the joystick. Manipulation of
two joysticks would simply mean dealing with the
two addresses instead of just one. Experiment and
enjoy yourself!
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Chapter 14

Take a look at the scenarios of a number of com-
puter games and you will see that they are all rough-
ly the same. The bulb accompanying the full-color
advertisement will run somewhat as follows (pick
and chose items exactly as you please):

You are a jet-fighter pilot/in charge of a space
ship/lost in the desert/caves/on an alien planet/in
downtown Chicago/in the sewers of London. Your
mission 1s to overcome the enemy in the form of:
air-to-air missiles, alien space fighers, desert crea-
tures malformed from years of inbreeding/alien
planet creatures/panhandlers. For each creature
destroyed you score a certain number of points but
deplete the energy you began with. The purpose of
the game is to reach the end, either with a large
number of points, or without being overcome your-
self, or both.

GAME PROGRAMS

Such games fall into two categories: the verbal
type and the full-graphic, sound-effect type. On
occasion they might be somewhat mixed.
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You can write your own games following the
above notions but to be really original you must
come up with something really quirky. In the TV
show M.A.S.H. the inmates of the Swamp play a
most unlikely game in which moves appear to be
made on a chess board; one scores with aroyal flush
and wins with a touchdown! Perhaps one could
produce the ultimate computer game in which each
barrel collected, filled, and dumped in the right spot
causes a flying saucer to be destroyed thus provid-
ing the player with a new clue to the location of the
hidden treasure. This in turn gives you three free
turns at a game of Hangman. For each time you win,
you get extra energy to escape from the desert
island you have somehow reached by overcoming
the Zombies, Zorks and Cruddy-Critters. You win
when you reach the control room of the alien cruiser
and take control of the entire planet. The ultimate
game’s name would be Nightmare!

There are many magazines available that print
programs of all sorts, including games. There are
one or two magazines that devote their pages solely



to VIC-20 and C-64 computers. Each issue contains
a game or two, often written by readers but some-
times by expert programmers, although the latter
are likely to write their programs in machine code
and try to sell them to software houses.

The process of typing in a new game can be
arduous, particularly if it is a long program. There
is plenty of room for typing errors, and, if you are
just beginning programming, you will have a terri-
ble time trying to trace the error. It is far better to
try and understand what the program does and how
it does it by careful examination of the code. Some
programs will be very well documented with plenty
of REM statements indicating which section of the
program you are looking at and what it is supposed
to do. If you have typed in a program from a book or
magazine and can get a copy of your listing on a
printer, then do so. You can then compare your
version with the printed version and spot any errors
in a short space of time. Often, errors will be as
simple as forgetting the $ on a string variable or
leaving out a parenthesis.

BASIC is often blamed for sloppy program-
ming techniques, and there are proponents of other
languages who argue that programming is a science
and should therefore be highly structured. The
truth is that programming is an art whichever lan-
guage you use and that sloppy programming is to be
blamed on the programmer, not the language.
There are sloppy speakers and writers of natural
languages too, yet we do not blame English or
German for the deficiencies of the user!

There are certain ways in which you can write
efficient programming code. The first rule is to
keep it simple. You will have noticed in the SPRITE
programs that the poked addresses are clustered;
that is, the initial address is labeled by a variable
and later addresses are indicated by the variable +
X. This allows the writer to keep in mind which
address is being referred to in every case. It is
useful to add a REM indicating which variable re-
fers to what address.

Itis alsoa good idea to keep various sections of
the program in discrete sections. This allows for
checking of those sections on an individual basis
prior to linking them together.

CONVERTING PROGRAMS

Converting programs from the VIC-20 for use
on the C-64 is not all that difficult. You will need a
copy of the Programmer’s Reference Guide for each
machine or at least a complete memory map for
each computer.

A memory map is merely a list of the addresses
used for each function and attribute of the comput-
er. Screen, color, sound, and start of BASIC ad-
dresses are different for each machine and must be
changed accordingly. A point of confusion for those
unfamiliar with the VIC-20 is the fact that some of
the addresses change when memory is added to the
machine; you will thus find some programs for the
expanded version with different addresses from
those for the ordinary 3.5K version.

Converting programs from other machines can
be a little difficult. In the first place, not all versions
of BASIC are the same. Each machine has the fun-
damental vocabulary, to be sure, but then there are
additional words that refer to specific functions.
HTAB and VTAB will be seen in some programs.
These refer to specific spots on the screen and must
be translated into Commodore’s screen and color
memory locations.

Peeks and pokes are very tricky things to
handle when working with a machine of a different
color, and a memory map for the machine in ques-
tion is absolutely vital to successful translation.
Often, discretion is the better part of valour and the
program, once understood in its original version,
should be rewritten for the new machine.

Attempts to translate from an entirely differ-
ent language into Commodore BASIC (or any other
BASIC, for that matter) should be avoided until you
really know what you are doing—and still avoided
even then. Far better to write from scratch than
scratch what you have written.

This chapter began by talking about games and
then seems to have wandered off into the nether
regions of translations from forms of BASIC pro-
grams written for computers other than the C-64.
There is a reason for this. You will find that there
are many more programs written for all the other
machines than for the C-64 alone. Some magazines
reproduce versions for a selection of the most
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popular machines all of which have similar attri-
butes in terms of sound, color, joystick input, and so
forth. Most of the programs, usually games, will
make some use of graphics.

I have chosen to present the listing of a pro-
gram which was written for the most inexpensive
computer around; the popular ZX81 or Timex/
Sinclair 1000. The program is shown in Fig. 14-1.
The game tries to show how artificial intelligence
can be simulated on a computer.

The computer knows a few animals. By asking
you questions it tries to guess the indentity of the
animal you are thinking about. In addition, it asks
you to tell it a question that is appropriate to any
animal it does not already know. It stores both the
question you have given it and the name of the
animal, and uses the information for future games as
long as you save the entire program.

In many ways, the program runs like a file
program. You store information in a new section
each time you run the program. If you begin by
typing the word run, however, you lose the
gathered information and the game starts afresh. In
order to make use of what the computer has learned
you must enter GOTO START. Then all the infor-
mation on animals absorbed can be drawn upon by
the computer.

This is a remarkable program. It will amaze
your friends and even astonish you. In order to use
it on the C-64 you must translate it from the ZX81
BASIC.

Note that the listing shows single commands
on each line. Sinclair BASIC does not support mul-
tistatement lines. Some of the commands differ
from those with which you should now be familiar.

The first unusual one you will meet is the
pause statement. Substitute a simple FORD=
1TO3000:NEXT for any PAUSE you see. The
value for the second number is up to you.

CLS is the command to clear the screen. Use
CHR$(147) instead.

PRINT AT does not exist on the C-64. Instead
you must use TAB or SPC. The ZX81 command
allows you to print material on the screen by indi-
cating line and column. The only way to do this on
the C-64 is to use screen and color pokes, which is
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awkward. Present the material on the screen as you
see fit, as long as it is readable!

FAST and SLOW exist on the ZX81 because
the machine is slow in the ordinary mode. The
computer is trying to look after the image on the
screen at the same time as it is doing its computing.
FAST stops the screen output so that all the energy
can be used for computing. The C-64 has no need of
these commands, therefore they can be ignored and
the lines omitted.

INKEY$ is the equivalent of GET, which has
been dealt with earlier. GET is placed in a one-line
loop but the following lines still check for input.

You will notice some statements that read
GOSUB GET or GOSUB CLEAR SCREEN. This
sort of thing will not work on the C-64. You can only
branch to a specific line number. The lines which
place the appropriate line numbers in the variables
are at 930 to 980. Each time you see a branch that
addresses a variable, substitute the line number.
GOSUB GET would become GOSUB3010, al-
though it is likely that some of the line numbers will
change.

The form for DIM must be altered according to
the C-64 format. The DIM statement should only
contain the 101, without the 20 or the 45 seen in this
listing.

The format for LEN will also change to the
C-64 type. Experiment with using the MID$ func-
tion when you see items like T$ (I, To K).

Line 2000 is a memory check included to make
sure that you do not run out of memory. It is a good
idea to include such a line in the C-64 format in your
program. Even with 38K to play with, you can
easily fill it all after a couple of hours playing.

It is very likely that you will have to do a fair
amount of juggling with the program before it runs
as it should. Do not let that deter you, for that is the
way with most programs. For obvious reasons this
program is not available on the disk or tape which
contains the other programs in this book, but it is
the only one not so included!

Having converted this program, other non-
graphic programs you might find for machines other
than the C-64 will hold no terrors. ZX81 BASIC is
one of the more difficult BASICs to convert.



Fig. 14-1. The Animal program.
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REM "AHMIMAL"
PRIMT " IF 4“0OU HAYE IISED THE RUM COMMAMD ALL STORED DATHA

HAS BEM LOST"

PRIMT

PRIMT " T MAKE USE OF WHAT THE Zx21 HAZ LERRMED,
FREZS break ,RELOAD FROM THPE "

FPRIMT " AMD THEM USE "" GOTO STRARET"" TO BEGIHM PROGRAMME"
FPEIMNT

FRIMT AT 1@.@;" IF YOu MAKE A MISTHRKE IW EMTER- IMG
MATERIAL, YOI CAM CORRECT IT"

PRIMT "BY TWRIMG e

PRIMT "PRESS enter TO BEGIM"

FAUSE Z2E4

FAST

GOSUR 540

CLs

PRIMT "THIMKE OF AM AMIMAL, AHD I WILL  TREY TO GUEZSS WHAT
IT 12"

PRIMT AT 21,8, "FREZS enter WHEM YOI ARE READY

CLS

LET E:s:ll "

FOR Z2=1 TO HEZ

GOSUE AZE

NEXT Z

LET K=LEM C%

FOR I=HMHZ+1 TO M

IF T®CI, TO K=C% THEM GOTO 2
HEXT I

GOTD 4354

LET Z=I

LET I=H

MEAT I

GOSUR AZE

GOTD 228

REM #GUEZZED OF GIVE LUF#
IF A%="%" THEM PRIMT G4
IF As=""%" THEM GOTO 7a@
GEOTO MEMCHECK

PRIMT "I GIVE UP,WHART I35 ITT"

IMPUT M

IF M&E="" THEM GOTO 475

IF LEM M&>»=323 THEM PRIMT "HAME TOO LOMG, PLERSE MOCIFY!

3
b

IF LEMW M%3>=27 THEHW GOTO 475
PRIMT " AR

PRIMT

LET H®=Q%C 27 TO

GOZUE CLERAFR SCREEH
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PRIMT "TELL ME A GOOD GUESTIOH AEOUT A " HE
IMPUT &

IF M$="%5" THEH GOTO So1d

IF M$="" THEM GOTO 528

IF LEM H$>4%5 THEM FRIMT "vOUR QUESTION IS A LITTLE TOO
LOMG, FLEASE MODIFY"

IF LEM M®»45 THEM GOTD Sae

IF M$:LLEM ME3<>" 7" THEM LET HfEisH&+"7"

GOSUE CLEAR SCREEM

FRIMT H

FRIMT

FRIMT “WHAT WOULD BE THE FAMSWER FOR " M&; "7,
GOEUE GET

LET RE=IHKEYS

IF F&7:"E" AMHD RE "% BHD R N THER GOTO S5

=G THEH GOTD 5S4

FRIMT © "wes” AHD RS 040 pa” FHD R

FRLSE &8

FRIMT
LET G Z b
LET w=T#0 2

P NEAS IE‘ TRUMHCATE

LET T b+ D=THC S, TO R ey

LET TEC M4 =TEC S, TO K +"H"Y

LET Q®HCH+1="1% IT "<+0ME AMD FES="%" i+0HE [QHD RgE="H" 2+ 7"
LET GSCH+22="1%5 IT "+0M$ AMD FE="H" 0+ HE QMDD RSN e Tr
LET HN=H+2

GOSUE CLEAR SCREEM

PRIMT "LWOULD YOU LIKE TO 0O THAT AGAIMT"

GOSUE CGET

LET H$=IHKE"Y®

IF H$="'¢" THEM GSOT2 256

IF RA$<>"MH" THEM GOTO 716

CLS

FRIMNT "FREPARE THPE RECORDER FOR ZAVE"

FRINT

PRIMT "FPRESS plag AND record, AMHD THEW enter  TO ZAY

COMFLETE FILE"

FRUSE 4E4

SAYE "AMIMAL"

CLS

GOTO z4@

FEM $IMITIALISATIONE
DIM TEC 161,280

ODIM L%C1Ra1,4%50

LET START=z4&

LET AZkK=13TB




WD

'\JU‘:LH
TR ALY

1816
1826
182
1849
1854
16969
1678
228
1020
1100
1118
1126
1136
1141
1150
11€8
1178
1134
1196
1z
1216
1226
=230
248
1294

)_a

PSR O U U PR CUR TR IR SR X

T U E = a0
B R R e R U

-~
I

-
T
Py

LET TRUMHCHTE=1S516

LET CLERR SCREEH=208%5
LET MEMCHECK=2518

LET CET=2018

LET M=11

LET HS=3

LET T«
LET T%«
LET T
LET T
LET T«
LET T%¢
LET T4«
LET T«
LET T
LET T«
LET T%¢ N

LET G 1 o="00ES IT HAVE FOUR LEGET
LET (%0 20="1% IT DOMESTICY"

)““"53"
Jf—'"HHH"
=Y
="HTHY
”“HTE”
DECRA IHH"
z
=y

'\lmi_ﬂl-‘-f_dmr-‘

z:!:x

(5K
1

......gl{.

LET (s 20="00ES IT ERT MEATYT"
LET 204 0="1%5 IT A WORMT"

LET @5{5'='I’ IT AN ERGLEY"
LET LEiso="12 IT A CHICKEHT"
LET Q&C?m="15% IT A MAMT

LET Q&C2:="15% IT MHH ELEPHANTT"
LET Q%3 0="1% IT H WALFYT"

LET GO 18 De="Tm IT A COMT"
LET @&C 11 v="15% IT H DOGT"
LET G&="COo0, T GUESSED IT."
PETHFH
COSUR CLEAR SCREER
FRIMT G0 ",
GOEUE GET
LET A= THKE"S
IF Ag="%" OF Af="M" THER GEITC 1l
GOTO 1ZVa
LET Cf=l%E+H%
FRIHT CUyRD FRD A=y el 0T Ak
FETLREH
FOR E=1 TO LEH =%
IF H&Cr o=" " THEM GOTO 17548

HEXT k.

LET K=k+1

FETLIRH

IF PEEE 1&44z20=35 THEM CLS=
RETILIRM

GOsSUR CLEARR SCREEMH

IF Hao=33 THEM GOTO 474

FA i
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2938 CLE

2549 FRIMT "HO RCOOM FOR HER AHIFALZ"

2558 PRIMT AT 5, 16; "menu”

2963 PRIMT AT 1&,0;"1.ERASE CURREMT Z00 AMD BEGIH AGHIHM"
2578 PRIMT "2.COMTIHUE PLAYIHG WITH CURREWT 200
2588 PRIMT "2.2AVE Z00"

2599 PRIMT "4,EHD"

2698 PRIMT AT 21,4; "EMTER HUMBER OF CHOICE"
&1y LET A%=IHKEYS

2Ee28 IF AS="1" THEH GOTO 126

2648 IF AE="2" THEW GOTO ZTART

2650 IF ASs="3" THEMW GOTO 2w

2658 IF AE="4" THEH STOP

2eVR GOTO Zeld

P18 =S0L0u

3028 IF IHEEWYWSE="" THEM GOTO ZEBZ6

2928 IF IMEEY®="" THEM GOTO 2626

3048 FATT

2858 RETURHM

SRS FRINMT "EWTER HEM AMHIMHAL"

Seze IMFUT MS

T@ze GOTO 422

042 CLET

S942 FRIMT "EHMTER HEW GUESTICOH"

5845 FAZT

7058 IMPLUT H%

TRERH COTO 525

Magazines and software houses will often pay for
good program translations. See what you can do!

A FINAL NOTE

The Commodore world grows apace. Since the
introduction of the VIC-20 and C-64 and its com-
panion, the Commodore Executive, the interest in
microcomputers has grown considerably.

Not only are there books written which deal
specifically with those machines, such as this book
and its companion on the VIC-20, but there are also
magazines that either include some material for
these machines or deal with them alone. Most
magazines fall into the former category. In the lat-
ter group are Compute Gazette and Commander.

Each magazine includes detailed material on
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everything from beginning computing to machine
code. All magazines that deal with Commodore
machines include fine examples of games and utility
programs. Most of them have been written by
people who were the veriest tyros but who perse-
vered and became expert programmers in a few
months.

Such is the demand for material that good arti-
cles, written for any level of programming, dealing
with any application of computers in the real (or
imaginary) world are likely to be considered for
publication.

It is a good plan to take out a subscription for
one or more magazines, for there is a good chance
that bookstands will run out of your favorite, leav-
ing you chomping at the bit with frustration because
you cannot read the follow up to a series of articles.



Appendices






Appendix A

Sorts
e —— e
The following are simple sort routines in BASIC. 180 NEXT

190 END
BUBBLE SORT You will need to change the line numbers in
100 DIMA(30) order for the routine to fit into your program. Break
110 FORI=1TO 30 points are at 130 and 170. Do not forget to change
112  A(l)=INT(RND(X)*60+1) the address of the GOTOs if you change the line
114 ?2A(l) numbers. - .
116 NEXT:? The same conditions apply to the following
120 X=59 programs.
130 S=0
133 FORI=1TOX SHELL SORT
135 IF A(h)<=A(I+1)THEN 160 100 DIMA(30)
140 AA=A(l) 110 FOR I=1TO30
143  A()=A(1+1) 112 A()=INT(RND(X)*60+1)
145 A(I+1)=AA 114 ?A(l)
150 S=1 116 NEXT:?
155 X=| 120 B=t
160 NEXT 130 B=2+B
165 |IFS=1THEN130 133 |IFB<=30THEN130
170 FORI=1TO60 135 B=INT(B/2)
175 ?A(I); 140 |IFB=0THEN 200
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143
145
150
163
155
160
165
167
170
180
185
190
195
200

FORI=1TO(30-B)
C=l

D=C+B
IFA(C)<=A(D) THEN 180
AA=A(C)
A(C)=A(D)
A(D)=AA

C=C-B
IFC>0THEN 150
NEXT :GOTO 135
FORI=1TO 30
?A(l);

NEXT

END

SORT 1

100
105
110
115
120
125
130
135
140
145
150
155
160
165
170
175
180
190
195
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DIMA(30)
N=30

FORI=1TO N
A(l)=INT(RND(X)*60+1)
2A(1)

NEXT

M=A(1)

IM=1

FORI=2TON
IFA(l)>=MTHENM=A())
IM=]

NEXT

AA=A(N)

A(N)=A(IM)

A(IM)=AA

N=N-1

IFN<1 THEN 130
FORI=1 TO 30

2A();

200
205

NEXT
END

SORT 2

100
105
110
115
120
125
130
135
140
145
150
155
160
165
170
175
180
185
190
195
200
205
210
215
220
225
230
235
240
245
250

DIMA(30)
N=30
S=1

"FORI=1TO 30

A(1)=INT(RND(X)*60+1)
2A())

NEXT

MN=A(S)

IM=S

MX=MN

IX=S

FORI=S TO N

IF A(l)>MX THEN MX=A(l)
IX< =

IF A()>MN THEN MN=A(l)
M=

NEXT

IF IM=N THEN IM=IX
AA=A(N)

AN)=A(IX)

A(IX)=AA

N=N-1

AA=A(S)

A(S)=A(IM)

A(IM)=AA

S=S+1

IFN>S THEN 135
FORI=1TO 30

2A())

NEXT

END



Appendix B
The Talk Program

The Talk program, which is listed in full in Fig.B-1,
seeks to demonstrate a variety of things, not least
of which is the enormous amount of fun you can have
producing a look of total astonishment on the face of
any friend—or even an enemy! The program must
not under any circumstances be taken seriously!
There are only the bare bones, with just a few
suggestions as to how to finish the program.

The user is asked to provide a name and told if
itis too long. The user is then engaged in conversa-
tion with the computer. You will note that almost
the first thing the computer meets during the pro-
gram is the GOSUB 8000. This merely allows the
C-64 to learn the contents of the dimensioned string
arrays, which are used thereafter according to the
needs of the programmer. In addition, the re-
sponses given by the user are placed in storage so
that they can be used, probably against the user (!)
on later occasions. There are some gaps left in the
dimensioned arrays so that you put your own mate-
rial in.

A sample run of the program might begin as
follows:

OK JOHN WHAT IS YOUR PROBLEM?
BROTHER

WHAT'S THE MATTER WITH YOUR BROTH-
ER?

SICK

OH, IS IT SERIOUS?

YES

TOO BAD

Your own imagination can work wonders on such a
program.

My original version of this program was writ-
ten for a different computer and is fairly lengthy.
There are moments when the machine seems to
stop and think. I even have one spot where all sorts
of odd things appear on the screen while the think-
ing takes place. The program is full of conversa-
tional fillers such as “It never rains but it pours;”
“Things must get worse before they get better;”
“Have you ever been in such a situation before;”
“Now let me get this straight... You say that your
(father, brother, sister, girlfriend) is (sick, preg-
nant, insane, cheating,). Have I got that right?”
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S K
10
20

35
103
105

113
120
125
130
=15]%]

298
goo
809
800
=1a]%]
800
800
01
801
5649
589
280
904

110

ZOME OF

118

g1
8002

EM" TALK"

8 FRIMTCHR$C 147

PRIMT"THIS PROGEAMME I3
YOUR PROBLEMS"
FORD=1TOS@GE : HEAT
PRIMTCHRES( 1475
FRINTSPCC182.: "MAYEE"
FORD=1TOZ508 : HEXT
FRIMTCHR$C 147
FPRIMT"WHEM YO SEE THE 7.
FROM THE LIST"
FORD=1TO04806  HEAT
PRIMTCHE®C 147

GOsUBz@aB

FRINT"WHAT IS YOUR HAME?"
PRIMT"WHAT I5 YOUR HAME?"
IHFUTY#$

PRIMT ‘FRIMT

IF LENCY$)2=1@THEMFRIMT"JUST YDUR FIRST

GOTOEE
FORD=1T0260a : MEAT
FRINT"OK ":Y$:DIMAFC108)
PRIMTA$C1

INFUTHEC 1)

DESIGHED TO HELF YOU S0LVE

TYPE IM JUST OHE MWORD OF ZELECT

HAME WILL DO":

IF<$(1,>2%01 20RKEC1 {288 THEHZBBEA

FRIMTCHRE 1470
FPRINTA% 40
INPUTHECL
FRIMTCHR%$C 1473
PRIMTHEC13
INPUTA$(3

IFACZ)=2%0140RAF (3 0=28 (133 THEHSHA

@ DIMAECIA

AeC2o="1% IT SERIOUZ?"
3 AFCIa="LHY HOT?"

4 REC4I="HOW Z07"

S AECS="WHEH?"

& AfCE)="WHEKE?"

7 AFC7o="WHD?"

8 A$CB)="WHAT FOR?"

9
A AEC18="15 THAT TREUEY"

A$(3="COULD IT EE THAT"

A$C1o="WHAT IS YOUR FROBLEM?"

1 A$C117="D0 YOU REALLY THIHE 507"

B DIMZ$CS5B5

1 2501 ="MOTHER"
£ Z%02y="FATHER"
3 Z2%C3="EROTHER"




2¥C40="GISTER"
28C5)="lIFE"
ZECE="HUSEAND"
Z&0C7)="30N"
Z¥(8)="DRUGHTER"
ZEC3p="BOYFRIEMD"
ZECIAV="FRIENDS"
ZECLI7I="HO"
ZEu180="YES"
Z$C190="MAYEE"
ZE(200="HATE"
DIMHE D)
HEC1o="5TCK"
HEC2o="MELL"
2583 HECSH="DYIHG"

95684 HEC4="GETTING BETTER"
2505 HECSa="DEAD"

2589 HFECFH="zHE LOVEZ ME"

2519 HFEC1E="5HE LOVES ME MOT"
9532 RETUREH

Fig. B-1. The Talk program.

With astute use of loops, the program can go
around and around making use of little bits of the
program over and over again. Be careful to keep
track of exactly where the loops go, or else the user
might find him or herself trapped within the
program—come to think of it, that may not be sucha

bad notion after all.

In any case, the program is there for you to do
with what you will. Should you become so bold as to
produce a full version, you are quite free to publish
it as long as you provide acknowledgement of the
source of the notion.
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Appendix C

Converting Programs to Commodore BASIC

There will come a time when you will wish to type
in a program from a magazine or book. Many times
you will find programs that have been written ex-
pressly for the C-64. With these you have no prob-
lems at all.

More often than not, however, you will find
that the program has been written for some other
computer, and that is where some of your difficul-
ties will begin. As I remarked earlier, BASIC var-
les, just as English does. In some instances, the
BASIC command may look like Commodore BASIC
but behave in a slightly different fashion. The most
important ones to look out for are the following:

DIM This statement, if written for Sinclair
machines, means I items of X charac-
ters each.

INKEY$ This statement does not exist on the

C-64, but it behaves somewhat like the
get statement does. It tests to see if a
key has been pressed, but it can allow
for more manipulation than the get
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LET

LPRINT

USR

AT

statement does under certain cir-
cumstances.

This statement is mandatory on many
machines, but as you know, it can be
omitted in Commodore BASIC.

This statement is a composite com-
mand that addresses the printer.
Wherever you see this, you must
translate it into the proper commands
for the Commodore printer.

This statement allows you to access
machine code routines that you have
written almost as SYS does. These
statements are really outside the scope
of this book.

This statement is sometimes written
PRINT. It allows you to designate the
column at which material will start
being displayed. Although the @ sign




PAUSE

PEEK
and
POKE

Some

exists on the C-64 it cannot be used for
this purpose. The best way to duplicate
the action of print at statements is to
use cursor controls of the SPC(X) func-
tion.

This statement is another composite
command found on Sinclair machines.
It behaves in the same way as a
FORD=1TOX:NEXTD duration loop.
In fact, many ZX81 or Timex/Sinclair
programmers prefer to use the loop to
avoid a flicker on the screen.

If you see these used in a program for
another machine, even a VIC-20, then
watch out. Unless you understand ab-
solutely thoroughly the precise, exact
address referred to in the utmost detail,
you will send your C-64 to a place
where there aren’t any phones!

commands you will see will refer to

graphics. Most do not apply to the C-64.

SCREEN

COLOR

In the form selects text/
SCREEN1,1 graphics and color
set.

In the form selects foreground
COLOR2,3

and background
color.

PCLS In the form clears a graphics
PCLS 8 page.

PSET In the form sets a point.
PSET(120,90,4)

PPOINT In the form tests a point.
PPOINT(120,90) (RDOT)

CIRCLE In the form draws a circle.
CIRCLE
(120,90),30

PAINT colors in an area.

DRAW provides an easy

way to draw lines.

LINE draws lines.

HTAB are statements peculiar to the

and VTAB Apple and refer to horizontal and
vertical tabbing.

PLOT Is a statement that is often found
and can be approximated using the
pokes to screen and color memory
discussed quite early in this book.

UNPLOT 1s a statement that erases areas

where material had previously
been plotted. CHR(32) serves as
well as anything in most cir-
cumstances.
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Appendix D
Programming Problems

There will be times when you will have difficulty
entering material. Somehow or other, whatever
you try to do the C-64 will seem to foul up. This
situation occurs most often when you wish to alter a
line that you are currently entering. The right cur-
sor won't work except to put extra characters on the
screen; the delete key will not work; in general you
want to tear your hair out in frustration!

Just keep calm; press the return key, even
though the line is not complete; and either bring the
cursor back up to the line and move it over the
correct material, altering only the incorrect mate-
rial, or without bringing up the cursor, type the
entire line again. In correcting a line in a program
you have already written, it may be less frustrating
in the long run to type the line over again without
attempting to correct just one portion of it.

The C-64 is very good about telling you when
things are wrong, but you must work out for your-
self exactly what is causing the error message to
appear. Most of the error messages are self-
explanatory, and yet, you can gaze at a line in which
there is supposed to be a syntax error without
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seeing it at all. Tt could be a comma instead of a
colon, a misplaced or missing parenthesis or even
an extra parenthesis, an expression in appro-
priate form, or quotation marks in the wrong place,
omitted, or too many!

Extreme caution must be exercised when as-
signing variable names. Although it is possible to
use an entire word as a variable in order to make
your program clear, it is better to keep variables to
no more than two characters, either a letter and a
numeral or two letters. A curious situation can
occur otherwise.

Let us say that you wish to deal with a number
of shapes. You have decided to label them FORM],
FORM2, FORMS, etc. It is all perfectly logical to
you, but the computer will interpret the labels inan
entirely unexpected fashion. The C-64 is likely to
throw the error message FOR WITHOUT NEXT at
you! You see, it has taken the word FORM1 to be
FOR M1 and so looks for a NEXT to correspond.

The word FOR falls into the class of reserved
words that BASIC uses as its basis of operation.
Even if a reserved word is embedded in a long



word, unlikely but nevertheless possible, the com-
puter will read it as a BASIC word, and either give
you an error message or do something strange.
Curiously enough, the computer is able, via
the clever work done by the designers of the BASIC

language, to distinguish between the OR in OR and
the OR in FOR. If, however, you label a variable
BORD for BORDER the C-64 will pick out the OR
and try to read it as a reserved word. Just be careful
when assigning variable names!
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Appendix E
Error Messages

BAD DATA This occurs when string data is re-
ceived as opposed to the numeric data that was
expected; for example, Harry instead of 1234
BAD SUBSCRIPT This occurs when there is an
attempt to access an item which is outside the range
indicated in a DIM statement. On occasion the error
is not very obvious. Let us say that you have set
DIMAS$(20) followed by a for-next loop that allows
you to indicate the number of entries: FOR1
= 1TOX: INPUT A${). If X is set, using an IN-
PUTX, to higher than 20, you will get a bad sub-
script error.

CAN’T CONTINUE Typing CONT will not
work under certain circumstances; for example,
when you have listed line numbers from X to Y, the
computer will not respond to a command to CONT
and continue listing. On other occasions, the failure
occurs because the program was never run or there
has been an error.

DEVICE NOT PRESENT You might be able to
see the printer sitting there, but the computer will
not know it is there unless the printer is switched
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on. The same is true of the Datasette, disk, modem,
or other device.

DIVISION BY ZERO Mathematicians will tell
you that this is impossible, even with a computer!
EXTRAIGNORED tis possible touse multiple
input statements, however, should you try to enter
more than is expected, this error message will
appear.

FILE NOT FOUND This is probably the most
frustrating message you can get. It can often appear
if you mislabel the file in the load instruction. Keep
an exact account of the name of a file. Also keep an
exact note of where it is to be found on the tape.
FILE NOT OPEN The golden rule is to open
your file first.

FILE OPEN This means that you are attempting
to use the same file number over again without
having closed the file after previous use.
FORMULA TOO COMPLEX I am tempted to
remark here that your C-64 is only human! The
solution here is to break the formula into manage-
able chunks. There are two benefits from doing



this: the computer will be able to deal with the
problem, and you will be able to understand your
program more easily after a long period of nonuse.
ILLEGAL DIRECT This will occur if you at-
tempt to use the input command in direct mode.
This can’t be done!

LOAD ERROR This appears when, for some
reason, there is a problem with the program on
tape. Always make back-up copies of your pro-
grams. The problem could be one of many, but think
first that the program or part of it has been over-
written with another program or part of one.
NEXT WITHOUT FOR This one seems obvi-
ous, but can cause quite a headache when you are
trying to sort through a pile of nested for-next
loops. A good case can be made for keeping for-next
loops in noncompacted form at least until you are
sure your program runs well.

NOT INPUT FILE This means that the file you
tried to access to enter material was designated (by
you, so don’t blame the computer) as an output file
only.

NOT OUTPUT FILE This is the exact opposite
of the previous error message.

OUT OF DATA Let us say that you have a for-
next loop which controls aread statement. The loop
says FOR1=0TO10, yet there are only 10itemsina
data statement. You can puzzle over this until you
realize that 0 to 10 is actually 11 items. This error
message is the result. You should change your for-
next loop.

OUT OF MEMORY This one can be painful al-
though it should not often happen on the C-64. The
first thing to do is remove all unnecessary spaces
from your program. See if you see the same thing
over and over again; for example, label an address
such as 53248 with a variable and then replace all
occurrences of the number with the variable. See if
you have a large number of GOSUBS. The state-
ment ON-GOTO is tremendously useful because it
obviates the necessity of a series of if-then state-
ments.

OVERFLOW There is a limit to a size of the
numbers that the C-64 can handle. Unless you are
attempting to compute the number of atoms in the
universe or the amount of money, in pennies, that

OPEC has earned in the last five years, you are
unlikely to see this error.

REDIM’'D ARRAY You can dimension an array
only once in a program. Watch where you put the
DIM statement. Sometimes a return statement can
redirect the program so that this message appears.
It can cause a lot of headaches.

REDO FROM START This is the equivalent of
the BAD DATA error but in direct user form.
Whereas the BAD DATA ERROR concerns a file
from a device, REDO FROM START concerns the
user at the keyboard. Don’t type letters when num-
bers are asked for.

RETURN WITHOUT GOSUB This can happen
inadvertently when you are trying out a program. It
1s a good plan to place an end statement on the line
before the first line of a subroutine. Otherwise the
program will go toddling through, meet the return
statement, go back to pick-up point, carry on
through to the subroutine again, meet the return
statement again, and give you the RETURN
WITHOUT GOSUB message.

STRING TOO LONG The old question of how
long a piece of string is finally has an answer. It can

"be no longer than 255 characters. This has to do

with the fact that the largest number that can be
represented by an eight digit binary number is 255.
Using the information in the section on user-defined
characters, prove it to yourself: 11111111
= 1424+4+8+4+16+32+64+128=255

SYNTAX This was invented by grammarians
before the IRS started taxing certain establish-
ments. It has to do with things like commas, colons,
semicolons, and parenthesis. If one of these is
missing, in the wrong place, or used when it
shouldn’t be, up pops this message. It also pops up
when you type something in the direct mode on
occasion. In writing a program you can sometimes
be so carried away with enthusiasm that you forget
to put in the next line number. That’ll do it!

TYPE MISMATCH This one 1s the opposite of
REDO FROM START. Don’t enter numbers when
letters are asked for.

UNDEF’D FUNCTION This means that you
have attempted to make use of a user-defined func-
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tion, but you did not define that function using the
DEF FN statement.

UNDEF’D STATEMENT This occurs most
often when you have reorganized a program by
deleting a line, yet still have a GOTO or GOSUB
that references that line number. Watch out for this
one for the meaning is not obvious at first. Some
other computers will not perceive a problem and
will go merrily on to the line number that follows
the deleted one. That can sound like a good idea,
but it can cause even greater problems!
VERIFY This message appears in an unadorned
fashion and can look like something you entered
yourself. What it means is that the program you
have on tape does not match the one in memory.
You'll get it after you have given the VERIFY “N”
command if things are not as they should be.

Some of these messages will occur seemingly
quite out of the blue, particularly if the C-64 is not
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the first computer you have worked with. The rea-
son may well be that the machine you are used to
will accept certain forms that theC-64 will not. This
does not mean that the C-64 is in any way deficient.
It is just a matter of the familiar being the most
comfortable.

Just as there are expressions in the English
language as spoken in North America that are either
totally meaningless or even rude in Britain (and
vice versa), so there are small differences in the
dialects of BASIC that are understood by different
machines.

There is an excellent book by David Lien
called The Basic Handbook which takes you, state-
ment by statement through the BASIC language,
provides a neat test to see if your computer oper-
ates in the common or uncommon fashion, and gives
you alternatives if your computer does not have that
command.



Appendix F
The Programs

The appendix contains listings of many of the programs in the book. They are listed here in complete,
accurate form for your convenience in typing them into your C-64. There are some additional programs
that were not in the book which use programming techniques that have been presented. Experiment with
them to better understand how to get more out of your computer.

Program 1: Demo

This program is a menu-driven program that shows what a computer can do, including teaching,
calculating, and sorting.

DLVTERE R

1€ FIH[ FP[HT”1H1 IS A DEMOMSTREATION OF THE EIMDS OF"
1é ¥P MTYTHIMGS A COMPUTER CRH DO,
iOFORD=]TOSS5EE  HEST
FRIMT CGEOTOL e
A FRETHT
PO PREINT  FREINT  FRINTTRECE ) "CHOOSE FROM THE FOLLCWTIMG -
128 FPRIMT D FPRINTY L CALCULATE. & TEACH"
20 PRINTPEIMT 3. EEER FILES, 4, SORT®
SE PRIMT"MS, EHDC
A FRINT PRIMT'FLERSE FRESS THE RAFFROFRIATE HUMEBER"
45 THPLUTA
45 IFA=STHEH EMI
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SA OW A GOTOLSEE, 20088, 3145, 3088

S 0T

154 +

1EEE FPRINTCHREC L4

16818 PRIMTYCALCULATION ROUTIME"

1815 PRIMTPREIMT"A LADY OFEMS A ACCOUWT AMD DEPOSITS £1 0H
THE FIRST DRY"

1Ed FORD= 1 TOGAEE  HEST

TE2ES PRIMT PRIMTTRECZ"EACH DAY THERERFTER SHE DEFOSITS"

1628 PRIMNTTABRCZ "DOUBLE THE HAMOUMT OF THE PREVIOUS DAY

TEES FORD=1TO4588  MERT

T PRIMTFREINT WO STATE HOW MARY DHEYS SHE DOES THIS"

1AA5 PRIMTY AMD T WILL TELL Y00 THE TOTAL AMOUHT AT THE EMD OF
THE FERICOD"

1858 IHFPUTE

5 Tz
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S TH

Te=T A5

MHESTH

FRIMTCHEE 147
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FORD=1 TOSEEE  HEST

FRIMTOHRE S 5
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IMFUTY"YES OF HO" A

IF Af="%EZ" THEH 1666

THRUT "WOULD Yo LIEE TO TEY R DIFFEREMT

CRLOCULATION PROBLEM" A%
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IFRE="HD" THEM 25

FRIHT""

FRIMNT'THIS 1% A MEW FROBLEM"

PRIMTYA EING DECIDED TO GIVE AMAY HIS MOMEY T EACH OF 1

MILLTON SURJECTS!

FORD=1TodaEa  HE-T

FOR T TOSEEE s HEST
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FRIMT:FRIMT"I WILL TELL YOU HOW FUCH THE MILLIOMTH

SIJBIJECT GoT"
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PRIMHT"II
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@ F=E Rl
& H=R+E

S OIF FAZ=1@0EEan THEMLZ 1S

A B=R4l cGOTOL 26

S FRINTYDFRINT CPRIMT"THE LHAST SUBTECT GOT "iEB
1 FORD=] TOASEE 0 WEST

W OFRTHT R

A PRIMTOHRESES 1470

FRIMT RO YO0 GIVE ME H PROBLEM"

1 FORTD= 1 TO @ bET

FORRIHTYI }kIH["IHUUSE FROM THE LIST -
FEREIMT"1. MWlT] AL e DT e

FRIMHTYZ,ADD 4 WUETFH'I"

=y ’FlHT”“. FPTHFH T MATH MERLY

A THEFLITE

@
1
1

o
[X

2 TFE=RGE0TOZE
So0M B OGOTOLZ08, 1406, 1506, 1and

FRIMNTCHRESC 147 )

PEIHT"EMTER THD HUMBERD: -"
FREIMTOCHREE 142" COME AT A TIME?"
THPLTE .Y

PREIMTCHREEC 147

FRIMTOHREC 14*W”EWHHH}#UU”“
PP[HT"THE AMSWER To@:-"
COPRIHTE et

A et el P PR PO P T b
R e Rt B Y IS AR 5 i

-~
L

it

LhPpaE o

FORD=1TOSAEE  HE-T

VT S

A FPRIHTOHREEC 1470

A% FPRIMTYEMTER THO HUMEBERS "
AT FRIMTOHESC L4 COHE HUMEBER HT & TIME "
A THPUTH .Y

2 FPRIMTOHREEC 1470
EOPRIMTOHREC 1420 "ETHAMEY DU
FRIMTYTHE AMSWMER I%:-"

(] P"'l”r -n }II ITI

=5 FPIHT”?

FORD=1TOSERE  HEST

GOTO1 245

PRIMTCHREE 147
PRIMT"EHTER TWD HUMBERS: -
FOPRIMTCHREE 142" COME HUMEBER AT A TIME"
THPIITH Y

2 PRIMTCHRESC 1470

515 FRIMTCHREC 1420 "RTHAMEYOUS"
Gl PRIMTYTHE FARHSWER G-
CFRIHETE e

EEE PRIMTH+«Y

D FORD= ] TOSEERG  HMEST
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1555 PRIMT: F!le
TEal PRIMTOHREEC
PEes GoTo 1
1EEE FREIMTOHREEC L4

TEES PRIMTYEHTER THO HUMEERSD: -
A7 FRIHTCHREE L 2 CORE HHMEFP HT HOTIME:"

Sl THPLT:, Y
2 PRIMTCHREEC 1470

TR FRIMTYTHE ARSHER TS0
SRR LT e

R THT s
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A PRIMTOHRE S 47
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GOTHG TO EMTER"

AT FRIMTY Ol TMIT YOURSELR TD S6E»

SE THFLTH

e PRIMHTOHEE 14T

SRR TIFT RO THE HAMES ., FLERSE. (PRESS EMTER AFTER EACH MHAME! o

S FORT=1TOR: THPUTHECT » HEST

FRIMTTARECS 2 WO SORTIHG

= FORT=1TOM-1

A TFAEC T 0 =P T THERS RS

5 BfmAEd [4+10

A HECT+ L a=RECT 2

NS HEC T v=RE

210 GOTOERETS

1ES MEETI

A FORI=ATOM+1  FREIMNTHECD ) (HEST

FORD=1TOVEEE  HEST

A PRIMTYWWAS THAT FHEST EMOUGH?E"

S FORD=1TO48688  HEXT

PRIMTWOULD Y00 LIEE TO TREY THART HGHIH?

THPUT#

[FAs="WES" THEMHIHA4S

e GOTOZE :

145 PRIMTOHREC 1472w COMPLETE FILIMNG SYSTEM CAM BE E<AMIMED"

FRINT

FORD=1TO58E8  MEST

VA PRIMNTCHREEC L4

AE PRIWTU"AMY RECORD KEERTHG SYSTEM MUST ALLOW THE LUSER TO
EHTER MATERIAL™.

2SS PRIMTY IH ANY OREDER. M

COPREIMT FPRINT

A PRINTYIT MUST ALSD FLLOW FOR THE RETRIEWYAL OF MATERIAL™.

9% PRIMTY IM AHY CORDER."

SEAE FORT=1T020060  HE-T

SES PRIMTIUST A5 WITH A FILIHG CREIMET, YO MUST EROM HOW
MLUCH SPRCE YOl HAVE

2218 PRINT"BUT FIHDIMG TTEMS IS RS EASY A% TYPIMG IM THE
TITLE"

F215 FORD=1TO1 G086  HEST

e GOTOZE

Program 2: Name Sort

S PRINTCHR$(147)

10 DIMAS(20)

20 IHPUT"HOW MAHY MAMES";H
38 FORI=1TOM

48 IHFUTASCT) HEXT
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S8 PRIMTTABCZ:"HOW SORTIMG
@ FORI=1TOM-1

70 IFAFCI+10=AFCIITHEML1ZA

£0 BE=AFCI+1D

98 AFCI+10=AFCI

136 AF(1=R¥

11@ GOTOSE

128 HME-TI

128 FORI=GTOM FREIMTAF¥ I HEXTI

Program 3: Print Sort
This program sorts names and sends the results to the printer.

5 PRIMTCHREC147)

18 DIMAEC2G

26 IMFUT"HOW MAHY MAMES"iH

SE FORI=1TOM

48 THFUTAECT ) HEXT

S8 PRINTTABCZ"HOW SORTIHG"

€0 FORI=1TON-1

78 IFAECI+102=R¥FCIITHEHLZG

80 BF=RE(I+10

38 AFCI+1)=A$I)

1860 RA$(I15=B%

118 GOT0ED

1283 MEXTI

130 FORI=0TOM+1 'FRINTR$CI) ‘HEKXTI
149 OFEM1.4

158 FORI=OTOM+1 PRINT#1,A%{I HEXTI
169 CLOSEL.4

178 RUN

Program 4: Sample Printer Commands

18 DPEN1.4

20 PRINT#1,CHREC145"CHR$(14) PRODUCES MOAUBLE MITDTH"

30 PRIMTH#1.CHFEC1IS,"CHREECO1S) PRODUCES STAMDARD WIDTH"

40 PRINT#1,CHREEC1E2"1BCHRE$C16) SETS FRINT-STAKT FOZITIOH OH
THE LIHE"

Program 5: Road

1 PRINTCHREF®C147)

2 REM "REAMDOM RORD"

PRINT"THIZ GEMERATES A RORD-"
PRIMT"WAY WHICH TFAYELS UP"
PRIHT'THE SCREEEN"
FRIMT"ALTER LIME 28 TO "
PRIMT"CHAMGE THE WIDTH "

R AT IR SN €S I AN
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8 FORD=1T0E0@0 : HEAT

9 FRINTCHR#$(147)

18 FORI=1TO10B5TER. 3

15 ¥=IHT(RHDC1 %22+1

183 IF k=2 OR x=21 THEW #=3

28 PRIMT TABYK> CHR$:415, CHREC12T)
21 FRIMT THECK+ SHCHREO12D) . CHREE 48
235 FORD= 1TD S@:HEATD

30 MHEXTI

Program 6: Poke 646
This program demonstrates the results of using POKE 646.

3 PRINT"I"

& POKEC. &

19 PRINT"THIS IS WHRT FOFEE4s DOES"
20 C=E4€

38 FORI=BTOI1S:POKEC,I

25 PRINTI

49 FORD=1TO508: HEAXT

S0 MEXT

68 POKEC.E

Program 7: Homed

This home medicine program demonstrates the use of computer aided diagnosis. It is an example of
how useful the C-64 can be in providing fast information. The program is far from complete.

Obviously, further expansion of the program should be done with care. The program is not intended to
replace a doctor, but it will give an idea of the probable nature of a few health problems. As you can see, the
symptoms are kept in a series of arrays. These are called up when appropriate. The items entered by the
user are checked against the roster of symptoms, and the program reacts accordingly.

For your own experimentation, see if you can do something with the way the material is presented on
the screen. Then, using what you have learned as a basis, create programs that deal with other matters
such as historical facts, tax regulations, or anything else you like.

5 PRINT""

12 CLR:PRIMT:FRIMTTAEC2Y: "SELECT EACH SYMPTOM  OME AT A TIME"

15 FORD=1TOZ@BAG  HEXT

20 PRIMT:FRIMT" IF THE PRTIEHT DOEZ HOT SHOM THE SYMPTOM
FOLLOWED EY THE 77"

25 FRINT:FRIMT" TYFE M7

39 FORD=1TOZQEE: HEXT

48 DIMZ%C 1005

580 GOSURS586E

188 FRIMTHSC(1) ., .AE2Y

118 INPUTZ%C 1)

115 PRIMT""
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——
WP M
NI AR

ZBJ
223

223

236
235
249
245

FRIMTZ®01)

FRIMT:

IFZ$C1 =R 1) THENPRIMTRE (20, "7
IF¢$(1'—H$' ATHEMPRIMTA$ L
IMPUTZ% 2
IFZ$(2D=H$(2)THEHPRIHTZ$i2F
IFZ$C20=R$ 1 »THEHFRINTAEC L
IFZE020=RECIBBTHEMKE 1 0=2%8010
IFZ§C 20 =A% THENFRINT "

PEIMT" AMY OTHER SYMETOM? IF =0
THE FOLLOWIMG:"

PRIMT " KOO0 A%030, , AECED, (AFCS)
FRIMT PRIMT"OR TYFE "MD"
IMPUTZ$:C35

PRINT""

IFZEC3 =R THEM22E

IFZ$ 030 =A% 108 THENZBAA
IFZ$C30 =A% 30 THEN2O5H

IFE$C30=A$CITHEMFRINT" 1.FEATSH OR"., .

PRIMT :PRIMT"SELECT HUMEER"
IMPUTD

IFD=1THEH 180 IF[I=2THEHZB26
INPUTZ$0 40

FRIMT"D"

FLERZE SELECT FROm

"2, ELISTERGT"

IF2$04 =R 23 THENFREIHTZE 4 CPRETHTHEC L ) +RFCED

FRIMTA% 98

IMPUTZECS)

IFZ$0 50 =A% 188 THEHZZDS
FRIMTAE 2, "2
INFUTZ$CED
IFZ$Ca =A% 335 THEMNZA1 G

19808 FRINT PRIMT"1.0H BRCE HAMD HECK"
10682 FPEINT PEINWT" OR"
1984 PRIMT PRINT"2.0H TRUHE AHD HE- TME ™"

10085

FRINT :FRINT" SELECT HUMEBER"

1816 THRUTC

1912

FRINT"D"

1813 IFC=1THEM1SRE: TFC=2THEHZH20
15680 PRINTA$C1D, ©E0V0

15682

FRIMT"THE RASH ZIGHALZ THE EWMD OF THE IMFECTIOHN"

1582 FRIMT"IN 2 DAYS IT SHOULD EE CLEARRED VUP"
1905 FRIMTSFCOZD"BE SURE TO LAREH FARHY"
1305 FPRIMTSFCOZY"FRIEMDE WHOZE CHILD-  REM MIGHT HAWE COME

IMTD COMTACT WITH"

1867 PRIMTSFCCZY"THE DISEASE--IT CAHM BE DAMGERDIS IM THE

CHSE OF PREGHAMHCY

1508 FRIMTAF27T:
1565 FORD=1T09006  HEXT
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15168
5l
2l
2832

GOTO1Y

PRIMT"I"

FREIMTSE01 ), m80E0

FRINT " aIeTesluTealequIoTos]" @ =ik 0oy

3% FORD=1TOMQaE: HEST
SOEOTOLE
16 FPREIMTAECL D Wi

S FORTs L TOTEEE  HEST

955 GOTOLE

BEIaa
cpas
28682
£e01p
8012
2013

o

—
AL

G QO D 0 D D 0 D0 0D
)
D D~ =~

SRS
DSl eS

SR
IR
ol 1 b
2305
SB5
BT
3033
IBAa3
291G
9811
9912
Q9173
G314
FA1LS
@1
GaELT
I5E5
9512
9513
3514
9515

516

FRIMT<$C15 ., . ©g020
FORD=1TOVEDBE  HEXT

GOTOS

FRIMTSECL D mECDD

FRIMT " NMaleIrs e eelegee © FHE 370
FORD=1T0vYB0a : HE-T

GRTOS

i FRIMT D"
FEIHNT"IZ THERE AHY CHEST FATH LUFOM DEEF EREATH-IMG?"

THFLTZ$( 11
IFZ$0115=A$C160) THEHEA90
IFZ$0110=RAFCIZTHEMFRINT A 1), HE 40, AECH7
FORD=1TOSAEE  HEXT

G0TOS

FRIMTAE(1). #E03)

FRIHT " DI lDslsl © Fi =7

FORD=1TO2AE6  HEXT

GOTOS

DIMAS ¢ 1GE

DM 160

A1 y="FEYER"

A0 =" COUGH"

A (3 0="SPUTLIM"

A 4)="SUOLLEM GLANDS"

Ag(Ss="5FOTE"

A# 060 ="FREGLEHCY"

Fi$17o="CHEST FATH"

Ag7 20 ="BURNIHG"

Ag$C50="ELTSTERS"

A0 1E0="TIHGLING IM SkIN"

A$.11="SURFACE SKIH PAIH"
Fg$:120="ELACKENED SFOTS"

AL 120 ="RASH"

X$013="1T 15 LIKELY TO BE"

}§120="COMMON COLD"

7§03 0="EROMCHITIS"

#4040 ="FHELIMCHIA"

1§05 ="URTHARY K ITHEY 0 ELATTER THFERTT0M
A6 =" CHICKEHFO:"
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="HERFEE TOSTER"

S8 =" ENY OTHER
FoTg N PES Y
ADE REC LA =0
3951 REETURH

pa RCOMSULT HHF FHY S TCT ARG
YIAETOME?"

Program 8: Train

1 IHPUT"wWCHOOSE A HUMBER FOR G
2 IHMFUT"AMD TYFE YOUR HARMED": ZF
S=54272 FORES+Z24, 15 FPOKES, 22
195
POKES+7 . 128 FOKES+E, 108 FOK
FRIMT"I" (W=52242  FPOFEW+21 .1
FORS1=122235T0122508  READGL F
FORS2=12352T012414  RERDGZ  F
FORS3=12416TO12473: FEHDN3IP
POEEY+ZS . H-1 FOKEY+] .
FOKEN 42201 FH}F“+23.1 FH}EV
FOREEY+29, 3
PRIHTTHE(IEB
F=13
FHFX“UTD°4" TEFZ
Re=IHT (/2560  L=r~Rr %258
FOREY ., Ly POEEY+1E. R
IFP=132THENGT=I IB2EG
IFP=132THEMGOZEZAA
POKEZQ4@. P FORT=1TO1G : HEAT
F=F+1:IFF>194THEHF=132
HEAT
EMD

)]

W L I P
NS

ey G CHUR IR XN Ry ) I I T N
DA SN S S G

X\

@@, -4

f-.r:r:

283,224, 24

e e
b IR b

PUATHE "iZ#:" EX

1Bz DATAZ1, 255, 255, 255, 255, 255,
25, 25, 2as, 2as, 2aR

163 DRTRES. 1, 224, 24,8, 192

164 DATA42, 3,224, 111, 220, 248, 9

CILOE" O H

BeFOEES+ L.

2 POE

a5

ES+12. 148 FOEES+13, 1325

DEESL . 01 cHEST

DEE:!
QEESS

2 2 HEST
JuJ HE=T

bESL 2 POEEY+25, 2

FREZSR"

A DRTHB. 3,224, 2, 222, 240, 7, 225, 255,

181 DATHA. &, 24, L4 155,28,24, 25,28

1a% DHTHJ”=J°74.f4 126.64,24, 2355,

196 DRTAZS, 255, 255, 214 255, 255, 255, 255, 255
"‘CE‘
-
187 DATAZSS . 255 CETEL 250, 255, 205, 608, 1, 224,
198 DATAZ22.32.224.128,7. 252,245,15, 255, 242,

24.' ‘:j,-
11,25

CFOEEM+ZE

T340, R, B, 0,24
2RS35, 255,

(255, 255, 259,
i P
S121.22, 24,25,
EE, P55, 255, 255
192

S, 216,15, 63,168,

JERFORESH A




—
S
By

,_.
—_
and

g RO -

IS LD
R DD -

20, 24,8, 38, 24

DATAG. 2, 24, 255, 0,24, 159, 28,24, 25,28, 24 . 25, 255, 255, 25, 255,
255,21, 255,255

DATHZES, 255, 255, 255, 255, 255, 255, 255, 255, 255, 255, 255, 253,
255,255

DATH=A. 1. 224, 24,08, 1532

ENTI

FOKES+4., 1253 POKES+4, 128 RETLIEM

POKES+11, 125 PORES+1L, 122 RETLIRH

Program 9: Umlaut 0

5 R
£ F
16
15
Ik
1%

nH
AN

4

= T S

i el e N S R N TN R 4
£ 0 = T
MR AN

EM:LUMLALT o

FIHTCHEFC 147

OFEHL, 4

FREIMT"FRESS FUMCTION EEY 1 TO FRODUCE CHARRCTER OH FPRIMTER"
GETHE: IFﬂs*”“THEHZB

IFRSCCAE» =133THEMYA
FRIMT#1.R%

FRIMTHE.

GOTOZ6

OATAG, @, 57 .85, 62, 57.68.8

FRIMTH#1,CHRES 20,
FiRR=1T0O=

FERTA

FRIMNT#1 . CHRECA+1280;
HEAT PRIMT "#";
FRIMT#1.CHREC1S:
RESTORE 1 G0OTO25

Program 10: Sound

l.- D,

i
-~
N

—
Lo

a0 e (T OB B (O PO
RIS IR ER B R

N Q= QR
ey N R RN

‘F4:TL

FORL=5TOS+24  POKEL . & HEST
FOKES+S, 88 POEES+S, 135
FOKES+24,15

FEHDMF . LF, IR

IFHFZBTHEMEMD
POKES+1, HF : POKES. LLF
FOKES+d 32
FORT=1TODR : HEXT
FPOKES+4 .32 FORT=1TOS@  HEAT

GOTO4@

DATRZS, 177. 250,23, 214, 250
DHTH2J:1..:25W 23,177,258
DATARZS., 177, 125, 228,214, 254
DHTHJu'B4‘256!25)1?"iJH
IIRTRZZ. 214,230, 12,82, 2549
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16@ DATA13, 63,258, 19,83, 250
17a DATAZ1,154. 63,24, 63,63
128 DATAZS,177.250.24.63,125
159 DHTHIB F3; 548.-1.-1.-1

Program 11: Average

S PRIMTCHREEC147)

S FORD=1TOZ28600  NEXT

2 FRIMTCHR£(147

9 T=4

A PRIMT FRIMT:FRIMT:FRIMT"EHMTER STULDEHWT HAME
RETLIREM "

% IMPUTHE

36 PREINT"HOW MAWY MARKS? CTOTAL OF TESTS., HOMEWORE ETC. .

=25 IMPLITH
S8 FORI=1TOH
5% FRIMT'"EHTER MARE HO, "I

£ THRLTY
ES T=T+H

TEH MEXT

28 M=T.H

25 FRIMTUSTUDEMT “;R$

A PRIMT'TOTAL= ;7T
oE FRINTRYERAGE=S " ;M
|35 PRIMT'FRESS -F- FOR HARD COFY ¢AMD RETURMS

@ PRIMT:PRIMT:PRIMT"THIS PROGRAM COMPUTES AVERAGES"

CAMI PRESS

116G PRINT"PREESS “C7 FOR HEXT STUDEWT CAMD REETLRM"

115 IHPUTCE

112 IFC#="F"THEM144

1200 IFCE="C"THEHILE

120 IFCEI"CYTHEML LG

148 OPEMIL. 4 :CHMDIL

S PRIMTYSTUUDEMT ".A$."TOTAL ":T."AYERRGE ".M
A PRIMT#1: ILUCEI.4 GOTO115

—
;T\\'_I\

Program 12: Scroll

1 FRINTCHRE(147 )

2 A=532285

3 REM:SCROLL GRAFHIC
FOKER. FEEK CAYAMDZ47
FRIMTCHRE$C 147

FORX=1TO24  FRIMTCHREC17 ), HEAT
POKER. CFEEK CHIAMDZ4S 2 +7  PRIMT
FRIMTTAECI DCHR$C 41
FORF=ATOASTEF~1

FOKER. CFEEK CAYAMDZY8) +P

O AN

TR

e AR RO N L

b
o

[}
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Bx}

DD
[l Y

FORX=1TOS@0  NEXT
FRIMNTCHRE (320
3@ HE=T

Program 13: Stave

28 FRINTCHRSC 1470

280 FRIMTCHREC147 (PRIMT (FRINT - FRIMT

2a1 FORI=1TOZ2  PRIMNTCHRSC L@@y o HEXT

28 FRINMT

283 FORI=1TOZE: PRIMTCHRES C L@@ 0 THERT

24 PRIMT

203 FORI=1TOZZ: FRIMTCHRE 186G HEST

ZBE PRIMT

2a? FORI=1TOZ2 PRIMTCHREC1@E | HEAT

2ue PRINT

293 FORI=1TOZE2 FRIMTCHRS (1960 tHEXT

0@ POKESZ2. 48 POKESE, 42 CLRE

91@ POKESEZ34, PEEKCS6234 1 AHDZE54

5920 POKEL.FEEK (1 0AMDZE1

920 FORL=ATOS11 FOMEL+12288. FEER CL+522450 1 HERT
948 POKE1,FEEKC10R4

345 POKESE324, PEEK (38334 30R 1

950 FORI=1257eTO1262% POKEL . FEER CI+2550E 0 HEXT
355 POEES3272. (PEEKCSIZVZ0AMDZ480+1e

a0 FUPMH—laW”GTUIZE?- READA: FOKEWH, A HE=T
965 FORHA=12524T012591 'READE: POKEHA. B HEST
av@ FORCU=12532T01259% READC FPOKESU, C:HEXT
975 FOREI=12e@@TO126a7  READD:FPOKEEL . D:HERT
2958 FORSI=12€@8T012615 READE - FOKEST E HEXT
a8S FORFL=12e16TO1262% READF - FOKEFL.,F - HEAT
10AA DATARA.Q,4.4, 128,658,640, 8

1801 DATA4, 4.4, 4, 58,85, 8@, 3

1602 TATARY.4.4,4,63, 124, 66,08

18872 TATHY . £, 5. 4,68, 124. 60,0

1984 DATA4.6.5,. 6, 61.124,68.8

1865 DATAR3ZZ, 32, 32,44, 52, 26.56.4

Program 14: Color

1 REM:COLOR CHAMGE OF BACKGROUMD
5 PRINTCHR%£(147)

16 P=53281

260 IHFPUTEC

8 POKEFR.C

25 PRIMT'HELLO"

48 FORD= ITUIUGG HE:T

S8 FOKEF. €

£0 G0TOS
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Program 15: Alien Visions

193 PRIMTCHR%(147)
200 POKES3270., PEEK(S327020R1E

%

1 IMPUTA

213 POKESZ282, X

21
21
21

1 FORD=1TO1503: HEXT

2 POKES32E1, =
3 FORD=1TO1568: MEXT

214 PRIMT:PRIMT : PRIWT"HELLD"
213 POKES3282., %

216 FORD=1TO15@6G: ME-T

228 GOTOza1

Program 16: Letters

e

— D
S M R

fa

PRINTCHRS (147
POKEEAE, 2

PRINT'GUESS My LETTER"

POKEE4E, 1

As="HECDEFGH LIKLMHOPORSTLMHAYZ "
ITI=E1

#=IMT (RMDC1)#26)+1
H$=MIDSLAE, 1, 10 FRIMT

FRIMT"I‘M THIMKIMG OF A LETTER"
FRINT'CAH wOU GUESS IT%"
FORD=1T02090  HEAT

PRINTCHRS (147

INPUT"EHTER WOLUR GUESS" s
IFY$CHE THEMPRINT " TOO LOW" : GOTOSS
IF WY THEHPR INT " TOO HIGH" : GOTOSS
IFY$=Y$THEMFR INT "R IGHT OH !
TFWE=HE THEMY="+1

IFw=1GTHEM1 2

B GOTOZE
@ FRINT"YOU SCORED TEM FOIWTS!":GOTER

Program 17: Who

SRR R

134

PRIMTCHRS 1470

IMPUT"HOM MAMY FEOFLE" W
LIMAECHD

DIMB$C X0

FORI=1TOX

REM:THIS PROGRAM IS5 THE BESIMHMIMG OF R GODD

ITi& FIMD THE ERROR! 2

18 PRIMT"I WOULD LIKE YOU TO EMTER YOUR FIRST

IDEA. FIMISH

MAME. FLERZE"




26 INPUTA$(T)

36 PRIHT"THAHKYOL " iA$ 1)

48 PRINT"HOW T WOULD LIKE w0l TO EMTER SOME DETAIL ARBOUT
YOURSELF BY FILLIMG"

5@ PRINT"IM THE GAP IM THE STATEMEMT I AM A --—="

63 IHPUTES(I:

76 FRINTCHRE( 147

83 FRIMT"THAHKYOLU " iA$0T

85 PRINT"YOL ARE A " E$iD)

38 MEXTI |

166 PRINT"PLERSE'STATE WHAT Y0U ARE BY COMFLETIMG THE SEMTEHCE:
L E— "

126 INPUTYS

138 IFv$=B$0 1) THENFRINT 'IF YOU ARE ", E£015;" THEH YO MUST BE"

148 FORD=1TO1RPE: HEXT

156 PRIMT"JUST A MOMEMT WHILE I THIHK-~"

168 PRIMT"AH ":f$i1)

178 FORD=1TO4EEE  HEXT

136 GOTO1E

Program 18: Addresses
This program can be useful when you develop your own character sets.

1 REM:THIS PROGRAM CALCULATES STREEM ALDDRESS- ES FOR EACH
CHHFACTER

REM SCREEM ALURESZES
DPEHL . 4

PRIMTCHRE( 1470

1@ IMPUT"EMTER CHRE “ALUE" .«
28 R=12268

25 Y=R+(RED)

30 PRINT#1,Y. 747, CHRE

35 PRINTY.Y+7.,CHRE A

68 GOTO19

SN

Program 19: Endless Addresses
Sample output is included below

1 REM:30ME ODD THINGS HAFFEHM WITH PROGRAMM BOTH OM THE SCREEM
HAMD THE PRIMTER.

REM:STICK WITH IT!

REM SCREEM ADDRESSES

OPEM1, 4

FRINTCHR$( 1475

18 A=12268

12 FORX=@TO127

25 YA+ (X#3)

~N T AR
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27 PRIMT#1.%

30 PRINT#1.Y,Y+7,CHRE (XD
35 PRIMTY.Y+7, CHR$ (XD

68 NEXTX

70 PRIMT#1:CLOSEL, 4

£S5

12208 12215 A
(13

12816 12823 E
(¥

12824 12821 r
a5

12832 1283 D
=3

12840 12247 E
113

12192 13193 ]
114

13289 13207 -
115

132088 12215 [
11€

13216 CHhe |
117

12224 13221

Program 20: Programmed Characters

S REM:PROGRAMMAEBLE CHRRACTERS.
FRESS FUMCTION 1
£ REM: TO SEE PROGRAMM IM ACTIOM
7 PRINTCHR$(147) :PRIMT"PRESS F1"
10 POKE36334,PEEK(S€324)AND2%54 :POKEL . PEEK (1 )AML251
2f FORI=ATN63: FORJ=ATO?7 POKEL1Z22C83+ %2+, PEEK (5324241 43+.J)
30 MEATJ:NEXTI
40 POKE1.PEEK(1)0R4:POKESS234, FEEK (56224101
5@ POKES32?72, PEEK (33272 ANDZ40)+12
&8 FORCH=EBTOE3: FORBY=0TO?
78 READNU
88 POKE12288+ (8%CH)+BY, MU
S8 NEXTBY:MEATCH
106 PRINTCHR#(147)TRB(ZTSICHREEA)
118 PRINTCHR2(S1ITRBISTICHRECEZICHRECER)
126 GETRS: IFR$=""THEH12A
132 POKES3272, 21
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142 DATAR4.6.7.5.7.7.3.

158 DATAHZZ. 26, 224 169::24;224a192;192

168 DATA?.7,31.,95,143,127,255,255

170 DRTAZ24.,224,224,248,242,246,.240, 224
180 END

Program 21: Instant Color

S PRIMTCHREC 147

30 FOKESZ270. PEEK(S327300R 1S
281 IMPUTH

218 POKES3I22%,

211 FDRD=1TDlSB@:HE%T

212 POKES3281.

212 FORD=1TOLS ﬂB HE=T

214 PRIMT :PRIMT:PRIMT"HELLO"
215 POKES3282.%

216 FORD=1TO1S82: HEXT

220 GO0Tozel

Program 22: Time

19 “=TI /60
28 Y=R/64
3@ FRIMTY"MIMNUTES SIMCE FOWER LIP"

Program 23: Scoop

10 5=54272

15 FOR®=1STO1STER-1

20 FORI=1a6T0250

30 POKES, I 'POKES+1, I:POKES+24, %
3% POKES +r-I/3.E FUPE L T3, 5
36 POKES+14,1/2.5 POKES+15.1/2.5
49 HEXT :NEXT

Program 24: Noise
Enter an attack/decay value for A, a sustain/release value for B, and a waveform value for C.

S PRIMTCHRE: 147

16 5=34272

15 IMPUTR.B.LC

18 PDKES+4,C

28 POKES+S.A:POKES+E. B

30 POKES. 75 POKEZ+1.34 FPOKEZ+24,15
48 FORD=1T020080: MEAT

198 POKES+24.,9
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195 POKES+4. 2 PORES+S, 8 POFES+6., &
2e@ GOTIo1a

Program 25: Colors

1 REM:BRCKGROUMD AND BORDER COLORS
T PRINTCHREC 1470

FORBA=ATOLS

FOREO=ATO1S

FOKES22E6. BR

PRIMT  FEIMT :FRIHTEA: "EBR", BO. "RBOY
POKESZ221,ED

FORA=1TO1@06 : HEST

HESTED HEXTEA

0 —

RIS B ) Exa s By

T UT Bl

Program 26: Binary to Decimal Converter
Remember not to enter anything but zeros and ones. The results are interesting, but meaningless.

TOREMBINARY TO DECIMAL COHVERTER

1 THRUTYEHTER 2-~FIT EBIMARY HUMEBER" . A%

12 IFLEHCAF T Z2THEMPRIMT"E BEITS PLERSE. .. " GOTO1G
15 TL=2 =8

2 FORZ=2TOISTER -1 =0+

20 TL=TL+YALCMIDECRE . O L o2t -1

48 HEST =

S PRIMTAZ, "BEINARY o= TLo" DECIMAL"

EE GOTO1E

Program 27: Binary to Decimal Converter for the Printer

S REMEIMARY TO DECIMAL CORVERTER

= OFERT L4

THRPUT"EHTER 2-EIT BIMARY HUMBER'.A%
IFLEMCAE I ATHERFREINT"2 BITS PLEASE. . " GOTOLA
Tio=B0" =g

FORM=ETIISTER-~1 : C=C+1
TLaTL+WARLCMITECRE, O L o2 Tox-10
MEST

FRIMTHE, "BIHARY "0 =" TL," DECIMAL"
PRIMT#1,TL." DECIMAL"

GOTO1LA

O R R L B AN

o o

R R I O R R N GRSy |

Program 28:
This is the first of ten programs that deal with sprites. Experiment to create effects of your own.
Use editing instead of typing in each program.

5 REMSPRITE MOWING

3 w=u
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149
Py
i)
31
59
T8
=
25
A

FRIMTCHRES 147
FOEEz@a4R, 132

FORS=1zz88T012250+62  FOKES S HEST
”‘°J¢4r
POKEY+21, 1 POEEY+39, = POREY+1 . 108

FORI=1TO255  FOKEY, I
HE=T

POKESRZ28]1, A+2

K=H+1

186 507028

Program 29:

16
29
20
44
Sa
&8
SI.'
70
80

S5 REM SFRITEZ MOVIMG DIAGOMHALLY

PRIMNTCHRS$ 147

POKEZB48, 132

FORS=122288T012350+€2  FOKES, 255 NEXT
V=5324E: 2=259

POKEY+21, 1 FOKEY+33,1

FORA=1TO1S: POKEY+33, W FORD=1TOZ20 NEXT
POKES3281, X+2

FORI=1T0255:POKEY, I ' POKEV+1,Z-1 HEXT
NEXT

Program 30:

13
29
30
48
b %}
={%]
&5
I4%)
80

S REM SFRITES MOVIMG DIAGOMALLY

FRIMNTCHR$C147 )

FOKE<ZB40. 152

FORS=122238TN012350+€2  POKES, 255 : MEXKT
Y=353243: Z2=235

POKEV+21,1 POKEYW+35, 1
FORX=1T015 : FOKEN+29, X FORD=1 7026 HEXT
POKES3281 . X+2
FORI=255TOL1STER~1 POKEY . T FOKEY+1 . T HEXT
MEXT

Program 31:

1a
=a

39
40
poe] 4
5
&35
Il
=15]

5 REM SFRITES MOWIMG DIAGOMALLY

PRINTCHRE. 147

POrEZ@40, 132

FORS=12288T012250462  FOKES, 255 HEXT
Y=33245: Z=255
FOKEY+21. 1 POKEV+22, 1
FOR-=1TO1S  POKEN+33, ¥
FOKES3281 . n+Z

FORD=1T028 - HEXT

FORI=255TOISTEF~1 - POKEY ., T POREN+1, Z2-1 HEXT

HEXT
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Program 32:

S5 REM SFRITES MOWIMG DIAGONALL'Y
10 PRINTCHR$(147)
20 POKE2048, 1392 FOKEZB41, 133

30 FORS1=1228BT012356+62: POKEST , 255 HEXT
32 FORS2=12352T012414462: POKESZ, 255 HEXT

40 Y=53244:2=253

50 POKEY+21.3 ' POKEV+35.1

66 FORK=1T0O15:FOKEY+33, 4 POKEW+4@. XM+l FORD=1TO20: MEXT
59 POKESZ2281, A+2

78 FORI=2S5S5TO1STEF-1:POKEY, I :POKEV+1, 1

72 POKEY+2.2-1 'FOKEY+3,2-1 HEXT

20 MEXT

58 RLIH

Program 33:

5 REM SPRITEZS MOVIMG DIAGOMALL'Y

10 PRINTCHR$7 147

20 POKEZ04Q.192 FOKEZB41,193:POKEZB42. 154

38 FORS1=12288T012350+52  POKES], 255 HEXT

32 FORS2=12352T012414+62:POKESZ, 235  HEXT

34 FORS3=12416T012472+62 POKESZ, 255 HEXT

40 V=33248:2=255

S0 POKEV+21,7:POKEV+23.4 FOKEV+23,2

668 FORX=1TO15: POKEY+322. K~1 POKEY+4Q, x+1 FOKEY+41, ¥+2:
FORD=1T0O20:NEXTD

65 POKES3281.4+7%

€66 FORA=1TOZSS:FOKEY+4.A:FOKEV+S, 160

€7 MEXTH

70 FORI=233TOISTEP-1:POKEY, I POKEY+1,1

74 POKEY+2,2-1:FOKEN+3.2-1

76 NEXTI

79 NEATX

Program 34:

5 REM SFRITES MOVIWG DIAGOMALLY

19 PRINTCHRE$C147

2@ FOKEZ2840, 1592 FOKEZ@41, 133 FOKEZ@42, 194

36 FORS1=12288T012350+62 : POKES1, 235 NEXT

32 FORSZ=12332T012414+62 :FOKES2Z., 255 NEXT

34 FORS3=12416T012473+62 FOKESS, 2595 MEXT

40 V=353248:2=235

56 POKEV+21.7:POKEV+23, 4 POKEY+23. 2

60 FORX=1TO15:POKEN+35, X1 POKEV+4a, K+1 POKEV+41, ¥+2
€5 POKES3281.,5+3

140




66
79
’4
76
77
7S

FORA=1TOZS55TER1G: POKEY+4.H: POKEY+S, 1006

FORI=255TO1STEP-1 POKEY, I :POKEY+1. ]
POKEW+2,Z-1 POKEV+3, Z2-1

MEXTI

NEXTH

NEXTY

Program 35:

10
20
28
409
50
4]
72
75
=a
&85
20

S REMSPRITE MOVIMG
9 ®=0

PRIMTCHR$ 1472

FOKEZB4R ., 192
FORS=12288T012358+52  POKES, 255  HEXT
IJ-—I‘: ";4,_1

POKEW+21, 1 POKEY+29, ¥ POKEY+1., 100
FORI=1T0OZ247

R=IMNT(I/256)  L=I-P#256E

POKEY . L :POKEY+1F . P

MEXT

POKESZ281 ., K+2

X=+1

1@ GOTOZH

Program 36:

1o
29
32
49
50
€0
&5
70
72
£
20

S REM SPRITES COLLISIOM

PRINTCHR$: 147
POKEZ04@. 132 POKEZE41 . 1573
FORS1=12238T01235a+62  FOKES1, 235 HEXT
FORS2=12352T012414+462  POKESZ., 255 ' HEXT
W=33244: 2=255

POKEY+21 .2 POKEY+39, 1

FORX=1TO15: POKEY+33. X POKEY+48, H+1
POKES3281, rn+2

FORI=253TOLSTERF-1 'FOKEY, I POKEW+1. 1
IFPEEK (W+380ANDI=2THEMFOKEY+21 ., 8
FOKEW+Z. 2-1:POKEY+3, 2-1

HEXT

HERT

Program 37:

10
29
20

T REM SPRITES MOVIMG DIRGOMALLY

PRIMTCHRE(147)
POKEZO44, 132
FORS=12283T012258+62  POKES, 255 MEXT
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49
58
&0
&5
70
=i

W=DD248
POKEY+Z 1.1 FUPEV+3931
FORA=1TO15 FOKEY+323, X FORD=1T026: HEXT
POKE33281, X+2

FORI=25STOLSTER-. Q5 POKEY. I FPOKEN+1, I HEXT
HEXT

Program 38: Special Character Printing

S REM:FPRIMTER DOT GRPAHICE

12 DATAR144. 165, 187, 126,137, 165, 144. 8
Za OFEHM1. 4

33 FRIMT#1., CHRE$Z

44 FORI=1T0O3

S8 FREADH

hA PRIMNTH#1.CHRECH) .

78 MEAT

80 PRINT#1: PRINT#1

Program 39: Bar Chart Printer

5

16
20
=9
404
£
’8

REM:BAFR CHART FRIMTEFR

A=12%

COFEML. 4

IMPUT"LEMGTH" ;L
PRIMNTH#1 ., CHES 8,
FRIMT#1.CHR$/2E)CHRE(LICHREC2535)
PRIMNT#1

Prog

ram 40: The Hebrew Character Set

o DO ST U W PG = Q2 UGS R e

RO R S D
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FOKESZ 42 POKESS . 43 CLE

FORI=1gza2T01a326  FOKEL. FEEK C I+25608 0 T HEXT
POMES2Z72, (PEEK CS22720AMDZ400+12
FRIMTCHRE 147

FEM"HEBREW"

FORAL=1223eTO1 25385  RERDA  POKEAL, A HEST

DATAES ., 95, 52,24, 44, 70,33, 8

FOREL= 1:3@4T012311 REHDBZPOKEBI;BiHEHT
DATALIZY . &3, 2,14, 2,127, 127.8
FORY1=12464T012471 : FEHD” FH}E”l WOHERT
DATH1ZV.62,1.1, 1,63, 127,68
FORGL=12244T012251 ¢ FEHDH FOREGL. G-HERT
DATAY. 2.1, 1.3, 7. 13,

FORDI=12328T012327: EHDD FPOREDL. I HERT
@ DATALZY . 127, 2. 2,2, 2.2.8
@ FORH1=12332T01235%  READH: FOKEHL . H HERT




DT R O VNRE O A O R LN GO N LN T T Y R SV R R U P PO R LN B I N LN L R L L N O e e e e e

NN TN R o= T D NN TR D= QW0 TR B PR s 000 T OB 03RO

== "

@ DATHLIZT . 127, 1,32, 332,32, 33,4

2 FORZ1=1243aTO125082 READZ FPOKEZY 2 HEXT
B2 DATHE, 2. 2. 2. 2.2,2.A

A FORWNL=12472TO012472 READW : FOEEML , b HE®T
B DATA&. 2. 1.1.1.1.1.8

B OFORA1=1242aT012457 FEADY POKEXL, w HEST
B DRTALZ?., 127, 3232,33, 32,332,334

@ FORT1=12448T012455 READT FPOKETL . T HEXT
A DATALGZ,. 4%, 83, f5, 85,67, 126. 4

8 FORY1=12422T01 24595 READY  FOKEY L. Y HE®T
B OATALZ.12.4.2.,9.8,8,8

A FORK1=12276TO12382 FEADE FPOFEEKL ., K HMEST
8 DRTALZ27,127. 2. 19, 2. 126, 1268,

B FORL1=12324T012291 ' READL FOKEL L, Lt HEST
B DATHS3E, 32, 32, 62, 2,12, %, 1A

@A FORMI=12222T01229% READM: FOKEML . M HEST
B DATALIAE, 45, 81 . 85,85, 95,34 .4

@ FORM1=12400T012407  FEADIH: POKEML  H I HEST
B IRTAH1I4.6,2.2.2,14, F %

A FORS1=12440T012447 FEADNS  FOKESL S HEST
B OATHLZE, B2, 22,97, 9 ,d8,.¢4 51

@ FORE1=1222aT012255 READE  FOKEEL . E T HE=ST
B DATHSA, 59,17, 17,14, 28,58, 8

# FORPL= 1¢415T|1£4 B RERDFCFPOKEPL P MERT
@ DHTH1ZE. &2, 17,61, 32,83, 126,

A FORF1=12326T012343 RERDF :FOKEF 1. F tHERT
B DATRlIZAE, B2,49, 459,35, 63, 126,83

g FORCL=12312T012319 READC  FOKECL , 0 HERT
A TRTRHS9, 25, 2@,- JEDL2T.A

B FORDLI=12424T10 21 FFHDH PHVEHl GHERT
d DATAR9E. cijiﬂ”' ?-. A

A FORR1=12422T01245 = FEHDF PuHEHl;R:HEHT
B DRTH1IZ? . 127.1.1.1.1.1.

A FORI=12456TO1 2452 FEHDH POMELL LD HEST
A DATAL.32.1232. 41,732,282, 124,64

B FORDI=12402TO01 24 S READD  POKEDL . O MEST
A DATAES. 82,123, 41.72.82.124. 04

B FORII=12260TO12367 " READI CPOKET L. T HEXT
B DATARE4, 126,33, 73,65, 32,97,

B FORJI=12260TO12275 F FHUT FORETL, T:MEXT
B DARATARY, 125, 32, 65,85, 23,97.4

Program 41: The Russian Character Set

e}
ot

— o Lh

1 POEESZ.

FORI=1

2 POKESE., 42 CLE

2228TO1223e  PORET, FEEK C T+2365060 T HE-T

S POEES3ZVE, (PEERCIIZZVZ0AMDZ4@+12
FEM"RLIZZTAM"

@ FORR1=12235T012263  RERDA: FOKERL, A

THEXT
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A T N T T U V. T R R R L, AR )

DO IR MAB WM =B DGO R DR 05 S m D

AR IIDIPDIOVNDRIIRDR IR YNNI ORI D ERT D

LN

Ul (300

DWOSNNIHAR QN DY D NMLl R

W W W Wngn

h]

B W0 W

(I I TR TR R N o

-t
N
o

DATAGB. 2. 208 32@ :4 B8 EE LB
FOREI=122R4T0O12311 "
DHTHH 1Q4|F"f'uf"4 1 )4 F't.':":'.’l )"

FEHDB FOREEL, B NEXT

FORW1=12454TO12471 FERDYV - POKEYL .V HERT

DATHAB. 85, 42, 25, 268, 28, 42, 1249

FORGI=12344T012351  READG: POKEGL . G HEXT

DHTF‘IHJ GBJ 3’4 ! ’.JC .;Z) J-_) .'cfl 1 J4

FORD1= 12"'BTU1LZLT READD : FOKEDL . D HEAT

DATHG . &2, 24,34, 24, 24,95, £7
FORHI=12252T01 2359 READH  FOEEHL . H:
DATAA. 27,50, 28,5, 28, 32,67

FORZ1= 1’45cT01”?83?REHDZiPUKEEIJE
IRTAY. SE. 6. 4,58, 4, 83, 56
FORMI=12472T012473  REARDW  FOKEWM] . 1
DRTHB,124365,66,124J66J66,124
FOR=1=12430T012437  READS POKERL . ®
IATRE, 64, 73,21.113,21,81., 73
FORTiI=124452T01 2455 READT - FOKETL. T
DAETHA 127 . 72 8,8, 8,32, 3
FORY1=124232T012425  READY - FOKEYL. Y
DATRE. B, 8,68, &8, 194, 24, 184

.,

FORK1=1227 rTUlZJEd'FEHD} FOREK L. K

DATAA, &, V2. 112. 72, 82,86, &7
FORLI=12224T012231 READL "FPOREL Y.L
DATHGA, 127,83, 19,19, 12,32, 33

FORM1=12392T01235%3 READM: POKEML M

DATAA. 65,535,285, 73,85,85,63

FORMI=12406TO1 2457 REATM: POKEML, M
DATAG, 162,182,102, 126, 182, 162, 162
FORS1= 1'44ﬁTﬂi’44|‘EEHD33PDKE51,S

DATAHE . 25, 24, 96, 96, 36,34, 28

FORE]=12222T0123235  RERDE FOKEELL E:

IATAB, 124, 64, 858, 124, 68,64, 124

FORP1=1241€T012423  RERDP | FOKEF 1, P
FNEXT

—
[xY
[
—
o
n

DATAG ., 126,182, 1682
FORF1=12226T012343
DHTHF’ C.nl",_f,( ,.l_:{,?..'l

1Bz, 182,

FORC1=12312T012319  READC  FOKECL .
DATAR. 62, 65, 65, 68, 65, 62, 53
FORM=12424T01 2421  READG: POKEGT ,

TATAB. 167,107,167, 1687. 167, 127.1
FORRL= 1’432TH1/4 33 READR - FOKERL R
DATAZ. 120,68, 62, 128, 4. 54,64

FORLII=12456TO1 2422 RERDU  FOKEDL U

TATAA. 24,34, 12,108, 5, 34, 72

FDR01=124BBT0124151EEHDD?PDHEﬂl;Gi

DRTHA, 24,28, 66, 65 . 66,36, 2

FORI1=12360BTO12367 FEHDI FOPEII I:
IATHY, 65, 67,69, 73, 81,597, 65

MEXT

'HEXT
MEXT
{MEXT
TMERT
'HEAT

HE®T

CMERT

HEXT

THMEAT
MEXT

HE®T
HE=T

CHEHT
3 HERT
MERT

HE®T
HE=T
MEXT




FORJ1=1232E8T

16 12
20 DRTHG, 25,73, 67
15l
~168

3 RES

'

é'xx T

TO1237 I FOKETL, JiHERT
ETLESLTE 1.9
PRINT 73"

PRIMT"ETD KARAMDAD? HET.ETO ME KARRAMDAD"

lT 'T\ Lﬂ wu




A
Addresses, 20
Addresses program, 137
Alien Visions program, 136
Alphanumeric characters, 2
Amplitude, 62
Animal program, 100
Animation, 20
Arrays, 10, 17, 28
Artificial intelligence, 33
Attack decay values, 60
Average program, 134

B

Bar Chart Printer program, 144

Bar charts, 25

Barton, Anthony, 31

BASIC, 18, 80

Binary to Decimal Converter for the
Printer program, 141

Binary to Decimal Converter program,
140

Bubble sort, 14

Bugs, 10

c
Calculations, 7
Characters, custom, 71
Charts, bar, 25
CHRS$, 14, 70

146

Index

Color, 36
Color addresses, 20
Color of sprites, 44
Color program, 136
Colors, changing, 2
Colors program, 140
Commodore key, 2
CompuServe, 66
Converting programs, 99
Converting programs to Commodore
BASIC, 99, 114
Crunching, 9
Cursor controls, 2
Custom characters, 71

D
Daisy-wheel printers, 74
Data base program, 85
DATAPAC, 66
Datasette, 1
DEF FN function, 9, 81
Demo program, 121
Dimension statement, 10
Direct mode, 11
Disk drive, 74
Display of text, 23
Dot-matrix printer, 71

E
Editing, full screen, 22

Editing a program, 8
Envelope, sound, 63
Error messages, 118
Expansion of sprites, 46

F
File program, 33
Fonts, 71
Format, screen, 23
For-next cluster, 9
Frequency, 63
Full screen editing, 22
Function keys, 80

G
Game programs, 98
Games from magazines, 98
GOSUB command, 15
Graphic printer, 71
Graphic symbols, 2

H
Harmonics, 62
Homed program, 129

1
If-then statement, 6
Imitation of instruments, 62
Information retrieval, 65
Input statement, 5



Instant Color program, 139
INST DEL key, 3
Instruments, imitation of, 62

J
Joystick, 96

Keyboard, 2

L
Letters program, 136
Line crunching, 9
Line numbers, 4
List command, 5
Loading a program, 7
Locomotive program, 39, 42
Lowercase printing, 71

M

Magazines on the C-64, 104
Mathematical calculations, 7
Mathmatical hierarchy of operations,

83
Menu, 85
Messages, error, 118
Mode, direct, 11
Modem, 65
Modulator, RF, 3
Movement of sprites, 44
Multicolor sprites, 47

N
Name Sort program, 127
Noise program, 140
Numbers, line, 4

0
ON-GOTO statement, 15

P
Pixels, 38
Poke 646 program, 129
POS statement, 83

Printer, 30, 68

Printer, dot-matrix, 71

Printers, daisy-wheel, 74

Print Sort program, 128

Print statement, 4

Problems, programming, 116

Program conversion, 99

Program editing, 8

Programmed Characters program,
139

Programming, topdown, 33

Programming problems, 116

R
Random words, 28
Repeating a process, 9
Reserved words, 116
Return command, 15
Reverse-off, 24
Reverse-on, 24
Road program. 129
Routines, 9

S
Sample Printer Commands program,
128
Saving a program, 6
Scale, 63
Scoop program, 140
Screen format, 23
Scroll program, 135
Semicolon, 5
Setting up the C-64, 1, 2
Setting up the modem, 65
Setting up the printer, 69
Shift key, 2
Sorting, 13
Sort programs, 109
Sound, 49
Sound program, 134
Special Character Printing program,
144
Sprite color, 44
Sprite expansion, 46

Sprite programs, 141-144
Sprites, 38

Sprites, muiticolor, 47
Statements, 11

Stave program, 135

Stop instruction, 15
String, 6

String functions, 82
Subroutine, 14
Subscripts, 10
Sustain/release values, 60

T
Tab, 14
Talk program, 111
Terminal program, 66
Text mode, 2
Text presentation, 23
Timbre, 62
Time program, 139
Topdown programming, 33
Train program, 132
TV switchbox, 1

U
Umlaut O, 71
Umlaut O program, 133
Use of the disk drive, 75
Use of the printer, 69

v
Variable, 6
Variable names, 116
Variables, 16

Verifying a program, 7
Voices, 60
Volume, 62

w
Waveform, 61
Who program, 137
Word processor program, 89
Words, random, 28
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Using and Programming the
Commodore 64, including Ready-To-Run Programs

If you are intrigued with the possibilities of the programs included in Using and Programming the
Commodore 64, including Ready-To-Run Programs (TAB BOOK No. 1712), you should definitely
consider having the ready-to-run tape or disk containing the software applications. This software is
guaranteed free of manufacturer’s defects. (If you have any problems, return the tape or disk within
30 days, and we’'ll send you a new one.) Not only will you save the time and effort of typing the
programs, the tape or disk eliminates the possibility of errors that can prevent the programs from
functioning. Interested?

Available on tape for Commodore 64, 64K
Available on disk for Commodore 64, 64K

at $19.95
for each tape or disk plus $1.00 each shipping and handling.

I'm interested. Send me:

tape for Commodore 64 (6409S)

disk for Commodore 64 (6410S)

TAB BOOKS catalog

Check/Money Order enclosed for $19.95

plus $1.00 shipping and handling for each tape or disk ordered.
VISA MasterCard

Account No. Expires
Name

Address
City State
Signature

N
©

Mail To: TAB BOOKS INC.
P.0. Box 40
Blue Ridge Summit, PA 17214

(Pa. add 6% sales tax. Orders outside U.S. must be prepaid with international money orders in U.S. dollars.)

TAB1712 ||
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