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Chapter 1 : Introduction

The Commodore 64 wins thousands of new friends every
day all over the world. That is hardly surprising since the
64 offers not only excellent performance, but also an
excellent price to performance ratio. One can now purchase a
Commodore 64 complete with disk drive for under 500 dollars.
The 64 carries the price of an introductory computer, but it
offers far more than just game playing or an introduction to
computing. It offers the hobbyist an almost boundless tool
with which to work and can also be used for small business
and scientific applications.

Here then is Tricks & Tips, our fourth book for the
Commodore 64. Our experienced team of authors comnsisting of
Klaus Gerits, Lothar Englisch, and Michael Angerhausen has
again filled this book with programming tricks. The authors
hope to provide ideas for your own programs through the use
of countless examples and model programs. This book is
intended to help you, the programmer, get more out of your

Commodore 64.
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Chapter 2 : Advanced Graphics

2.1 Graphics on the Commodore 64

Sooner or later every Commodore 64 user has the desire
to work with the built-in graphics capabilities of this
computer. Unfortunately, the instruction manual says little
about the capabilities and possibilities that the Commodore
64 offers.

At this point, we want to take a more detailed look at
the graphics possibilities and features.

First one must distinguish between the normal graphics,
i.e. the symbols of which are shown on the keys (the block
or line graphics), the high-resolution graphics, and the
sprites. Some computers offer block graphics and high-
resolution graphics, but the sprites are something truly new
on the Commodore 64. These sprites were previously found
only on video arcade games. And now these same capabilities
are offered to us by the Commodore 64.

On the next pages we want to go over the three graphics
modes. We will of course help you by illustrating the theory
with many examples.
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2.1.1 The block or line graphics on the keyboard

This nethod.of creating graphics on the Commodore 64 is
the simplest and easiest. No addresses have to be calculated
nor attention paid to any registers. Onme can create graphics
directly from the keyboard and place them in the program
while both are being developed. It is usually necessary to
press two keys to obtain these symbols. If you look at the
keyboard closely, you will see that almost every key has two
graphics symbols on it in addition to the normal letter. The
symbol or graphics character on the left side of the key is
obtained by first pressing the Commodore (C=) key, holding
this down, and then pressing the corresponding key with the
desired graphics character.

These characters can always be entered within a PRINT
or INPUT statement. One might write

100 PRINT "

for example, and then press the keys C= and A. You now see
the upper right-hand corner of a frame on the screen. To
create an entire frame, the following input is necessary
(still in line 100):

’L.Lg
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Press the shift and * keys 38 times. You éee a straight
line extending from the corner of the frame on the same
horizontal line. In addition, you have also learned that you
can enter the graphics character shown on the right side of
a key by pressing SHIFT along with that key. Now press the
keys C= and S to complete the top part of the frame. At the
end of line 100, enter the following:

and press the RETURN key
The next line can be entered as follows:
110 PRINT "

After this, press SHIFT and — one time, the space bar 38
times, and SHIFT and - once again. At the end, enter

",
’

and press the RETURN key again.

The second line of the frame is already done. The third and
last line is written as follows:

120 PRINT "
and then C= and Z, SHIFT and * 38 times, then C= and X. Now

we have the complete frame consisting of three lines. Enter

these lines:
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99 PRINT CHR$(147);: REM ERASE THE SCREEN

132
135
140
150
160
170
180
190
200

Ag=" "
REM A$=38 SPACES

B$="-THIS LINE FILLS OUR FRAME COMPLETELY-"
PRINT CHR$(19);

PRINT CHR$(17);CHR$(29);A$;

PRINT CHR$(19);

PRINT CHR$(17);CHR$(29);B$;

FOR I=1 TO 1000: NEXT

GOTO 150

Today, many commercial programs use such frames to make

the screen appear more professional and less cluttered.

Naturally, there is another way of entering such

graphics

symbols. These symbols can all be obtained via the

CHR$ function. Here is an example using our last program:

100
101
102
103
104
105
106
107
108
109
110
111
112
113
114

Al$=CHR$(176): A2$=CHR$(174)

REM THE LEFT AND RIGHT-HAND UPPER CORNERS
A3$=CHR$(173): A4$=CHR$(189)

REM THE LEFT AND RIGHT-HAND LOWER CORNERS
H1$=CHR$(96)

REM HORIZONTAL LINE

H2$=CHR$(125)

REM PERPENDICULAR LINE

H3$=CHR$(32)

REM SPACE

Z1$=A1$

FOR I=1 TO 38

Z1$=Z1$+Hl$

NEXT I

Z1$=Z1$+A2%
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115 REM FIRST LINE OF THE FRAME
116 Z22$=H2$

117 FOR I=1 TO 38

118 22$=22$+H3$

119 NEXT I

120 Z2$=22$+H2%

121 REM SECOND LINE OF THE FRAME
122 Z3$=A3$

123 FOR I=1 TO 38

124 23$=Z3%$+H1$

1256 NEXT I

126 Z3$=Z3$+A4$

127 REM THIRD LINE OF THE FRAME
128 PRINT Z1$;

129 PRINT Z2$;

130 PRINT Z3$;

When you enter these new lines and run the program, you
will get the same result as before. The advantage lies in
the fact that programs written with such CHR$ functions are
easier to read and change.

2.1.2 The use of sprites

Your Commodore 64 can do more that just draw simple
lines or frames. It offers you graphics capabilities that we
have only begun to describe, capabilities previously found
only on coin-operated video games.

The Commodore 64 has eight movable graphics objects
called "sprites." Bach of these eight sprites can be moved,
erased, or redefined via POKE commands, independent of the
other sprites. In order to get the most out of sprite
graphics, one must be acquainted with the corresponding
registers in the Commodore 64. The complete register layout
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There are a variety of registers at our disposal for
each sprite. It would be advantageous if you first
experiment with the sprites which you find in the Commodore
User’s Guide.

The most important address to keep in mind when working
with sprites is located at 53248. The built-in VIC (VIdeo
Controller) 6569 has a set of registers which are mapped to
addresses starting here. In order to position a sprite, for
instance, we must tell the VIC chip where we want it to draw
the sprite. The register we use is register 0 (having an
address exactly equal to 53248). In this address we find the
horizontal position and in register 1 (53249) the vertical
position of the sprite.

POKE 53248,160: POKE 53249,120

Two POKEs suffice to set an entire sprite at a certain
location on the screen. These two POKEs place the sprite in
the middle of the screen. Registers 0 and 1 serve for sprite
1, registers 2 and 3 for sprite 2, and so on. Almost all of
the registers work on this principle. Exact information
about the manipulation of sprites can be found in The
Anatomy of the Commodore 64. In the next pages you will
learn how to create complex graphic images with minimum
effort.
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2.2 3D Graphics - BASIC Program

At the beginning of this book we want to present you
with a BASIC program that displays three-dimensional
representations of functions on the screen with the help of
the Commodore 64’s high-resolution graphics. The program
uses the commands of a BASIC extension called ULTRABASIC-64;
at the end you will find the necessary changes if you do not
have ULTRABASIC-64 at your disposal.

This program draws the function defined in line 100. The
function can be drawn in one of three different ways:

First, the function can be shown in a normal Cartesian
(rectangular) coordinate system, in the same way you would
draw the function on graph paper. Second, it is possible to
represent the function in the polar coordinate (radius and
length) systen. Third and most interesting is three-
dimensional representation. The function is rotated about
the (vertical) Y-axis. Because of the large number of points
that must be calculated, this method requires the greatest
amount of time.

Now a description of the program itself. First, you can
select the means of representation (lines 40-70). For the
Cartesian and polar plots you are asked for the function
increment (line 260). This is the value by which the
parameter of the horizontal axis is incremented after each
calculation. Lines 270 and 280 ask for the scaling factors
for the X and Y axes. This allows you to control the aspect
ratio of the axes as well as the "magnification" factor. For
the time being, enter 1 for both. Use zero for the
horizontal and vertiéel displacements (lines 370-410). The
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graphics mode is selected in line 430. The lines 450 to 560
draw the axes and scales. The lines 680 to 790 draw the
polar representation and lines 820 to 970 draw the
rectangular graph.

The three-dimensional plotting routine starts at line
1010. You can again select the values for scale and
position. For now, enter the suggested values of 20 and 90.
The three-dimensional representation requires that the
function in 1line 100 be calculated more than ten thousand
times; the program takes between one half of an hour to
several hours to do this.

Run the program with various functions. Here are some
functions which will yield interesting graphs.

100 DEF FN R(Q) = COS (2%Q) + COS ((Q + BB)/16)
100 DEF FN R(Q) = SQR (ABS(.5%(16-Q%Q)) + 1/(Q+4)
100 DEF FN R(Q) = COS (4%Q) + 20/(Q%Q + 3)

If you do not have ULTRABASIC-64, you must make the
following changes and additions to the program:

Line 5 POKE 56,32 : CLR

Line 430 and 1400 GOSUB 2000

Line 470 FOR Al1=0 TO 199 : AX=F: AY=Al: GOSUB 3000 : NEXT
Line 480 FOR Al=0 TO 319 : AX=Al: AY=E: GOSUB 3000 : NEXT
Line 500 FOR Al=E-1 TO E+1l: AX=YR: AY=Al: GOSUB 3000 : NEXT
Line 520 FOR Al=E-1 TO E+1: AX=XL: AY=Al: GOSUB 3000 : NEXT
Line 540 FOR Al=F-1 TO F+1: AX=Al: AY=YD: GOSUB 3000 NEXT
Line 560 FOR Al=F-1 TO F+1: AX=Al: AY=YU: GOSUB 3000 NEXT
Line 770 AX=XX: AY=YY: GOSUB 3000

Line 900 AX=G: AY=YY: GOSUB 3000

Line 1600 AX=X1: AY=Yl: GOSUB 3000

.o

..
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Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line
Line

1620
2000
2010
2020
2030
3000
3010
3020
3030
3040
4000
5000
5010
5020
5030
5040

GOSUB 4000 : RETURN

FOR A1=8192 TO 16191 : POKE Al,0 : NEXT
FOR Al1=1024 TO 2023 : POKE Al,16: NEXT
POKE 53248+17, 27+32 : POKE 53248+24, 16+8
RETURN

O0Y=320%INT(AY/8)+(AYAND7)

OX=8%INT(AX/8)

MA=2"((7-AX)AND7)

AV=8192+0Y+0X

POKE AV,PEEK(AV) OR MA : RETURN

FOR Al=Y1l+1 TO 199:AX=X1:AY=A1l:GOSUB 5000:RETURN
0Y=320%INT(AY/8)+(AYAND7)

OX=8%INT(AX/8)

MA=2"((7-AX)AND7)

AV=8192+0Y+0X

POKE AV,PEEK(AV) AND (255-MA): RETURN

Programming the graphics functions in BASIC makes the

program considerably slower as compared to programming using
ULTRABASIC-64 for example.

- 10 -
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10 FPRINT"{CLR}{C/DN} GRAFHIC REFRESENTATION OF FUNCTIONS{C/
DN "
20 FRINT " DEFINED IN LINE 100{C/DN}"
40 FRINT"{C/DNY 1 - CARTESIAN FLOT"
SO0 FRINT"{C/DN2> 2 - FOLAR COORDINATES"
60 FRINT"{C/DN> 3= - 3D FLOT"
70 INFUT"{C/DN3} CHOICE: 1{C/LF}{C/LFX{C/LF>"3FL
100 DEF FNR () =COS(Q) +COS(2%0) +COS (5#Q)
210 IF FL=32 THEN 1010
250 FPRINT:FRINT
260 INFUT"FUNCTION INCREMENT ="3IkK
270 INFUT"{C/DNXFACTOR FOR X-AXIS ="3;S1
280 INFUT"{C/DN}FACTOR FOR Y-AXIS ="3;&2
370 PRINT"LEFT OR RIGHT SHIFT"
380 INFPUT"NUMEBER FROM —-130 TOD 130 "iC
400 FRINT"UF OR DOWN SHIFT"
410 INFUT"NUMBER FROM -90 TO 90 "3D
430 HIRES 2,2
450 E=100+D:F=160+C
470 DRAW F,0,F,199,1
480 DRAW O,E,319,E,1
4920 FOR XR=F TO 219 STEF 19%x851
SO0 DRAW XR,E-1,XR,E+1,1 : NEXT
510 FOR XL=F TO O STEF -19%51
S20 DRAW XL E-1,XL,E+1,1 : NEXT
S30 FOR YD=E T0O 199 STEF 15#82
540 DRAW F-1,YD,F+1,YD,1 : NEXT
S50 FOR YU=E TO O STEF -15%#82
560 DRAW F—1,YU,F+1,YU,1 : NEXT
580 IF FL=1 THEN 820
610 REM FOLAR FLOT
620 RD=x/180 1 FOR G=0 TO 360 STEF 1K : T=G%*RD
710 X=FNR(T)*COS{(T) s Y=FNR(T) *SIN(T)
730 XX=X*(19%851)+F : YY=-Y*(15%82)+E
740 IF XX«<0 OR XX>219 THEN 780
730 IF YY<0 OR YY>199 THEN 780
770 DOT XX, 199-YY,1
780 NEXT
790 END
820 REM CARTESIAN FLOT
30 FOR G=0 TO 219 STEP Ik
840 X=(B-F)/(19%#51) : Y=FNR(X)
850 YY=E-(Y*15#52)
860 IF YY«0 OR YY»199 THEN 9&0
P00 DOT G, 199-YY,1
@60 NEXT
970 END
1010 REM 2D FLOT
1020 PRINT"{CLR>{C/DN}{C/DN>{C/DN}{C/RT>{C/RT>{C/RTXVERTICAL
ASFECT"
1070 INFUT" {C/DNX {C/DN}{C/RT>{C/RT>{C/RT>-40 TO 40, TYFICALL
Y 20 "§iNi

- 11 -



Tricks & Tips

1040
ET"
1050

FRINT"{C/DN> {C/DN>{C/DN}{C/RT}{C/RT}{C/RT}VERTICAL QOFFS

INFUT" {C/DN2X{C/DN} {C/RT>{C/RT}{C/RT>-50 TO 150, TYFICAL

LY 90 "3iNZ

1260
1280
1400
1410
1420
1430
1440
1450
1520
1530
1600
1620
TURN

REM CONSTANTS A,B,C,D.E.F,G
A=144:B=2,25:C=N1:D=, 0327 E=160:F=N2: G=199

HIRES 2,2

FOR H=—A TO A STER E

AA=INT (., S+SOR (AXA-H*H))

FOR BB=—AA TO AA:CC=SOR (BE*EE+H*H) %D

D1=FNR(CC) : DD=D1%C: GOSUE1520: NEXT NEXT2 END

GOTO 1450

X=BE+H/B+E: Y=DD-H/B+F

X1=INT (. 85%X) : YI=INT (. 9% (B=Y)) : IFY<OORY > 199 THENRE TURN
DOT X1,199-Yi,1

RETURN: MODE 2 : DRAW X1,199-Y1-1,X1,0,1 : MODE O : RE

READY.

- 12 -
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2.3 Color line graphics

The following machine language program draws vertical
or horizontal 1lines in color. This allows data to be
represented on the screen with easily understandable
graphics. Because the graphics are created with the normal
screen characters, text and graphics may be mixed on the
screen, allowing you to label graphs, for instance. The
lines are eight points wide, just like a character.

The machine language program is designed such that the
length or height and color of the line can be easily
controlled. The 1line is drawn at the current cursor
position. In order to simplify the representation of a
complete graphics image, the cursor is moved one position to
the right after the output of a vertical line so that the
next line can be drawn immediately (in a different color if
necessary). After drawing a horizontal line, the cursor

automatically moves one line down.

The routine is called through an expanded SYS command:

SYS H, L, C or
sys v, L, C

where H and V are the starting addresses for the routines to
draw horizontal and vertical lines, respectively. L is the
length of the line in pixels (up to 320 for a horizontal
line and 200 for a vertical line), and C is the color code
(0 to 15).

The machine language program begins on the following page.

- 13 -
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LINE ADDR CODE LABEL OPC OPERAND
0001 CO00 3 COLOR LINE BRAPHICS
0002 CO00 s HPLOT AND VPLOT
0003 CO000 3

0004 CO00 3

0005 CO000 GETCOR EQU $B7EB
0006 CO0O SCROUT EQU $E716
0007 CO0O0 LBYT EQU %14
0008 CO00 HBYT EQU LBYT+1
0009 CO000 CURCOL EQU $D3
0010 CO00 SETCOL EQU $EA24
0011 COO0O SETCHR EQU $EALE
0012 CO00 ILLQUA EQU $B248
0013 CO000 CHKCOM EQU $AEFD
0014 CO00 CODE EQU $22
0015 CO00 T™P EQU CODE+1
0016 CO0O XREG EQU TMP+1
0017 CO000 TMP1 EQU XREG+1
0018 CO00 COLOR EQU $F3
OLOR RAM

0019 CO000 CURRIG EQU $AB3B
0020 CO00 ADR EQU $FD
0021 CO00 LINELN EQU $DS
0022 CO000 CHRADR EQU $D1
0023 CO000 ORG $CO00
0024 CO00 20 FD AE HPLOT JSR CHKCOM
0025 C003 20 EB B7 JSR GETCOR
0026 CO06 86 24 STX XREG
0027 COo08 AS 1S LDA HBYT
0028 COOA C? 02 CMP #2
0029 COOC BO 42 BCS ILL
0030 COOE OA ASL

0031 COOF OA ASL

0032 CO10 OA ASL

0033 CO11 OA ASL

0034 CO12 OA ASL

0035 CO13 85 23 STA TMP
0036 CO15 AS 14 LDA LBYT
0037 CO17 48 PHA

0038 CO18 4A LSR

0039 CO19 4A LSR

0040 CO1A 4A LSR

0041 CO1B 18 cLC

0042 COLIC &5 23 ADC THMP
0043 CO1E &5 D3 ADC CURCOL
N

0044 CO20 48 PHA

0045 Co21 A8 TAY

0046 CO22 CS D3 CMP CURCOL
0047 CO24 FO 13 BEQ T1
0048 CO026 C9 27 CMP #39
0049 C028 90 02 BCC T2
0050 CO2A A0 27 LDY #39

- 14 -
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0051
OLOR
0052
K

0053

co2Cc
RAM
CO2F

Co31

COLOR

0054
0055
0056
00357
0058
0059
0060
0061
0062
0063
0064
0065
0046
0067
0068
0069
0070
0071
0072
0073
0074
0073
0076
0077
0078
0079
0080
0081
0082
0083
0084
0085
0086
0087

co34
CO35
Co37
Co39
Co3A
Co3B
Cco3C
CO3E
Co40
Co42
Co43
Co4s
co48
Co4B
Co4D
Co50
CoS3
Co57
CoSB
COSE
Co61
Co&3
CO4&S5
Co&7
Co6?
CO&A
Co4B
CoacC
CO&E
Co70

Co77

COLUMN

[ofe = 1-)
0089
0090
0091
0092
0093
0094
0095

Co79

coa7z

LOR ADDR

0096
0097
0098
0099

coeA
coac
Co8E
Co090

COLOR

24
A0
1E

D3
F3

28
07

53
24

11
16
48
&5
Fé&
FD
EB
15
EB
24
14

EA T2 JSR
LDA
EA JSR

DEY

CPY

BPL

T1 PLA

TAY

PLA

CPY

BCS

AND

TAX

co LDA
LDX

EA JSR
DONE LDA

E7 JMP
B2 ILL JMP

SETCOL
#$20+$80

SETCHR

CURCOL.
T2

#40
DONE
7

TABLE, X
XREG
SETCHR
#17
SCROUT
ILLAUA

Tricks & Tips
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5 REVERSE BLAN

$SET CHAR AND

s CURSOR DOWN

74 75 TABLE BYT $20,%$65,$74,%$75
EA E7 BYT $61,%F6,$EA,$E7

AE VPLOT JSR
B7 JSR
LDA
BNE
STX
LDA
LSR
LSR
LSR
STA
LDA
AND
8TA
LDA
cLc
ADC

STA
LDA
ADC
sTA
LDY
LDX
BEQ
Co T4 JSR

LDA
STA
LDA
STA

CHKCOM
BETCOR
HBYT
ILL
XREG
LBYT

T™P
LBYT
#7
TMP1
CHRADR

CURCOL

ADR
CHRADR+1

#$20+$80
(ADR) ,Y
XREG
(COLOR),Y

- 15 -
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0100
0101
0102
0103
0104
0105
0106

co92
co94
Co95
co97
Cco99
Co9B
Co%D
CO9F

CoA1l
COA3
COAS
CoA7
COoAA
CoAC
COAF
CoB1
COoB3
COBS
coB7

8T coL?

0119
0120
0121
0122
0123
0124
0125
0126
0127

COB?
COBB
COBE
COBF
Coc3
coc7
coce
CcocB
cocb

AS
38
E?
85
BO
Cé
AS
co

90
Cé
DO
20
AL
BD
91
AS
91
AS
CS

FO
4c
60
20
62
AS
as
AS
4C

64 &F 79 TAB2

Té

T7

F8 F7 E3

FD
F3
FE
2A EA

ASSEMBLY COMPLETE.

CLR

LDA
SEC
SBC
8TA
BCS
DEC
LDA
CMP

BCC
DEC
BNE
JSR
LDX
LDA
STA
LDA
STA
LDA
CcMP

BEQ@
JMP
RTS

ADR

#40
ADR
TS
ADR+1
ADR+1
#4

To
T™P

T4

CLR

T™P1
TABZ, X
(ADR) ,Y
XREG
(COLOR) ,Y
CURCOL
LINELN

T7
CURRIG

§NEXT LINE

3 TOP LINE REA

3 COLOR

sCURSOR IN LA

s CURSOR RIGHT

BYT $20,%64,%4F ,$79

BYT $42,$F8,$F7,$E3

LDA
STA
LDA
JMP

ADR
COLOR
ADR+1
SETCOL+&

- 16 -
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is a loader program in BASIC for those who do not have

an assembler or monitor at their disposal.

100
110

120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280

290
H00

10

FOR 1=49152 TO 49359

READ X:

FOKE Y, X3

S=H+X1
NEXT

DATA 32,2%53,174,32,2735,18%,134, 56, 165,21,201,2
DATA 176,66,10,10,10,10,10,133,35,165,20,72

DATA 74,74,74,24,101,35,101,211,72,1468,197,211
DATA 240, 19,3201,39,144,2,160,39,32, 36,234, 169
DATA 160,32,30,234,15%6,196,211,16,243,104,168,104
DATA 192,40,176,11,41,7,170,18%9,83, 192, 166,36
DATA 32,30,234,169,17,76,22,231,76,72,178,32

DATA 101,116,117,97,246,234,231,32,253,174,32,235
DATA 183, 16%,21,208,235,134,36,165,20,74,74,74
DATA L35, 35, 165, 20,41,7, 133,37, 165,209,24,101
DATA 211,133,25%,165,210,105,0, 13%,254,160,0,166
DATA 35, 240,32,32, 199,192,169, 160,145, 203, 165,36

-

DATA 145,243, 1645,253,56,233,40,13%,253,176,8, 198
DATA 254, 165,254,201,4,144,18, 198,35, 208, 224,32

DATA 199,192, 166,37, 189,191,192, 145,253, 165,36, 145
DATA 243, 16%,211,197,213%,240,3,76,59,171,96,32
DATA 1o0,111,121,98,248,247,227,165, 253, 133,243, 16

DATA 254,76,42,234

1F g4

THEN FRINT "ERROR IN DATA !!":
END

FRINT "OK"
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Let us take a look at a possible use for these graphics
routines. This example represents sales statistics
graphically.

100 REM THE MONTH-END TOTALS FOR THE YEAR
110 REM ARE IN THE DATA STATEMENTS

120 DIM U(12)

130 REM READ THE DATA

140 FOR I= 1 TO 12 : READ U(I) : NEXT

160 REM DETERMINE MAXIMUM VALUE

160 MAX = 0

170 FOR I= 1 TO 12

180 IF U(I) > MAX THEN MAX = U(I)

190 NEXT

200 V = 12%4096+5%x16+11 : REM ADDRESS OF THE ML ROUTINE
220 PRINT CHR$(147) : REM ERASE SCREEN

230 FOR I= 1 TO 21 : PRINT CHR$(17); : NEXT : REM CURSOR
240 REM DRAW GRAPHICS

250 FOR I= 1 TO 12

260 PRINT SPC(2); : SYS V, U(I)/MAX % 180 , I

270 NEXT

280 PRINT : PRINT

290 REM WRITE MONTH NUMBER

300 FOR I=1 TO 12

310 PRINT RIGHT$(" "+STR$(I),3);

320 NEXT

330 GET A$ : IF A$="" THEN 330

400 REM SALES DATA

410 DATA 12000, 13500, 11000, 8000, 14000, 9000

420 DATA 13800, 14000, 12750, 14000, 13800, 17200
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Now let’s examine a function with horizontal 1line
graphics.

The color code can be entered in line 100. The screen
is then erased, the background color set to black, and the
cursor placed in the second column. The function is
calculated from -2.2 to 2.2 in lines 120 and 130, expanded
to an easily representable size, and finally plotted with
the SYS command.

100 INPUT "COLOR";C:IF C<1 OR C>15 THEN 100

110 H=12%4096 : PRINT CHR$(147)TAB(2); : POKE 53281,0
120 FOR I=-2.2 TO 2.2 STEP .2

130 SYs H,EXP(-I%I)*300,C : NEXT
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2.4 Defining a character set

A special feature of the Commodore 64 is the ability to
place the character generator in RAM. This gives you the

opportunity to define your own characters.

How is a character defined?

The shape of each character is determined by something
called the character matrix, an array of eight by eight
pixels. Each matrix point is determined by a bit in the
character generator. Each character requires 64 bits or
eight bytes for a complete definition. If a bit is zero,
then the corresponding point in the matrix is not set, while
a set bit indicates a set point in the matrix. If a bit in
the matrix is set, then it appears on the screen. The
following program displays the matrix of a character on the
screen. The program uses the modified PEEK function from
Section 9.5--load or enter the program found there before
you enter this one.

100 PRINT CHR$(147):PRINT:PRINT:PRINT

110 INPUT "PLEASE ENTER A CHARACTER ";A$

120 PRINT CHR$(19)A$ :B=PEEK(1024)

130 PRINT:PRINT:PRINT: PRINT

140 CG = 13%4096 : REM START OF THE CHARACTER GENERATOR
150 REM DETERMINE IF UPPER/GRAPHICS OR UPPER/LOWER MODE
160 B = (PEEK(53248+24) AND 2) % 1024

170 FOR I=0 TO 7

180 Z = USR (CG+B+8%C+I) : REM GET MATRIX A LINE AT A TIME
190 FOR J=7 TO 0 STEP -1

200 A = Z AND 2°J

- 20 -
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210 IF A THEN PRINT "x"; : GOTO 230
220 PRINT ".";

230 NEXT

240 PRINT

250 NEXT

260 RUN

The program asks for the character whose matrix it
should display. The ASCII code of the character is put into
the variable B in line 120. Line 140 checks for upper/lower
case or upper/graphics mode. 1In line 160 the starting
position of the character definition matrix within the
character generator is determined. Line 180 determines if
the matrix point is set or not. An asterisk is printed if
the point (bit) is set, while a period is printed if it is
not. Enter a "T", for example, and you will receive this
output:

kXxkkkkk,
. 3 T
. 3 TN
e kX, .,
NS 3 T
NS § T
coo kX, .,

se s e e

After you have seen what the matrix of an individual
character 1looks like, we can proceed to define or redefine
our own characters. To do this, we must copy the character
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generator from ROM to RAM and then inform the operating
system where the new character generator is. The screen
memory at address $C400 (decimal 50176 to 51175) is shifted
at the same time. This can be accomplished in BASIC with a
POKE 1loop. We will again use the USR function from Section
9.5.

100 FOR I=13%4096 TO 14%4096-1
110 POKE I1+4096,USR(I) : NEXT
120 POKE 53272,24 : POKE 56576,148 : POKE 648,196

After RUNning this program you can define your own
characters with the following program. The program prompts
you for the character to be modified. You can then enter the
character matrix, thereby redefining the character that is
to be displayed. An asterisk indicates a set point and a
period means the point is not set. When you are finished
defining characters, enter the word "END" as the character.

100 REM CHARACTER DEFINITION
110 CG=14%4096:
REM BASE OF THE CHARACTER GENERATOR
200 INPUT “[CSILCDICCDILCDICCRICCRILCRICHARACTER "iA%:
IF A%="END"
THEN END
210 PRINT "L[CH1"sA%
220 C=PEEK (12#40%96+1024)
230 PRINT "L[CDILCCDICCDICCDILCDICCDILCDILCRILCRILCRICCRILILR]

OLei4iEae7"
300 FOR I=0 TOQ 7
310 FRINT Is:

INFUT A$(I):
IF LEN(A$(I)) <8
THEN PRINT "CCUICCUI":
GOTO 310
320 NEXT
400 = (PEEK (S3248+24) AND 2)*1024:
REM UFFER CASE/GRAFHICS MODE
405  AD=CG+R+C*8
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4é0

470
480

FOR I=0 T0O 7:
Z=0
FOR J=0 TO 7

Z=Z—MLID% (AB(T) , BT, 1) ="%") 2]

NEXT '
FOKE AD+I,Z2
REM CHARACTER
FOEE AD+1024+1, 255-7:
REM RVS-CHARACTER

NEXT

GOTO 200

Ay

- 23 -
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2.5 Modifying the character set with a joystick

For certain applications it is often desirable to have
special characters available which appear immediately upon
pressing a key. Such things as Greek letters, often used in
mathematical formulas, fall into this category.

When you have a suitable application, you can first
draw your characters in raster representation on a piece of
graph paper and then POKE the appropriate values into the
duplicate of the character generator, but this is rather
tedious.

Here is a small program which eases the development and
definition of characters. It is necessary to use a joystick
in control port 1 in order to use the program.

The program makes two copies of the built-in character
generator into RAM. A character is taken from the first copy
and displayed as a sprite, once in regular size and again in
double size so that it is easier to read.

A flashing point (which we call the microcursor and
which you can move with the joystick) appears on the screen.

The desired action (drawing lines, erasing lines, or
positioning the microcursor) is accomplished by pressing the
fire button on the joystick. The current mode is displayed
on the screen.

Once the character is designed to your satisfaction,
press the Fl key. This new character is placed into the
alternate character set (second copy). To accept the
character and leave it unchanged, press the G key. Now you
can work on the next character. After you have edited all
512 characters the program ends.
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Why 512 characters?

There are 128 printable characters in each display
mode, upper/lower case or upper/graphics mode. The same
characters displayed in reverse bring the total up to 256.
This gives a grand total of 512 characters for the two
display modes. The positions of the characters within the
character generator can be found on page 132 of the user’s
guide for the C64.

Before we discuss the program itself, you should know
the significance of the variables and memory addresses used.

First the variables:

C base address of the first duplicate of the character to
be displayed next
CD base address of the transferred character in the second
copy
CP character position counter in the range 0-511
JB condition of the button on the joystick
JR position of the joystick
JS address of control port 1
MA counter for the operating mode
PO microcursor position within the addressed byte
PP address of the microcursor within the sprite data of the
microcursor
PV. immediate value of the byte of the sprite data, addressed
by the joystick
SB base address of the sprite data
V base address of the video controller
X x position of the sprites on the screen
XJ x position of the microcursor
Y v position of the sprite on the screen
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YJ y position of the microcursor

The addresses:

56 high byte of the pointer to top of memory
648 pointer to the start of video ram
832 start address of the cassette buffer
Because the cassette buffer is not used within the
program, the machine language program is placed in it.
60196 pointer for sprite 1
50170 pointer for sprite 2
53272 pointer for video ram and character generator within
the video controller
56576 This location contains the two bits which determine
the 16K range for the memory addressed by the video

controller.

Here is a step-by-step description of the program:

10 The top of memory is lowered because the first
duplicate of the character set will be loaded
here.

30-233 Sprites 1 & 2 are turned on and their color is
set. The sprite pointers are loaded and sprite
2 is switched to double size.
The sprite data are first erased and the
sprites are positioned in the approximate
middle of the screen.
1000-1010 The machine language program.
For those who are interested, here 1is the

program in assembly language:
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LDA #$33
STA 1
LDA #0
STA $5F
STA $5A
STA $58
LDA #$D0
STA $60
LDA #$FO0
STA $59
LDA #$EO
STA $5B
JSR $A3B
LDA #$37
STA 1
CLI

RET

1020-1040

1060

2000-2360

2380

Tricks & Tips

disable interrupts
make character generator available

old block-start low
old block-end low
new block-end low

old block-start high

new block-end high

old block—end high
F block shift routine

allow interrupts
back to BASIC

The machine language program is put into the
cassette buffer and executed--two duplicates
are made of the character generator.

The operating system is informed of the changes
made. The positions of the character generator
and video RAM are changed (necessary because of
the hardware). The characters you now see on
the screen are already coming from copy 2.

The characters are converted to sprites one
after the other and can be changed.

After working on all of the characters, the top
of memory is raised again because copy 1 is no

longer needed.
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4000-4070 The joystick is polled and program execution
branches depending on the position of the
joystick and condition of the fire button.

6000-12040 The cursor position is modified based on the
position of the joystick.

13000-13200 The position of the joystick is use to modify
the position of the microcursor and this point
is alternately flashed on and off.

20000-20080 Characters successfully completing editing are
here transferred to the second copy.

One feature of this program to note is that the
modified character generator does not take up any BASIC
storage space. It is placed in RAM under the kernal (that is
to be taken verbatim since RAM and ROM overlap each other in
the C64).

The video RAM has been moved to address 49152, an
address you should keep in mind if you do any POKEing to the
video RAM. It is unfortunately determined by the hardware of
the Commodore 64 that the shifting of the video RAM must
accompany relocation of the character generator. This
problem is explained in detail in our book The Anatomy of

the Commodore 64.

10 POKE Gk, 144:
CLR

20 V=53248:
POKE 53281,0

30 FOKE V+21,6:
FOKE V+40,1:
FORE V+41,1

40 FOKE S50169,16:
POKE S0170,16

42 FOKE V+23,4:
FORE V+29,4

50 FOR I=0 TO &6Z:

FOKE S0176+1, 0%

NEXT
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The program listing:

o
4]

X=150:

Y=100

POKE V+4, X

FOKE V+2,X-40

POKE V+16,0

FOKE V+&,VY:

POKE V+3,Y+19

1000 DATA 120,169,51,133,1,169,0, 133,95, 133,90, 133,88, 1
69,208, 133, 96, 169, 240

1010 DATA 133,89,169,224, 133, 91,32, 191,163, 169, 55, 133, 1

[ER RSN
B3 oid R R
(SR 2N A

, 88,96
1020 FOR =833 TO 832+33
1030 READ A:
FOKE I,A:
NEXT

1040 SYS 832:
FOKE 850, 160:
SYs 832
1060  FOKE S53272,8:
FOKE S6576,FEEE(56576) AND 252:
FOKE 648,192
1070 PRINT CHR$%(147)
2000 C=9%#409%
2020 FOR CF=0 TO %11
FRINT CHR® (19)CF:

SR=50176
2040 FOR I=0 TO 7
2060 FORE SE+I#1,FEEF (C+I)
2080 NEXT I
2360 C=C+8:
GOSUB 4000:
NEXT CP

2380 FPOKE V+21,0:
FOKE S6,160:
CLR

8000 J=0Q0:

2EG-FEEK (JS)) AND 1%5:
JE= (EES-FEEK (J8)) AND 1é
4030 IF JB
THEN MA=MA+1:
IF MARE

4020
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THEN MA=0
4040 ON JR
GOTO S000,6000,4020,7000, 8000, 2000, 4020, 10000,1100
Q, 12000
4045 IF FPEEK(203) <>
THEN 4066
4050 PRINT CHR$ (19)CHR$ (145)CHR$ (18) "SAVE":
GOSUE 20000
4055 RETURN

4066 IF MA=1

THEN PRINT CHR$(145)CHR$ (145)CHR$(18)" SET"
4067 IF MA=2

THEN FRINT CHR% (145)CHR® (145)CHR$ (18)" CLR"
4068 IF PEEK (203)=26

THEN RETURN

4069 IF MA=0

THEN PRINT CHR$(145)CHR$(145)" "
4070 GOSUB 13000:

GOTO 4020
5000 REM UFP
5020  YJ=YJ-1:

IF YJa<o

THEN YJ=0
5S040 GOSUB 130003

GOTO 4020
6000 REM DOWN
6020 YJI=YJ+1:

IF YJa>7

THEN YJ=7
6040 GOSUB 13000:

GOTO 4020
7000 REM LEFT
7020 XJ=XJ-1:

IF XJ<0

THEN XJ=0
7040 GOSUEB 13000:

GOTO 4020
8000 REM LEFT UF
8020 XJ=XJ-1:

IF XJ<0

THEN XJ=0
8040 GOTO S000
000 REM LEFT DOWN
020 XJI=XJ-1:

IF XJ<o0

THEN XJ=0
040  GOTO &000
10000 REM  RIGHT
10020 XJ=XJ+1:

IF XJx»7

THEN XJ=7
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10040

11000
11020

11040
12000
12020

12040
13000
13020

13040
13060

13080
13100

13120

13200

20000
20010
20020
20040
20060
20080

GOSUE 13000:

GOTO 4020

REM RIGHT UP

XJI=XJ+1:

IF XJd37

THEN XJ=7

GOTO 5000

REM RIGHT DOWN

XJI=XJ+1:

IF XJ:7

THEN XJ=7

GOTO &0O00

REM

PF=SB+YJ*#3+INT(XJ/8):

FV=PEEK (FF)

PO=XJ~INT (XJ/8) %8

IF PV AND 2~(7-F0)

THEN FOKE PP, (PV AND (255-2"(7-F0))):
GOTO 13100

FOKE FP, (FV OR (2"(7-F0)))

IF MA=1

THEN FPV=(FV OR (2" (7-F0)))

IF MA=2

THEN FV=(FV AND (255-2"(7-F0)))

FOR I=0 TO S0:

NEXT :

FOKE PP,PV:

RETURN

REM TRANSFER NEW CHARACTER
CD=C+20472
FOR I=0 TO 7

POKE CD+I,FEEK (SBE+3%I)
NEXT 1
RETURN

- 31 -
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2.6 Dividing the screen

There is one special feature of the video comntroller in
the Commodore 64 which makes some very interesting effects
possible, but which is also seldom heard about: the raster

interrupt.

In order to clarify this feature to you, we must dig a
bit deeper into how the video controller creates an image on

the screen.

The screen picture is constructed from individual
lines, which you can see clearly if you take a close look at
it. You can also recognize that a character is made up of
eight 1lines. The video controller has a register which
always contains the screen line currently being displayed.
This is register 18, and is located at address 53248+18 =
53266. If you examine the contents of this register using

PRINT PEEK(53266)

the value of the raster line displayed at the exact time the
PEEK command was executed is shown. Since 25 screen images
are displayed in one second, you cannot obtain these values
quickly enough in BASIC and must therefore program in
machine language.

Another feature of the video controller is its ability
to interrupt a program just before it displays a given
raster line. To program a raster interrupt you must first
allow the interrupt condition to actually interrupt the
microprocessor (by setting the appropriate value in the
interrupt register) and then setting the raster line number
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at which the interrupt is to take place (by setting the
value in register 18).

Interrupt service programming must be done in machine
language. The following program is a short machine language
program to illustrate the use of raster interrupts.

LINE ADDR CODE LAREL OFC OFERAND COMMENTS

0001 OZZEC IRGOLD EQU $EAZ1

Q002 O3EC IRGQVEC EQU %Z14

QOOZ OZX RASTER EQU $DO12 sRASTER LINE
0004 OZZEC IROGREG EQU $DO19 sFLAG FOR VID
EOQ INTERRUFT

QO05 033 MASE EQU $DO1A s VIDEO CONTRO
LLER INTERRUFT MASE

Q006 OI3IC BORDER EGU $DOZO s RORDER COLOR
Q007 O33C COLOR E@U $DO2 $ BACKGROUND C
OLOR

Q008 OZZEC ICR EGU $DCOD sFLAG FOR TIM
ER INTERRUFT

QOO9 OFZC RETIRE ERU $FERC $RETURN FROM
INTERRUFT

0010 OZ3C LINE1 EQU $FE

0011 O3ZC LINEZ EQU &FC

Q012 OZEC COLOR1 EQU &FD

0013 OF3EC COLORZ EQU $FE

0014 O3ZC ORG 828 s CASSETTE RUF
FER

0018 O33C 78 SETUF SEI

0016 O3I3D A? SR LDA #{IRGENEW

0017 O3Z3F 8D 14 OF STA IRGVEC

0018 0342 A9 O3 LDA #:IRGNEW

Q019 0344 8D 15 03 8TA IRGVEC+1

0020 0347 AS FR LDA LINE1

Q021 0349 8D 12 DO S5TA RASTER SRASTER LINE
FOR INTERRUFPT

0022 034C AD 11 DO L.DA RASTER-1

Q02T OZ4F 29 7F AND #47F sCLEAR HIGH B
IT

Q024 0351 8D 11 DO S8TA RASTER-1

0025 0354 A9 B1 LDA #481 SFPERMIT IRR R
Y RASTER

0026 0356 8D 1A DO STA MASK

0027 0359 58 CLI

0028 OITA 60 RTE&
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0029 OISR

0030 O3ZSE AD 19

0031 035E 8D 19

UPT FLAG

0032 0361 29 01

0033 0363 DO 07
RASTER LINE?

0034 0365 AD OD

UFT FLAG

QO35 0368 58
INTERRUFT

0036 0369 4C =1

0037 036C

0038 O36C AD 12

LINE

0039 O3&6F CS FC

0040 0371 RO OD

DO

DC

EA

DO

IRGNEW

SCREEN

OR EQUAL SECOND VALUE?

0041 0373 AS FD
0042 0375 8D 20
0043 0378 BD 21
0044 O3Z7E AS FC
FT AT 2ND LINE

0045 037D 4C 8A
0046 03IBO AS FE
0047 0382 8D 20
0048 0385 BD 21
0049 0388 AS FEB
FT

0050 O38A BD 12
0051 038D 4C EC

DO
DO

DO
FE

ASSEMELY COMFLETE.

SECOND

EXIT

100 FOR I = 828 TO 911
110 READ X @ FOKE I,X ! S=5+X
20 DATA 120,169,
130 DATA 251,141,

140 DATA 169,129,141,

180 DATA 208, 41,

160 DATA 173,

170 DATA 141, 35,2
180 DATA 208,141,

200 PRINT “MOK"

e
IR

190 IF 8 «» 104678 THEN FRINT

91,141,
18,208, 173,
Dby DO,
1,208,
18,208, 197
08, 165,

L 252,
ey

LDA
STA

AND
ENE

LDA

CLI

JMF

LDA

CMF
ECS

LDA
STA
STA
LDA

JMF
LDA
STA
LDA

STA
JMF

20,

L0y

aa,
7,173,
174,

76,138,

IRDREG
IREBREG

#1
SCREEN

ICR

IRROLD
RASTER

LINEZ2
SECOND

COLOR1
RORDER
COLOR
LINEZ

EXIT
COLORZ
BORDER
COLOR
LINE1

RASTER
RETIRE

NEXT
z,169,
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96, 173,

13, 320,

sCLEAR INTERR

§ INTERRUFT RY
s CLEAR INTERR

sALLOW RASTER
$READ RASTER
$BREATER THAN
$SET COLOR 1

SNEXT INTERRU

$8ET COLOR 2
SNEXT INTERRU

SAT LINE 1

21, E, 165
17,5208, 41,127,141, 17,208
OE, GOS8, 141, B

76, 49,
13, 165, 253, 141, 32,
I, 165,754,141, =7

08, 165,251,141, 18,308, 76,188,754
PERROR TN DATA' 1!

3 END
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As an example, we have developed a program which allows
you to display one portion of the screen with a different
background color. This allows you to emphasize one or nére
lines on the screen. In order to keep the program as general
as possible, it allows you to select the color of the
emphasized area as well as the background color of the rest
of the screen with POKE commands. The raster line at which
the switch to the second background color occurs can be set
in the same manner. This also applies to the number of the
raster line at which the switch back to the first background
color is made.

This program also allows you to move a colored line
with a width of a standard screen line (8 raster lines) on
the screen by pressing the cursor-up and cursor-down keys.
The function keys can be use to change the color of the line
and the remaining background.

100

110

SYSs 828:
REM  INITIALIZE INTERRUFTS
FORE L1.L:

120

T Le,L+8:
: Cl,6:8
FOKE CZ,8
1850 GET A%
IF Ag=nn
THEM 150
a0 1F A$=CHR${17)
THEN GOSUR 200
170 IF A%=CHR® (1435)
THEN BOSUR 300
180 1F As=CHRS$ (133)
THEN GOSUBR 400
190 IF A$=CHRS (134)
THEN GOSUE =&
19%  GOTO 1350
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200 IF L<{240
THEN FOR I=0 TO 7:
L=l+1t
FOKE L1,0L:
POKE L2,L+8:
NEXT
210 RETURN

300 IF L3S0
THEN FOR I=0 TD 7:
L=~
POKE L1,L:
FOKE L2,L+8:
NEXT
310 RETURN

400 FOKE Cl,FEEK(C1)+1 AND 153
RETURN

G500  POKE C2,FEEK(C2)+1 AND 15:
RETURN

You can change the ptogran to suit your own purposes by
changing the raster line POKEd into memory locations 2561
through 254. This allows you to change the point at which
the switch to the second color occurs and the raster line at
which the switch is made back to the original color
(locations 261 and 252, respectively). The next two
addresses, 253 and 254, contain the color codes of the first
and second characters.

Raster 1line 50 corresponds to the upper screen border
(the point where the border begins), while the beginning of
the lower border corresponds to raster line 250. A screen
line is divided into 8 raster lines. You can also place the
border between the two different colors in the middle of a
screen line.
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Switching background colors is not the only effect
which the raster interrupt allows. Any of the video
controller parameters can be changed under interrupt
control. You can, for instance, mix two graphics screens or
a graphics screen and a text screen on the display using the
same technique we used for the background colors. You might
even try displaying different character sets at different
parts of the screen all at the same time!

With this technique, you can also obtain effects which
are not otherwise possible with the Commodore 64. For
example, the raster interrupt makes it possible to display
more than 8 sprites at one time. You can display eight
sprites in the upper half of the screen. When a certain
raster line is reached, you simply reset the sprite pointers
and coordinates and you can display eight more sprites in
the lower half of the screen. Naturally, you can also divide

the screen into more than two parts.
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2.7 Smooth scrolling

Scrolling is the term given to the action the screen
performs when all of the information on it is moved in one
direction (generally up). When the screen scrolls up, a line
is left blank at the bottom so that more information can be

printed.

By "smooth" scrolling we mean the ability to display a
new line on the screen gradually while the old line
gradually disappears. The video controller allows us this
possibility using register 17. The three least-significant
bits allow the screen to scroll up to eight raster lines at
a time, which corresponds exactly to a screen line. In order
to display a new line on the screen, we can tell the video
controller to display only 24 lines. This is the case when
bit 3 of register 17 is cleared to zero.

First we switch the screen over to 24 lines and then
position the rest of the screen contents so that the upper
24 lines will be displayed. Now we can write something to
the invisible 25th line and shift the visible portion of the
screen up 8 raster lines = 1 screen line. This causes the
top line to disappear.

In addition to scrolling up (or down), the video
controller is able to smooth-scroll horizontally, to the
right or left. The three least-—significant bits of register
22 apply to the column-wise shifting, while bit 3 forces the
controller to display in 38 columns.

This example program scrolls the screen up.
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100
110
115

120
130
140

200

210
220
230

240

116

120

130

140

FOR
NEXT
VIDE
LINE
X$=C
FOR
X$
NEXT
FOKE
FOKE
N=N+
As="
GOSU
GOTO
PRIN
FRIN
FOR
PO
FO
NE
NEXT
RETU
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J=1 TO 100:

0=53248
=VIDEO+17
HR$ (19) :

I=1 TO 24:
=X$+CHR® (17) ¢

LINE,FEEK (LLINE) AND NOT 8
LINE, PEEK(LINE) AND 248 OR 7
1:
LINE"+STR$ (N) @
B 200:

140
T :
T X$A%s

I=7 TO O STEF -1
KE LINE,PEEK(LINE) AND 248 OR I
R J=1 TO 250:
XT

RN

A string is defined consisting of one '"cursor-
home" and 24 '"cursor-down" characters for
positioning the cursor in the 25th line.

Bit 3 in register 17 of the video controller is
erased, switching the display to 24 lines.

Bits 0 through 2 are set. This displays the upper
24 1lines of the screen while the 25th remains
invisible at the lower screen border.

The counter N is incremented. The text for the
line to be printed is placed in A$ for the
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200

210-240

subroutine at 200, and this subroutine is called.
The screen is shifted up one line by the PRINT
command. The text is then printed on the last
line.

This loop shifts the screen up 8 raster lines. The
delay loop controls rate at which the scrolling

will occur.
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2.8 Changing the keyboard layout

The keyboard of the Commodore 64 is organized as a
matrix with eight rows and eight columns. The lines of the
eight rows are tied to port A (address $DC0O0 = 56320) of CIA
1 and the eight columns are connected to port B (address
$DCO01 = 66321) of CIA 1. When polling (reading) the
keyboard, (address $FFI9F = 65485) it is polled row by row,
during which each row sends a signal over port A. If a key
is pressed, you can determine the column of the pressed key
over port B. The key numbers between 0 and 63 are calculated
from the row and column numbers. 64 indicates that no key is
pressed. The organization is given in the table below. This
key number is placed in location $CB (203) after each
polling. The number of the key last pressed is stored in $C5
(197). The status of the special keys is stored in address
$028D = 653 when polling. Bit 0 indicates SHIFT, bit 1 is
reserved for the COMMODORE key, and bit 2 is for the CTRL
key. The assignment of a particular character to a
particular key is controlled by various tables which
determine the ASCII value to be assigned to any given key.
Because all keys on the Commodore 64 can have four different
meanings, there are four such tables. Notice the difference
between the right and left shift keys. Shift lock is tied to
the left shift key.
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Col O 1 2 3 4 5 6 7

Row ---———-———m e m— e m o ittt ittt
0 DEL RETURN CURRIGHT F7 F1 F3 F5 CURDOWN
1 3 L] A 4 Z S E  SHIFT LT
2 5 R D 6 c F T X
3 7 Y G 8 B H u v

4 9 I J 0 M K 0 N
5 + P L - e R
6 POUND X H HOME SHIFT RIGHT = ~ /
7 1 ARROW  CTRL 2 SPACE C= Q STOP

The first assignment table gives the ASCII code when
the key is pressed alone. The second table contains the
codes for when the key is pressed along with the SHIFT key,
the third table for when the Commodore key is pressed, and
the fourth and final table is for the control key. An entry
of ¢$FF=255 in this table marks an illegal entry. The keys
SHIFT, COMMODORE, and CTRL are handled differently; the
corresponding entries in the first table are 1, 2, and 4.
This status is saved in $28D=653. Bits 0, 1, and 2
correspond to these three keys.

If we want to assign a different code to a key, we must
change the corresponding entry in the table. Because the
table is stored in ROM, it is not possible to change it
directly. The Commodore 64 has RAM as well as ROM available
to it in the same address range, however, allowing the
kernal to be copied to the "underlying" RAM and there
changed. This can be done with a small BASIC program. At the
same time, BASIC itself must also be copied into the
underlying RAM.
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100 FOR I = 40960 TO 49151 : REM COPY BASIC RAM
110 POKE I, PEEK(I) : NEXT

120 FOR I = 14%4096 TO 65535 : REM COPY KERNAL
130 POKE I, PEEK(I) : NEXT

140 POKE 1,53

Lines 100 to 130 copy the kernal and BASIC from ROM
into the underlying RAM. The switch from ROM to RAM is made
in line 140, so that the kernal is now running in RAM. Now
we can proceed to change the codes of individual keys.

We need to know the addresses of the four tables:

Table 1 unshifted $EB81 = 60289
Table 2 with shift $EBC2 = 60354
Table 3 with Commodore $EC03 = 60419
Table 4 with CTRL $EC78 = 60536

If we want to change a code, we must determine the
number of the key we wish to change from the matrix table.
The numbering runs from 0 in the upper left-hand corner to
63 in the lower right. To find the key number, multiply the
row number by 8 and add the column number. Y, for instance
has the number 25 and Z the number 12. The number of the key
is used as the offset to the start of the desired table.

With the help of these four tables you can define 4%64
or 256 different characters. The RESTORE key cannot be
redefined since it is tied directly to the non-maskable
interrupt (NMI) line of the processor. The key definition
remains until STOP/RESTORE is pressed. Since these two keys
switch the ROM back on. This can be prevented by changing
the value for the memory configuration in RAM. This can be
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done in the previous program in line 150:

160 POKE 64982, 53

Instead of determining the number of the key from the
matrix, one can obtain it from the program itself. This
program reassigns keys and determines the appropriate key
number itself:

100 DIM T(4): FOR I=1 TO 4: READ T(I): NEXT

110 DATA 60289,60354,60419,60536

120 FOR I=14%4096 TO 65535: POKE I, PEEK(I): NEXT

130 FOR I=40960 TO 49151 : POKE I, PEEK(I) : NEXT

140 POKE 1,53: POKE 64982, 53

1000 PRINT "PLEASE PRESS THE KEY WHICH YOU WISH TO CHANGE"
1010 GET A$: IF A$="" THEN 1010

1020 PRINT A$

1030 A = ASC(A$)

1040 FOR J=1 TO 4: T=T(T)

1050 FOR I=0 TO 63: IF PEEK(T+1) <> A THEN NEXT: NEXT
1060 PRINT "PRESS THE KEY WHICH YOU WISH TO ASSIGN"
1065 PRINT "TO THE FIRST"

1070 GET A$: IF A$="" THEN 1070

1080 PRINT A$

1090 POKE T+I, ASC(A$): GOTO 1000
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Chapter 3: Easy Data Entry

3.1 Cursor positioning and determining cursor position

For easy input and output on the screen, it is very
useful to be able to set the cursor directly to any desired
spot on the display. The Commodore 64 has a command for
positioning the cursor on a line, the TAB command and the
POS function for determining the column, but no commands for
moving the cursor directly to any spot on the screem and it
is only possible to move forward with the TAB command.

The kernal already contains routines for arbitrarily
positioning the cursor, however. Two memory locations in
page zero are reserved for the row and column of the cursor
position. By reading these values with PEEK we can determine
the cursor position at any time.

100 PRINT "THE CURSOR IS IN LINE"PEEK(214)"COLUMN"PEEK(211)

If we want to set the cursor, it is not enough to just
POKE the appropriate values in addresses 214 and 211. The
kernal must still calculate the required pointer for screen
and color RAM based on the cursor position. There is a
routine in the kernal that will do this for us.
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100 REM SET CURSOR
110 INPUT "ROW";R
120 INPUT "COLUMN";C
130 POKE 214,R

140 POKE 211,C

150 sYs 58640

160 PRINT "TEST";

Calling 58640 with SYS 58640 sets the cursor at the
position determined by locations 214 and 211.

The combination of these two procedures gives us new
capabilities for programming. You can provide status lines
in your programs, for instance, in which information can be
given to the user from time to time. So as not to disturb
the rest of the screen, save the current position before
moving the cursor to the status line. Then print the message
on the status line, set the cursor position back to the
original value, and continue with the execution of the
program. A program fragment might look like this:

300 R=PEEK(214): REM ROW

310 C=PEEK(211): REM COLUMN

320 POKE 214,0: REM CURSOR IN ROW 0

330 POKE 211,10: REM CURSOR IN COLUMN 10
335 sYS 68640

340 PRINT "PLEASE INSERT DISK"

350 POKE 214,R: REM RESTORE ROW

360 POKE 211,C: REM COLUMN

370 sYs 58640

The rows are numbered from 0 to 24 and the columns from
0 to 39.
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3.2 Turning the cursor on and off

The cursor marking the current screen position on the
Commodore 64 is automatically turned on when the computer is
expecting input. This is the case when an INPUT command is
executed, for example. When you perform input with GET,
however, no cursor appears. There are times however when it
would be nice to have the cursor flashing when using GET so
that the user is aware that the program is expecting input.

The Commodore 64 has a memory location (204) that
functions as a flag for the cursor. If this location
contains the value 1 (or any other value not equal to zero),
the computer knows that the cursor is turned off and a jump
is made (during the interrupt) to the corresponding location
in the kernal. A value of zero tells the computer to flash
the cursor.

We can make use of this fact when we want to turn the
cursor on and off under program control. We can, for
example, turn the cursor on before a GET command, then wait
for a key press and turn the cursor off.

100 POKE 204,0 : REM CURSOR ON

110 GET A$: IF A$="" THEN 110: REM WAIT FOR KEY PRESS
120 POKE 204,1: REM CURSOR OFF

130 PRINT A$;

It may happen that the cursor is turned on and
immediately turned off while it is still in the on phase. If
this happens, a white square will remain on the screen. This

can be avoided if one first checks to see if the cursor is
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in the on phase before it is turned off. There is also a
memory location in page zero to accomplish this. Inserting
the following line into our example program will cause the
computer to wait until the cursor is in the off phase before
turning it off.

115 IF PEEK(207) THEN 115: REM WAIT UNTIL CURSOR IS OFF

You can find an application of this technique in section 3.5.
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3.3 Repeat function for all keys

You have no doubt noticed while working with your
Commodore 64 that the cursor control keys and the space bar
repeat when held down. This is especially useful for
positioning the cursor and editing programs. With just a
simple POKE command, the repeat function can be extended to
all keys. This is particularly helpful for such things as
word processing. The switch can be made in the direct mode
or in a program and can also be switch ed back by either of
these methods. The address used to make the switch is 650. A
value of 0 meaﬁs that only the cursor keys are automatically
repeated. If you write the value 128 into memory location
650 with POKE, all keys will repeat. It is also possible to
turn the repeat function off entirely by placing the value
64 in address 650.

100 POKE 650,128: REM REPEAT FOR ALL KEYS
200 POKE 650,0 : REM REPEAT FOR CURSOR ONLY
300 POKE 650,64 : REM TURN REPEAT OFF
The repeat delay and repeat rate values are found in
locations 651 and 652, respectively. These values are always

renewed by the kernal, so changes are only possible by
moving the kernal to RAM (see sections 2.6 and 4.2).

- 49 -



Tricks & Tips

3.4 The WAIT command: Waiting for a key press

The WAIT command is a little-used BASIC command. We
will show you what it does and what it can be used for.

WAIT A,B

This command gets the contents of memory location A (as
in a PEEK command), and ANDs this value with B. If the
result is not zero, program execution continues. It is
assumed in this description that the value of A is either
the address of an I/0 port or some other peripheral, or that
the value of A is changed by an interrupt. Otherwise the
command will either wait forever or not at all.

The most interesting use is waiting for a certain key
press. Memory location 653, for example, contains
information about whether or not the SHIFT, COMMODORE, or
CTRL keys have been pressed. You can use the WAIT command to
wait until one of these keys has been pressed.

100 PRINT "PRESS THE CONTROL KEY"
110 WAIT 653,4: REM WAIT FOR CTRL
120 ...

In line 110 the program waits until the control key is
pressed. You can wait for the shift and Commodore keys with
the following WAIT commands:

WAIT 653,1: REM WAIT FOR SHIFT

WAIT 653,2: REM WAIT FOR COMMODORE KEY
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If you want to wait for any desired key press, you can
check 1location 203. If no key is pressed, this location
contains then value 64, otherwise it contains the matrix

number of key pressed (see section 2.6). With

WAIT 203,64

the program waits as long as a key pressed. With

WAIT 203,63

the computer waits until a key is pressed. This key can then
be determined through use of the GET command, for example.

100 WAIT 203,63
110 GET A$: PRINT AS$;

The WAIT command will be ended only when a key is
pressed. If there is data already in the keyboard buffer,
you can also make the number of pressed keys the basis of
the WAIT command.

100 WAIT 198,255

110 GET A$: PRINT AS$;
120 GOoTO 100
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3.5 Assigning the function keys

The Commodore 64 has, in addition to its alphanumeric
keys, four function keys, each of which has two functions.
These keys can be used for menu control, for instance, in
order to select a certain part of a program. These keys can
be polled with GET and then execution can be transferred
depending on the key pressed. The function keys have the
following ASCII codes:

f1 => 133
f3 => 134
f6 => 136
£f7 => 136

Pressing the shift key at the same time increments the ASCII
value by four:

f2 => 137
f4 => 138
f6 => 139
f8 => 140

The function keys can be polled in the following manner:

100 GET A$ : IF A$="" THEN 100
110 A = ASC(A$)

120 IF A = 133 THEN 1100 : REM F1
130 IF A = 134 THEN 1200 : REM F3
140 IF A = 135 THEN 1300 : REM F5
150 IF A = 136 THEN 1400 : REM F7
160 IF A = 137 THEN 1500 : REM F2
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170 IF A 138 THEN 1600 : REM F4
180 IF A = 139 THEN 1700 : REM F6
190 IF A = 140 THEN 1800 : REM F8
200 GOTO 100

Control is passed to the appropriate line based on the
function key that was pressed. This can be accomplished in a
more elegant fashion with an ON ... GOTO statement.

100 GET A$ : IF A$="" THEN 100
110 A = ASC (A$) : IF A<133 OR A>140 THEN 100
120 ON A-132 GOTO 1100,1200,1300,1400,1500,1600,1700,1800

This technique can be used within a program. We would
now like to present to you a program which allows a string
of characters to be assigned to each function key and which
will display this string on the screen whenever the function
key is pressed. The function keys could be assigned with
BASIC command words, for instance. It is also possible to
assign a word followed by a RETURN to a function key. This
allows the command to be executed directly. If, for example,
the string "LIST", followed by the code for RETURN, is
assigned to the Fl1 key, then the program currently in memory
will be listed whenever the Fl key is pressed. The maximum
length of the string assigned to a function key is 10
characters, the length of the keyboard input buffer.

With our program, you can assign not just eight
different strings to the function keys (dual assignment—-—
with or without the shift key), but sixteen. The Commodore
and control keys are used along with the shift key to select
the desired function from among the four keys. We have
chosen the following assignments for the keys:
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fl => fl
f2 => 3
f3 => f5
fa => £7

f65 => fl plus SHIFT

f6 => f3 plus SHIFT

£f7 = f5 plus SHIFT

f8 => £7 plus SHIFT

f9 => fl plus COMMODORE
£10 => £3 plus COMMODORE
fll => £f5 plus COMMODORE
12 => f7 plus COMMODORE
f13 => fl plus CTRL

fl14 => £f3 plus CTRL

f15 => f5 plus CTRL

f16 => f7 plus CTRL

Here is the machine language program which allows the
. The strings will be placed

assignment of the function keys

in memory by a BASIC program.
0001 O33C

S FOR CEM &4

0002 O3EC

OO0 OXAC

0004 OIFIC ORG
FER

0005 OZEC KEYVEC EQU
EYROARD DECODING

QOO&6 O3 FEYFNT ERU
ECODER TAELE

Q007 O3I3C RUFFER E@U
FER

0008 O3ZC NOKEYS EQU
ARACTERS IN KEYROARD RUFFER
Q009 O3EC SHIFT E@U
FT/CEBM/CTRL

0010 O33C KEYND EGU
R FOR FRESSED KEY

0011 O33 LSTEEY EOU
ST KEY

Q012 O3IIC TEMF EQU

- 64

LETHEY

sFUNCTION KEY
H

;CASSETTE RUF
sVECTOR FOR K
$POINTER TO D
s FEYROARD EUF
sNUMBER OF CH
iFLAG FOR SHI
sMATRIX NUMEBE

SNUMBER OF LA
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0013 0O33EC FMIN EQU 85 sCODE FOR LOW

EST FUNCTION KEY

0014 O33IC FMAX EQU 88 sCODE FOR HIG

HEST FUNCTION EEY

0015 O33C SETFLG EQU $ERZ

0016 0O3I3IC OLDKEY EQU $ER48 s0LD KEYROARD
ASSIGNMENT

Q017 O3I3IC H

0018 033C A9 47 INIT LDA #<FNCTN $SET VECTOR T
0 NEW ROUTINE

0019 OF3IE A0 O3 LDY #:>FNCTN

0020 0340 8D 8BF 02 STA KEYVEC

0021 0343 8C 20 02 STY KEYVEC+1

0022 0346 60 RTS

Q023 0347 3

0024 0347 A4 CR FNCTN LDY KEYNO s KEY NUMRER

0025 0349 C4 CS CFY LSTEEY $SAME AS REFO

RE?

0026 OZ4R FO 0OA BREGQ NOFUNC 3 YES

Q027 034D EBl F3 LDA (KEYFNT),Y $ABCII CODE

0028 034F C9 89 CMF #FMAX+1 s COMFARE WITH
HIGHER FUNCTION KEY

0029 0351 BO 04 BCS NOFUNC $NO FUNCTION

KEY?

QO3Z0 0353 C9 85 CMF #FMIN

0031 0355 RO O3 BCS FTN

0032 0357 4C 48 EE  NOFUNC JMF OLDEEY sTO OLD KEYERO
ARD EVALUATER

Q033 O35A E9 85 FTN SRC #FMIN

0034 O35C 85 CH STA TEMF

Q035 O3I5E OA ASL

0036 03SF 0A ASL sTIMES 10
Q037 0360 65 CSB ADC TEMF

0038 0362 0A ASL

Q0039 0363 AE 8D 02 LDX SHIFT sFLAG SHIFT/C
EBM/CTRL

0040 0366 EOQ O1 CFX #1 $SHIFT?

0041 0368 FO OE BEQ SHIFTE

0042 O3F6A EO 02 CFX #2 s CEM?

Q04F OF6C FO 07 BER CEMEEY

0044 OZ6E EO 04 CFX #4 sCTRL?

0045 O3I70 DO 09 ENE NOSFEC

00446 0372 18 CTRLEY CLC

Q047 0373 &9 28 ADC #40

0048 0375 18 CEMEEY CLC

0049 0376 69 28 ADC #40 sFOINTER TO N

EXT TAELE

0050 0378 18 SHIFTE CLC

0051 0379 69 28 ADC #40

0052 OZ7R AA NOSFED TAX SPOINTER TO I
NDEX

0053 OZ7C A0 0O LDY #0O

00534 OZ7E RBD 00 CF  GETEEY LDA TABRLE,X sBET ASBIGNME

NT FROM TARBRLE

Q055 0381 FO 09 BEG ENDEEY
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OS54 03B 99 77 02 STA BUFFER,Y $AND WRITE IN
RUFFER

0057 0386 EB8 INX

0058 0387 C8 INY

Q059 0388 CO 0A CPY #10 310 CHARACTER
ALREADY . .

Q060 0O3ZBA DO F2 ENE GETEEY

0041 O3BC 84 Co ENDEEY STY NOKEYS s SAVE NUMEBER

OF CHARACTERS

0062 03BE A2 FF LDX #$FF sFLAG FOR INV
ALID KEYROARD CODE

0047 O30 40 26 ER JMF SETFL.G $ACTUALIZE FL
AGS

0064 OFFE TABLE EGU $CFOO

The following BASIC program generates .the machine
language code and places the strings for the 16 function
keys into memory. The strings themselves are stored in the
program in DATA statements at line 300 and can naturally be
changed as desired. Remember that the strings may not be
more than ten characters long. If you want to execute a
command immediately upon pressing the function key, a RETURN
character must terminate the string. This can be done by
placing a left-arrow as the last character in the string.
When loading the strings into memory, this character will be
converted to a RETURN (line 250). If you want to use a
quotation mark within the string, use an apostrophe instead
(see line 260). If a comma appears in the string, the string
must be enclosed in quotation marks (as in line 330).

100 FOR I = 828 TO 914 ‘

110 READ X 2 POKE I,X : S=8+X i NEXT

120 DATA 169, 71,160, 3,141,143, 2,140,144, 2, 96,164
130 DATA 203,196,197,240, 10,177,245,201,137,176, 4,201
140 DATA 133,176, 3, 76, 72,235,233, 133,133,197, 10, 10
150 DATA 101,197, 10,174,141, 2,924, 1,240, 14,224, 2
160 DATA 240, 7,224, 4,208, 9, 24,105, 40, 24,105, 40
170 DATA 24,105, 40,170,160, 0,189, 0,207,240, 9,153
180 DATA 119, 2,232,200,197, 10,208,242, 132, 198, 162, 255
190 DATA 76, 38,235

200 IF 8 <> 10591 THEN FRINT "ERROR IN DATA!!'" : END

210 FRINT "OK"
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215 SYS 828

220 REM PLACE KEY ASSIGNMENTS IN MEMORY

230 AD = 12%4096+15%256 : REM $CFOO

240 FOR I=0 TO 15 : READ X% : FOR J=1 TO LEN{X%$)

250 A=ABC(MID® (X$,J,1) : IF A=93 THEN A=13 : REM RETURN
260 IF A=39 THEN A=34 : REM QUQOTE

270 FOKE AD+10#I+J-1,A : NEXT

280 IF J<x11 THEN FOKE AD+I#10+J-1,0 : REM END CRITERIUM
290 NEXT

300 DATA LIST+ ,RUN+,G0TO,CHR$(

3F10 DATA ?FRE(0)+ ,8AVE,FRINT, THEN

320 DATA FOKE,FPEEK (, FRINT#, INFUTH#

330 DATA "LOAD &°,8+",NEXT,GOSUE, RETURN

The strings assigned to the function keys will be
placed in free RAM at address $CF00. If you are using this
memory area or you want to store the strings somewhere else,
you must change the address in line 230 as well as the
address in the DATA statement in line 170. Replace the
fourth and fifth-last elements (0 and 207) with the low and
high bytes of the new address. When you use a different
address, remember that at least 160 bytes must be available
there (16 keys % 10 characters).

To change the function key assignments, all that is
required 1is to change the strings in the DATA statements

starting at line 220.

Pressing RUN/STOP-RESTORE will unassign the function
keys. You can restore them with SYS 828.
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3.6 An Easy INPUT Routine

You have no doubt run across the problem of having your

program "interrupted" after invalid input from the keyboard.

There are two primary reasons for this:

Input in the form INPUT A
A program interruption occurs if the input does not comsist
of exclusively numeric characters.

Input in the form INPUT A$
The program may crash if the RETURN key is pressed without
previous alphanumeric input or if too few characters are

entered.

Input by means of GET A$ eliminates the first problen
and can be used to eliminate the second, but many avoid it
because of the necessity of building a string one character
at a time if the input is longer than one character. In
addition, no flashing cursor is displayed, something that
would be desirable as a request for input.

Once you have made sure that the obstacles are removed
from data entry, it is still possible that data errors may
creep in, which, while they will not cause the program to
crash, may result in an erroneous result.

Let us 1look at a typical example using INPUT A$ to
input numeric data.

You want characters from the keyboard which you intend
to convert to a numerical value by means of VAL(A$). You
have avoided possible conflicts here that would have
occurred with INPUT A (entering alphabetic data), although
an illegal input has the following effect:

You answer the INPUT with 123R56. The conversion with
A=VAL(A$) puts the value 123 in A, certainly not the number
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intended.

Perhaps you object, saying that such input errors are
the exception and not the rule and that getting the wrong
answer now and then is not of much consequence in personal
computing.

We are of the opinion, however, that it should be your
goal to produce "bomb-proof" programs, taking into
consideration that you may have the opportunity to write
programs which are not just for your own use.

We want to present you with a ready-to-use subroutine
which virtually eliminates the problems mentioned earlier.
We describe certain parts of this program in detail which
you can adapt to your own needs.

First, the meanings of the variables and memory
locations used in the program are explained. The following
variables must be initialized before the subroutine is
called:

MN=0 Purely numerical input is desired.

MN=1 The input may be alphanumeric.

ML=0 The length given in IL is mandatory.
ML=1 The length given in IL is the maximum.
IL Mandatory or maximum length of the input

Furthermore, the routine uses the following variables:

cC Number of valid characters in IN$

CS Current cursor column

CcZ Current cursor line

CP Length created by inserting an input field
MS Highest cursor column during input
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G$ Contains the character from the last GET
IN$ The complete input is returned in this variable

Memory locations used:

204=0 Turn cursor on

204=1 Turn cursor off

205 Counter for the flash frequency of the cursor
207=0 Cursor in OFF phase

207=1 Cursor in ON phase

211 Cursor column

214 Cursor line

One additional preparation necessary for using this
routine is opening the screen with OPEN 1,3. This is
required because the created input is read from the screen
by means of GET#1 in line 35680.

Now the individual program steps:

35020 The variables are initialized and the cursor
position is saved for the GET#1 in line 35680.

35060 A character is read from the keyboard.

35080 If this character is a RETURN, the input is
ended depending on the length and the value 1in
ML.

356100-35130 If the DELETE key was used, the 1length and
position counters are actualized if the input
field contains only legal characters (CP=0) or
if it was enlarged with INSERT.

35140 INSERT is only executed if the length in IL will
not be exceeded.

35160-35180 Ensures that the cursor does not leave the input
field when CRSR RIGHT and LEFT are used.
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35200 Entry point of the data filter depending on MN.

35220-35240 If the cursor is within the data field and a
purely numerical value will be entered, the
characters will be accepted. The legal range,
here set at values 47 through 58, can be changed
as desired.

In our example these values form the borders for
the representable digits 0-9. You can find the
appropriate values for the border of your
choosing on page 135ff of the Commodore 64’s
user’s guide.

For our example that means that 47 corresponds
with the character 0 and 58 stands for the
character 9. All characters in between (0-9) are
also legal.

35300-35380 Here the same thing happens, but the legal
range is expanded to include the letters of the
alphabet.

35400 If the input is not long enough (and ML=0),
input will not be ended.

35600-35690 The input field is taken from the screen and put
into IN$ until either the length given in IL is
reached or no more data is found on the screen.
Before this can happen, the cursor is reset to
the position it had at the beginning of the
routine so that the GET#1 starts at the
beginning of the field.

36000-36060 The cursor is turned off and the character in G$
is displayed on the screen.

The line numbering of the routine was chosen

arbitrarily. The routine may start with 1000, 50000, or some
other number of your own choosing. Remember, however, to
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change the line number references in GOTO, GOSUB, and
IF...THEN statements accordingly.

We recommend that you start the subroutines of each of
your programs with the same line number. This makes it
easier to write new programs using this subroutine library.

Here now is the INPUT routine:

35000 REM INFUT FROM KEYROARD
35020 IN$="":
CC=0%
CS=FEEK (211):
CZ=PEEK (214):
CP=01
MS=0
35040 POKE 204,0:
REM CURSOR ON
35060 BGET G%:
IF G$= "
THEN 35060
35080 G=ASC(G$):
IF G=13
THEN ON ML+1
GOTO 35400,35600
35100 IF B=20 AND CF:>0O
THEN CF=CF-1:
GOSUR 36000:
GOTO 35060:
REM DELETE
35120 IF G=20 AND CC>0 AND FEEK (211)>CE
THEN CC=CC-1:
M8=MS-1:
CP=CF-1:
GOSUB 36000:
GOTO 35060
35130 IF BG=20 AND FEEK (211):CS
THEN MS=MS-—-1:
GOSUE 3&6000:
GOTO 35060
35140 IF G=148 AND CF+MS<IL
THEN CP=CF+1:
ME=MS+1:
GOSUB JF6000:
GOTO F5060:
REM INSERT
35160 IF GB=29 AND FEEK(211)<=C8+Il-1
THEN GOSUR 346000:
GOTO 35060:
REM CURSOR RIGHT
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IF B=157 AND FEEK(211) »>CS
THEN GOSUB 36000
GOTD 35060:
REM CURSOR LEFT
ON MN
GOTO 35300
IF G>47 AND G<58 AND CC<IL AND PEEK(211)<=CS+IL-1
THEN CC=CC+1:
GOSUE 36000
GOTD 35360
GOTO 35360
IF G>47 AND G<58 AND FEEK(211)<=C8+IL
THEN GOSUB 340001
BOTO 35360
IF B<48 OR (6x57 AND G<&5) OR (G590 AND G<193) OR
G>218
THEN 35060
IF CC<IL AND PEEK(211)<=CS+IL~1
IHEN CC=CC+1:
GOSUER 36000
GOTO 35360
IF FEEK(211)<CS+IL
THEN GOSUB 36000
IF CF3>0
THEN CF=CP-1
GOTO 35060
IF CCY»IL
THEN 35060
FOKE 205,2
IF PEEK (207) <30
THEN 35620
POKE 204, 1
FOKE 211,CS:
POKE 214,02
IF CC=0
THEN RETURN

GET #1,6%:

IF G$=CHR$ (13)

THEN IN®=LEFT$ (IN&+" "LIL):
RETURN

IN$=IN$+G$

IF LENCINS) {IL
THEN 35680
RETURN

FOKE 205,2

IF PEEK(207) <50

THEN 26020

FRINT G#$s5:

IF FEEK(211) :M8

THEN MS=PEEK (211)~-C5
RETURN
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How do you use this program?

Suppose you want to enter an item number for an
inventory. This number must be exactly six digits long and
consist of numeric characters only.

We would program the following to accomplish this:

10 OPEN 1,3

100 IL=6:MN=0:ML=0

110 PRINT"PART NUMBER ";:GOSUB35000
120 IN=VAL(INS$)

The desired part number is now at your disposal in 1IN
and you can be sure that is exactly six digits long and that
it contains only numerical digits.

Along with the previously entered item number you also
need the déscription of the part. Since you have set up a
file with records of a predetermined length, this
description may be no longer than a certain value, say 10
characters. This is the maximum length; it is not

obligatory.
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The appropriate program lines look like this:

200 IL=10:MN=1:ML=1
210 PRINT"DESCRIPTION ";:GOSUB35000

The description is now contained in IN$ and, if less
than 10 characters long, padded with blanks at the end.

The price is also important of course. It has a
variable length, up to, say, eight characters and is
‘strictly numeric.

300 IL=8:MN=0:ML=1
310 PRINT"PRICE ";:GOSUB35000
320 IN=VAL(INS$)

The number, consisting of a maximum of eight digits, is
now in IN and you can proceed with the input of the quantity

and so on.

We hope that this small routine takes care of the
problems you may have had with syntactically incorrect data
input. Feel free to make use of the special features used in
the subroutine in regard to the cursor positioning and the
input from the screen (GET#l) in your own programs.

- 65 -



Tricks & Tips

3.7 A "mouse" for the CBM 64

A new buzz word has infiltrated the world of personal
computers: the "MOUSE"

What is behind this intriguing expression?

You are probably acquainted with devices called track
balls on video games. A track ball is a pointing or control
device used instead of joysticks or paddles to move figures
around on the screen.

In contrast to joysticks whose handles can be moved in
one of only eight directions, the track ball allows rotation
in all directions since it employs a free-moving ball
without axes, whose movement is converted into two angles
for the X and Y axes. On video games this ball is operated
with the palm.

The "mouse" consists of such a ball built into the
underside of a housing about the size of a package of
cigarettes, which one lays, ball down, on the table and
rolls back and forth with the hand.

Through the movement of this box on the table the ball
is in turn set in motion by the friction against the table
surface. The coordinates of the device are transmitted to

the computer via a special interface.

How does one make serious use of a mouse?

If a program intended for a large range of users is
supposed to bear the title "user-friendly," it will in all
probability be designed wusing what is called the menu
technique. This procedure has the advantage that it can

easily be understood and used by almost anyone. The user can
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select the desired function either directly or through a
succession of choices, each more specific than the last and
all presented to him on the screen.

The choice 1is made either by entering a number or
letter corresponding to an option on the screen or by moving
the cursor to the desired point on the screen.

Experts in ergonomics have discovered that the
operations involved in making a choice can be accomplished
more comfortably and more certainly when one does not have
to search for the appropriate key on the keyboard but rather
when one is resting comfortably in an easy chair. With the
mouse, the movements of the cursor on the screen correspond
directly to those of the device on the table. Reaching the
desired field is signaled by pressing a button on top of the
mouse.

In order to give you the opportunity to experiment with
this charming little animal without requiring the purchase
of an expensive track ball, we have developed the following
program which works with the conventional joystick in
control port 2 of your Commodore 64.

Naturally, this will not allow the same ease of use as
the real mouse, but the experimentation with the principle
of the thing will answer for our purpose.

In keeping with our usual style, we first present the
variables and memory locations used and then discuss the
program in detail.
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First

RO$
RF$
A$
B$

DR

Js
JZ
PS
PZ

Memor

56322
58643
58636

781

782
204

205
207

8 & Tips

the variables:

character for reverse on

character for reverse off

character entered

after RETURN contains all the previously entered
characters

two-dimensional variable field which contains the ASCII
values for each of the characters on the first four
lines of the video display.

original value of the data direction register in 56322.
This value must be POKEd back into this location at the
end of the progranm.

position of the joystick in control port 2

Joystick column

Joystick line

column position for PRINT

line position for PRINT

column of the joystick cursor for indexing of A(X,Y)

as above, but line

y locations:

data direction register for control port 2

kernal routine for determining cursor position

kernal routine for positioning the cursor

contents of processor register X, loaded from here by
the SYS command and placed back when the routine ends
as above, but for the Y register

=0 cursor on

=1 cursor off

counter for flash frequency of cursor

=0 cursor in OFF phase
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<>0 cursor in ON phase

Step-by-step description of the program:

10-50
60-560

680

700

760

780

800

Because the control ports and the keyboard use
the same peripheral interfaces in the C64, the
keyboard is turned off here. At the end of your
program the value in DR must be poked back into
56322 or the computer will not respond to the
keyboard. Only STOP/RESTORE will get you out of
our example program.

The menu field is constructed on the screen.

The array is filled with the ASCII values of the
characters in the first four lines of the
display. When this array is indexed by the line
and column positions, it returns the value of
the character at that screen position.

The character produced by the subroutine at 5000
is displayed on the screen.

The cursor position resulting from the PRINT is
saved because the menu field will be
reconstructed in 1line 720. This is necessary
because the lines scroll up when the screen is
full and the field may be destroyed.

The cursor, displaced by the reconstruction of
the field, is returned to its original position.
If the last character was RETURN, the input of a
line is terminated. If you wish to perform
further operations on the data, you should take
the data out of B$,

otherwise the entered character is appended to
B$.

- 69 -



Tricks & Tips

5020-5140 The cursor is saved and turned off, set to
position 0, and turned on again.
5160 The value obtained form the joystick on control
port 2 is put into J.
6170 Delay loop--makes the cursor easier to control.
6180-5340 The cursor is moved according to the position of
the joystick.
If the joystick button was pressed (5260), the
character under the cursor (at 6010) is put into
A$.
6010-6160 The array A(X,Y) is addressed with the cursor
position of the joystick and the resulting value
is placed in A$ (6060).
Because the C64 has a double-line organization,
that is, the column counter can go up to 80
positions although the screen is only 40 columns
wide, the column value is corrected for properly
indexing the array in line 6050.

This program is quite simple to use. After typing RUN,
the cursor appears in the upper left-hand corner of the
display. You can move it about with a joystick plugged into
control port 2. When you come to a character that you would
like to put in B$, simply press the fire button on the
Jjoystick to do so. As acknowledgment, the chosen character
appears several lines down. Now you can go on to the next
character.

After selecting RETURN, the line is complete in B$ and
you can process it as desired.

We hope that you have fun with this program and that it
encourages you to try similar ideas of your own.
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The program listing:

]

20
30
40

45

850

&0

100
120
140
180
200
220
260
280
300
340
360
380
420
440
460
500
520
560
580

600
640
680
700

720
760

DR=PEEK (56322) :
PORKE S6322,224:
RO$=CHR®% (18) :
RF$=CHR$ (146)

PRINT CHR$(147):

GOSUB 10:
GOTO &0
PRINT CHR&(19)" , - . / Q1 23 435 &7 829
l';
FRINT * @ ABCDEFGHIJEL "3
FRINT " M NOPBRSTUVWIXYZ "3

FRINT " "RO$"RET"RF$" "RO%"DEL"RF$" "RO$"F1"RF$" "R
O$"FI"RF$" "RO$"F5"RF$;

FRINT " "RO$"F7"RF$" "

RETURN

DIM A(4,40)
FOR I=0 TO 13
ACO, I*2+1)=1+44
NEXT I
FOR I=0 TO 12
AL, I%2+2) =1+64
NEXT 1
FOR I=0 TO 13
A2, I*241)=1+77
NEXT 1
FOR I=1 TO 3
A3, 1) =13
NEXT 1
FOR I=5 TO 7
A3, 1)=20
NEXT I
FOR I=0 TO 3
AT, I*2+9) =1+133
NEXT I
FRINT :
PRINT

Rty
X=FRE (0)

GOSUR S000:

REM GET CHARACTER

FRINT A$%

S5YS 58647
PZ=PEEK (211):
FS=FEEK (214)

GOSUR 10

FOKE 211,PZ:

POKE Z14,F5:
REM SYSS584636
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780 IF ASC(A$) =13
THEN &00
800 EB%=B%+A%
820 GOTO 640
S000 REM
S001 REM  #%#%% READ JOYSTICK #*%%%%
5002 REM
S020 SYS 586473:
REM SAVE PRINT-CURSOR
S060 FZ=FEEK(781):
FS=PEEK (782)
S070 FOKE 205,3
S080 IF PEEK (207)
THEN 5080
S090 FOKE 204,1
5100 POKE 781,1Z:
POKE 782,85:
JZ=Z:
J5=85
5120 SYS 58634:
REM SET JOYSTICK CURSOR
5140 POKE 204,0:
REM TURN CURSOR ON
5160 JI=FEEK (56320):
REM READ JOYSTICK
S170 FOR I=0 TO 30:
NEXT I
5180 IF (J AND 1)=0
THEN JZ=JZ~-1
S200 IF (J AND 2)=0
THEN JZ=JZ+1
5220 IF (J/4)=0
THEN JS=J5-1
5240 IF (J AND B8)=0
THEN JS=JS+1
3260 IF (J AND 16)=0
THEN 6000
5280 IF JZ<0
THEN JZ=0
5281 IF J8<0
THEN JS5=0
5282 IF J8>30
THEN J8=3¢0
5283 IF JZ:3
THEN JZ=3
5285 FPORE 205,3
S290 IF PEEK(207)
THEN $290
5295 FOKE 204,1
SI00 POKE 781,JZ:
FPOKE 782,J8:
SYS 58636
S340 GOTO 5140
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6000
6001
&HOO2
610
6015

6017
&O20

6040

6050

6060
6100

6120

6160

REM
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REM %x#%% GET ascii VALUE OF CHARACTER ¥#%%%

REM

FORE 205,73

IF FEEK (207)

THEN 60135
FORE 204,1
8YE D8645:

REM GET CURSOR FOSITION
Z=FEEK (781) 3

S=FEEK (782)

IF 8»39

THEN 8=5-40
A=CHR$ (A (Z,8))

FOKE 781,FZ:

FOKE 782,FS
SYS SB63R6:

REM LOAD FRINT FOSITION
RETURN
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Chapter 4 Advanced BASIC

4.1 Creating a BASIC line in BASIC

Have you ever tried to write a wuniversal computer
program? By universal we mean a program which can be
executed with any desired arithmetic operations with any
variables or constants.”

0f course not, you will answer. The operation of a
program depends on the previously entered algorithms. This
is true, but imagine for a moment that you want to write a
word processor that allows calculations. Within the text
are numeric fields on which the mathematical operations are
to be performed. Such a program might combine the features
of a word processor with those of a spread-sheet progranm.

You could write a version of this program that was set
up to do only certain calculations, such as balancing a
checkbook or something similar. It could not perform
general calculations for which it was not specifically
designed, however. To perform other operations, a new
version of the program would have to be written. It would
be more practical to have a version which would allow any
calculations to be performed.

This is what we want to present to you, a procedure
which allows you to specify the variables on which
arithmetic operations are to be performed and what
operations are to be executed while the program is RUNning.

This is only possible if we can generate a BASIC line
containing the desired formula within the executing program.
We will show you how this can be done.

The following program contains a machine language
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subroutine, but this will be handled entirely from BASIC.
Before we discuss the individual program steps, we first

present the variables and memory addresses used.

First the variables:

™ Contains the last address in memory

VL Least-significant byte of the address "variable start"

VH As above, but most-significant byte

vT As above, but total value

BU Address of the line input buffer
BC Index variable for filling the buffer
CA$ Variable containing the calculation

RE Contains the result after executing the routine

The memory locations

45-46 Pointer to the
47-48 Pointer to the
49-50 Pointer to the

used:

start of the variable table
start of the arrays
start of the strings

56 Most-significant byte of the pointer to the end of

BASIC RAM

40448 The created BASIC line 50100 is placed here.

40704 Address of the

routine which creates a BASIC line from

the contents of the input buffer and puts it in 40448

Step-by-step description of the program operation:

1 The top-of-memory is set to 40448. Memory above this

point will be

used for the machine language routine

and later for the created BASIC line.
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10-14

20-30

32-50

60-70

50040

50050

50080

50095

For t
progr
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The pointer for the start of the variable table is
raised because the connecting line 50099 will be
inserted here.

Lines 50100 and 50110 are established so that these
are available at all times in case a jump is made to
them without having previously placed an operation
there. The lines contain PRINT and RETURN.

The connecting line 50099 is placed at the end of the
BASIC program. The continuation address of this line
points to the line 50100 at address 40449.

These lines contain the machine language program which
will be examined in greater detail later.

The machine language program is placed in memory at
40704.

The BASIC line is read in from the keyboard into CAS$.
Make sure that only functions are entered.

The input is taken from CA$ and placed in the line
input buffer (up to 50075).

The .machine language program to create the 1line is
called.

Here the created calculation is called. The result
will be returned in RE.

hose who are interested, here is the machine 1language

am:

LDA $7A save BASIC pointer
STA $9FFF

LDA $7B

STA $9FFE

LDA $14

STA $9FFD

LDA $15
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XX

YY

STA $9FFC
LDA #$0B
STA $7A
JSR $A579
LDX #0
LDA $0200
BEQ YY
STA $9E05
INX

BNE XX
LDA #$3A
STA $9E05
LDA #$8E
STA $9E06
LDA #0
STA $9E07
STA $9E08
STA $9E09
LDA $9FFF
STA $7A
LDA $9FFE
STA $7B
LDA $9FFD
STA $14
LDA $9FFC
STA $15
RTS

Tricks

offset to input buffer

call the routine "CRUNCH"

, X transfer line to 40453
jump out when done

» X
behind the line
» X
append a RETURN
» X
mark the end-of-line
» X
» X
» X

reload BASIC pointer

back to BASIC

The program listed below consists of two parts:
The first part from line 1 to 70 need be executed only

once,

these

at the beginning of the program.

lines

also be used at the beginning of your
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and not be moved to other line numbers, otherwise your
variables will be destroyed in lines 1 and 6.

The second part of the program makes a BASIC line out
of the formula entered in CA$ and executes this. The result
is returned in RE.

The line numbers of the program in which these routines
are placed may not exceed 49999. The lines at 50000 must
absolutely be the last in the progranm.

The only restriction when using these routines is that
you must only enter functions, though these may be of any
type, such as 75/2%V1-V2+SQR(V3). The assignment of the
result to RE is already done in line 50050.

WARNING! Once the program has been started, it may not be
changed. You should enter NEW, reload the program, and then
change it. This is necessary because the created lines are
not placed directly behind the BASIC program but high in
memory. As a result, the computer may crash if you try to
edit, insert, or delete a line.

Here is the program listing:

1 FOKE 56, 158:
CLR
2 IF FEEK (45)+2:255

THEN POKE 45, 2-(256-FEEK (45) )
FOKE 464,FEEK (46)+1:

BOTO &
4 FOKE 45,FEEK (45) +2
) FOKE 47,FEEK (45) @

FOKE 48, FEEK (44) :
FOKE 49, FEEK (45) &
FOKE (50),FEEK (44&)
2] TM=40448
10 FOKE TM, O:
FOKE TM+1,7:
FOEE TM+2, 156
FORE TM+Z, 180:
FOEE TH+4,19%
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12 POKE TM+5, 153:
POKE TM+6, 0t
FOKE TM+7,13:
POKE TM+8, 158:
POKE TM+9,190
14 POKE TM+10,195:
POKE TM+11,142:
FOKE TM+12,0:
POKE TM+13,0:
FPOKE TM+14,0
20 VL=PEEK (45) :
VH=PEEK (46)
VT=VH*256+VL
30 FOKE VT-4,1:
POKE VT-3,158:
POKE VT-2,179:
POKE VT-1,195

32 DATA 165,122,141,255,159,165,123,141,254,159,165,2
0,141,253,159,165, 21

33 DATA 141,252,159,169,11,133,122,32,121,165

34 DATA 162,0,189,0,2,240,6,157,5, 158, 232,208,245, 169

,98,157,5,158
36 DATA 169,142,157,6,158,169,0,157,7,158,157,8,158, 1

57,9,158
40 DATA 173,255,159, 133,122,173, 254, 159
50 DATA 133,123, 173,253, 159, 133,20, 173, 252, 159, 133, 21
.96
60 FOR I=40704 TO 40785
70 READ MC:
FOKE 1,MC:
NEXT 1
50000 REM CALCULATOR 346 555 4 55 524 4 K

50040 BU=523:
INFUT "CALC":CA%
50050 POKE BU, ASC("R"):
POKE BU+1,ASC("E"):
POKE BU+2,ASC("="):
BU=BU+2
50060 FOR I=1 TO LEN(CA%$)
50070  POKE BU+I,ASC(MID®(CA%,I,1)):
NEXT I
50073 BC=LEN(CA$)+1
50075 FOKE BU+EC,O:
FOKE BU+EC+1,0:
FOKE BU+EC+2,0
S00B0 SYS 40704
50095 GOSUE S0100
50097 RETURN
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In closing, we have one more suggestion which we would
like to present to you.

Assume for one moment that you have found a procedure
which will create the BASIC program line necessary to solve
a specially formulated problem. Furthermore, this procedure
is so universal that from a set of tasks it will create a
corresponding set of program lines, including 1loops and
Jjumps.

The only remaining problem is to place all of these
lines in memory one after the other. The procedure we have
described in this section can create only a single progranm
line, but it can be expanded so that it can be used for
several lines.

It should be noted that the machine language program
does not always transfer the created line to the same point
in memory but to a address depending on the length of the
previously created 1line. In addition, the continuation
pointer (the first two bytes at the beginning of the 1line)
nust be taken care of, something we omitted in our example
because the return command was placed directly within the
created line.

Perhaps you will use this suggestion to write a truly
universal program generator, since such a thing is possible
in principle. Program generators are programs which are
given a specific task of a particular kind and then create a
program in a given programming language (it need not be
BASIC).
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4.2 Copying the BASIC interpreter into RAM

One of the advantages that the Commodore 64 has over
the other Commodore computers is that the entire address
space of the processor--64 kilobytes--is equipped with RAM.
This presents us with some interesting possibilities such as
providing the 64 with a completely new operating system and
a new BASIC interpreter. You need only load the new or
modified kernal or BASIC interpreter into RAM and then tell
the computer to switch off the ROM and activate the
corresponding RAM. This can be accomplished with POKE
commands.

If you do not want to load an entirely new BASIC but
only wish to change certain characteristics, such as
implementing your own functions or modifications to existing
functions or commands, you would simply copy the BASIC
interpreter into RAM, execute the modifications there and
then switch to RAM.

A short discussion of the Commodore 64’'s memory
management will help explain this process. When the
computer is turned on, the kernal ROM and the BASIC ROM are
switched on and executed. When you read from this area of
memory with a PEEK command, you receive the value from the
ROM (see section 9.5 for information on how to read the
RAM). If you write to this area with POKE, you will always
write to RAM, regardless of whether it is selected or not.
We can make use of this feature to copy the entire kernal or
BASIC ROM into the underlying RAM in order to manipulate it
for our purposes. The copying can be done with a BASIC loop.
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FOR I=B TO E : POKE I, PEEK(I) : NEXT

B is the beginning address and E the end address. For BASIC
these addresses are 40960 ($A000) and 49151 ($BFFF); the
kernal lies from 57344 ($E000) to 65535 ($FFFF).

This POKE loop copies the contents of the ROM into the
underlying RAM. BASIC continues to run in ROM, however. We
rust tell the computer to switch over to the RAM.

Memory location 1, the processor port, is used for this
purpose. Normally this location contains the value 55. If
you want to run BASIC in RAM, you must select the RAM with
POKE 1,54. Note: You may only execute this POKE after you
have copied BASIC from 40960 to 49151 into RAM or the
computer will "crash." If you also want to copy the kernal
to RAM, this must be done together with the BASIC ROM
because the selection of this RAM automatically selects the
RAM under the BASIC ROM as well (see section 2.6). The POKE
command to make this switch is POKE 1,53. If you want to
manipulate the BASIC interpreter, first copy the ROM, make
the desired changes, and then save the program with which
you made the changes and switch over with POKE 1,.... If you
have made an error your computer may "hang up" and you must
start over from the beginning. Reload your program, correct
the error and run it again until it works as desired.
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4.3 No more negative numbers with the FRE function

Have you ever found it surprising that when turn on
your Commodore 64 it announces that it has 38911 bytes free
but when you issue the command

PRINT FRE(O)

it responds with -266277

If one receives a negative number, one must add 2 to
the 16th power (or 65536) to the value in order to get the
proper (positive) value. This is not overly difficult but it
is inconvenient. What is the cause of this?

We must examine the corresponding locations in the ROM
listing to determine the answer (address $B37D: The Anatomy
of the Commodore 64). There, after the strings which are no
longer needed are removed and their memory locations made
free (garbage collection), the free memory area is
calculated: The start of the strings ($33/$34) minus the end
of the arrays ($31/$32). This 16-bit integer is converted
into floating-point format and returned. Here is the error.
The integer value is treated as a signed number just like
the integer variables (%), which can only contain values
from -32768 to 32767. If these numbers were treated as
positive values, they could contain values in the range 0 to
65535. With the earlier Commodore computers there was never
more than 32767 bytes of memory free so that this error was
never encountered. We must therefore change the FRE routine
so that the conversion to a floating-point number treats the

integer as a positive value. This is the case with line
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numbers which may also be larger than 32767.

Tips

These are the changeé which are necessary. Here we have

placed the additional code in an unused area of the

interpret

B38D
B390

BF56
BF57
BF59
BF5B
BF5D
BF5F
BF61
BF63

The changes can be made with a small POKE loop.

100
110
120
130
140
150
160
170
180
200
210
220

er.

4C 55 BF JMP $BF55

EA

A5
ES
A2
86
85
84
A2
4c

34
32
00
0D
62
63
90
49

NOP

LDA $34
SBC $32
LDX #$00
STX $0D
STA $62
STY $63
LDX #$90
BC JMP $BC49

FOR I=40960 TO 49151

POKE I

?

PEEK(I) : NEXT

A=11%4096+3%256+8%16+13
FOR I=A TO A+3

READ X

.
.

POKE I,X : NEXT

A=11%4096+15%256+5%x16+5
FOR I=A TO A+16

READ X :
POKE 1,54

DATA 76,85,191,234

DATA 165,52,229,50,162,0,134,13,133,98,132,99

POKE I,X : NEXT

DATA 162,144,76,73,188
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4.4 Returning to a BASIC program after a LIST command

When one puts a LIST command within a BASIC program,
execution always returns to the command mode after the LIST
command is carried out. This is inconvenient when you want
to output certain lines such as those which contain function
definitions using DEF FN. You are also prohibited from
outputting more than one copy of a program 1listing, even
from a loop in the direct mode, such as:

FOR I=1 TO 2 : LIST : NEXT

The remedy to this problem is as follows: Place a jump
to the BASIC warm-start at the end of the LIST function by
means of a return command. In addition, the pointer to the
program text must be saved before calling the LIST function
because this will be changed during the LIST.

We need a small routine which carries out these tasks
and jumps back to the BASIC interpreter. Since this requires
a machine language program in any case, we will include the
code to copy the BASIC ROM into RAM. This way we avoid the
slow BASIC POKE loop.

We have placed this routine in the cassette buffer.
After entering or loading, it is executed with SYS 828 and
immediately allows the wuse of the LIST command without

program interruption.

- 85 -



Tricks & Tips
0001 033C
FER

0002 033C
TER

0003 O3F3FC
RACTER

Q004 OF3C
0005 033FC
IST ROUTINE
0006 O3ZC
FOINTER

Q007 033C
EMENT

0008 03IZC
0009 033C AZ
=3

0010 OFZTE A9

20

A

TART OF BASIC

0011 0340 A0
0012 0Z42 84
0013 0344 85
0014 0346 E1
F.'

0015 0348 91
Q016 O34A CB
0017 O3I4ER DO
0018 034D E&
0019 0O34F CA
0020 0350 DO
0021 0352 A9
0022 0354 8D
0023 0357 A9
0024 0359 8D
0025 03ISC 8D
0026 O35F A9

EW LIST FUNCTION

0027 0361 8D
0028 0364 A9
0029 0366 8D
Q030 0369 A9
M

0031 O346R 85
0032 036D &0
Q033 O36E AS
0034 0370 48
FOINTER
0035 0371 AS
Q036 0373 48
Q037 0374 20
RACTER

0038 0377 20
0039 0F7A 20
0040 037D 68
0041 O3I7E 895
0042 O3B0 &8
FOINTER ERACK

22
22
Fo
23
Fa
60
14 A7
EA
EE A6
EC A&
&D
42 AO
03
43 A
36
01
74
7E
79 00
5C Ab
D7 AA
7B

ORG

CHRFTR EGU

CHRGOT EQU

LIST EQU
LSTVEC EQU

NEXTST EQU

CRLF EQU

LDX

LDA

LDY

LOOF LDA

8STA

STA
L.DA

STA
RTS
NEWL.ST LDA
FHA

LDA
FHA
JSR

JSR
JBR
FLA
STA
PLA

828
$7A
$79

A0
$A042

$ABFB

$AAD7

#32
#EA0

#0
22

~r
23

($22),Y
($22),Y

LOOF

$23

LOOF
#4560
$A714
#EEA
HALER
$AGRC
#$46D

LSTVEC
#BOTD
LSTVEC+1
#4326

1

CHRFTR

CHRFTR+1
CHREOT

LIST
CRLF

CHRFTR+1
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SLIST ROUTINE
sFOINTER TO L
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Q04Z 0381 85 7A 8TA CHRPTR

0044 OZBE 20 FB AB JSR NEXTST $FPOINTER TO N
EXT STATEMENT

Q045 0386 4C 79 QO JMF CHRGOT sGET LAST CHA
RACTER

Here is the loader program in BASIC.

100 FOR I=828 TO 904
110 READ X:
FOKE I,X:
S=G+X1
NEXT

120 DATA 162,32,169,160,160,0,132,34,133,35,177,34
130 DATA 1435, 34, 200, 208, 249, 230, 35, 202,208, 244, 169,96
140 DATA 141,20,167,169,234,141,187,166,141,188, 166,169
150 DATA 109,141,66,160,169,7%,141,67,160,169,54,133
160 DATA 1,946,165,122,72,165,123,72,32,121,0,32
170 DATA 156,166,3%,215,170,104,133,123,104,133,122,32
180 DATA 248,168,76,121,0
190 IF S<x96173

THEN FRINT "ERROR IN DATA!!":

END

200 PRINT "Ok"

If you run the following BASIC program before and after the
SYS 828, you can see the difference.

100 PRINT "LIST-TEST"

110 LIST 120
120 GOTO 100
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4.5 Calculated line numbers with GOTO, GOSUB, and RESTORE

Whenever you want to make a program branch or call a
subroutine, you must know the exact line number of the point
you wish to call. 1Ih some cases, it would make programming
easier if the line number could :be calculated while the
program is running, such as the following program assumes.

100 PRINT "LINE NUMBER ";L
110 GOTO L

This could be done with an extensive set of ON ... GOTO
statements, and the same applies to the GOSUB command, but
it would be much easier if calculated 1line numbers were
allowed.

Another useful extension would be to allow a line
number in the RESTORE command. If one has several different
blocks of data which are to be read several times, one can
only reset the READ/DATA pointer to the beginning of the
data and then read over a quantity of unwanted data until
the desired data are reached. RESTORE with a line number
allows the data pointer to be set to any desired line.

The modification of the GOTO command can be
accomplished with a few POKEs. We need only replace the call
to get the 1line number with a routine that will get and
evaluate a numeric expression. In doing so we also change
the GOSUB routine, since GOSUB calls the GOTO routine.’
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A8A0 20 cO 02 JSR $02C0

02C0 20 8A AD JSR $AD8A
02C3 4C F7 B7 JMP $BT7F7

Here we have placed the additional code at $02C0

which is free so long as sprite 11 is not used.

(704),

The following BASIC program will place the code in memory:

100 FOR I=40960 TO 49151

110 POKE I, PEEK(I) : NEXT

120 A=10%4096+8%256+10%16

130 FOR I=A TO A+2

140 READ X : POKE I,X : NEXT
160 A=704

160 FOR I=A TO A+5

170 READ X : POKE I,X : NEXT
200 DATA 32,192,2

210 DATA 32,138,173,76,247,183

Now we have taken care of the GOTO and GOSUB commands.

The RESTORE command is somewhat more complicated
there is normally no line number associated with it.
distinguish between a plain RESTORE command and a
command with a line number. As it turns out, this
difficult.

because
We must
RESTORE
is not

02C6 DO 03 BNE $02C8 ;additional characters?
02C8 4C 1D A8 JMP $A81D ;to old RESTORE command

02CB 20 C0 02 JSR $02C0 ;get line number

02CE 20 13 A6 JSR $A613 ;calculate address of the

line number
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02p1 38 SEC

02D2 A5 5F LDA $5F ;address low
02D4 ES 01 SBC #$01 ;subtract one
02D6 A4 60 LDY $60 ;address high

02D8 4C 24 A8 JMP $A824 ;continue as per old RESTORE

Again, we can place the code in memory with a small BASIC
program:

300 A=2%256+12%16+6

310 FOR I=A TO A+20

320 READ X : POKE I,X : NEXT

330 DATA 208,3,76,29,168,32,192,2,32,19,166
340 DATA 56,165,95,233,1,164,96,76,36,168

Now we must tell the interpreter where the new RESTORE
routine is located. Add these lines to the others above:

400 POKE 40996, 197 : POKE 40997, 2
410 POKE 1,54

Line 410 switches over to the RAM. You can now use the
RESTORE command in three different ways:

First, without the line number, as before, second with
a line number, or third, with an expression which will yield
a line number once evaluated. If a line number is specified,
the next READ command will read the first DATA element on
the line specified. If this line does not exist, no error
message will be given and the pointer will be set to the
next line. The following program structure is now possible.
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100 GOTO 200
200 RESTORE 10
500 RESTORE

' 800 GOSUB A%2+100

oo e

900 RESTORE X*100+500
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4.6 The MID$ command

You are no doubt familiar with the MID$ function, a
string function which isolates a part of an alphanumeric
string. The following program fragment

100 A$ = "TESTSTRING"
110 B$ = MID$(A$,5,3)
120 PRINT B$

produces the output
STR

In this section we offer an enhancement of the MID$
function which allows not only extracting parts of a string
but also assignments to parts of a string. With the new
command the following type of programming is possible:

100 A$ = "TESTSTRING"
110 MID$ (A$,5,3) = "123"
120 PRINT A$

Here three characters at position five are replaced with the
string "123"; the result is

TEST123ING
Without this new MID$ command, the string would have to be

divided into two parts and then the parts recombined with
the string to be inserted:
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100 As
110 A$
120 PRINT A$

This

"TESTSTRING"
LEFT$(A$,4) + "123" + MID$(A$,7,3)

(fields) of a data record.

with length
inserts the
MID$ command.

equal

The command
language program.

Q001 O3EC
EUDOVARIAELE
0002 OF3C
QOO OIEC

ARIABLE,FOSITION, LENGTH) =

0004 O3F3F
ARIARLE,FOSITION) =
QOOS 0330
00046 OZFEC
0007 QOZEC
TATEMENT EXECUTION

0008 03IIC
Q009 0O3FC
0010 OFEC
0011 O33C
0012 033
Q013 OFEC
0014 OZIC
0015 033
0016 0330
0017 OZ3C
ESIS

0018 033C
HESIS

0019 OZ3EC
Q020 O3ZC

0021 0Z3FC
0022 0O33EC
QORE O3EEC
0024 O3ZIC
0025 033C
0026 OI3EC
Q027 OIEC0
Q028 0330

STRING

MIDCOD
EXECUT

CHRGET
CHRGOT
EXECOL
VARNAM
VARADR
DESCRF
TESTST
GETVAR
SETSTR
CHEOFN

CHECLO

CHECOM
TEST
GETRYT
FRMEVL.
ILL.GUA
FRESTR
LENGTH
FOSITN
VARSTR
EGUAL

To

STRINGEXFRESSION

command is very useful for replacing individual

do this,

is again implemented through a

EXFRESSION

EQU
EQU

EQU
EQU
EQU
EQU
EGU
EQU
EQU
EGU
EQU
EQU

EQU

EQU
EQU
EQU
EGU
EQU
ECGIL)
EQU
EGQU
EGU
EQU

$CA
308

$77%
CHRGET+&
HATET
45

$49

64
$ADBF
$ROBR
HAASZ
$SAEFA

$AEF7

HAEFD
$AEFF
$R79E
$SADTPE
$R248
SROEAT
SO
%04
O3
HR2
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parts

one defines a string
to the length of the
values of the individual fields with the

record and

new

small machine

sMIDE AS A P8

s MID$ (BTRINGY
s MID$ (STRINGY

sVECTOR FOR &

$0FEN FARENTH
sCLOSE FPARENT

s COMMA
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0029
Q030
0031
0032
Q033
0034
0035
0036
0037
0038
$

Q039

O3ZC

Q33C

033C

033C A9
Q3I3IE AOQ
0340 8D
0343 8C
0346 &0
0347 20
034A C9

034C FO
0040 034E 20
0041 0351 4C
AL STATEMENT
Q042 0354 20
ER

0043
0044
0045
Q046
0047
0048
Q049
0050
Q051
0052

0357 20
03I5A 20
035D 85
035F B4
0361 85
0363 84
Q365 20
0368 AO
036A E1
O36C 48
Q053 036D FO
0054 036F 20
ING TO RAM
0055 0372 A0
00546 0374 E1
0057 0376 85
E ADDRESS
0058 0378 C8
0059 0379 R1
0060 O3I7R 85
0061 037D 220
0062 0380 20
00463 0383 8A
0064 0384 FO
0065 03IB6 CA
Q0bb& 0387 86
0067 0389 20
0068 038C C9
SSION?

Q069 03BE DO
0070 0390 AR
0071 0392 DO
0072 0394 20
0073 0397 20
0074 039A B8A
0075 039k DO
0076 039D 4C
0077 O3A0 85

47
O3
08
09

01
49
05

49
06
FD
9E

17

04
79
04
FF
ac

FE
03

48

O3

(23
03

QO

A7

00

AE
RO

EB&

AR

AE

Q0

AE
R7

FOINT2

INIT

MIDTES

MIDSTR

NEXT

ILL
STORE

EQU

ORG
LDA
LDY
STA
STY
RTS
JSR
CMF

RER

JMF

DEX
8TX
JSR
CMF

BNE
LDA
ENE
JSR
JB8R
TXA
ENE
JMF
STA

$50

828
#<MIDTES
#:*MIDTES
EXECUT
EXECUT+1

CHRGET
#MIDCOD

MIDSTR
CHRGOT
EXECOL

CHRGET

CHKOPN
GETVAR
DESCRF
DESCRF+1
VARADR
VARADR+1
FRESTR

#0
(DESCRF) , Y

) ILL

SETSTR

#1
(VARADR) , ¥
VARSTR

(VARADR) . Y
VARSTR+1
CHECOM
GETRYT

) ILL

FOSITN
CHRGOT
#7)°

NEXT
HEFF
STORE
CHIECOM
GETEYT

STORE
ILLOUA
LENGTH
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sCODE FOR MID
$YES

SEXECUTE NORM
SNEXT CHARACT

s0OFEN FAREN
sGET VARIARLE

s LENGTH

s TRANSFER STR

s SAVE VARIAERL

sGET FOSITION

sEND OF EXFRE
sMAX. LENMGTH

SGET LENGTH



o078
OO79
QORO
[elet=h]
00g2
00873
0084
00858
0086
0og7
OnN

Q088
Q089
QOO0
Q091
0092
Q093
0094
[leld
00946
0097
RROR
0098
0099
0100
0101
0102
0103
0104
0105
0106
0107
0108
D109

OZFAZ
QO3AZ
O3A4
OZA6
0O3A8
OZAA
O3AC
QO3AF
O3R1
Q03R4

QOIZR7
Q3RA
Q3IRC
O3ZRE
QECO
03C1
OFC3
QICS
03C6
03C8

QO3CA
0O3CC
O3CE
O3DO
Q3D2
O3ADA
QOEDS
QO3D7
OEDQ
QIDR
O3DD
O3DE

oM STRING

0110

OZEOQ

68
B
ES
C3
EBO
89
20
A9
20
20
20

AD

85
88
Bl

85

FO

EXFRESSION

g1

64
DI

O3
02
Qx
05
Q04
05
04
Qb
03

S0

05

STRING VARIAERLE
QIE2 CO 00
0112 OZE4 DO F7
0ZE6 4C AE A7
ER L.OOF

0111

011X

AE

AE
AD

Bb6

ASSEMELY COMFLETE.

Ok

OK1

LOOF

FLA

CMF

FOSITN
LENGTH
Ok
LLENGTH
CHECLO
HEQUAL
TEST
FRMEWVL

FRESTR

#2

(DESCRF) , Y
FOINT2+1

(DESCRF) , Y
FOINTZ

(DESCRF) , Y
TLL

LENGTH
Ok 1

LENGTH
VARSTR

FOSITN
VARSTR
LOOF
VARSTR+1
LENGTH

(FOINT2),Y
(VARSTR) , Y
H#O

L.OOF
SA7RE
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After entering the program, initialize the command expansion

by typing
SYS 828

The following BASIC loader program does the initialization
automatically.

100 FOR I=828 TO 1000
110 READ X:
FOKE I,X:
S=6+X1
NEXT
120 DATA 169,71,160,3, 141,8,3,140,9,3, 96, 32
130 DATA 115,0,201,202,240,6,32,121,0,76,231,167
140  DATA QL,11J,0,::,250 174,32,139,176, 133,100, 132
150 DATA 101,133, 103,74,32,164,18_,160,0,177,100
160 DATA 72,240, 46, 3L,92.17o 160,1,177,73,133,5
170 DATA 200, 177,75, 153, 6, 52, 253, 174, 32, 158, 183, 138
180 DATA 240,23,202,134,4,32,121,0,201,41,208, 4
190 DATA 169,255,208, 12,32, 253, 174,32, 158, 183, 138, 208
200 DATA 3,76, 72,178,133, 3, 104,56, 229, 4,197, 3
210 DATA 176,2,133,3,32,247,174,169, 178,32, 255, 174
220 DATA 2. 158, 173,32, 163, 182, 160, 2, 177, 100, 153,81
230 DATA 136,177,100,133,80,136,177,100,240,211,197,3
240 DATA 176,2,133,3,165,5,24,101,4,133,5, 144
250 DATA 2,230,6,164,3,136,177,80, 145,5, 1932,0
260 DATA 208,247,76, 174,167
270 IF 5419273
THEN FRINT "ERFOR IN DATA'!":
END
280 SYS 828:
FRINT "OK"
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As an example and test of the new function, try this
program:

100 DIM A$(10)

110 FOR I =1 TOo 10

120 A$(I) "TESTSTRING"

130 NEXT

140 FOR I = 1 TO 10

150 MID$ (A$(I),I,1l) = MID$("1234567890",I,1)
160 NEXT

170 FOR I = 1 TO 10

180 PRINT A$(I)

190 NEXT

The output of the program is ten strings. In the first
string, the first character is replaced with a "1", in the
second string the second character is replaced with a "2",

and so on:

1ESTSTRING
T2STSTRING
TE3TSTRING
TES4STRING
TESTSTRING
TESTS6RING
TESTST7ING
TESTSTRBNG
TESTSTRI9G
TESTSTRINO
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4.7 INSTR and STRING$ functions

Many other computers have two very useful string
functions which the Commodore 64 lacks. The first function,
usually called STRING$, creates a string of desired length
filled with any given character. The second, often called
INSTR, checks to see if a given string is contained within

another.

With a knowledge of the BASIC interpreter and the
string management of the Commodore 64, it is possible to
implement these functions on the 64 as well. We will use the
existing command words "POS" and "STR$" for these functions,
differentiated from the current BASIC commands with a

preceding "!".

The INSTR function has the following syntax:

I=!'POS(A$,B$,P)

A$ 1is the string to be searched, B$ is the string whose
occurrence in A$ you wish to check for, and P is the
position at which the search will start. The result is
assigned to the variable I, and if zero, then the sought-
after string was not found. If the second string was found
in the first, I contains the position at which it was found.
The input of the position P is optional; if it is not given,
the search starts at the beginning of the string.
Expressions or functions may be used in place of the
variables.
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Here are some examples of its use:

PRINT !POS("ABCDEFGHIJK","D")
4

IF 'POS(A$,"J") THEN PRINT "FOUND"
A$ = "TESTSTRING"
PRINT !'POS(A$,"T")
1
X = !'POS(A$,"T",5) : PRINT X
6

The STRING$ function is used as follows:

!STR$(L,B)

u

A$
or
A$

'STR$(L,B$)

Here A$ 1is the string which we want to create. L is the
length the string will have and B is the ASCII code of the
character with which the string will be filled. If a string
is used instead of B, the ASCII code of the first character
of this string is used. The following examples demonstrate
the use of the STRING$ function:
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PRINT !STR$(20,65)
AAAAAAAAAAAAAAAAAAAA

A$ = !STR$(10,"x") : PRINT A$

XKRXKKKKKX

The machine language program
begins at address 51200.

0003 CBOO ORG
0004 CBOO CHEOPN EQU
00035 C8OO CHKCLO EQU
0006 C8OO CHKCOM EQU
0007 CBOO FRMEVL EBGU
0008 C8OO CHESTR EQU
Q009 CBOO FRESTR EQU
0010 C80O YFAC EQU
0011 €800 CHRGET EQU
0012 C80O CHRGOT EGU
0013 C8OO GETRYT EQU
0014 C8OO INTEGE EQU
0015 CBOO DESCRF EQU
0016 C8OO STRADR EQU
0017 CBOO ADDRZ EQU
0018 CBOO ADDR1 EQU
0019 C8OO LEN1 EQU
Q020 C800 LENZ2 EQU
0021 CBOO NUMEBER EQU
Q022 C8OO START EQU
0023 C80O TYFFLG EQU
0024 C800 STRCOD EQU
0025 C80OO ILLRUA EQU
0026 C8OO SYNTAX EGU
Q027 CBOO FOSCOD EQU
0028 €800 VECTOR EQU
0029 C800 TEMP EQU
0030 CBOO A% OR LDA
0031 CBO2 AL CB LDY
QQZ2 CB8O4 8D 0OA O3 STA
0033 C8O7 8C OB OF sSTY
0034 CBOA 6O RTS
0035 CBOR A9 0O TESTIN LDA
0036 C8OD 85 OD STA
0037 CBOF 20 73 00 JSR
0038 C812 C9 21 CMF
0039 CB14 FO 06 REQR

is placed in free memory

$C800
$AEFA
HAEF7
$AEFD
$ADPE
$ADBF
$RO6AZ
$R3IAZ
$73
CHRGET+6
$RB79E
$E1AA
%64
$62
$FR
$FER+2

[ I ]

13

sC4
$R248
$AFO08
$EB9

$30A
LEN1
#<TESTIN
#>TESTIN
VECTOR
VECTOR+1

#0
TYPFLG
CHRGET
#117
TEST2
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Q040 C816 20 79 0O JSR CHRGOT

0041 C819 4C 8D AE JMP $AEBD

0042 C8IC 20 73 00 TEST2 JSR CHRGET

0043 CB1F C9 R9 CMF #FOSCOD

Q044 C8B21 FO 0OA RER INSTR

0045 CB23 C9 C4 CMF #STRCOD

Q044 C8B25 DO 0F ENE LE1

0047 CB27 4C E1 C8B JMP STRING

0048 C82A 4C 08 AF LE1 JMF SYNTAX

0049 CB82D 20 73 00 INSTR JSR CHRGET

0050 C830 20 FA AE JSR CHEOFN sOFEN PAREN
0051 CB3IF 20 9E AD JSR FRMEVL sGET EXFRESSI
ON

0052 C836 20 8F AD JSR CHESTR s TEST STRING
Q0OSE CB3I9 AS 64 LDA DESCRP

Q054 CB3IER 48 PHA $STRING ADDRE
5SS ON STACK

Q055 C83C AS 65 LDA DESCRP+1

0056 CBIE 48 FHA

Q057 C83F 20 FD AE JSR CHECOM s COMMA

0058 CB842 20 9E AD JSR FRMEVL $SECOND STRIN
G

0059 CB45 20 AZ Ré6 JSR FRESTR

00460 CB48B FO 64 BRE®@ ILL s LENGTH=0
0061 CB4A 85 04 STA LEN2

0062 CB4C 846 FB STX ADDR2

00463 CB4E 84 FC STY ADDR2+1

0064 CBSO 48 FLA

00465 CBS1 A8 TAY

0066 CBS2 68 FLA sFIRST STRING
ADDRESS

Q067 CBS3 20 AA B6 JSR FRESTR+7

0068 CBS6 FO 56 BE® ILL

00469 CB8S8 85 03 STA LEN1

Q070 CBSA 86 FD STX ADDR1

0071 C85C 84 FE STY ADDR1+1

0072 CBSE A2 00 LDX #0O s DEFAULT FOR

THIRD FARAMETER

0073 CBbO 20 79 0O JSR CHRGOT

0074 CB6Z L9 2C CMP #°,°

0075 C865 DO 07 ENE L1

0076 £B67 20 9B R7 JSR GETRYT

0077 CB&A BA TXA $START POSITI
ON

0078 CB4E FO 41 BREG ILL

0079 CB&D CA DEX

0080 CBLE B&6 06 L1 STX START $START FOSITI
ON IN STRING

0081 C870 20 F7 AE JSR CHECLD

0082 CB73 AS 03 LDA LEN1

0083 CB75 38 SEC $LENZ>LEN1
0084 CB76 ES 04 SRC LENZ2

0085 C878 90 28 BCC END sRESULT 07
00B6 CB7A 69 0O ADC §40
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0087 C87C 85 OS5
S

0088 CB7E AT 06
0089 C8BO 18

US START POSITION

0090 C8B1 65 FD
Q091 C883 85 FD
0092 C885 0 04
0093 C887 Eb6 FE
0094 £88%9 AOG 0O
0095 C88E E1 FE
0096 C88D D1 FD
ACTERS

0097 C88F DO OR
XT POSITION
0098 C891 C8
0099 CB892 C4 04

RS OF STRINGZ TESTED?

0100 CB94 90 FS
0101 C896 A4 06
0102 C898 C8
0103 CB899 4C A2
0104 CBYC Eb6 06
0105 CB9E Cé6 0S5
0106 CBAO DO 04
0107 C8A2 AO 00
ERO

0108 CBA4 FO F3
0109 CBAb6 E&6 FD
0110 CBA8 DO DF
RING2 ADDRESS
0111 C8BAA E& FE
0112 CBAC DO DE
0113 CBAE 4C 48
0114 CBE1

0115 C8E1

TION

0116‘CBBI

0117 C8R1 20 73
0118 CBR4 20 FA
0119 CBR7 20 9E
0120 CBERA BA
0121 CBER 48
0122 C8RC 20 FD
0123 CBEF 20 9E
0124 C8C2 24 0D
0125 CBC4 30 oC
0126 CBCéG 20 AA
0127 CBCY? AS 64
0128 C8CE DO E1
0129 C8CD AS 4S5
NGTH

0130 CBCF 4C DE
0131 C8D2 20 82
LG TO NUMERIC

L4
LS

END

L&

ILL

STRING

STR

INY
CrY

ECC
LDY
INY

INC
DEC
ENE
LDY

REQ
INC
ENE

INC
ENE
JMP

JSR
JSR
JSR
TXA
FHA
JSR
JSR
RIT
EMI
JSR
L.DA
ENE
LDA

JMF
JSR

NUMEBER

START

ADDR1
ADDR1

L3
ADDR1+1
#0
(ADDR2) , Y
(ADDR1) ,Y

LS

LENZ

L3
START

YFAC
START
NUMEBER
L6

#0

L4
ADDR1
L2

ADDR1+1
L2
ILLOUA

CHRGET
CHKOFN
GETBRYT+3

CHKCOM
FRMEVL
TYFPFLG
8TR
INTEGE
DESCRP
ILL
DESCRP+1

STR2
$R782

- 102 -

30F THE SHIFT

SADDRESS 1 PL

s COMPARE CHAR

$SEARCH AT NE

$ALL CHARACTE

sRESULT

$NOT DONE?
sNOT FOUND, 2Z

5 INCREMENT ST

.
»
.
H

STRING$ FUNC
H

s OPEN PAREN
$SAVE LENGTH

$STRING

$HIGH BYTE
3 2255
sLOW BYTE, LE

sSETSTR, TYFF



0132
0133
0134
TER
0135
0136
0137
0138
0139
0140
0141
0142
[c]
0143
0144

CBE?
CBEE

DO

20

N DESCRIFPTOR
0145 CBEE 4C

D7
00

22

o3

7D R4

FE

CA R4
STACK
F7 AE

ASSEMELY COMPLETE.

STR2

LOOP

STR3

EEQ ILL

LDY #0

LDA ($22),Y
STA TEMF
JSR $E47D

BE®@ STR3
LDA TEMF

STA (STRADR) ,Y

ENE LOOP
JSR $ER4CA

JMF CHKCLO
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sLENGTH ZERO

sFIRST CHARAC

s LENGTH

$FRESTR

sCREATE STRIN

sFUT STRING I
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120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280
290
J00
F10
320
JIF0O

FOR 1=51200 TO 51440
READ X:
FOKE I,X:
S=5+X:

NEXT

DATA
DATA
DATA
DATA
DATA

DATA

169,11,160,200,141,10,3,140,11,3,96, 169
0,133,13,32,115,0,201, 33,240, 6,32, 121
0,76,141,174,32,115, 0,201, 185,240, 10, 201
196, 208,3,76,177,200,76,8, 175,32, 115,0
32,250,174,32, 158, 173,32, 143,173, 165, 100,72
165,101,72, 32,253, 174,32, 158, 173, 32, 163, 182
240, 100, 133, 4, 134, 251, 132, 252, 104, 168, 104,32
170,182, 240, 86, 133, 3, 134, 253, 132, 254, 162, 0
32,121,0,201,44,208,7,32, 155, 183, 138, 240
65,202,134, 6,32,247,174,165,3,56,229, 4
144,40,10%,0,133,5, 165,46, 24,101,253, 133

253, 144, 2,230, 254, 160,0, 177, 251, 209, 253, 208
11,200,196,4, 144,245, 164,6,200,76, 162,179
230, 6,198,5, 208, 4, 160, 0, 240, 243, 230, 253

208, 223, 230, 254, 208, 219, 76,72, 178,32, 115,0
I2,250, 174,32, 158, 183, 138, 72, 32, 253, 174, 32
158, 173,36,13,48, 12,32, 170,177, 165, 100, 208
225,165, 101,76, 219, 200,32, 130, 183, 240, 215, 160
0,177,%4,133,3, 104,32, 125, 180, 148, 240,7
165,3, 136, 145,98, 208, 251, 32, 202, 180, 76, 247
174

IF 854>30119
THEN FRINT "ERROR IN DATA!!":
END

5YS

S

12002

FRINT "OQkr"
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4.8 Automatic line numbering

In this section we want to present a useful command for
the Commodore 64 which makes it much easier to enter
programs. This command, similar to the "AUTO" command found
on other computers, will automatically create line numbers
for you so that you do not have to type them in yourself.
You can set both the starting line number and the increment
by which each successive line number will be increased. It

is quite simple to use this new command:

To turn on the automatic line numbering, enter the
following command:

SYS 828, startnumber, increment
Ex. SYs 828, 100, 10

The increment may be an integer value up to 255. After
entering the SYS command, the first line number is printed
and the cursor is placed behind it. You can enter the
program line directly and press RETURN when done. Now the
next line number will be displayed automatically, line 110

in our example.

100 INPUT "INPUT";A$
110

To end the AUTO command, simply press RETURN without

typing anything else on a line. If you later want to

continue entering lines, you need only enter
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SYs 828

The line number at which you left off will automatically be
displayed. You can of course change the starting line number
and increment at any time by entering these along with the
SYS command.

The machine language program is stored in the cassette
buffer. Following this assembly language listing is again a

loader program in BASIC.

0001 O3RC ORG a28 s CASSETTE RUF
FER

QOO O3IFC L.O EQU %14

Q003 O3EC HI EQU LO+1

Q004 O3EC FAC EQU $62 $FLOATING-FOI
NT ACCUMULATOR

Q005 O3IC CR EQU 13 s CARRIAGE RET
URN

00046 OIEC LINE EQU 251 sLINE

Q007 O33EC INCR EQU LINE+2 5 INCREMENT
0008 033 INTFLT EQU $RC49 s INTEGER TO F
LOATING FOINT

0009 O35 FLTASC EGU %EBDDD sFLOATING FOI
NT 0O ASCII

Q010 OZIC VECTOR EQU $302 SLINE INFUT
0011 O33C INFUT EBU $FFCF

0012 033 FRINT EQU $FFD2

0013 OZ3C BUFF1 EQU %101

0014 O3FEC BRUFFZ EQU %200

0015 0330 MNLOOF EGU $A486

Q0146 OREC GOON EQU $AS5&69

0017 0ZEC CONT ERQU $AS76

0018 O3I3C CHRGOT EQU 79

0019 O3FEC OLDVEC EQU $A483

0020 0330 GETFAR EQU $R7ER

0021 O3IC CHECOM EQU $AEFD

Q022 OIFC 20 79 00 JSR CHRGOT SADDITIONAL C
HARACTERS™?

Q023 OZ3F FO 10 RE@ 1.0 sNO

0024 0341 20 FD AE J8R CHECOM 5 COMMA™Y

0025 0344 20 ER R7 JSR GETFAR $GET FARAMETE
R

0026 0247 86 FD STX INCR

0027 0349 A5 14 LDA LD 5 AND SAVE
0028 O34B 8% FR STA LINE

0029 034D AS 1S LDA HI
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FC
SC

QREE 8D 02

A% R

an o3

&0

20 62

40 86

AS FH
o041 Ab FC
Q042 8BS &3
Q047 BhH L2
0044 AZ 90
0045 X

Q04 & 20 49
FOINT

Q047 070 20 DD
0048 OX7E AR 00
Q049 OE7S BD 01
QOIS0 OF78 FO 09
OO51L OX74 9D 00
FER

0052 OF7D Z0 D2
QOEE OZR0 E8
Q054 0381 DO F2
OOEE 03RE AL FR
Q0546 0385 18
0037 0XBs 65 FD
0058 0388 BYS FR
0059 03F8A 20 02
Q0&HQ OZRRC Ed FC
0061
00&2
QOETE OF
D0&4 OERE C9 0D
QO&KE DIFE FO O3
OOGE OAGA 40 &9
OOA7 039D AS FR
OO OEPF ES FD
MEER

O0&T 0XA1 85 FR
QO70 O3AF RO O
QOT1 O3AE ThH FC
0072 O3A7 AY @3
QO7E O3ZAT AO A4

QOT74 OXAR OZ
OOFE (£33
QG746 O3ZRY 40 78

RC

> FF

FF

O
Ox

AS

ASSEMELY COMPLETE.

LO

AUTD

AUTNUM

L1

L4

8TA
LDA
STA

L.DA
STA
RTS

JBR
JMF

L.DA
LDX
8TA
8TX
LDX
SEC
JER

JBR
LDX
LDA
BER
STA

JE8R
INX
BNE
LDA
CLc
ADC
S8TA
RCC
ING
LDA
JER
JESR
CMF
REQR
JMF
LDA
SRC

STA
BCS
DEC
LDA
LDY
STA
STY
JMP

LINE+1
#LAUTO
VECTOR

HAUTO
VECTOR+1

AUTNUM
MNL.OOF

L. INE
LINE+1
FAC+1
FAC

HHPO0

INTFLT

FLTASC
#0
BUFF1, X
-2

BUFFZ, X
FRINT

L1
LINE

INCR
LINE
L3
LINE+1
#IZ
FRINT
INFUT
#HOR
L4
GOON
LINE
INCR

LINE

L&

L INE+1
#L0LDVEC
#>0LDVEC
VECTOR
VECTOR+1
CONT
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$SET INFUT VE

ez

an

sLINE NUMEER

§TO FLOATING
$TO ABCIT
$GET DIGITS
$IN BASIC BUF

$AND OQUTFUT

$LINE NUMBER

$OUTRUT SPACE

SEMPTY INFPUT
SYES
sCONTINUE

SNEXT LINE NU

sFUT OLD
sVECTOR BACE
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100 FOR I = 828 TO 947

110 READ X & FOKE I.X & 8=8+X : NEXT

120 DATA 32,121, 0,240, 16, 32,283,174, 32,235,183%,174
130 DATA 253,165, 20,133,251,1658, 21,133,282,169, 92,141
140 DATA 2y F4169, 3F,141, I, 3, 96, 32, 98B, I, 76

150 DATA 134,164, 165,251,166,252, 133, 99,134, 98,162,144
160 DATA 54, 32, 73,188, 32,221,189,162, 0,189, 1, 1
170 DATA 240, 9,157, o, 2, 32,210,255,232,208,242, 165
180 DATA 251, 24,101,253,133,251,144, 2,230,252,169, 32
190 DATA 32,210,255, 32,7207,255,201, 13,240, 3, 76,105
200 DATA 165, 165,251, 229,253, 133, 251,176, 2,198,252, 169
210 DATA 131,160,164,141, 2, 3,140, 3, 3, 76,118,165
220 IF § 4% 15495 THEN PRINT “"ERROR IN DATA!!" : END
230 PRINT "OK" ¢

§
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4.9 User-defined functions--DEF FN

Many programmers prefer to add more lines or
subroutines to their program instead of simply defining
their functions. Admittedly, this technique is not well-
described in the user’s guide, so we will try to clarify its
use. In addition to the 1lack of emphasis in the
documentation, there is another reason why this technique is
not used: The function does not appear very powerful, at
least at first glance, because only one argument may be
passed to the user-defined functions.

In this section we want first to illustrate the use of
these functions and second, to show how complex multi-
variable formulas can be implemented by nesting several

functions.

A function definition is constructed in the following
manner:

DEF FN name (function variable) = arithmetic expression
Example:
DEF FN A(X) = 2xX + B
Our function has the name A and function variable X.
When the function is called, the expression between the
parentheses (it need not be X or even a variable) will be
substituted for X in the arithmetic expression. Any

variables with the name A or X will remain undisturbed. The
function variable X is used only as a place holder for the
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actual value given in the function call. In contrast, B
implies the actual variable B which must be defined before
calling the function. The function variable is often
described as the dummy variable. The result of the function

must always be numeric--a string expression is not allowed.

As an examplé, we will define a formula which will
round-off a value to the nearest hundreth--a function useful
for working with dollar amounts. As you know, the third
decimal place determines the rounding. If this value is 5 or
greater, the second decimal place is increased by one
(rounded up), else the number is merely truncated at the
second decimal place (rounded down).

Most programmers would place this rounding function
directly into the program:

A = INT (Bx100+.5)/100

If this function must be used more than once, one can save

time and space by replacing it with a function call
A = FNX(B)
First, however, the function must be defined:
10 DEF FN R(B) = INT(Bx100+.5)/100
100 A.; FNR(B)
The command in line 100 can be used as often as necessary

in place of the longer formula, in which the variable B

contains the value to be rounded.
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Now an example of nesting functions. Here we will
calculate the price of an item based on the cost, a given

profit margin, and the sales tax.

C is the cost
P is the profit margin in %
S is the sales tax in %

n

10 DEF FN SL(C)
20 DEF FN PR(B)

(C/(1-P/100)%(1+S/100))
INT (FN SL(B)*100+.5)/100

100 A = FN PR(C)

After line 100, A contains the retail price, rounded to
the nearest penny. Functions may also be nested deeper, of
course. A maximum of ten functions may be nested. If you try
to nest them any deeper, an "OUT OF MEMORY ERROR" will
occur, indicating that the stack has overflowed (not
necessarily that the BASIC program storage was exceeded). If
subroutines (GOSUB) or FOR-NEXT loops are active during a FN
call, the total nesting level including subroutines, FOR-
NEXT loops, and FN levels must not exceed the maximum of ten

levels.
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4.10 BASIC HARDCOPY routine

Have you ever tried to print the contents of the screen
on your printer? There are a number of machine language
program that allow you to do this, but it is also easy to do
in BASIC.

Since you must understand the operation of the program,
you must first learn something about the construction of the

screen memory.

As you know, there are 1000 characters at your disposal
on the screen. These 1000 characters are organized as 25
lines of 40 characters each. These characters are naturally
not only on the video display, but also stored in the
Commodore 64’s memory. Normally, the area in which you will
find the individual characters is in RAM from address 1024
to 2023. In order to place on the paper all of the
information on the screen, we must read the characters out
of this memory area with PEEK and then print the
corresponding values with the CHR$ function. It is important
to note that the values in the range 0 to 31 cannot be
printed directly because these values belong to the ASCII

range of control characters and are by nature non-printable.

There is one other thing we must pay attention to. The
lines on the screen are 40 characters long but a line on a
printer normally consists of at least 80 characters. If you
are familiar with programming in BASIC, you know that to
print characters one after each other with multiple PRINT
statements (screen or printer) requires that the PRINT
statements be followed with a semicolon. For our hardcopy
routine we must print 40 characters one after the other (one

entire screen line) and then send a carriage return to the
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printer so that the screen image is printed the same way it
appears on the screen. We can accomplish this with nested

loops. The completed program looks like this:

50000 OPEN 4,4: REM OPEN PRINTER CHANNEL FOR UPPER/GRAPHICS
50010 FOR I=1024 TO 1984 STEP 40: REM 25 LINES

50015 BL$="": REM ERASE LINE

50020 FOR J=0 TO 39: REM 40 LINES

50030 L=PEEK(I+J): REM READ CHARACTER

50040 IF L<32 THEN L=L+64: REM CONVERT TO UPPER CASE
50050 BL$=BL$+CHR$(L): REM BUILD LINE

650060 NEXT J : REM NEXT CHARACTER

50070 PRINT BL$: REM PRINT LINE

50080 NEXT I: REM NEXT LINE

50090 RETURN: REM BACK TO MAIN PROGRAM

You may have noticed that we wrote this program
slightly differently than we had discussed before. If you
have seen a hardcopy routine in action, you may have noticed
that a certain amount of time goes by before the printer
actually prints the line after it has been sent. Why? Almost
every printer works with something called a buffer (of
varying size). The characters which the computer sends are
placed into this buffer until it is full. Then the buffer is
printed. The advantage of this is that an entire line can be
printed faster than just one character at a time. It is for
a similar reason that we first fill a text string (BL$) with
the individual characters before we print it. The computer
is able to send a 40-character string faster than it can

send 40 individual characters.

One other feature of this program is the conversion to
upper case characters in line 50040. The wupper case
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characters in the Commodore 64 are stored in memory using
a range of codes starting with 1. In standard ASCII however,
this character range starts with 65, therefore, all numbers
less than 32 are incremented by 64 to allow them to be
printed correctly.
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Chapter 5 : Forth

5.1 Programming in Forth

What is Forth? This is a question often asked by those
who have only programmed in BASIC or assembly language up to
this point. Certainly many of you will say "Why should
learn another programming language when my Commodore has a
good version of BASIC?" This objection may seem justified at
first, but after a closer look, one must consider if it
really is justified, especially when a computer can speak

more than one language.

Once you have programmed in BASIC for a while, you will

come across things which either cannot be done at all or are
very difficult to do. On larger computers, one has the
ability to switch to other languages. There is FORTRAN for
mathematical applications, COBOL for commercial purposes,
assembly language for time-critical tasks, BASIC for general
problem solving and so on. Then there are languages designed
to force structured programming such as Pascal and ELAN.

Each language has its strengths and weaknesses.

Forth belongs to the youngest generation of programming
languages, as its name says, to the fourth generation. The
developers of Forth have tried to implement all the
advantages of the older, better—-known languages without the
disadvantages of these languages.
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Forth has in its structure some very striking
advantages, especially for microcomputers:

1. The computer on which Forth runs requires a
very small address space. Because Forth programs
do not require much space, large, efficient
programs can be created on a very small computer.
2. Forth is ideally suited for performing low-
level (machine-level) or 1I/0 functions even
though one need not be acquainted with the
hardware of the device in any great detail in
order to program in Forth. It is often used in
industrial control applications and robotics.

3. In addition to the first two advantages, Forth
does not require a disk drive, although it is a

good idea to have one.

Forth consists of five parts:

1. DICTIONARY: The philosophy of Forth is such
that the set of commands in Forth which relate
directly to machine language code is very small.
The user is permitted to define his own commands
and use these in subsequent programs. This allows
you to personalize Forth or optimize for
performing certain types of operations. The
dictionary itself is a linked list containing the
current Forth commands (called words) and

information necessary to execute them.
2. STACK: The stack is the most important element

of Forth. The notion of a stack is familiar to

anyone who has done any machine language
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programming or who owns a Reverse Polish Notation
(RPN) calculator. We will come back to this
later.

The stack uses the last-in/first-out (LIFO)
method of data storage. Virtually all operations
work with the stack.

3. INTERPRETER: Forth, like BASIC, is an
interpreter. This means that one first creates a
Forth program with the editor and then starts the
program with the appropriate command. Error
checking occurs while the program is running.
There 1is no tedious waiting while the progranm
compiles; it can be started immediately. This has
the result that interpreted programs are
typically slower than compiled programs. The time
factor difference is not as great with Forth. The
interpreter is divided into a text interpreter
and an address interpreter. The text interpreter
checks the words in the dictionary, and when the
word is found, the address vinterpreter is
activated. This interpreter works with absolute
addresses, calling in turn each of the words
which make up a user-defined or higher-level
Forth word. These addresses are "compiled" into a
word’s dictionary entry at the time it is
defined.

4. ASSEMBLER: Many Forth interpreters contain an
assembler. This assembler can be used to define
words which will then execute machine language
routines when called. This method of programming

is sometimes required for I1/0--establishing

- 117 -



Tricks & Tips

contact with the external world. Forth itself
bears a certain resemblance to assembly language;

it is quite fast, but far easier to learn.

5. MEMORY: Memory is important for any
programming language, and no less so for Forth,
although it typically requires far less than
other programming languages. In Forth, memory can
be treated like blocks on a disk drive, and, to a
certain extent, blocks on a disk drive can be
treated like memory.
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5.2 A comparison of Forth and BASIC

The best way to see the advantages of Forth is to
compare two programs, one written in Forth and the other in
BASIC, which perform the same task. Before we present these
programs, we must clarify a few things..

In section 5.1 we mentioned that the stack plays a very
important role in Forth, and that one can compare it to the
method of operation of an RPN calculator (such as those made
by Hewlett-Packard):

Let’s calculate (2 + 3) * (4 + 5) on an HP calculator. The

keys we press are:

2 <ENTER> 3 + 4 <ENTER> 5 + x

This looks confusing at first, but it is necessary in order
to solve the equation without using parentheses. Pressing
"2" and then the ENTER key places the number 2 on the top of
the stack. Pressing "3" places this number on the stack,
first moving the 2 one place lower on the stack. The stack

now looks like this:

STACK: TOP 3

BOTTOM
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After the "+" key is pressed, the addition is carried
out. The "+" operation removes the top two values from the
stack, adds them, and them pushes the result back onto the
stack. The stack now looks like this:

TOP 5

BOTTOM

Pressing the "4" key pushes the 5 down one place and puts
the 4 on top:

TOP

BOTTOM

Entering the number 5 moves the old 5 and the 4 omne place
down on the stack:
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TOP

(< I N« ]

BOTTOM

The "+" operation again removes the two most recently
entered values from the stack, adds them and pushes the
result back onto the stack.

TOP 9

BOTTOM

The last operation is the multiplication. It works in the
same way as the addition.

TOP 45

BOTTOM

Now the result is at our disposal. This process seems

quite complicated and time-consuming, but each calculator
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and computer works on this principle. On Hewlett-Packard
calculators, as in Forth, this process is made explicit.
Those who have done some programming in assembly language
will be able to learn Forth with few difficulties, but even
the novice learning Forth will have fewer problems than he
might think. The greatest obstacle to learning Forth is that
it is so different from most other languages, not that it is
so difficult to understand on its own.

We will now present a small Forth program which will
clarify the operation of the stack and also illustrate the
process of defining new words and adding them to the Forth
vocabulary. The program takes the cube of a number; since
there is no command to perform this calculation, we must

define one:

CUBE ( THIS WORD IS BEING DEFINED )
DUP DUP ( COPY THE NUMBER TWICE ON STACK )
X % ( MULTIPLIES TOP TWO STACK VALUES 2X )

H

The colon in Forth tells the interpreter that a word is
being defined. If we had not entered the colon, Forth would

have responded

CUBE ?
indicating that it had not found this word in its
dictionary. Since we did use the colon, however, Forth will
treat everything up to the semicolon as the definition of

this word. After encountering this character, Forth replies

OK
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The word CUBE is now part of our Forth dictionary and
we can use it directly or within a program. It will remain
so only as long as the computer is turned on, unless we save
it onto a disk.

The command DUP makes a copy of the value at the top of
the stack and puts this copy back on the stack. Since we
want not the square but the cube of the number, we must make
two copies of the number. If the number 5 was at the top of
the stack, the stack would now look like this:

TOP

(S IS B ]

BOTTOM

Now we must multiply the numbers together. A total of
two multiplications are necessary. Forth uses the usual "x"
symbol for multiplication. After we have performed the
multiplications, the cube will be at the top of the stack,
and we can end our definition. Note that during a colon
definition none of these operations are actually carried
out. The colon places Forth in what is called the compile
mode, where it searches for each word in the definition and
makes note of that word’s address within the dictionary,
which it places in the definition for the new word. When we
now use this new word, a colon run-time routine calls each
of the words in turn, thereby executing the new command.

Here are some examples of our new command (the "." tells
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Forth to print the value at the top of the stack):

You enter: Forth responds:
5 CUBE . 125 OK

1 CUBE . 1 OK

-15 CUBE . -3375 OK

As you can see, it is very easy to add new commands to
Forth. You can make use of this feature to optimize the
language to a specific application or set of applications.

Now let’s compare Forth and BASIC. The program we will
use calculates the cubes of the integers from zero to ten.
The Forth program will make use of our newly defined word
CUBE.

1. Forth
: CUBENUMBERS
10 0 ( FROM 0 TO 10 x LIFO!! % )
DO ( START OF LOOP )

CR I . I CUBE :
( PRINT NUMBER (I) AND CUBE )
LOOP ( END OF LOOP )

H

CUBENUMBERS
00
11
2 8
3 27
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64
125
216
343
512
729 OK

[7-20- < > IS B )

2. BASIC

10 REM CALCULATE CUBES
20 MIN=0 : MAX=9
30 FOR I=MIN TO MAX : PRINT I,IXIXI

40 NEXT I
50 END
RUN

0 0

1 1

2 8

3 27
4 64
5 125
6 216
7 343
8 512
9 729
READY.

Both programs require approximately the same number of
lines, but the Forth program requires far less storage space

than does the BASIC program. Efficient use of memory is not
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everything, however. Let us compare the speeds of Forth and
BASIC. We can do this with a simple loop:

1. Forth
: BENCHMARK
30000 0 ( FROM 0 TO 30000 )
DO ( START OF LOOP )
( EMPTY LOOP )
LOOP ( END OF LOOP )
H ( END OF DEFINITION )
BENCHMARK OK
2. BASIC

10 REM BENCHMARK

20 MIN=0 : MAX=30000
30 FOR I=MIN TO MAX
40 NEXT I

50 END

RUN
READY.

The results may be quite surprising:

Language: Time
BASIC about 40 seconds
Forth about 4 seconds

- 126 -



Tricks & Tips

Remember, these test were performed the same computer, the
Commodore 64.

This advantage alone should prompt many people to give
serious consideration to learning Forth. Programming in it
is quite easy and the speed and memory savings are
significant.

Forth - The language for professional software developers

It is interesting to note that more and more
professional software developers are changing their minds
about Forth because of the many advantages that we have
already discussed. In addition, Forth offers a short
development time because it is as structured language, is
easy to use, and in spite of this still offers the
flexibility and speed of machine language. There are already
programs for the Commodore 64 which have been developed in
Forth, such as the spreadsheet program Calc Result.

Forth has one 1last advantage which is of special
interest to software houses. It belongs to the small group
of portable languages, which means that a program written in
Forth on one computer can easily be made to run on a
different computer. This reduces the time required to
produce a given software packages for multiple computers,

something which is very important to software companies.
If you are interested in learning more about Forth, you

can try our TINY FORTH package, available for the Commodore
64 or VIC-20.
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Chapter 6 : CP/M on the Commodore 64

6.1 Introduction to CP/M

CP/M is one of the most widely-used microcomputer
operating system. It has become the "standard" operating
system, inasmuch as such a thing exists. CP/M has withstood
the test of time, something which cannot be said of many
other microcomputer operating systems. Most of the bugs have
been worked out and the system is reasonably trustworthy.

What can the Commodore 64 user gain from this operating
system? He is used to BASIC 2.0 and the Commodore DOS, why
another operating system? This question is not often found
outside of Commodore users who have not seen much of the
rest of the computer world. There one finds an undreamed-of
quantity of software. Not that the 64 does not have a
significant amount of software available for it, but it is
nothing compared to the sheer volume available for CP/M.

Not only can the user profit from the availability of
CP/M software, but the programmer as well. He can write his
software for a much larger body of users than ever before
possible. Writing a program specifically for the Commodore
64 1limits the potential users to 64 owners, but many
different computers can use CP/M, so writing a program to
run under CP/M greatly increases the potential market for a
program. Many programmers writing for an "exotic" operating
system have heard "And when will the program be available on
CP/M?2"
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At this point we must point out one major problem with
every CP/M system:

CP/M IS NOT THE SAME AS CP/M!

Unfortunately, most computer manufacturers use their
own modified version of CP/M. Despite the apparent
compatibilty, it is not possible to interchange programs or
transfer data. The CP/M for the Commodore 64 also has its
peculiarities. For example, the 1I/0 byte of CP/M is not
implemented, the 64 can display only 40 characters per line
on the video display, and even the disk format is not
compatible with other computers. We will return to these
problems and how to solve them later.

CP/M has certain standards, some of which we have already
mentioned:

1. The computer on which it runs must have at
least 48K of RAM.

2. CP/M occupies the free memory at address
$0100.

3. Most programs require a video display capable
of displaying 24 (or 25) lines of 80 characters.

4, Much CP/M software is available only on 8 inch
disks.

Let’s take a brief look at these standards. First, the

computer must have at least 48K of RAM. Virtually all
currently produced computers can be expanded to 48K of RAM,
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and the Commodore 64 already comes with more than this. The
ability of the 64 to switch the ROMs out is also important
for implementing CP/M and other programs which could not be
used on computers without this capability. CP/M can be
placed where it is supposed to go, at address $0100.

The first problem with implementing CP/M on the 64 is
the 1limited screen size. CP/M programs such as Wordstar,
Datastar, and others require an 80 column display for proper
operation. The Commodore 64 has only 40 characters, although
there is a solution which we will say more about in section
6.3.

The last problem concerns the disk drive. We mentioned
that much of the CP/M software is available on 8 inch disks.
The 1541 disk drive uses 5 1/4 inch disks. More and more
computer manufacturers are using the 5 1/4 inch disk drives
and so more CP/M software is being made available for these
formats. Unfortunately, none is yet available in the 1541
format.

What does CP/M consist of?

CP/M is an operating system composed of several parts.

exactly, it consists of four major parts.

1. BIOS (Basic Input/Output System): As the name
implies, the BIOS is concerned with communicating
with the outside world. It is used to send
information to the printer, the terminal
(screen), to the disk drive, and so on. The BIOS
has a number of function calls which tell the

operating system how this communication will take
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place. A complete table of these functions is
found at the end of this description.

2. BDOS (Basic Disk Operating System): This part
controls the disk drives--the management of the
directory and the actual read and write commands.
These procedures are also controlled by
individual function calls,

3. CCP (Console Command Processor): The operating
system must be told what it is you want it to do.
This is generally done via the Commodore 64’s
keyboard. The CCP transmits your commands to the
CP/M system.

4. TPA (Transient Program Area): This is the free
program area which is available to the user. This
storage area is used when you write or use a

program.

This is the layout of the BIOS, BDOS, CCP, and TPA in

memory:

Name: Address:

FDOS (;;;;—+ BDOS) -_;;;;;_
CCP $9400

TPA $0100

System parameters $0000
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Here is the table of FDOS functions:

Number: Function:
BIOS
00 System reset
01 Read ASCII character from terminal
02 Send ASCII character to terminal
03 Read ASCII character from paper tape
reader
04 Send ASCII character to paper tape punch
05 Send ASCII character to printer
06 Send/receive character to/from console
07 Read status from device
08 Send status to device
09 Send character string buffer
10 Read character string into buffer
11 Read status of console
BDOS
12 Read CP/M version number
13 Disk reset
14 Select drive number
15 Open file (OPEN)
16 Close file (CLOSE)
17 Search for first program in FCB
18 Search for next program in FCB
19 Erase program (DELETE)
20 Read from sequential file
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21 Write to sequential file
22 Create file

23 Change filename (RENAME)
24 Input possible drives

25 Read current drive number
26 Set DMA address

27 Read address

28 Set write protect

29 Read read/write pointer
30 Set read/write pointer

31 Read address of disk parameters
32 Read/set user id

33 Read from random file

34 Write to random file

35 Calculate program length
36 Read address of record

All of these functions are called in a specific
pattern. In order to clarify this, we must learn a little
bit about 8080 machine language. Because CP/M was developed
on this processor and the Z-80 microprocessor which is found
in the Commodore CP/M module also understands the 8080
machine language, CP/M applications are writtem in it. 1If
you are not familiar with this machine language, but you
would like to delve deeper into CP/M, we strongly recommend
that you get a CP/M handbook such as Rodney Zaks CP/M

What do these function calls look like?

As an example, we will read the version number of the
Commodore CP/M (2.2) with the following routine:
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MVI c,12 ;s FUNCTION 12
CALL 0005 ;s JUMP TO BDOS
CPI 20H ;$20 INDICATES CP/M 2.0

First the C register is loaded with the value 12, the
function number for reading the CP/M version number. This C
register is always loaded with the function number before
the branch is made to address 0005. CP/M now knows that we
want to find out the version number, and branches
automatically to the point in the CP/M system where the
version number will be read. BDOS then jumps back to our
routine after placing the version number in the accumulator.
If the value is $20 then we know that the version number is
at least 2.0. This information is very important if we want
to write a program which uses random file access because all
CP/M versions before 2.0 can work only with sequential files
(see chapter 8). If we want our program to run on a CP/M
computer other than the Commodore 64, we can easily
determine if it will run or not by reading the version
number and checking to see that it is 2.0 or greater.

The various registers play an important role in the
CP/M function calls. The first to mention is the C register
which contains the function number prior to the BDOS/BIOS
call. After the execution of the appropriate routine, the
other registers contain the desired information. Some
functions do not return any information, rather they output
information to some device, or inform the operating system
itself of something. For these types of calls, the
appropriate register or registers are 1loaded with the
information, the C register is loaded with the function
code, and then call is made.
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Why function codes?

As you know by know, it is an advantage of the CP/M
operating system that a CP/M program can generally be run on
any CP/M computer. Small changes to the BIOS/BDOS or CCP may
be necessary to implement CP/M itself on different
computers, however. In order to guarantee that a program
will run without the programmer having to worry about the
construction of a particular version of CP/M, the function
calls to the BIOS/BDOS via address 0005 are used. This way a
given part of the operating system can be changed without
having to rewrite any programs. The same advantage is found
in the kernal ROM of the Commodore 64, without the CP/M
operating system. In the kernal is a list of subroutine
entry points called a vector table which call the various
input/output routines. If any of these routines are changed,
it is still possible to use the old programs; they notice
nothing of the altered operating system.

The CCP commands

The CCP serves as an interface between the user and the
CP/M operating system. Programs can be executed from the CCP

and it also supervises its own small set of commands:

1. DIR (DIRectory): This command displays the
contents of the disk. It offers the following

options:

- DIR displays the entire directory listing
of the disk in the currently selected

drive.
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- DIR B: displays the entire directory
listing of the diskette in drive B (1). "A"
may be used in place of B, causing the
directory of the disk in drive A (0) to be
displayed.

- DIR <name.ext)> only indicates whether or
not the given file is on the diskette. The
name may be up to eight characters long,
must start with a letter, and may contain
no special characters (punctuation) except
the extension separator, the period. "ext"
is a three-letter extension of the program
name. It is normally used to indicate the
type of program. For example, only programs
which end in COM may be executed directly.
TXT indicates that the file contains text,
BAS indicates a BASIC program, and so on.

- DIR <*.ext> displays all programs ending
with ext. DIR *.COM would display all
programs ending with .COM, i.e. all

directly-executable programs.

See the CP/M manual for other options with
the DIR command.

Here is the format of the directory listing when
using the DIR command on the Commodore 64:

A>DIR

A: MOVCPM COM : PIP COM
A: SUBMIT COM : XSUB COM
A: ED COM : ASM COM
A: DDT COM : LOAD COM
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A: STAT COM : SYSGEN COM
A: DUMP COM : DUMP ASM
A: COPY COP : CONFIG COoM
A>
2. ERA (ERAse): This command erases one program

or several programs from the directory. Here too
there are several options:

-ERA <name.ext>

—BRA <%x.ext>
3. REN (REName): With this command you can give
an existing program or data file a new name.
There is only one form of the command:

- REN <new name> = <old name)>
4., TYPE: This command is used only for text
files. It displays the contents of a file on the
screen. It has the form:

- TYPE <filename.ext>

In most cases the extension will be TXT, PRN, or
something similar.
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5. SAVE: This command appears quite complicated
at first. It is normally used to save a program
modified with DDT, or for saving a modified CP/M

version. The format is:

= SAVE <number of pages> <{name.ext)>

The number of pages is the number of 256-byte
"pages" to be saved. The command

SAVE 60 TEST.COM

puts the contents of memory from address $0100
(start of the TPA) to address $32FF under the
name TEST.COM. The length is 50%256.

6. USER: This command allows the directory to be
divided up for different users. It is possible to
protect certain areas of the directory from
access by other users (on other computers). This
command has no real value on the Commodore 64,

however. The form is:

- USER user number
The user number is an integer from 0 to 15.
Entering the number places one in the directory

of the corresponding user. The default number is

zero.

These are the commands which every computer using the

CP/M operating system understands. Only the USER command is
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new since version 2.0. All others belong to the standard
CP/M command set. In the next pages we will present a short
overview of the standard CP/M programs: PIP, ED, DDT, and
STAT. They are supplied on every CP/M system diskette, but
they are programs, not commands. They serve to expand the
commands available on CP/M, but they must be first loaded in
from disk.
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6.2 The individual CP/M programs

What would CP/M be without its framework of utility
programs? Digital Research, the producer of CP/M, has made
sure that the user can start programming immediately. (Note
to Commodore 64 users: No version of BASIC comes with the
Commodore CP/M although one may be added later).

The following programs belong to the CP/M standard:

STAT.COM A program which obtains and displays the
various system information such as the space
left on the disk, device assignments, and so

on.

ASM.COM This is an assembler provided for programming
in 8080 assembly language.

LOAD.COM This programs makes ready-to-run programs out
of assembled programs (programs with the

extension .HEX).

DUMP.COM With this program a program (.COM) can be
displayed on the screen in readable

hexadecimal format.

PIP.COM PIP is a program to exchange data between

different peripheral devices.

ED.COM The CP/M text editor. This program is useful
for creating text, assembly language source

programs and so on.
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to write the individual BIOS tracks on
disk and thereby generate a new BIOS

section 6.3).

MOVCPM.COM This program fits the standard CP/M to

SYSGEN.COM PIP can only copy files, so SYSGEN is needed
the

(see

your

special type of computer (see section 6.3).

SUBMIT.COM It often happens that the same input must

be

entered repeatedly. The SUBMIT command allows

you to create a file of this input which
will enter at the appropriate time (such
setting certain start-up parameters).

it

This program also eases the work of entering

repeatedly occurring commands. It is

only

combination with SUBMIT. It allows manual

input, over the keyboard, during
operation of SUBMIT.

the

At this point we cannot deal with all of these programs

in detail.
introduction to three of the most commonly used programs.

We shall 1limit our presentation to a brief

More information can be obtained from the CP/M manual.

STAT

might
obtain

also

STAT
is one of the more important CP/M programs.

be called the STATUS program because one

great deal of information about the condition

- 141 -

It
can
of



Tricks & Tips

the entire system from it. STAT not only gives the remaining
space on the diskette and the length of the files, but it
can also alter the read/write pointer which indicates
whether the disk can be written to and read from, or may
only be read from. There is one limitation when using the
Commodore 64 version of CP/M. The I/O0O byte is not
implemented which means that the individual assignments
cannot be changed. This should not be a problem in normal

use, however.

An example of the STAT program:

A>STAT VAL:

TEMP R/0 DISK: D:=R/0

SET INDICATOR: D:FILENAME.TYP $R/0O $R/W $SYS $DIR
DISK STATUS : DSK: D:DSK:

USER STATUS : USR:

IOBYTE ASSIGN:

CON: TTY: CRT: BAT: UC1:
RDR: TTY: PTR: UR1l: UR2:
PUN: = TTY: PTP: UPl: UP2:
LST: TTY: CRT: LPT: ULL:

Here we can find out which values and in what form we can
(theoretically) change, but as already mentioned, the values
under IOBYTE cannot be changed on the Commodore 64.

If we want to place a write protect on a disk, for

example, we enter STAT A:R/0. This write protect remains as
long as the device is turned on. To find out the CP/M device
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assignments, enter STAT A:DEV:. On the 64 the result will
be:

A>STAT DEV:
CON: IS TTY:
RDR: IS TTY:
PUN: IS TTY:
LST: IS TTY:

Changing any of these assignments will have no effect on the

Commodore 64.

The information about the disk characteristics is also
very informative. Here we can learn the disk capacity, what
the construction looks like, and much more. The appropriate

command is

A>STAT DSK:

A: DRIVE CHARACTERISTICS
1088: 128 BYTE RECORD CAPACITY
136: KILOBYTE DRIVE CAPACITY
64: 32 BYTE DIRECTORY ENTRIES
64: CHECKED DIRECTORY ENTRIES

128: RECORD/ EXTENT
8: RECORD/ BLOCK
34: SECTORS/ BLOCK
2: RESERVED TRACKS
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PIP

PIP is a universal program for copying files. Not only
can it copy between different disk drives, it can also send
data intended for the screen to the printer. This has the
advantage that the programs themselves do not have to be
changed in order to have them print out results on the
printer. In order to copy a entire diskette, the form PIP
B:=A:%.% is used. This command copies all the files from
drive A to drive B. To send data to the printer, we would
use a command such as PIP LST:=DUMP.ASM. Now, provided that
the printer is connected, the entire program DUMP.ASM will
be printed.

ED

The text editor allows input of text or programs which
will be later compiled or assembled, such as FORTRAN, COBOL,
or assembly language programs. Working with ED requires some
practice; it will appear somewhat complicated to Commodore
users but it will not take long to become familiar with this
simple editor. An example:

A>ED TEST.TXT

NEW FILE

xI

THIS IS THE FIRST TEXT LINE

AND THIS IS THE SECOND

<CTRL>-Z press the CTRL and the Z key

at the same time
*E
A>
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These commands write the two lines of text shown beneath the
"%I" to a disk file called TEST.TXT. The "*" is the editor’s
command prompt. Entering the E command ends the editing
session and saves the file to disk, returning you to CP/M
and the A> prompt. This file can be listed by entering TYPE
TEST.TXT. Other editing commands for changing and
manipulating the file from within ED are also available;
consult your CP/M manual for details.
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6.3 Adapting standard CP/M software to the 64

What must be taken into consideration when adapting
CP/M software to the hardware of the Commodore 64?7 First you
must remember that the screen is only 40 columns across.
Because most CP/M software is written for an 80 column
screen, you will need an 80 column card of some sort. In
addition, a large, fast disk drive would be useful for
working with CP/M.

To adapt CP/M to a specific computer, the operating
system has two programs at its disposal: MOVCPM and SYSGEN.
MOVCPM sets up the operating system for a specific memory
configuration. It is possible to make use of the maximum
memory capacity this way. When starting up the CP/M system,
the computer responds with the message 44K CP/M. It is
possible, however, to use the entire memory for CP/M. We
have mentioned before that RAM can occupy the entire address
space of the Commodore 64.

The CP/M system can be copied onto your own diskettes
with SYSGEN, allowing you to create "boot" diskettes, disk
which you can wuse to initialize or "boot-up" the CP/M
system.

The problem of transferring existing CP/M programs to
the VIC-1541 disk format is one the greatest obstacles to
using CP/M on the Commodore 64. In section 6.9 we will
present a method for transferring standard Commodore files
(DOS 2.6 files) to CP/M. This can be used, together with an
RS-232 serial interface and a terminal program which allows
files to be down-loaded to the 64, to down-load programs
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from another CP/M computer for which software is available
in the appropriate format. The connection between the two
may be made directly using something called a null-modem
cable or over the phone lines via modems. Once the program
is saved as a DOS 2.6 file, it can be transferred to CP/M as

described in section 6.9.
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6.4 The memory management of the Z2-80 processor

The 2Z-80 processor on the CP/M card can address the
entire 64K bytes of the Commodore 64. Since the Z-80
requires address zero as the reset address (the address at
which execution will start upon reset or power-up), and this
address is assigned as the processor port of the 6510, the
addressing of the memory through the Z-80 microprocessor is
handled differently than the addressing through the 6510.
The CP/M card contains the hardware to create an offset when
addressing the memory through the Z-80. The offset is equal
to $1000 or 4096. This results in the following situation:
When the Z-80 wants address zero, the hardware manipulations
of the address 1lines result in an address which is
equivalent to address $1000 for the 6510. To calculate the
corresponding Z-80 address from a 6510 address, simply
subtract $1000. Alternatively, you can also add $F000 and
ignore the overflow. Through this trick, an area of 4K bytes
from address 0 to $OFFF on the 6510 is placed at the end of
the address range of the Z-80 ($F000-$FFFF). This memory
area contains the zero page, the stack, and the scratch pad
memory of the 6510 as well as the video RAM. The other 2K
from $800 to $FFF is used by the CP/M card to transmit data
between the 6510 and the Z-80, as well as program storage
for the 6510 input/output routines. The Z-80 delegates all
of the input/output to the 6510

Label 6510 280 Description

HSTBUF $0800 OF800H 256~-byte disk buffer

CMD $0900 OF900H command register for the 6510
DATA $0901 OF901H data register
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SECTOR $0902 OF902H
TRACK $0903 OF903H
DISKNO $0904 OF904H
KEYCHAR $0905 OFS05H
MODESW $DEOO OCEOOH
IOTYPE $0CFF OFCFFH
6510
$FFFF OEFFFH
6510
OPERATING
SYSTEM
$D000 0CO000H
48K
$C000 0BOOOH
44K
CP/M
$1000 00000H
6510 - 280
$0000 OFFFFH

-1
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sector register

track register

register for drive number
number of the pressed key
switch for 6510/Z80

I/0 configuration

280
OFFFFH
BIOS65
OF900H |
DISK BUFFER
0F800H
VIDEO RAM
0F400H
6510
WORK STORAGE
0FO000H
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6.5 Disk management under CP/M

A diskette is divided into a number of concentric
tracks which are further divided into sectors. These

divisions are set up as follows on the 1541:

Track Sectors
1-17 0-20
18-24 0-18
25-30 0-17
31-35 0-16

A total of 683 sectors (blocks) are available. Track 18 is
used to store the directory, so 664 blocks are available for
file storage.

Under CP/M, the first two tracks are reserved for the
CP/M operating system itself; the other tracks are free for
data and program storage. Because disk management under CP/M
cannot make use of a variable number of sectors, only the
sectors from 0 to 16 are used. In effect you have 32 tracks
each containing 17 sectors, for a total of 574 256-byte
blocks or 143K bytes of storage. In addition, the CP/M
directory requires some space (64 entries or 32 bytes each,
2K bytes). This is stored in the CP/M BIOS (Basic
Input/Output System) disk parameter block and can be adapted
by the user to his disk capacity. Track 18 (which contains
the Commodore directory) is not used by CP/M.

Track 1, sector 0 of the operating system disk contains
the 1loader program "CPM." The "BIOS 65" is contained in
track 1, sectors 1 through 5, which contains the 1I/0
routines for the 6510 as well as the cold-start loaders for
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CP/M. The program "CPM" loads these three sectors at
addresses $0A00 to $0EFF. From there the block from $0E00 to
$0EFF is transferred to address $1000 to $10FF. This is Z-80
address zero, at which the cold-start 1loader will be
transferred. Finally, the 6510 switches itself off while
switching the Z-80 on. The Z-80 begins executing the program
at address zero, which loads the CP/M operating system from
disk. The CCP and the BDOS (Command Control Processor and
Basic Disk Operating System) occupy 22 sectors on tracks one
and two, from track 1 sector 6 to track 2 sector 10. These
sectors are also loaded in on a warm start with control-C; a
star appears on the screen for each sector loaded in. The
BIOS, which is loaded in only on a cold start, occupies five
sectors from track 2 sector 11 to sector 16. The directory
occupies sectors 0 through 7 on track three.

With the CP/M utility program COPY, only the necessary
sectors are copied, depending on the option selected. For
example, selecting "system tracks only" copies only sectors
1 and 2 as well as 18 and track 3 for the CP/M directory.

If you want to connect a different disk drive, wusing
the IEEE bus for example, you must know the track and sector
layout of the drive. No adaptation is necessary for the 4040
drive because it is completely compatible with the 1541. To
make use of the greater storage capacity of the 8050 or 8250
dual drives, it is necessary to make some changes to the
"disk paremeter block” of the BIOS. There are the values for
the sectors per track (23 for the 8050) and the disk
capacity. In addition, the tracks 38 and 39 must be set
aside instead of track 18 because the directory is stored
there on the 8050. These changes must also be made in the
COPY progran.
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6.6 The interaction between the 6510 and the Z-80

When you work with CP/M on the Commodore 64, the two
microprocessors share the work. While the Z-80 serves the
actual CP/M, the 6510 is brought into play to handle the
input/output operations since the Commodore 64 already has
these routines in its kernal ROM. The Z-80 delegates the
following tasks to thg 6510:

Command number Operation
0 read a sector from the disk
1 write a sector to the disk
2 read the keyboard
3 display a character on the screen
4 get the printer status
5 output a character to the printer
6 format the diskette
7-9 reserved for future expansion, such as
serial I/0

The two processors cannot operate simultaneously. The
address $DE0O0 of the 6510 (OCEOOH on the Z-80) is used to
switch between the two. When the Z-80 wants the 6510 to
execute an I/0 function, it sends the 6510 the number of the
desired code from the above table and switches itself off
while switching the 6510 on. It does this by writing a "1"
to address OCEOOH. The 6510 fetches the command code,
executes the appropriate command, and switches over to the
Z2-80 by writing a "0" to address $DE00. The Z-80 can then
continue with its program at the point where it had passed
control to the 6510. Because of certain hardware

requirements, the first command executed after switching
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from the 6510 to the Z-80 must be a NOP (No OPeration).

Six memory locations at address $900 (OF900H for the Z-
80) are used to transmit parameters.

6510 2-80 Parameter

$0900 OF900H command number

$0901 OFS01H data for input or output
$0902 0F902H sector number

$0903 0F903H track number

$0904 0F904H disk number

$0905 0F905H key number

The memory from $800 to $8FF (OF800H to OF8FFH) is used
as a buffer to hold a sector to be written to the disk or
one which has just been read from the diskette. Reading and
writing disk sectors is performed with the direct access
Block-Read and Block-Write commands.

The keyboard polling yields only the number of the
depressed key. The assignment of an ASCII value to a key
happens in the BIOS using a 256-byte table at address $D00
(OFDOOH). A table at address $C00 (OFCOOH) contains the
addresses of the character strings assigned to the functions
keys. The definitions themselves start at address $C10
(OFC10H) and may consist of up to 16 characters each. These
assignments may be changed with the program CONFIG.
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6.7 Implementing your own Input/Output routines in BIOS

The CP/M BIOS contains two routines called PUNCH and
READER, which are not used in the Commodore 64 version of
CP/M. The READER routine currently returns a control-Z, the
marker for the end of the file. We can use it and the PUNCH
vector for our own purposes. The PUNCH routine could be used
to drive a printer with a Centronics-type parallel
interface, for instance, as described in section 7.1. The
driver routine can be formulated in 6510 code, and we can
use the command codes 7 and 8 which branch to locations $E00
and $F00, respectively, to call our drivers. The call would
look something like this:

PUNCH: ;output character to PUN: Centronics printer

MOV A,C scharacter in accumulator
STA DATA ;into transfer register
MVI A,7 ;code for our routine

STA CMD

CALL 106510 ;call 6510 routine

RET

Our 6510 driver must be located at address $E00; we
have 256 bytes available to us. Since the routine need only
handlé outputting the data to the port and the handshaking,
this will be plenty of room.

The READER routine can be implemented similarly.
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;get character from RDR:

MVI
STA
CALL
LDA
ANI
RET

A,8
CMD

;code for our routine

106510 ;call 6510 routine

DATA
7FH

;get character
;erase parity bit

The command code 8 expects the input routine to be at

address $FO0

0;

here too we have 256 bytes available to us.

You can define your favorite input device as RDR:, such as

the cassette recorder,
data from other computers. The READER routine
data in standard ASCII format. The end-of-file
by a control-Z, as usual.

to transfer
expects text
is indicated

another disk drive, or an interface
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6.8 Transferring CP/M programs and data to and from
Commodore BASIC

When one works with CP/M on the Commodore 64, one
normally does not have the ability to later use programs or
data in the normal BASIC mode of the 64. These files are
only accessible in the CP/M mode. It is possible to transfer
files, however, with a small change to the BIOS.

In CP/M you can send data to the printer. This is done
in BIOS65 with the appropriate OPEN and PRINT# commands. At
this point we can go in and simply change the device number
on the OPEN command. If we set the number to one, all the
data intended for the printer will be sent to the cassette
recorder instead. We must enter one as the secondary address
a well, so that the tape file will be opened for writing. We
can make this change using the CP/M program DDT. Enter the
following commands to make the changes (your input is
underlined):

DDT

FAC7 07 0
FAC8 20 .

(]

FADD 00
FADE AS .

=]
[

FAE6 04 0
FAE7 20 .
-2Cc

(L]
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Now when you output something with “P or PIP LST:=, it
will not be sent to the printer but to the cassette drive.
The first time, the message "press record & play on tape"
will appear and the screen will go dark. Once the data has
been sent, press control C and then press STOP and RESTORE
together during the warm start. The computer will respond
with "ready.” in the Commodore mode. Now you must close the
tape file with CLOSE 4, and after you have the turned the
computer off and back on again, you can read the tape file
in:

100 OPEN 1
110 GET#1, A$

A

200 IF ST<>64 THEN 110
210 CLOSE 1

This program gets the data character by character; you can
then save it to a disk file or do whatever you like with it.

If you want to transfer data from CP/M often, you can
use the editor (ED) and the assembler (ASM) to create a
small program which makes the changes for you so that you do
not have to use DDT. First create the following progranm

using ED:

ORG 100H
MVI A,1
STA OFACTH
STA OFADFH
STA OFAE6H
JMP 0
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and assemble it
ASM TAPE.AAX

Then make a .COM file out of it
LOAD TAPE

Now you can make the changes by simply typing the _program
name TAPE from CP/M.

It is also possible to transfer data the other way,
from the Commodore BASIC mode to CP/M. To transfer a file,
is must be saved as a program file with load address $1100.
This is equivalent to the Z-80 address 100H, the start of
the Transient Program Area (TPA). The following program will
save a file as a program with a load address of $1100:

100 INPUT "NAME OF THE FILE ";N$

110 OPEN 2,8,2, N$

120 OPEN 1,8,1, N$+".CPM": REM OPEN PROGRAM FILE

130 PRINT#1, CHR$(O0)CHR$(17); : REM START ADDRESS $1100
140 GET#2, A$: IF ST=64 THEN CLOSE 1:CLOSE 2: END

150 PRINT#1, A$;: GOTO 140

Before we can load the program, we must know its length. We
can find this by loading the directory.

oo

25 "NAME.CPM" PRG

oo

Remember the number 25. Now we load the program file.
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LOAD "NAME.CPM",8,1

Insert the CP/M diskette and enter CP/M as usual. When CP/M
is loaded, we can save the file under CP/M.

SAVE 25 NAME.TXT

Here the number 25 gives the number of 256-byte blocks to be
saved, but is identical to the number of blocks given in the
Commodore directory. There may be a problems with
upper/lower case reversal when transferring text files. If
this is the case, the conversion to standard ASCII can be
made to A$ in line 140.
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Chapter 7: Interface and expansion options

7.1 The USER port: An interface for a Centronics printer

The Commodore 64 has an interface which is not normally
used by the operating system, and which is available for
your own devices. This interface consists of an B-bit port
and two handshake lines. The 8-bit port can be used for
input as well as output; each bit may be switched
independently.

This interface is ideally suited for implementing a
printer interface. Here in short is the procedure:

The 8 bits of a byte are sent in parallel over eight
data lines. To insure that no data are 1lost during the
transmission, two so-called "handshake lines" are used.
Before the computer sends a data byte to the printer, it
checks the BUSY 1line to see if the printer is ready to
receive the data. If the BUSY line is high, the printer is
not ready and the computer must wait. When the printer is
ready, the computer sends the data over the port and signals
the printer by means of the STROBE line that it is sending
the data. The printer accepts the data and sets the BUSY
line high until it is ready to receive another character.
Now the next byte can be transmitted, and so on. This
process ensures that the printer actually receives each byte
sent by the computer.

In order to be able to use the PRINT# command to send
data to the printer, the software in the operating systenm
must be modified. There is also one additional problem:

Most of the printers with a Centronics-type interface
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use the standard ASCII character set, which is different
from the Commodore 64’s character set. We must convert the
codes used by the computer to the equivalent codes used by
the printer. In addition, it is also necessary to be able to
send data to the printer exactly as the computer sends it.
This 1is required when doing things like graphics on the
printer.

To solve this problem, we have written the driver
program to accept two options. If no secondary address is
given along with the OPEN command, the data will be
converted from the Commodore codes to the appropriate ASCII
codes. If a secondary address of one is given, the data will
be sent to the printer without alteration. The device
address 2 was chosen. This address is normally used for the
RS232 interface, but since this interface cannot be used in
conjunction with our interface (it also uses the USER port),
this presents no problems.

To send a program listing over this interface, you
would enter the following commands:

OPEN 1,2 : CMD 1 : LIST
After the cursor reappears, enter
PRINT#1 : CLOSE 1
to return the CMD mode to normal and close the channel. If

you want to transmit graphics data or printer commands, the
following would be used:
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OPEN 1,2,1
PRINT# 1, ...
CLOSE 1

For the hardware portion of the interface, all that is
needed is a cable with a USER port socket on one end and a
Centronics socket on the other. The pin layout of the cable
is given at the end of the assembly listing. When connecting
the printer, attach the cable between the printer and
computer, turn the computer on, and then turn the printer
on. Load the machine language program and initialize it with
SYS 12%x4096.

0001 COOO sCENTRONICS I
NTERFACE DRIVER FOR CEM &4

Q002 CO00 $PRINTER CONN
ECTED TO USER FORT

QQO3 CO00 H

Q004 COOO sDEFINITION O

F THE I/0 VECTORS
0005 CO00

0006 COOO OFPENV  EQU %3Z1A

0007 CO00 CLOSEV EGU $31C

0008 COQO CHEINY EQU $31E

0009 CO00 CHKOTV EQU 320

0010 COO0O0 BSOUTV ERU %326

0011 CoO00 XREG EQU %97 1 STORAGE FOR
REGISTER

0012 CO00 H

0013 CO00 sFPORT DEFINIT
I0NS

0014 COQO H

0015 CO00 FORTA EGU $DDOO sCIAZ PORT
Q016 CO00 FORTE EQU $DDO1

0017 COO0O DDRA EQU $DDO2 sDATA DIRECTI
ON

0018 COQ0 DDRE EQU $DDO3

0019 CO00 ICR EQU $DDOD 3 INTERRUPT CO
NTROL REGISTER

Q020 COO0 LF EQU $E8

0021 CO00 SA EQU $ER9

Q022 CO00 FA EQU $ERA

0023 COO0 NMEFLS EQU 498

0024 COOO0 LFTAR EBQU $259

0025 CO00 FATAR EQU %263

0026 CO0O SATAER EBGU 426D
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Q027
00Z8
Q029
ON
QOZO0
0031
0032
OO33
QO34
QOES
QOZ4
0037
00738
00OZY
Q040
Q041
0042
00473
0044
0045
Q046
0047
0048
0049
Q050
00351
0052
00O5E
TRUT
0054
0055
0056
T
QO57
0058
0059

CO00

COO0
COOO

COoo

COOO0
COOO0
cCooz
Coo4g
Coo7
CO0OA
cooc
COOE
Cco1i
Co14
COl6
cois
CO1E
CO1E
COzZ0
Coz22
Cco2s
coz28
CO2A
cozc
COZF
CO3z2
COz4

CO=7
CO3ZA
CoO3C

CO3F
CO40
Co40

HANDSHAKE

QOL0

=]
Q0&1
2

QOG22

CO40

C040

CO40

AG TO ICR

QO&E
0064
0065
AG*?

D0bHE
0067
0068
0OL69
QO70
0071
0072

Co40
CO40
Co4z=

RIT

CO45
co4g
CO4A
04D
CO4F
Cosz

Cos4

AT 58
A0 CO
8D 1A O
8C 1R 0OX
A B8R
AO CO
8D 1C OF
8C 1D 0=
A9 A3
AO CO
8D 1E O3
8C 1F 0OX
A9 BA
AD CO

8D Z0O 03
a8c 21 0=

ww
oo
[
fol e
o i

8D O DD

AD OZ DD
09 04
8D 02 DD

8D 01 DD
A9 10

ZC oD DD
FO FR
AD OO DD
29 FR
8D OO DD
09 04
8D OO DD

SRCHFL

OUTFUT

TSTRSY

EQU $F3IOF

ORG $COO0
LDA #<0FEN
LDY #:>0FEN
STA OPENV
STY OPENV+1
LDA #{CLOSE
LDY #:CLOSE
8TA CLOSEV
STY CLOSEV+1
LDA #{CHKIN
LDY #>CHKIN
STA CHEINV
STY CHKINV+1
LDA #<CHEOUT
LDY #:CHKOUT
STA CHKOTV
STY CHKOTV+1
LDA #{BS0UT
LDY #:>RSOUT
STA BSOUTV
STY RSOUTV+1
LDA #$FF
STA DDRE

L.LDA DDRA
ORA #$04
STA DDRA

STA PORTE
LDA #$10

BIT ICR
BEG@ TSTESY
LDA FORTA
AND #4$FR
STA FORTA
ORA #$04
STA FORTA
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$INITIALIZATI

sPORT B AS OU

sPA2 AS OUTPRU

E#DUTF‘UT WITH
sDATA TO PORT
$STROBE ON FA

$RUSY OVER FL

$OUTFUT DATA
1MASK FOR "FL

fERASE STRORE

3SET STROEE
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Q073 COS7 60
0074 C0OS8
0075 COS8 AL
NUMEER

Q076 COSA FO
0077 COSC 20
ILE NUMEBER
0078 COSF DO
0079 CO61 4C
RROR"

Q080 COb4 AL
EN FILES
0081 CObs EO
0082 C06B8 20
0083 COb6A 4C
LES ERROR?
0084 CO&D Eb6
Q0OBS CO6F AS
0086 C0O71 9D
0087 CO74 AS
0088 Co76 09
0089 CO78 9D
0020 CO7R AS
0091 CO7D 9D
Q092 CO80 C9?
0093 C082 DO
0094 C084 18
0095 CO8S &0
Q0946 CO86 C9
0097 C088 4C
0098 CO8E

EB8

QS
OF

03
FE

Q0
77

F&

F&

F3

0099 CO8E 20 14 F3
OGICAL FILE NUMERER

0100 COBE FO
0101 CO%0 18
0102 C0o91 &0
010X C092 20
AMETERS

0104 CO95 BA
0105 CO96 48
0106 CO97 AS
0107 CO99 C9
0108 CO9E FO
0109 CO?D 4C
NUE

0110 COAQ 4C
IN TARLE
0111 COAZ
0112 COAZ 20
ILE NUMEER
0113 COAs FO
0114 COAB 4C
EN ERROR?
0115 COAR 20
AMETERS

02

iF

RA
02
03
9D

F1

iF

OPEN

RTS

LDX

REQ
JSR

ENE

OFNERR JMP

LE1

LR2

LE4

CHEIN

LRé&

LDX

CPX

JMP

JSR

BER
JMF

JSR

LF

OFNERR
SRCHFL

LE1
$F&FE

NMEFLS

#10
LE2
$F6FR

NMEFLS
LF
LFTAR, X
SA
#560
SATAR, X
FA
FATAR, X
#2

LES

#0
$F377

FA

#2

) LRS

$F29D

$F2F1

SRCHFL

LE&
H$F701

$FI1F
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s DONE
H
$SEARCH FOR L
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0116 COAE AS
0117 CORO C9
0118 CORZ DO
0119 COR4 4C
ILE ERROR”
0120 COR7 4C
0121 CORA 20
ILE NUMERER
0122 COERD
0123 CORF
EN ERROR®
0124 CoCc2
AMETERS
0125 CoCcs
0126 COC7
0127 CoCce
0128 COCRE
0129 COCE
0130 CoD1
0131 Cobi
0132 CoDZ
E
01373
01324
0135
NUE
0136
DRESS
0137 CODD
0138 CODF
ZERO
0139
0140
0141 COE4
0142 COES
M TAERLE
0143 COEB
0144 COEA 24
0145 COER
01446 COEC
0147 COED
CTER
0148
0149
0150
0151
0152
0153
0154
01355
0156
0157
0158
0159

Fo
4

20

A
ce
DO
4C
4C

48

AS

coD4
CoDé
cons

ce
FO
4C

CODR

COE1
COEXR

COFO
CoF1l 18
COF2 &0
COFZ 00
COF& O3
COF® 06
COFC 09
COFF oC
cCio2 OF
cros 12
clo8 18
Clor 18

EA
02
0%

0A

19
OF

felle
L |

BA
02
03
75
SR

9A

02
O3

CcD

40

01
04
07
0A
oD
10
13
1é6
1%

F7

F2
-
o

Fz

F1

co

CO

LE7
CHEQUT

LE8

LE?

BSOUT

LE1O

ouT

TAELE

LDA
CMF
ENE
JMP

JMF
JSR

EED
IMF

JSR

LDA
CMF
ENE
JMF
JMF

PHA
LDA

CMF
BEQR
JMF

LDA

AND
EBNE

STX
FLA
TAX
LDA

LDX
BYT
FLA
FHA
JSR

FLA
CLC
RTS
BYT
RYT
BYT
BYT
BYT
BYT
BYT
BYT
BYT

FA

#2
LE7
$F70A

$F219
SRCHFL

LE8
$F701

$F31F

FA

#2
LE?
SF275
$F25R

$9A

2
LE1O
$F1CD

SA

HEOF
ouT

XREG

TAELE, X

XREG
%24

QUTFUT

00, 501, $02
$0T, $04, $05
$0b,$07,4$08
$09, $0A, $OR
$0C, $0D, $OE
$OF, 610,11
$12,$13,%14
15,616,417
18, $19, H1A
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5 NOT INFUT F

$SEARCH FOR F

$*FILE NOT OF

$SET FILE PAR

.
"

s OUTFUT DEVIC

s NORMAL CONTI

$ SECONDARY AD

SNOT EQUAL TO

sGET CODE FRO

sOUTPUT CHARA
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0160 C10E 1B 1C 1D RYT $1R,$1C,$1D
0161 C111 1E 1F 20 BYT $1E,%1F,$20
0162 C114 21 22 23 EBYT $21,%22,$23
0163 C117 24 25 26 BYT $24,%25,%26
0164 C11A 27 28 29 BYT $27,$28,$29
0165 C11D 2A 2E 2C BYT $2A,$2R,$2C
0166 C120 2D 2E 2F BYT $2D,$2E, $2F
0167 C123 30 31 32 EYT $30,%31,$32
0168 C126 33 34 35 BYT $33,$34,$35
0169 C129 36 37 38 BYT $36,%37,%$38
0170 C12C 39 3A 3R BYT $39,$3A,$3K
0171 Ci12F 3C 3D 3E BYT $3C,$3D,$3E
0172 C132 3F 40 &1 BYT $3F,$40,$61
0173 C135 62 63 64 BYT $62,$63,%64
0174 C138 65 b6 67 BYT $65,%66,%$67
0175 C13R 68 69 6A BYT $68,%$69,%6A
0176 CI13E 6B &C &D BYT $&E,$6C,$6D
0177 C141 &E &F 70 BYT $6E,$6F,$70
0178 C144 71 72 73 BYT $71,%$72,473
0179 C147 74 75 76 EBYT $74,%75,%76
0180 C14A 77 78 79 BYT $77,%$78,%79
0181 C14D 7A 7B 7C BYT $74,%7E,$7C
0182 C150 7D 7E SF BYT $7D, $7E, $5F
0183 C153 60 61 62 BYT $60,%61, %62
0184 C156 63 64 65 BYT $63,%64,%$65
0185 C159 &6 &7 68 BYT $6b,%67,%68
0186 CISC 69 bA &R BYT $69,%6A, $6H
0187 C15F &4C 6D 6E BYT $6C,$4D, $6E
0188 C162 &6F 70 71 EBYT $6F,%$70,%71
0189 C165 72 73 74 BYT $72,%73,474
0190 C168 75 76 77 BYT $75,$76,%77
0191 C16E 78 79 7A BYT $78,%79,%7A
0192 C1&4E 7B 7C 7D BYT $7R,$7C,%$7D
0193 C171 7E 7F 8O BYT $7E,$7F,$80
0194 C174 81 82 B3 EBYT $81,%82,%83
0195 C177 84 85 86 BYT $84,%85,$86
0196 C17A 87 88 89 BYT $87,%88,%$89
0197 C17D 8A BE 8C EBYT $8A,$8E, $8C
0198 C180 8D BE 8F BYT $8D, $8E, $6F
0199 C183 90 91 92 BYT $90,%91,$92
0200 C186 93 94 95 BYT $93,%$94,%$95
0201 C189 96 97 98 EYT $96,%97,%98
0202 C18C 99 9A GR BYT $99, %94, $9K
0203 C18F 9C 9D %E BYT $9C,$9D, $9E
0204 C192 9F AQ 61 BYT $9F,$A0,$A1
0205 C195 A2 AT A4 BYT $A2, $A3, $A4
0206 C198 A5 Ab6 A7 EBYT $AS5,$A6,$A7
0207 C19E A8 A% AA EYT $AB, %A%, $AA
0208 C19E AR AC AD EBYT $AR, $AC, $AD
0209 C1Al AE AF EO EYT $AE, $AF, $EO
0210 C1A4 B1 B2 EI BYT $RI1,$R2,$E3
0211 C1A7 R4 BS Ré BYT $R4,$ES,$E6
0212 C1AA B7 E8 E9 BYT $R7,$E8,$E9
0217 C1AD EBA BR EC EYT $EBA,$ER,$EC
0214 C1RO EBD BE EF BYT $ED,$EE,$EF
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0215 C1B3I CO 41 42 EBYT $CO,%$41,%42
0216 C1B6 43 44 45 BYT $43,$44,%45
0217 C1E9 46 47 48 RYT $46,%47,%48
0218 C1BC 49 4A 4R BYT $49,$4A, $48
0219 CIEF 4C 4D 4E BYT $4C,$4D, $4E
0220 CI1C2 4F 50 51 BYT $4F,$50,$51
0221 CICS 52 53 54 BYT $52,%53, %54
0222 CIC8 55 56 57 EBYT $55,%$56,%57
0223 CICE 58 59 SA BYT $58,%59,%5A
0224 CICE 5B 5C SD EBYT $5E,$5C,$5D
0225 C1D1 DE DF EO EYT $DE,$DF, $E0
0226 C1D4 E1 E2 E3 BYT $E1,$E2,$E3
0227 C1D7 E4 E5 Eb BYT $E4,$ES,$E6
0228 CiDA E7 EB E9 BYT $E7,$E8,$E9
0229 C1DD EA ER EC BYT $EA, $ER, $EC
0230 C1EO0 ED EE EF BYT $ED, $EE, $EF
0231 CI1EZ FO F1 F2 BYT $FO,$F1,%F2
0232 C1E6 F3 F4 FS BYT $F3,$F4,$F5
0233 C1E9 F& F7 FB BYT $F6,%F7,%F8
0234 C1EC F9 FA FR BYT $F9,$FA,$FE
0235 C1EF FC FD FE BYT $FC,$FD,$FE
0236 CIF2 FF RYT $FF

100 FOR 1 = 49152 TO 49650

110 READ X : POKE I,X @ S=8+X : NEXT

120 DATA 169, 88,160,192,141, 26, 3,140, 27, 3,169,139
130 DATA 160,192,141, 28, 3,140, 29, 3,169,163,160,192
140 DATA 141, 30, 3,140, 31, 3,169,186,160,192,141, 32
150 DATA 3,140, 33, 3,169,209,140,192,141, 38, 3,140
160 DATA 39, 3,169,255,141, 3,221,173, 2,221, 9, 4
170 DATA 141, 2,221, 96,141, 1,221,149, 16, 44, 13,221
180 DATA 240,251,173, 0,221, 41,251,141, 0,221, 9, 4
190 DATA 141, 0,221, 9b,166,184,240, 5, 32, 15,243,208
200 DATA 3, 76,254,246,166,152,224, 10,144, 3, 76,251
210 DATA 246,230,152,165,184,157, 89, 2,145,185, 9, 96
220 DATA 157,109, 2,165,186,157, 99, 2,201, 2,208,
230 DATA 24, 96,201, O, 76,119,243, 32, 20,243,240,
240 DATA 24, 96, 32, 31,243,138, 72,165,186,201, 2,24
250 DATA 3, 76,157,242, 76,241,242, 32, 15,243,240,
260 DATA 76, 1,247, 32, 31,243,165,186,201, 2,208,
270 DATA 76, 10,247, 76, 25,242, 32, 15,243,240, 3, 76
280 DATA 1,247, 32, 31,243,165,186,201, 2,208, 3, 76
290 DATA 117,242, 76, 91,242, 72,165,154,201, 2,240, 3
300 DATA 76,205,241,165,185, 41, 15,208, 10,134,151,104
310 DATA 170,189,243, 192,166,151, 36,104, 72, 32, 64,192
320 DATA 104, 24, 96, O, 1, 2, 3, 4, S, 6, 7, 8
330 DATA 9, 10, 11, 12, 13, 14, 15, 14, 17, 18, 19, 20
340 DATA 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32
350 DATA 33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44
360 DATA 45, 46, 47, 48, 49, S0, 51, 52, 53, 54, 55, 56
370 DATA 57, 58, 59, &0, b1, 62, 63, 64, 97, 98, 99,100
380 DATA 101,102,103,104,105,106,107,108,109,110,111,112
390 DATA 113,114,115,116,117,118,119,120,121, 122, 123, 124
400 DATA 125,126, 95, 96, 97, 98, 99,100,101,102,103, 104
410 DATA 105,106,107,108,109,110,111,112,113,114,115,116
420 DATA 117,118,119,120.121ié22,123,124,125,126,127,128
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430 DATA 129,130,131,132, 133,134, 135, 136, 137, 138, 139, 140
440 DATA 141,142,143,144,145,146,147,148,149,150,151, 152
450 DATA 153,154,155, 156,157,158,159, 160,161, 162,163, 164
460 DATA 165,166,167,168,169,170,171,172,173,174,175,176
470 DATA 177,178,179,180,181,182, 183, 184, 185, 184, 187, 188
480 DATA 189,190,191,192, &5, &6, &7, 6B, &9, 70, 71, 72
490 DATA 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83, 84
S00 DATA 85, 86, 87, B8, 89, 90, 91, 92, 93,222,223,224
510 DATA 225,226,227,228,229,230, 231, 232, 233, 234, 235, 236
520 DATA 237,238,239,240,241,242,243,244, 245,244,247, 248
530 DATA 249,250,251,252, 253, 254, 255

540 IF S <> 58534 THEN FRINT "ERROR IN DATA'!'" : END

550 PRINT "OK"

The cable connecting the printer to the User port has the
following pin layout:

USER PORT - CENTRONICS
GND 16
FLAG-BUSY 11

DO 2
D1 3
D2 4
D3 5
D4 6
D5 7
D6 8
D7 9
PA2-STROBE 1

T R OGO m@E O QW >
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7.2 Transferring data between computers using the USER port

Imagine the following: You own, in addition to your
Commodore 64, a CBM 8032. Wouldn’t it be nice to be able to
directly transfer data from the 8032 to your 64 where you
can work with it in color? Or maybe you like to be able to
send information from the 64 to the 8032, where you can see
it in 80 columns. You could do this with a cassette,
assuming you have one, but this is a tedious and bothersome

process.

We have chosen this example to illustrate the use of
the Commodore 64°’s USER port, and we have written a small
program which allows the 64 to both send and receive data.
In our case, the device to which we will be sending data (or
from which we will be receiving it) is a CBM 8032. It is
also possible to use the same procedure for communicating
with other computers which have an interface similar to the
user port.

The programs (one for the Commodore 64 and one for the
CBM 8032) which will be given shortly naturally require the
appropriate connection between the two computers. The pin
assignments and necessary connections can be found following
the 1listing. First, however, we will present a detailed
account of the variables and memory locations used in each
of the programs as well as a step-by-step description of the

programs themselves.
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The variables (both programs):

X ASCII value of a sent or received byte

TI operating system clock; counts in 1/60 second steps

D$ composite string of data received or to be sent

Memory locations used on the CBM 8032:

59457
59459

59468

59469

Memory

56576

56577

Data register of the user port

User port data direction register. As you may already
know, the user port may be configured as either input
or output. For this reason, we must specify the data
direction of each bit.

Bit 5 of this address controls the CB2 line of the
user port. When sending, this line will indicate the
validity of the data. When receiving, this 1lines
serves as the acknowledgement signal, indicating that
the data was received. These signals are required to
ensure that no data are lost.

Bit 1 gives the condition of the CAl line of the user
port. When sending data, this bit will be monitored
for the acknowledgement signal of the receiving
device, while when receiving, it is monitored as the
data ready or valid signal.

locations used on the Commodore 64:

Bit 2 controls the PA2 line of the user port. This

line is used in the same manner as the CB2 1line on

the CBM B032 (see description of location 59468).

User port data register.
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56579 User port data direction register.

56589 Bit

4 reflects the condition of the FLAG line on the

user port. Its use is the same as the CAl line on the

803

2 (see description of location 59469).

Program operation:

1000-1080

1000

1010

1020

1030

1040

1050-1060

1070-1080

2000-2090

2000
2020-2030

Send routine

The data direction register is set to output.

The 1length of the send loop is determined by the
number of bytes to be sent.

The individual bytes in D$, indexed by I, are
written to the data register.

The appropriate signal 1line is set to =zero to
indicate that the data on the data lines is valid.
This 1loop waits until the receiver acknowledges
reception of the data byte.

The data valid signal is set back to 1 and the
next byte is sent.

The wuser port is returned to normal and the send
routine ends.

Receive routine

The first data byte is awaited.

The clock is set to zero and the next statements
wait until either a data byte is received or two
seconds have elapsed. If the latter is the case,
it can be assumed that the data transmission is
done. The time limit in line 2020 can be changed
as desired. The 120 refers to 120 1/60ths of a
second, a total of two seconds. To allow for a
three second pause, the appropriate value would be
180.
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2040-2050 The computer waits for the data valid signal. If
it is received, the byte in X is added to D$.

2060-2080 As acknowledgement that the data byte was
received, the corresponding line is set to zero
and the 1loop returns to wait for the next
character.

These programs consist only of two subroutines, one for
sending data and one for receiving it. They should be
inserted into your own programs. When you want to send
characters, place them in D$ and GOSUB 1000. To receive
data, call line 2000 (GOSUB 2000) and upon return, D$ will
contain the characters received.

The first listing is for the CBM 8032 and the second is
for the Commodore 64. They are identical in structure,
although the addresses of the user ports are different in
each case. The only other difference occurs in line 2010. In
consideration for the different way in which the C64 kernal
operates, a jump must be inserted.
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8032 version

995 rem subroutines for transferring data over the user

port

996 rem CBM 8032 for the 6522 at address 59456
997 rem
999 rem send a string

1000
10056
1010
1020
1030
1040
1050
1060
1070
1080
1996
1997
1998
1999
2000
2010
2020
2030
2040

2050
2060
2070

2080
2090

poke 59459,255 : rem set data direction to output

poke 59468,peek(59468) or 224 : rem cb2 high

for i=1 to len(d$) : rem send loop for d$

x=asc(mid$(d$,i,1)) : poke 59457,x : rem output data

poke 59468,peek(59468) and 223 : rem cb2 low

wait 59469,2 : rem wait until data received

poke 59468,peek(59468) or 224 : rem cb2 high

next

poke 59457,0 : poke 59459,0 : rem reset port

return

rem

rem receive data into d$

rem

rem

wait 59469,2 : rem wait for start of data transmission

d$="" : rem initialize d$

ti$="000000"

if ti>120 then 2090

if (peek(59469) and 2)=0 then 2030 : rem wait for
data byte

x=peek(59457) : d$=d$+chr$(x)

poke 59468,peek(59468) and 223 : rem cb2 low

poke 59468, peek(59468) or 224 :

rem cb2 high = receive confirmation

goto 2020

return
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Commodore 64 version

995 rem subroutines for transferring data over the user
port

996 rem CBM 64 version for 6526 at address 56576

998 rem

999 rem send a string

1000 poke 56579,255 : rem set data direction to output

1010 for i=1 to len(d$) : rem send loop for d$

1020 x=asc(mid$(d$,i,1)) : poke 56577,x : rem output data

1030 poke 56576,147 : rem pa2 low

1040 wait 56589,16 : rem wait until data received

1050 poke 56576,151: rem pa2 high

1060 next

1070 poke 56577,0 : poke 56579,0 : rem reset port

1080 return

1996 rem

1997 rem receive into d$

‘1998 rem

1999 rem

2000 wait 56589,16 : rem wait for start of transmission
2010 dg$="" : goto 2050 : rem initialize d$

2020 ti$="000000"

2030 if ti>120 then 2090

2040 if (peek(56589) and 16)=0 then 2030 : rem wait for
data byte

2050 x=peek(56577) : d$=d$+chr$(x)

2060 poke 56576,147 : rem pa2 low

2070 poke 56576,151 : rem pa2 high = receive confirmation

2080 goto 2020

2090 return
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A short example will clarify the use of these routines:
Assuming that you have loaded the appropriate routines
into both computers, add the following line to the sender

routine:

10 D$="test" : GOSUB 1000 : END
and the following to the receiver

10 GOSUB 2000 : PRINT D$ : END

Start both programs and watch what happens (assuming both

computers are connected properly).

The diagram below shows the construction of the
connecting cable. We recommend a 10-wire shielded cable. The
shield is connected to the GND pin on both sides. It is best
to limit the length of the cable to no more than 15 feet. If
a longer cable is required, line drivers may have to be used
to insure that no data is lost during transmission. Noise
created by electric motors (washing machine, vacuum cleaner)
or other large electrical devices can scramble the data
being transmitted. You should have no problems at all if the
length is kept wunder 10 feet. Ten feet should also be

considered an absolute maximum when using an wunshielded

cable.
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7.3 The CP/M cartridge on the expansion port: A case study

In this section, we describe how a clever piece of
hardware can make optimal use of the expansion slot on the
Commodore 64. For a better understanding of the material
that we present, a knowledge of the material in the
corresponding chapter of our book The Anatomy of the
Commodore 64 is an advantage.

First of all, what it is the CP/M cartridge?

The CP/M cartridge is a module developed by Commodore
which contains a Z-80 microprocessor and the necessary logic
to communicate with the C64. The module makes it possible to
use the popular CP/M operating system on the 64 and so gain
access to the wide range of software available for CP/M.

The topic we wish to examine more closely is the
technique of using two processors in the same computer. At
the end of this section you will find a block diagram of the
CP/M cartridge. Not all of the connections are shown in
order to keep the diagram as simple as possible. The
following discussion centers around this diagram and
presents the function groups together with their
designations. We have tried to make this discussion simple
enough so that you need not be a hardware expert in order to

understand it.

First, we present a description of the expansion port

lines which play a role in this context:
CD0-7 System bus data lines.

These can be controlled by the 6510 within the 64
only as long as DMA=1 and BA=1l.
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We should make note of this condition, since it is
necessary for further progress.
CA0-15 System bus address lines.
The above conditions apply to these lines as well.
I/01 This 1line is low whenever any activities take place
in the address range $DE0O-$DEFF (56832-57087).
RES When this line is low (usually only when the computer
is first turned on), all connected hardware devices

are reset.

DMA This 1line is an input. Setting it to zero halts the
6610, leaving the system bus free for external
control.

BA The 64’s video controller uses this line to signal

that it is accessing the memory (BA=0). During this
time, the system bus may not be used by the 6510 or
any other device.

s02 This is the system clock which coordinates all of the
operations within the 64. In order to execute all
activities in synchronization with the 64, the Z-80
in the CP/M module is also controlled by this clock.

We begin our description of the additional processes
with the reset state, the condition of the device after
being turned on. First we need an explanation of a line on
the Z2-80, BUSREQ. This signal has the same operation as the
AEC (activated by DMA=0) on the 6510. If BUSREQ=0, the Z-80

ceases all activities and leaves its system bus free.

When the device is turned on, the RES line is set low
for a short time, resetting the Z-80 and the FF flip-flop
(Q@=0, -Q=1). This has the effect of setting the output of
the AND gate to zero, independent of BA. This in turn
inhibits the Al, A2, and D buffers, preventing the Z-80
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system bus from being externally controlled. BUSREQ is also
held low, effectively inhibiting the Z-80 processor.

You can see now that the operation of the module
depends on the condition of the flip-flop FF in combination
with the signal BA (combined through the AND gate &). Only
when FF is set (Q=1], -Q=0) and BA=1 does BUSREQ=1l, allowing
the Z-80 to operate. You can use your 64 as usual, provided
you do not execute a certain command, namely POKE 56832,1.

As you can gather from the block diagram and the
description of expansion port, this poke activates the line
I/01. Poking the value 1 sets our flip-flop FF and allows
the 2Z-80 to run free, since BA=1 most of the time. At the
same time, the 6510 is switched off and the computer will
probably crash because there is no program in memory which
will make any sense to the Z-80.

At this point we come to our next theme: Where must a
program be so that the Z-80 can execute it? To find this
out, we must dig a bit deeper. In contrast to the 6510, the
Z-80 begins execution at location 0 after reset (RES=0).
Here we have a conflict since the 6510 has its I/0 port at
location 0 and the following locations are the zero page, a
section of memory absolutely required by the processor
because the important system parameters are stored there. A
Z2-80 program simply cannot be stored at this point. On the
other hand, we cannot change where the Z-80 will begin its
execution.

The CP/M module solves this dilemma quite elegantly. If
you take a look at the block diagram, you will find a
function block which we have labeled ADD. This function
block contains a four-bit full adder. The adder accepts two
4-bit words as input, adds them, and places the sum at its

outputs. In our case, the adder is connected to the four
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highest-order bits of the address. One input is connected to
the address lines of the Z-80 and the other is permanently
set at 0001. The result is that the top four address bits
are incremented by one. This has the net effect of
increasing the total address by $1000 (4096) because the
most significant digit of a two-byte address counts in 4K
increments.

To return to our example, when the Z-80 outputs address
zero in order to fetch the first command, it actually
accesses address $1000 (4096). There, a program intended for
the Z-80 can be placed without disturbing the operating
system of the 6510. Using this scheme, a Z-80 address of
$F000 (61440) corresponds to an effective address of O,
since the carry produced by the addition is ignored.

This procedure is essentially the same as the real
operation of the module: After turning the computer on, a
small start program is loaded into memory (at $1000 of
course) and after setting the flip-flop FF, the Z-80 takes
over and executes the program which loads the CP/M operating
system. You should wuse this procedure when you want to
execute Z-80 programs of your own. Simply place the program
you have written at location $1000 (4096) and switch the
cartridge on as described.

Since such a program is not an end in itself, but will
have some output, whether to the screen or on the printer, a
good knowledge of the Commodore 64’s hardware is
indispensable so that you can execute the appropriate
functions from the Z-80 program. Remember that all addresses
referenced from the module are offset by 4096. To send data
to the user port, for example, you should use the address
$CD0O1 (52481) in your Z-80 program because the user port is
located at address $DDO1 (56577) in the 6510 mode.
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How does one return from the Z-80 mode? If the BASIC
interpreter is loaded, you can reset FF by entering POKE
52736,0. This has the additional effect of setting BUSREQ to
0, halting the Z-80 while setting DMA to 1, whereupon the
6510 resumes execution at the point at which it left off.

The address must actually be 4096 less than the 6510
address since this value will be added back in by ADD. It is
not recommended to proceed in this manner, however, since
the 6510 will not find a program which it can run upon
return since the memory contains programs intended for the
Z-80, and the computer will crash.

BA is only a help signal which controls the traffic on
the bus. It has a profound effect on the CP/M module,
however, since the Z-80 halts execution whenever BA=0 or the
output of FF is zero. If we take a closer look at the origin
of BA, we will discover why this is so.
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BA 1is a signal created by the video controller in the
Commodore 64. Because the video controller must access the
video RAM cyclically for refreshing the screen, the system
bus must not be used by any other device. Normally this does
not require halting the wusual bus traffic; the video
controller makes use of the "holes" in the microprocessor
access cycles during which the processor is not wusing the
system bus. There are exceptions, however, such as when the
sprites are being displayed. Here these holes will not
suffice since the memory must be accessed several times in
succession. The video controller signals this condition by
setting BA to zero and all other devices (including the Z-80
and the 6510) must give up the bus.

We have purposely kept the block diagram on the next
page simple although the circuitry in the area of data
buffer D is more complex than that shown. It is sufficient
however to explain to explain the interaction between the Z-
80 and the 6510.
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7.4 Synthesizer in stereo

If you use the synthesizer in your Commodore 64 often,
you have probably wished for something better than the tinny
sound of your TV speaker. With the help of a stereo receiver
or amplifier we can produce considerably better sound.
Because the stereo has two channels at its disposal, we must
consider how to divide the single-channel output of the
synthesizer between them. Unfortunately, the individual
voices of the device do not have separate outputs, or we
could make the division easily.

We have made certain allowances, however, and have
divided the tone signal into two frequency ranges. The
division occurs at 300 Hz. This splits the range of the
synthesizer nearly in the middle as far as the ear is
concerned, with three octaves below (down to 36 Hz) and four
octaves above (up to 4800 Hz) 300 Hz.

This is accomplished with two double-T filters with an
attenuation of 6dB/octave and a cut—-off frequency of 300 Hz
(low pass) and 3 kHz (high pass). You can change the cut-off
frequencies as desired by using different capacitors, but
you should leave the values of the resistors as they are
since they were calculated to match the impedance of the
connected device.

Given the cut-off frequency, the required value of the
capacitor can be found with the formula C=1/(3300%F). If you
have some capacitors already and want to know what cut-off
frequency they would give, use the formula F=1/(3300%C). The
values that we have chosen are optimized for this project
based on numerous measurements and listening tests.

If an attenuation of 3dB/octave is good enough for you,
the components R2, C2, C4, and R6 can be eliminated. This
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will result in a greater acoustical overlap between the two
speakers. As you see, the filter circuit is extremely
simple. It can be constructed on a piece of perfboard.

We now want to present a program which will produce a
"sweep" using the triangle wave. This will allow you to
clearly hear how the tone moves from one speaker to the
other. We have chosen the triangle wave because it is
relatively free of overtones and will allow the effect to
noticed better. With more complex sounds, rich in overtones,
such as the sawtooth, the overtones will appear on  one
channel while the fundamental wave will be heard on the
other, provided that the fundamental does not exceed 300 Hz.
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vV1=54272
vV2=54279
v3=54286
RS=54295
PL=54296
POKE V1+4,0 : POKE V2+4,0 : POKE V3+4,0
A=9 : D=9 : S§=9 : R=9 : H=30
POKE RS,0 : POKE PL,15
POKE V3+5,16%A+D : POKE V3+6,16%S+R
POKE V3+4,17
FOR I=0 to H : POKE V3+1,PEEK(54300) : NEXT I
POKE V3+4,16
FOR I=0 to R¥4 : POKE V3+1,PEEK(54300) : NEXT I

e is the schematic diagram for the filter. The
e is intended to be connected to the phono input.
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Chapter 8 : Data Management

8.1 Introduction

The effective and efficient management and processing
of data is one of the most basic themes in computing. All
programs do it to some degree, but programs designed
specifically for storage and retrieval of large quantities
of various data are among the most complex in programming.
It is the same in BASIC, FORTRAN, Pascal or other
languages—-—-data management, and everything else that has to
do with data, is a very important problem. One would
therefore expect that computer manuals or programming books
would provide detailed information about this topic.
Unfortunately, these books discuss data management only very
briefly, it at all.

In this chapter we want to give you some insight into
data management on the Commodore 64. We will not merely
present dry theory, but we will also present examples which
will hopefully allow you to understand your Commodore 64
better and to use it more effectively. First, however, we
must begin by clarifying a few fundamentals of data

management.

FILE

The whole world talks about data processing and files--
but what actually are files? The easiest way to clarify this
term 1is to replace it with another, one which everyone is
familiar with: CARD CATALOG. As you know, a card catalog,
such as those found in libraries, consists of a number of

filing cards. On these cards is information concerning a
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particular item or person. The cards must be organized
according to a specific pattern. The most common method of
organization is alphabetic sorting. Another possibility is
sorting by the item number or some other datum. All of the
cards together make up a card catalog. A file uses the same
principle. A file consists of a number of data records which
contain the individual pieces of information--just 1like a
filing card.

The great advantage of a data file over a card file is
the amazing flexibility of the data file. The time savings
when searching and sorting are most important, but the space
savings also plays a large role today. Microcomputers can
now be equipped with millions of characters of data storage.
Can you imagine how many filing cards would be required to

store so much information?
DATA RECORD

As we mentioned before, a data record can be compared
to a filing card in a card catalog. Within this data record
are all the data that would be on the filing card, divided

into one or more FIELDS.
FIELD

Here too we can use the example of the card catalog. If
you can picture a data record as a filing card, then the
fields are the individual lines of information on the card.
The association between the three concepts can be thought of

approximately as:

FILE -> DATA RECORD -> FIELD

- 187 - )



Tricks & Tips

When one wants certain information about a thing or a
person, such as the name, the appropriate file must first be
accessed, then the data record from this file, and finally
the appropriate field from the data record. This can be
represented graphically as follows:

FILE: ADDRESSFILE
FIELD FIELD FIELD FIELD FIELD
LAST FIRST STREET CITY ZIP CODE
Rec: 1 Jones Tom 123 Main St. Anytown, AZ 55555
Rec: 2 Smith John 456 Park Pl. Nowhere, CA 86521
Rec: 3 Green Joe 789 Kings Ct. CBM City, TX 68513

In this example one can clearly see the differences and
relationships between file, data record, and field. These
terms should be well understood before one begins writing
data management programs. We will now move on to various
access and storage methods, but the basis for this
presentation will be the material we have discussed so far.
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8.2 Cassette — Diskette

After this somewhat lengthy introduction we want to
actually write data management programs. We should first
examine the devices which are at our disposal for storage on
the Commodore 64: the datasette and disk drive.

How are these two devices and their media different?
How can they be used? In order to clarify these questions we
will first make an excursion into the beginnings of data
processing.

Not so many years ago, terms such ‘as "floppy" or
"maénetic platter" were unheard. But even then one could nét
do without some sort of storage medium, a device that could
save and recall data. Punch cards were developed for this
purpose. With these one had a simple and cost-effective
means of saving and retrieving data. A serious disadvantage
of the devices required for working with the punch cards,
the card puncher and reader, soon became apparent. Both were
purely mechanical devices and far too slow. Faster and more
reliable storage devices have always been in demand, so
something better had to be developed. The result was the
magnetic tape, which we can compare to the present cassette,
since the principle is much the same as that used by the
much larger reel-to-reel tape drives used on mainframe
computers.

The principle of the cassette as storage medium is
really quite simple. The Commodore 64 has a specific device
assignment for the cassette, device number 1. The command
for writing is also 1. To open a file on the cassette

recorder, the following command might be used:

OPEN 1, 1, 1, "CBM 64 FILE"
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The first "1" is the file number for the Commodore 64. If
you want to open several files on the 64, you must choose
different file numbers for the printer, cassette, and disk
drive. The file number must be an integer from 1 to 255.
When the record and play buttons on the cassette recorder
are pressed, the Commodore 64 will write a special leader on
the tape. This leader contains only the file name for a data
file but can also include the start address if a program is
being saved. This so-called program or file header is saved
twice, after which the tape is stopped. At this point, data
(or the program) can be saved.

The following sequence offers an additional possibility

for saving a file:

OPEN 1, 1, 2, "CBM 64 FILE"

When you use this command, the computer will write one
additional piece of information to the tape after the file.
This information, called the EOT (End Of Tape), when
encountered in a subsequent read, tells the computer that
the tape ends at that point.

Once saved, data will be read in again at some time.

The corresponding command is:

OPEN 1, 1, O, "CBM 64 FILE"

The Commodore 64 will search for a particular file until it

finds it or until it encounters an EOT marker.

IMPORTANT: When writing, the 64 does NOT search for a
file with the given name. It writes without regard for any
existing data at the exact point on the tape that it finds
itself. For this reason, it is best to store only one file
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per cassette in order to prevent unintentional destruction

of other data or programs.

After a while, magnetic tapes no longer sufficed (we
will discuss the reasons why later), so the storage
techniques were refined. Magnetic platters were used. Here
too the Commodore 64 has a similar method of storage
available. Here one can connect one or more devices called
disk drives. The corresponding medium, the diskette, can be
compared to a phonograph record. On both media there are
various "tracks," although all of the material on the
diskette is magnetic and therefore the tracks are invisible.
This allows the "record" to not only be read from but also
written to. The syntax of the command for writing or reading
a file using the disk looks like this:

OPEN 2, 8, 2, "0:CBM 64 FILE,S,W"

or

OPEN 2, 8, 2, "0:CBM 64 FILE,S,R"

The first "2" is again the internal file number, "8" is the
usual device number for a disk drive (but it can also be 9-
12), and the second "2" is the channel number. The most
interesting part, however, is the name. Here we find first
the number of the disk drive (0 or 1), then the filename,
then an "S" for "sequential file" (more about this later),

and finally either a "W" for write or an "R" for read.
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The most important differences between disk and

cassette storage consist of

-Cost

Based on the initial purchase price, the cassette
recorder is by far the cheaper storage medium, even
though the price of the disk drive has come down
dramatically and one can purchase a VIC-1541 for under
$250 Another cost factor is the price of the actual
storage media. For example, in order to store the
170,000 characters which will fit onto a single disk
in the Commodore VIC-1541, one would need four C-60
cassettes. Here the cassette recorder offers no price

advantage.

—-Access time
Here the advantages of the disk are shown most
clearly. For instance, reading a 10K program from a
cassette requires 200 seconds, but only 20 for the
VIC-1541 disk drive. To read a file consisting of 50
addresses, each 100 characters long, requires 180
seconds with a cassette recorder, while the disk drive

requires only 18 seconds.

-Access methods and ease of programming and operation
While the cassette recorder allows only programs and
sequential data files to be stored, the disk offers
many more possibilities through its ability to make
use of relative files (random access) and direct
access. In addition, the disk is much easier to use.
One need only give the disk drive the name of progranm
to be saved, and the drive will find free space on the

disk and save the program there.
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It should now be clear that the cassette recorder is a
low-cost device for the beginner or light user. Anyone who
wants to use his computer for commercial purposes will
require a disk drive.

Next, we will take a look at the under-lying technical
principles of data storage on the cassette and then turn to
the individual access methods and file forms.

- 193 -



Tricks & Tips

The datasette, or HOW DO THE BITS GET ON THE TAPE?

Now that we have clarified the principles behind files
(and you have hopefully understood them), we want to explain
how the information is actually placed on the tape. The
discussion will become a bit technical, but you may find the
information useful nonetheless.

The method Commodore uses for representing the
information (bits) on the cassette tape is called PPM or
Pulse Position Modulation. This means that the Commodore 64,
Jjust like its other Commodore brothers, writes the digital
signals directly, and not in the form of tone frequencies,
to the tape. These digital signals are transmitted in three
different lengths: short (S), long (L), and medium (M). From
these three lengths, three different combinations are

formed, which have the following meanings:

LLMM = BYTE ; this combination precedes every byte
MMSS = 1
SSMM = 0

The letter "A" would be represented on the tape in the

following form:

LLMM MMSS SSMM SSMM SSMM SSMM SSMM MMSS SSMM MMSS
BYTE 1 0 0 0 0 0 1 0 1
BIT# O 1 2 3 4 5 6 7 parity ODD

The format of the whole program or file on the tape looks
like this:

Programs Data files
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Program header File header

Start & end addresses, name Name

Program header (again) File header (again)
Program (a block) Data block

Program (again) Data block (again)
End block End block

The header is constructed as follows:

Programs Data files

Start address (xxxx) Start address (0000)

End address (xxxx) End address (0000)

Program name (16 characters) Filename (16 chars.)

Padding chars. (for prg. name) Padding chars. (for
filename)

A block consists of: (programs and data files)

approximately 2 seconds of leader

9-byte count down ($89 $88 $87 $86 $85 $84 $83 $82 $81)
for first block

($09 $08 $07 $06 $05 $04 $03 $02 $01)

for repetition

data

checksum (EXOR checksum for all data)

end marker (LLSS SSSS SSSS SSSS SSSS)
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approximately 0.16 seconds of trailer

As we mentioned before, the method of representation is
the same for all of the Commodore computers. The problem
with exchanging data between the Commodore 64 and VIC-20
lies only in the different clock frequencies used. The
system clock of the VIC-20 runs faster than that of the CBM,
while the system clock of the CBM runs faster than that of
the Commodore 64. In practice, this means that VIC-20 and
Commodore 64 programs can be run on the larger CBM’s, but
that a VIC-20 program cannot be directly 1loaded into a
Commodore 64, and vice versa. If ybu want to exchange
cassettes between these two computers, you must make a
detour through a CBM. The procedure would be something like
this: ’

You have a cassette which contains one or more VIC-20
programs or files which you want to transfer to your
Commodore 64. In order to do so, you first take a ordinary
datasette and connect it to a CBM or PET computer and load
the first program (or file) as usual. Then take a new
cassette and exchange it for the VIC-20 cassette in the
recorder. Now save you program (or file) onto the tape with
the wusual commands. If you have more than one program. or
file, repeat this procedure until you are done.

After all of the programs have been transferred, or
perhaps it would be better to say converted, you have a
cassette which can be wused on both the VIC-20 and the
Commodore 64. Under certain circumstances you may have to
make some changes to the program, such asvadapting it to the

64’s 40x25 screen size, changing some POKE’s, etc.
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8.3 The principle behind data management: Sequential fileé

We have occupied ourselves in detail with the "history"
of storage media. Now we shall turn our attention to the two
most recent storage media, the tape and disk drives. In this
section, we will concentrate on the sequential method of
data access.

Sequential means "one after the other." This is exactly
the way we find individual data records in the file. It can
be compared with the selection of a piece of music with the
aid of a cassette recorder. You fast-forward or rewind the
tape to the specific place at which the piece is recorded
and then press the play button. When working with sequential
files, either on tape or disk, there is one additional
limitation. It is like having a tape recorder with a fast-
forward and a rewind-to-start-of-tape button. If we want to
hear the piece of music .again, or make another pass through
our data, we must go back to the beginning of the tape and
fast-forward to the desired spot again.

It works much the same way with data storage on the
tape. When you save some data, you must make note of the
counter position so that you can find the same spot on the
tape later when you wish to read the data back in. You can
use the fast-forward and rewind buttons to aid in finding
the data. In spite of this, it is somewhat problematical to
search through a file for a specific data record. If you
have a file full of addresses, and yéu search for the name
SMITH, it may happen that there is more than one SMITH in
the file. Often, you cannot always make note of the counter
position (in addition, we want to do without such manual
work, otherwise we might just as well use filing cards). We
must find some other way. We rewind the tape to the

beginning, open the file for reading and then go through
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record by record until we have read the correct SMITH.
Naturally, this has certain time expenses: with 2000 records
in a file one can have a nice cup of coffee or walk the dog
while the file is being processed. But one can still use the
cassette recorder for working with small amounts of data,
especially since it 1is very cost-effective for such
applications.

Those who own cassettes but who would like to process
their data quickly and efficiently should make use of the
following procedure: Form all of your files such that they
will fit into the free memory of the Commodore 64. Before
you change, erase, insert, or simply display any of the data
in the file, load the whole thing into memory from the
cassette. Now the data accesses are not dependent on the
speed of the cassette, rather, you can make use of the
processing speed of your computer. When you are done working
with the file, save the entire file back to tape. This
simple and effective procedure can also be used for larger
files. For example, you can divide an extensive address file
into groups of names, one tape for those whose last names
start with A-C, another for D-F, and so on, so that the
parts each fit into the 64’s memory. With some skill and
organization a tape recorder can be used to manage a large
amount of data.

When the process of data storage is presented
figuratively, one can easily see why only sequential files
are possible on the cassette recorder. All data are saved
one after the other and read back into the computer in the
same way.

Sequential files are also available as a method of data

storage on the disk drive. Sequential files can be found

quickly and directly without searching since the drive
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maintains a directory of the disk’s contents and where the
files can be found. This allows you to escape the tedious
searching necessary with the cassette recorder.

How do we handle a sequential file on the Commodore 647
First we must open the file. We need the file number, device
number, channel number, and filename. Once we have opened a
file, we can read or write in the file with one command, but
never both at once.

Without doing something additional we cannot write to a
file which already exists. If, for example, you open the
file "CBM 64 FILE" with the command

OPEN 2, 8, 2, "0:CBM 64 FILE,S,W"

and a file with the same name already exists on the
diskette, you will receive the error message FILE EXISTS.
The command must therefore be modified by placing an at-sign
("@") in front of the drive number. The command is then

worded

OPEN 2, 8, 2, "@0:CBM 64 FILE,S,W"

and will cause any existing file with the same name to be
overwritten.

This is important because even with a disk, no data can
be changed in an existing sequential data file. To change
any data, the file must be read into memory in its entirety,
and after making the changes it must be rewritten to the
diskette. Those who wish to use sequential files with the
disk instead of the direct access files available should use

the procedure described for use with the cassette recorder.
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Sequential files on the disk drive offer a
substantially higher rate of access and data transfer speed
as well as automated operation. The disk offers yet another
advantage, namely the ability to APPEND to a sequential
file. This ability to append is very useful because it means
that you do not have to read all of the data into the
Commodore 64 and then write it back again in order to simply
add new data to an existing file. A simple change of the
OPEN command allows you to append data to the end of a
sequential file. The OPEN command looks like this:

OPEN 2, 8, 2, "0:CBM 64 FILE,S,A"

Now all data written to the file will be added to the end.
This append option is unfortunately unavailable on the
cassette drive. You must read in all of the data, then write
it back out again, and finally add the new data before
closing the file. It should now be obvious why we said that
data management is far more convenient with the disk than

with the cassette.

Following, you will find a set of model programs for
simple sequential data management on a cassette or disk
drive. The individual programs can be easily modified for

your own uses. First the cassette version.
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1. Writing the data

REM %Xk RRK KK AOK KK K Kok ok 3k ok ok ok 3k ok ok ok o ok ok ok ok ok ok ok ok K
REM WRITING FIRST AND LAST NAMES TO TAPE
REM VERSION FOR DATASETTE / COMMODORE 64
REM XXkXXRKRKKKKKKRKKKRKRKKKkK KX KKK KKKKKk KKK
PRINT CHR$(147) : REM ERASE SCREEN

PRINT "OPENING FILE FOR WRITING"

PRINT

OPEN 1,1,1,"CBM 64 FILE"

INPUT "LAST NAME : ";LN$

INPUT "FIRST NAME : ";N$

PRINT

PRINT "WRITING - LAST NAME = ";LN$
PRINT " - FIRST NAME = ";N$
PRINT

PRINT#1, LN$

PRINT#1,N$

PRINT

INPUT "MORE (Y/N) ";YN$

PRINT

IF YN$="Y" THEN 60
IF YN$="N" THEN 200
PRINT "INVALID INPUT!"

GOTO 140
CLOSE 1
END

This program will save a desired number of first

last names to tape.

with a cassette recorder.

of the first.

and

Note that this program can only be used
The next program is the "opposite"

It reads the data into the 64 and displays it
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on the screen (or printer). Before running this program you
must rewind the tape to the start of the file you created

with the above program.

2. Reading the data

10 REM X¥kkkkkkkkRkKKKkKKKKKKKKKKKRKKKKRKKKRKKKKXK
20 REM READING FIRST AND LAST NAMES FROM TAPE
30 REM VERSION FOR DATASETTE / COMMODORE 64
40 REM k¥kkkkkkkkkkkkkkkkkkkkkkkkkkkkkRkkkkkk
50 PRINT CHR$(147) : REM ERASE SCREEN

52 PRINT "OPENING FILE FOR READING"

54 PRINT

56 OPEN 1,1,0,"CBM 64 FILE"

60 INPUT#1,LN$

70 INPUT#1,N$ )

80 IF ST AND 64 THEN 130 : REM END OF FILE?

90 PRINT "READING - LAST NAME = ";LN$

100 PRINT " ~ FIRST NAME = ";N$

110 PRINT

120 GOTO 60

130 PRINT "END OF FILE - LAST NAME = ";LN$
140 PRINT " - FIRST NAME = ";N$
150 CLOSE 1

160 END
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This program reads all of the data previously saved by
the first program and then displays it on the screen. If you
want to send the data to the printer instead of the screen,

you must change a few lines:

58 OPEN 4,4

90 PRINT#4,"READING - LAST NAME = ";LN$

100 PRINT#4," - FIRST NAME = ";N$

110 PRINT#4

130 PRINT#4,"END OF FILE - LAST NAME = ";LN$
140 PRINT#4," - FIRST NAME = ";N$
155 CLOSE 4

There is yet another possibility, namely the addition
of data. As we mentioned earlier, there is no simple way to
append data to the end of a cassette-based sequential file
as there is for such file on disk. The file must be read
into memory in its entirety, the tape rewound, the file
opened again for writing, and the previously read data
written back to the tape. At the end you may add the new
data. The same procedure would also allow you to change or
erase individual data.
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3. Adding data

10 REM t**************************i********
20 REM ADDING FIRST AND LAST NAMES TO TAPE
30 REM VERSION FOR DATASETTE / COMMODORE 64
40 REM XXXkkkkkkkkkkkkkkkXkkkkkkkkkkkkkkkkk
50 PRINT CHR$(147) : REM CLEAR SCREEN

62 PRINT "OPENING FILE FOR READING"

54 PRINT

56 OPEN 1,1,0,"CBM 64 FILE"

60 DIM LN$(100),N$(100) : I=1 : REM 100 NAMES MAX.
70 INPUT#1,LN$: LN$(I)=LN$

80 INPUT#1,N$ : N$(I)=N$

90 IF ST AND 64 THEN 130

100 IF I=100 THEN 130

110 I=I+1

120 GOTO 70

130 EN=I

135 PRINT

140 PRINT "PLEASE REWIND THE TAPE."

150 PRINT

160 INPUT "DONE (Y/N) ";YN$

170 IF YN$="N" THEN 130

180 IF YN$="Y" THEN 210

190 PRINT "INVALID INPUT!"

200 GOTO 150

210 PRINT "OPENING FILE FOR APPENDING"

220 PRINT

230 OPEN 1,1,1,"CBM 64 FILE"

240 FOR I=1 TO EN

250 PRINT#1,LN$(I)
260 PRINT#1,N$(I)
270 NEXT I
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280 PRINT "ADD DATA:"

290 PRINT

300 INPUT "LAST NAME : ";LN$

310 INPUT "FIRST NAME : ";N$

320 PRINT

330 PRINT "WRITING — LAST NAME = ";LN$
340 PRINT " - FIRST NAME = ";N$
350 PRINT

360 PRINT#1,LN$

370 PRINT#1,N$

380 PRINT

390 INPUT "MORE (Y/N) ";YN$
400 IF YN$="Y" THEN 300

410 IF YN$="N" THEN 440

420 PRINT "INVALID INPUT!"
430 GOTO 380

440 CLOSE 1

450 END

Now you have a small address manager. To be sure, it
lacks the addresses yet, but anyone with a bit of experience
in programming will be able to expand the program to include
this.

We shall now turn to sequential file management on the
disk drive. Here too we will offer the three examples which
we gave for the datasette. This will allow you to compare

and contrast the two.
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1. Writing the data

10 REM XXkkkkkRkKKKKKKRKKKKKKKKKKKKRKKRKRRKKX
20 REM WRITING FIRST AND LAST NAMES TO DISK
30 REM VERSION FOR VIC-1541 / COMMODORE 64

40 REM kXXX kkkkkkkkkkkkRKKRKXKKKKKKKRKKRKXK
50 PRINT CHR$(147) : REM CLEAR SCREEN

52 PRINT "OPENING FILE FOR WRITING"

54 PRINT

56 OPEN 2,8,2,"CBM 64 FILE,S,W"

60 INPUT "LAST NAME : ";LN$

70 INPUT "FIRST NAME : ";N$

80 PRINT

90 PRINT "WRITING - LAST NAME = ";LN$
100 PRINT " - FIRST NAME = ";N$
110 PRINT

120 PRINT#2,LN$

130 PRINT#2,N$

140 PRINT

150 INPUT "MORE (Y/N) ";YN$
155 PRINT

160 IF YN$="Y" THEN 60

170 IF YN$="N" THEN 200
180 PRINT "INVALID INPUT!"
190 GOTO 140

200 CLOSE 2

210 END

Exactly as the previously-described program for the
datasette, this program writes any number of first and last
names to the diskette in sequential form. Naturally, this
works only until the diskette, or better, the file space, is
full. It requires a large amount of data to fill wup a
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diskette, but one should still take care in programming that
no error or program crash will occur when the disk is full.
So that you receive the full impression of the capacity of

the disk, we want to show you a small example:

The VIC-1541 disk drive can store a total of 174,848
bytes (characters) on a diskette. We can use the following
amounts for files:

Sequential files : 168,656 characters
Relative files : 167,132 characters

A maximum of 144 programs and files can be saved.
Let’s assume that we have written a complete address

manager. For the sake of example, assume our program expects
the following data:

Field Length
Number 3
First name 20
Last name 20
Street address 25
City 25
State 2
Zip code 5
Telephone number 14
Notes 50

Our data record is 164 characters long. To this we add the
RETURN characters for the end of the fields (CHR$(13)). We
must add one more character for each field. This yields a
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total of 173 characters. How many records can we store on
one diskette?

The calculation we need here look like this:
MAX = BYTES FOR SEQUENTIAL FILES / LENGTH OF A RECORD
or in our example:
168,656 / 173 = 974.8901734

Since it will be a little difficult to make use of
974.8901734 data records, and a little space on the diskette
never hurts, we could store up to about 960 records. This
nuiber should suffice for most applications. If, however,
you need to store more records, you must either write the
program in such a way so that it can make use of multiple
data disks or use a larger disk drive. In our example, using
a Commodore 8250 drive would increase the storage capacity
by a factor of 6 per drive. This would mean that the 8250
could store more than 5500 addresses.

This possibility is available to the Commodore 64. All
that you need is the disk drive itself and an IEEE-488
interface for the 64.

2. Reading the data
Now on to reading the data. The program is virtually

identical to the cassette version. For the sake of
completeness we will present this program again:
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REM XXXXKKRKKKKKKRKKK KK KK KKK KK KK KRKKKKKKKK
REM READING FIRST AND LAST NAMES FROM DISK
REM VERSION FOR VIC-1541 / COMMODORE 64
REM *Xkkkkkkkkkkkkkkkkkkkkkkkxkkkkkkkkkkkkk
PRINT CHR$(147) : REM CLEAR SCREEN

PRINT "OPENING FILE FOR READING"

PRINT

OPEN 2,8,2,"CBM 64 FILE,S,R"

INPUT#2,LN$

INPUT#2,N$

IF ST AND 64 THEN 130 : REM END OF FILE?

PRINT "READING - LAST NAME = ";LN$
PRINT " - FIRST NAME = ";N$
PRINT

GOTO 60

PRINT "END OF FILE - LAST NAME = ";LN$
PRINT " ~ FIRST NAME = ";N$
CLOSE 2

END

As you see, this program has no important differences

from the cassette version. The only significant difference

in the ways
files is the disk drive’s ability to append to

sequential

in which the cassette and disk work with

the end of a sequential file without having to read in and

rewrite the old data.
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10
20
30
40
50
52
54
56
60
70
80
90
100
110
120
130
140
150
155
160
170
180
190
200
210

As you
resemblance

exception: Th

3. Adding data

REM XXkkkkkkkKKKKKKKKKKKKKERKRKRKRRKRKKKKKK
REM ADDING FIRST AND LAST NAMES TO A FILE
REM VERSION FOR VIC-1541 / COMMODORE 64
REM XXkkkXkRKKKKKKKKKKKKKKRRKKKKKRKKKKKEKX
PRINT CHR$(147) : REM CLEAR THE SCREEN
PRINT "OPENING FILE FOR APPENDING"

PRINT .
OPEN 2,8,2,"CBM 64 FILE,S,A"

INPUT "NAME : ";LN$

INPUT " : ";N$

PRINT

PRINT "WRITING - LAST NAME = ";LN$
PRINT " - FIRST NAME = ";N$
PRINT

PRINT#2, LN$

PRINT#2,N$

PRINT

INPUT "MORE (Y/N) ";YN$

PRINT

IF YN$="Y" THEN 60

IF YN$="N" THEN 200
PRINT "INVALID INPUT!"

GOTO 140
CLOSE 2
END

have noticed, this program bears a strong
to the program for writing the data--with one

e OPEN command was changed from
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OPEN 2,8,2,"CBM 64 FILE,S,W"

to

OPEN 2,8,2,"CBM 64 FILE,S,A"

This ability of the disk allows relatively easy manipulation

of sequential files.

At the close of this section, we would like to clarify
the range of applications of sequential files. For data
management where fast access and easy alteration of data is
important, sequential files are used only wunder certain
conditions. Sequential files files are used primarily when a
file is to be created for a clearly defined purpose in a
clearly defined form. An example is data exchange between
computers. Sequential files can, in principle, be read by
any computer provided the character sets (generally ASCII)
are compatible. With relative files or direct access, the
various disk operating systems use different means of
managing the files and such an exchange is generally not
possible. Another example is register files which are
created once and then never changed, such as the book-
keeping journal in accounting.
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8.4 Copying files with one and two disk drives

As we have discussed, there are various ways of
expanding, changing, or erasing sequential files. Sequential
data management éan be very simple—-but it is looked upon as
only a primitive method of saving and retrieving data.

In addition, it is sensible or even necessary to
duplicate data or files so that after working with a file, a
copy of data in its original condition is still available or
so that should anything happen to one copy of the file, the
other can still be used.

We will first discuss copying files. In our example, we
assume that the file has been saved sequentially. There are
several ways of copying this file. First, we could read the
entire file into the 64’s memory in order to copy the
records into the new file. This method either requires a
very large amount of memory (the diskette can contain up to
170,000 characters while the Commodore 64 can hold only
about 30,000 along with BASIC and program) or is limited to
small files. A "compromise" is possible where a certain
number of records are read in by blocks and then written
back to the diskette. We will keep to the simplest method

however and read each record in and then write it back.

Our goal is to create a second file which, after the
copying process, is identical to the original file. The only
problem which we encounter here is that we must know how
many fields each record has. In order to make the program
easier to use, we also it to display which record it is
working along with its fields.
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FHOO0O0
S0010
G001l
BO0O20
S00Z0
F0040
50045
SOOSH0
HOO60
SOO70
50080
OO0

SO100

SOLL0

SO120

01030
50140
50145

SO130
SO160
S0170
S0180
G010
TOZ00

10

SOR2E0

SOEI0

=240
000
1010

H10E0
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AD$="ORIGINAL FILE":
REM NAME OF THE FILE (CHANGE AS NEEDED)
NF$="NEW FILE":
REM NAME OF NEW FILE ( " )
NE$="@: "+NF$+" S, W"
REM WRITE NEW FILE
INPUT "HOW MANY FIELDS FPER RECORD "iNF$
NF=VAL (NF$)
DIM FT$(NF):
REM DIMENSION FIELD TITLES
DIM DF$ (NF):
REM DIMENSION DATA FILEDS
FOR I=1 TO AF:
REM INFUT ALL FIELD TITLES
INFUT FT$(I)
NEXT I
PRINT
FRINT "COFYING IN PROGRESS."
OFEN |,8,2,AF%:
REM OFEN FILE FOR READING
OFEN 2,8, .5, NF6:
REM OFEN FILE FOR WRITING
Fep= £
F BEGIN WITH RECORD 1
FRINT "READING RECORD NO."3RN:
PRINT
FOR 1=1 TO NF:
FEM READ ALL FIELDS
INFUT#1, DF$ (1)
FRINT FT$C(I)s" @ "3DF$ (D)

DL=5T:
REM DL = FILE STATUS
NEXT I
FRINT
FPRINT "WRITING RECORD NO."3NR:
FRINT

FOR Is=1 TO NF:
REM  WRITE ALL FIELDS
FRINTHZ,DF&(I)

NEXT 1

FRINT

IF DL AND &4

THEN S1000:

REM  END OQF THE FILE?
DR=DR+ 1
REM  HEXT RECORD
GOTD 50113
FRINT "all RECORDS COFIED."
FRINT
CLOSE &3
REM  CLOSE THE FILES
ClOGl 1
FRIMT "ENMD."

S50 EMD
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With this program you can easily copy your own
sequential files, so long as you know the construction (the
number of fields per data record) of the file.

This routine has a problem, however. When you want to
copy a very large file, you will very soon reach the limits
of the disk drive’s capacity. You can see that a 100,000
character file (about 100KB) cannot be copied so easily with
this program since you cannot create a destination file
which has both the same construction and size of the
original.

In order to copy large files, we must either work with
two disk drives or two different diskettes. The easiest and
surest way is to make the duplicate using two disk drives.
One of the drives must be defined as device 8 and the other
as device 9. This can be done in software, although DIP
switches inside the drive can be changed to make the device
number more permanent.
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Once you have defined one drive as device 9, you can
alter the previous program so that even large files can be

copied.

50110 OPEN 2,9,3,ND¢: REM OPEN FILE FOR WRITING

Data will now be read from drive 8, displayed on the screen,
and written back to drive 9.

Many programmers use record 0 or 1 of their file or a
second file to store information about the construction of
the file. It would, for example, be very useful if you would
save the number of fields and number of records as the first
information in the file. This makes it unnecessary to input
this information manually when you want to copy the file. In
addition, you always know how many records must still be
copied. If you have saved these two values in the file, the
program must naturally be changed somewhat.

50012 OPEN 1,8,2,AD$: REM OPEN ORIGINAL FILE FOR READING
50013 INPUT#1,NF$: REM NUMBER OF FIELDS

50014 INPUT#1,NR$: REM NUMBER OF RECORDS

50015 CLOSE 1

Delete line 50020

50035 NR=VAL(NR$)

50111 INPUT#1,NF$: INPUT#1,NR$: PRINT#2,NF$: PRINT#2,NR$
50112 FOR RN=1 TO NR

Delete lines 50145 and 50220

50230 NEXT RN
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Such a parameterized file is considerably easier to work
with.

Appending records can be done using the same principle.
First the file must be copied with this program, then file
2, the new data file, is not closed but expahded with the
usual PRINT# commands. Once the file is expanded as desired,
you can copy it back to the original. .
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8.5 Faster access: Relative files

Other Commodore computers with BASIC 4.0 and Commodore
64°’s equipped with IEEE expanders with BASIC 4.0 or MASTER
64 have much easier methods of managing relative files than .
does an unaided Commodore 64. In a relative file, each
record carries a number which, based on its position, is
relative to the beginning of the file. This allows you to
construct a data management program using one of two basic

options:

1) You use the ordering criterium of the relative
file, namely the given record number, as the
access key for your record. Using this, you could
set the account number in an account file equal
to the record number. This makes possible a
faster, more direct access to the desired
account. The same applies for part numbers and

other numeric keys which you may want to use.

2) You build a table which contains the keys
indexed to the record numbers. If, for example,
you have ordered your address file by names and
want to search for an address with the name
SMITH, you first search the table for the name
SMITH and then using the record number associated
with the name, access this record directly. This
procedure is considerably faster and more elegant
than reading through a sequential file until the

name is found.

Unfortunately, users of serial-oriented Commodore 64’s
who have not added BASIC 4.0 capability to their machines
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cannot normally make use of these efficient relative files.
The VIC-1541 disk drive’s operating system is able to work
with relative files, but the necessary commands are not
available in the 64’s Commodore BASIC 2.0. We would like to
show you a way in which one can use relative files on the
Commodore 64 in spite of this limitation.

The possibility exists to inform the disk drive wusing
CHR$ commands which record is to be written or read. The

whole procedure consists of two parts:

1) Opening the relative file with the usual OPEN command:

OPEN filenumber, deviceaddress, channelnumber,
"name,L,"+CHR$(length)

The first part of this OPEN command is the same as that for
sequential files. After the declaration of the name comes an
"L". This L stands for LENGTH--the disk drive now knows that
it 1is supposed to open a relative file. Next comes a very
important CHR$ command. This command tells the disk drive
the length of the data records in our file. 1In our previous
example of the address file, we would enter 173 here as the
record 1length. The Commodore 64 and the disk operating
system allow a maximum record length of 254 characters. If a
record requires more than 254 characters, either another
file must be opened and the record divided into two or more
smaller records or you can write in the same file and make
note of the fact that every second record is the second part

of the "meta-record."
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2. Positioning the record pointer:

PRINT# channelnumber, "P"+CHR$(channelnumber)+
CHR$(low)+CHR$ (high)

The special part of this command begins after the
declaration of the file number. The "P" means POSITION and
tells the operating system that the following CHR$ commands
are to set the record pointer through the input of LOW and
HIGH (we will show you later how to calculate LOW and HIGH).

The command can be expanded even farther. If you add
another CHR$ command to the end of the current string, this
will designate the position within data record. This allows
you to set the record pointer to a specific character.

There is one very important characteristic of relative
files which must be noted:

A terminating character (CHR$(13)) must be writtem to
the record after each FIELD is written. Without this
separating character, the computer will not be able to
distinguish between successive fields. For this reason we
have always placed the PRINT# commands on different lines so
that a carriage return, CHR$(13), is automatically saved
between the records.

This will all be made clearer through an example.
Therefore, we have included a completely functional
inventory control program at the end of this section so that
you can see the procedures discussed in the section actually
used in a program. We believe that the trouble of typing
this program in will be well worth it, since with only minor
changes it can be used as an address manager, tape and

record cataloguer, and more.
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But first to the above-mentioned HIGH and LOW numbers.
These HIGH and LOW numbers together give the actual data
record number. The formula for calculating the record number
is:

record number = HIGH % 256 + LOW
This allows us access to records with numbers greater than

255. To read the 78th record, for instance, we must first
calculate HIGH and LOW:

HIGH = INT (record number / 256)

LOW = record number - HIGH % 256

or in a concrete example

HB=INT(78/256): LB=78-HB%256

which yields the values

This calculation is rather trivial for reading a record
whose number is less than 256, but this example shows how
all of the calculations can be made.

This result must now be used in the command to set the
record pointer. To set the pointer to the 78th record, the

command is

PRINT# channelnumber,"P"+CHR$(channelnumber)+CHR$(0)+CHR$(78)

In our inventory management program, you will find the
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following structure:

PRINT#15,"P"+CHR$ (3)+CHR$(231)+CHR$ (3)+CHR$ (1)

This command will set the pointer to the first character
within the 999th data record of the file.

Before the file can be used, it must first be prepared
for relative operation. This is done by setting the record
pointer to a record and then writing to this record with the
character CHR$(255). This character tells the operating
system that an existing data record lies at this point, in
which nothing has yet been written. In our example, all of
the 999 records are marked with this character.

Now we can write the record in this file, but no more
than we have declared when we opened the file. If one tries
to write a record which lies outside of the allowed range,
the computer will respond with the error message RECORD NOT
PRESENT, since this data record does not exist.

In our program, after you start it with RUN, you will
be asked if the disk drive is comnnected. This message will
appear until you press the Y key. After this, you will be
asked if you want to use a new disk. "New" means only that
the disk is unformatted or that it has not been initialized
for the file. Be careful, though, because the disk will ‘be
formatted in any event, so don’t use a disk which contains
anything you might want to keep. When this is done, the main
menu will appear. From this point, you can call up six
possible functions.

When you want to construct a record, remember that the
input may be no longer than the length given in the data
lines (30-82). These lines are constructed such that the
name is entered first and then the length of the field. To
delete an existing record, go to the routine CHANGE and
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enter an @ as the first character in the DESCRIPTION field.
This will mark the record as erased.
In any function, you can return to the main menu by

entering END when asked to enter the part number.

When first entering a part, only the part number and
description are entered. To enter an initial quantity, you
must enter this quantity as a sales slip. At this time you
will also have to opportunity to set cost and price of the
item. This must also be done when receiving items. To update
the inventory (when goods are sold), enter the quantity sold
as a negative number when entering the sales slip. You do
not have to re-enter the cost and price each time--just
press RETURN when asked. '

In addition, a printer and disk drive must always be
connected when working with this program. If you do not have
a printer, you must rewrite the program. Lines containing
PRINT#4 commands must be changed since these are the lines
which send the data to the printer.

If this program is to be used for multiple branches or
by more than one person, it is recommended that a new disk
be used for each branch or person.

We hope that this program will offer you some insight
into data management, especially data management with
relative files. It looks at first glance more difficult than
it really is. With a little practice, you will be able to

design similar programs of your own.
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38
40

180
190

200
210

220

222
230
240
250
260
270

CLR
ME (1)=1.06&5:
ME(2)=1.13:
ME(3)=1.07:
ME(4)=1.14
FOR I=1 TO 7:

READ TD$(1),TD(I):
NEXT I

Tricks

DATA "1) PART NUMEER R
DATA "2) DESCRIFTION 1,20
DATA "3) QUANTITY ",3
DATA "4) COST/EACH HA
DATA "35) TOTAL COST 1.8
DATA "&) PRICE/EACH 1,7
DATA "7) TOTAL FRICE 1", 8
FOR I=1 TO 3:

READ TI&(I),TIC(I):
NEXT I
DATA "1) FART NUMEER HE
DATA "2) DESCRIFTION 2,20
DATA " EIR |
FOR I=1 TO 4:

READ TT$(I),TT(I):
NEXT I
DATA "1) BRANCH NUMBER :",1
DATA "2) DATE t",8

DATA "3) ACCOUNT NUMBER:",8
DATA "4) RECEIFT NUMBER:",8

PRINT CHR#(147)

FPECTINT ' 369606 360 0 0 3 e 0 36 3 369 A3 36 96 3606 2 00 9636 06 306 0 06 6 0 9366 96

FRINT "% DATA MANAGEMENT FROGRAM 1.0
FRINT " 35359 55 5565 5 06 96 565 6 36 36 3 56 3690969696 906 36 330303636 0 06 M He 10 5

PRINT :
PRINT

FRINT "DISK DRIVE CONNECTED? "3

GET As$:

IF A$= nwn

THEN 1&0

IF AsdCx"Y"

THEN 160

FRINT A%

OFEN 15,8,15,"I0":
CLOSE 1S

FRINT "NEW DISKETTE?
GET A%:

IF Ag=""

THEN 210

IF Asn"y"

THEN Z00

FRINT A%

(Y/N) "3

OFEN 15,8, 15, "NiDATA DISKETTE, AH"
OFEN 1,8,3,"0: INVDAT, L, "+CHF#$ (64)
PRINTH#15, "F"+CHR$ (Z) +CHR$ (231) +CHR$ (Z) +CHR$ (1}

FPRINT#1,CHR$ (2335) 4
RM=INT (167132/64)
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280 CLOSE 1:

CLOSE 15
300 PRINT CHR%(147)
310 PRINT 75006965 5365536 36 363 33996 3336 36 33 I e W36 36 63 2 3 N 006 10
320 FRINT "#* DATA MANAGEMENT FROGRAM 1.0 S
JI3O FRINT " 953355606 0 396 96 36 46 26 3636 366 96 36 3 36 396 56 36 1 36 336 2 96 06 96 96 36 96 e 1
I40 PRINT :
PRINT
345 FRINT TAE(135)3i"MAIN MENU":
PRINT :
FRINT
350 PRINT 1) ENTER FART":
PRINT
355 PRINT " 2) CHANGE PART":
FRINT
JI60 FRINT 3) ENTER SALES SLIP":
FRINT
365 FRINT " 4) FRINT PARTS LIST":
FRINT
370 FRINT " 35) FRINT EVALUATION":
FRINT
373 FPRINT " &) EXIT FROGRAM":
FRINT :
PRINT
380 PRINT "YOUR SELECTION (1-&) & "i
390 GET A%: ' )
IF' A$=II "
THEN 390

400 A=VAL (A%) :
IF A<L OR A>6
THEN 390
410 FPRINT A%
420 FOR I=1 TO 1000:
NEXT
4730 ON A
GOTO 1000, 2000, ZOOO, 4000, HOOO, &OO0
1000 OFEN 15,8, 15:
OFEN 8,8,8, "0 INVDAT"
1002 GOSUR 12000
1005 FRINT CHR%(147)
1010 FPRINT " %5555 5559 5 39 6 9 3K 390 90 K9 3696 565696 3636 2603 0 3 1
1020 PRINT "% DATA MAMAGEMENT PROGRAM 1.0 *!
1OTO PRINT "33 560533 3 3 040 303 3 333 43 00K M MR
1040 PRINT @

FRINT
1050 FRINT TARC7) i "INFUT FART":
FRINT @
FRINT
1060 FOR I=1 TO 2
1065 TES(I)=""
1070 FRINT TI&(I):
1080 INFUT TE$(I)
1090 NEXT
1092 IF TE®(1)="END"
THENM 1200
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1093 FOR I=1 TO 3

1095 IF LEN(TES (L)) >TICI)
THEN 1065
1100 NEXT
1102 FOR I=4 TO 8:
TES(L)=""12
NEXT

1110 RN=VAL(TE$(1))
1120 IF RN<1 OR RN>999
THEN 1005
1130 BOSUR 10000
1140 GOSUB 10070
1150 GOTO 1005
1200 CLOSE 8:
CLOSE 13
1220 6GOTO 300
2000 0OPEN 15,8,15:
OFEN 8,8,8, "0 INVDAT"
2002 GOSUEB 12000
Z00%  PRINT CHR$(147)
2010 FRINT "****************************************";
2020 FRINT "% DATA MAMAGEMENT FROGRAM 1. *'y
2050 FRINT “****************************************";
2040  PRINT @
FRINT
2050 FPRINT TAEB(8): "CHANGE FART":
FRINT @
FRINT
20895 TE$(l1)=""
2060  FRINT TI®(1)3
2070  INFUT TE$(1)
2080 FRINT
2090 IF TE#(1)="END"
THEN 2400
2100 IF LEN(TE$(1))>7TI(1)
THEN 2055
2110 RN=VAL(TE$(1))
2120 IF RN<1 OR RN>99%9
THEN 2005
2130 GOSUER 10000
2140 GOSUR 10030
2142 IF VAL(TES$ (1)) <*RN
THEN 2005
2150 FRINT CHR$(147)
DIEHO  FRINT 15855555 2 2 0 2303 H I K 22069696260 K R RN §
2170 FRINT "% DATA MANAGEMENT FROGRAM 1.0 *"3
L0 FRINT 7 o903 R 0 2 16 26563636 9 26 26 2626 36 30 36 366260 NN 11
2190 PFPRINYT @

FRINT

2200 PRINT TAE(8) "CHANGE PART":
FRINT 3
FRINT

2210 FOR I=1 TO 2

2220 FRINT TI&(I)s"? "3

22730 FRINT TE$(I)

2240 FRINT CHR% (143)3
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2250
2260
2270
2280

2430
2530

3000

2001

JO02
300T
F010
3020
Z030
3040

090
3100

3110
3120
B13E0

et Bl
PO L

2134
3140

I1E0
152

F160
I170
3180

PRINT TI$(I)s
INFUT TE4(I)
FRINT
IF TE$(1)="END"
THEN 2400
IF LEN(TES(I)) »TI(I)
THEN 2250
NEXT
RN=VAL(TE# (1))
IF RN<1 OR RMN>999
THEN 2005
GOSUER 10000
GOSUE 10070
CLOSE 4:
CLOSE 8:
CLOSE 13
GOTO Z00
GOTO 3003
OFEN 15,8,15:
OFEN 8,8,8, "0: INVDAT"
OFEN 4,4:
DV=1
GOSUE 12000
FPRINT CHR$(147)
FRINT 1 0303000236366 3696 0 06 363 T 3399606 3 I N1 5
FRINT "% DATA MANAGEMENT FPROGRAM 1.0 *Myg
FRINT " 330969656 5696996 36 396 96 36 3 06036 3636 36 36 36 6 96 9696969636 3636 96 6 3 3 96 066 1 5
PRINT =
FRINT
FRINT TAE(7)"ENTER SALES SLIF":
FRINT =
FRINT
TES(1)=""
FRINT TI$(1)3
INFUT TE$ (1)
FRINT
IF TE$(1)="END"
THEN Z700
IF LENCTES$ (1)) =TI(1)
THEN 2060
RN=VAL (TE® (1))
IF RN<1 OR RN:X999
THEN 005
IF DW=1 AND RN:79%
THEN 2005
IF DW=2 AND RN<800
THEN 3000
GOSUER 10000
GOSUR 100Z0Q
IF VAL (TE$ (1)) < RN
THEN Z005
IF LEFTS (TES$ (Z),1)="@"
THEN 3005
FRINT CHR#%(147)
FRINT ' %93 33 00 30 36 36 06 36 3 96 3636 36 36 3696 0696 96 9696 36 36 36 36 96 96 96 96 336 369696 36 V1 3
FRINT " DATA MANAGEMENT PROGRAM 1.0 *'3
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3190 FPRINT " 9539 5 3 36 96 9 3 3 36 36 96 965 3 96 3 269 33 6 333 3 36 96 3 96 3 96 96936 636 1! H
J200 PRINT @

FRINT

3210 PRINT TAB(7)"ENTER SALES SLIF":
FRINT 3
FRINT

3212 FOR I=1 TO S

3214 TH& (1) =TE® (I+3)

3216  NEXT
3220 FOR I=1 TO 2

3230 FRINT TD®(1)"? "TE® (D)
3235 TXH (D) =TE® (1)
3240 FRINT

I250  NEXT

3258 TXS(3)=TES (X

I260 FRINT TD$(I) s

IZ270  INPUT TX4(4)

3275 TE$(4)=TX&(4)

3280 PRINT

3285 IF VAL(TE$(4))<-999 OR VAL(TE$(4)) 999
THEN 3260

3287 IF LEN(TE$(4)) >TD(3)
THEN ZF260

3290 FPRINT TD#®(4)3:

3295 TEs(S)=""

3300 INPUT TX$(5)

3305 TE$(D)=TX$(3)

3310 FRINT

3315 IF LEN(TE$ (D)) *TD(4)
THEN Z290

JIZ20 PRINT TD®(6)5

3325 TE$(7)=""

3330 INPUT TXH(7)

I3ZE  TES(7)=TX$(7)

3340 FRINT

3345 IF LEN(TE$(7)) >TD(&)
THEN 320

3346 TH=VAL(TE$(4))

3347 TH=TH+VAL (TH$ (1))

3348 TE$(4)=8TR%(TH)

IITO  TH=VAL (TE$(5) ) *VAL (TES (4) )

3IE51  TX#(6)=8TR$(TH)

I35S  TEH(6)=8TR$ (TH)

I360  TH=VALKTES (7)) #VAL (TE$ (4))

3361 TX$(B)=BTR$ (TH)

3365 TE$(B)=8TR$ (TH)

IJ70 TH=VAL(TE$(3))

I371  IF VAL(TE®(4)) 41

THEN TH=--TH

S5 TE$(D)=6TR$ (TH)

0 TH=VAL(TE$ (7))

IEB1 IF VAL(TE$4) )1
THEM TH=-TH

IIBT  TES(7)=8TR$ (TH)

J460  RN=VAL(TE$(1))

I470  GOSUR 1QQ00
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3480
3485

3490

4000

4002
4005
4010
4020
4030
4040

4050

4060
4070
4080
4090
4100
4110

4130

4135

4140

GOSUE 10070
FOR I=1 TO 8:
TE$(I)=TX$(I):
TXH(I)=""2
NEXT
IF DW=0 AND VAL(TE$ (1)) <800
THEN DW=1:
GOSUB S5360:
GOTO 3510
IF DW=0 AND VAL(TE$(1)) >799
THEN DW=2:
BOSUE 7005:
GOTO ZF520
IF DW=1
THEN GOSUE 5520:
GOTO 3530
IF DW=2
THEN GOSUER 7120
GOTO 3003
IF DW=1
THEN GOSUB S5590:
GOTO 3800
IF DW=2
THEN GOSUB 7190
DW=0:
DV=0Q
CLOSE 4:
CLOSE B8:
CLOSE 15:
GOTO 300
OFEN 15,8, 15:
OFEN 8,8,8, "0 INVDAT"
GOSUER 12000
PRINT CHR%(147)
PRINT " 335359636 302060 3963 36006036 3 36 96 96 96 36 3696360096969 3636 36 0 %6 1 3
PRINT "% DATA MANAGEMENT PROGRAM 1.0 *"y
FRINT 1 099335 536 3 9 39 3636 I 36 6 36 60 220000 0
FRINT &
PRINT
FRINT TAB(8) "PRINT FARTS LIST":
PRINT @
FRINT
FOR I=1 TO 2
TE$(I)=""
FRINT TT$(I)3
INFUT TE#<(I)

PRINT
IF TE$(1)="END"
THEN 4999
IF LEN(TES$ (1)) >TT(I)
THEN 4070

NEXT

TE$(3)="":

TES (4)=""

IF Dv=1

THEN RETURN
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4200
4210
4220
4230
4240

4250

4260
4270

4280

4290
4300
4310
4330
4340

45
4350
4360

375
4585
47390
4405
4415
4420
44F0
4440
4442

4444

4450
4440
4470
4480
4490
449z
4454
499%

HOOO

SO0Z
5005
5010
BO20
5030
TO40

G5O
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FRINT CHR$(147)
FRINT '35 9369 36 56 363 36 36 5 3 3 6 3 3 96 3 36 96 3 9036 3 9 36 336 33 39 3 3 30 36 391! H
PRINT "% DATA MANAGEMENT PROGRAM 1.0 *ny
FRINT ' 999659 6 36 3 3 3 3 3 96 5 9696 96 3 36 2 96 36 3696 3 36 3 36 3 2 96 6 36 36 363396 1 H
PRINT :
PRINT
FRINT TAE(8)"FRINT FARTS LIST":
FRINT :
PRINT
FRINT "IS THE FRINTER TURNED ON? (Y/N) "3
GET A%:
IF Ag=""
THEN 4270
IF A%< s"y"
THEN 4270
FRINT A#$
OFEN 4,4
PRINT#4, "BRANCH NO. “"iTE$(1);
FRINT#4,CHRS$ (16) § "20"; "DATE "3 TE$(2)§
PRINT#4,CHR$ (146) 5 "40"; "ACCOUNT NO. "3 TE$(3)j
FRINT#4,CHR$ (14) § "60"; "RECEIFT NO. "3;TE$(4)
FRINT#4
FRINT#4, "FART NO."§
PRINT#4,CHRS (16) 5" 15" "QUANTITY" 3
FRINT#4,CHR$ (16) § "25"; "DESCRIFTION"
PRINT#4, " = "y
FRINT#4, CHR$ (16) 5 " 15" "—————m—— "y
PRINT#4, CHR$ (16) § " 25" § " mmm e "
FOR RN=1 TO 999
GOSUE 10000
GOSUE 10030
IF VAL (TE$ (1)) < *RN
THEN 4480
IF LEFT$(TE$(2),1)="@"
THEN 4480
FRINTH4, TE$(1)3 ‘
FRINTH#4, CHR$ (16) 5" 15" TES (4) 3
FRINTH4, CHR$ (16) § "25" 3 TE$ (2)
NEXT
FOR I=1 TO &
FRINT#4
NEXT
CLOSE 4:
CLOSE 8¢
CLOSE 15:
BOTO 00
OFEN 15,8, 1%:
OFEN 8,8,8,"0: INVDAT"
GOSUE 12000
FRINT CHR$ (147)
FRINT " %03 3% 54 36 9636 06 3 2 0 5 36 5 56 33 365 360 3 5 3 96 96 3 3 5 3 363 3 96636 % % " H

FRINT "% DATA MAMAGEMENT FPROGRAM 1.0 L]
FRINT 795896 006 3 3 53 96 3636 3633 6 33596 36 3 36 6 3636 96 3 196096 MK NN R 5
FRINT

FRINI

FRINT TAE?) "FRINT THE %gﬁLUATIDN“:
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PRIN

5060
5070
5080
5090
5100
5110

5120

G290
5300
5310
S330

5335

o

(A AR
a3 0 i

T @

FRINT

FOR I=1 TO 4
TE$(I)=""
FRINT TT&(I)s
INFUT TE$(I)
FRINT
IF TE$(1)="END"
THEN 5999
TIF LENCTESCI) ) »TT(I)
THEN S070
IF DV=0 AND I=2
THEN I=4

NEXT

IF DV=1

THEN RETURN

PRINT CHR$(147)

FRINT ™ 5656505556065 K TN AN H IR
PRINT "% DATA MANAGEMENT PROGRAM 1.0 *"3
PRINT '35 556535036 006365006 006063060 H RN 5

FRINT &
PRINT
FRINT TAR(9)"FRINT EVALUATION":
FPRINT @
FRINT
SA=0:
SE=0:
56=0:
SF=0:
SH=0
FOR I=1 TO 4:
M1 (1) =02
M2 (1) =02
NEXT
FRINT "IS THE PRINTER TURNED ON? (Y/N)
GET A%$:
I F A$= "
THEN 5270
IF A$<Fh Y™
THEN 5270
FRINT A%
OFEN 4,4
FRINT#4, "BRANCH NO. "3 TE®$(1)3
FRINT#4,CHRS (16)§ "20"; "DATE "3 TE$(2) 3
IF DV=0
THEN PRINT#4:
BOTO 5350

FRINT#4,CHFES (16) 5" 40" "ACCOUNT NO. "“sTE®(3);
FRINTH#4, CHR$ (16) 3 "60"§ "RECEIFT NO. "3iTES$(4)

FRINT#4
IF Dv=1
THEN RETURN

FRINT#4, "FART MNO. "3
FRINT#4, CHR$ (16) § " 10" "QUA. "5
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5580
5590
5600
5605
5610
5620
S63

5640
5650
5660
5670
8680
5690
5700
S775

S777
5780
59999
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PRINT#4,CHR$ (16)3"15" i "DESCRIPTION"
FRINT#4,CHR$ (16) 5 "40"; "COST/EA";
PRINT#4,CHR$ (16) ;5 "50": "TOT COST"3
FPRINT#4,CHR$ (16) § "60"; "PRICE/EA"}
PRINT#4,CHR$ (16) 3 "70"3"TOT FRIC"
FRINT#4, "———————— "
PRINT#4,CHR$ (16) 5" 10"§ "———="3
FRINT#4,CHR$ (16) 5" 15" " ——————mm—— "3
PRINT#4,CHR$ (16); "40"§ " —————mm "5
FRINT#4,CHR$ (16) 3 "350"§ " ———————m "3
PRINT#4,CHRS$ (16) 3 "60"§ "————m—emmm "3
PRINT#4,CHR$(16) 3" 70"§ " ———————~ "
IF DV=1
THEN RETURN
FOR RN=1 0O 799
GOSUE 10000
GOSUE 10030
IF VAL(TE$(1))<>RN
THEN 5580
IF LEFTH(TE®(2),1)="@"
THEN S580
FRINT#4,TE$(1) 3
PRINT#4,CHR$(16) "10"§ TE$(4) §
FRINT#4,CHR$ (16) s "15" i TE$(2) 5
FRINT#4,CHR$(16) 3 "40"3 TE$(S)
FRINT#4,CHR$(16) 5 "SO"3TE$(6)
PRINT#4,CHR$(16) $ "60" s TE$(7) &
FRINT#4,CHRS$ (1&6) 5 " 70" TE® (8)
SA=SA+VAL (TE$ (4))
SE=SE+VAL (TE$ (3))
SG6=8G+VAL(TE$ (&) )
SF=SF+VAL (TE%(7))
SH=SH+VAL (TE$ (8) )
IF VAL(TE$(3))<1 OR VAL(TE$(3)) >4

THEN 5579

IF DV=1

THEN RETURN
NEXT
PRINT#4, " ———————— "5
PRINT#4,CHR$ (16) 3" 10"§ "==—="}]
PRINT#4,CHR$ (16) 515" § " ————— e i
PRINT#4,CHR$ (16) § "40"§ "= th
FRINT#4,CHR$ (16) § "50O" 5 " —m—mm—mm s

FRINT#4, CHR$ (16) 5 " 60" § " mmmm e
PRINT#4, CHR$ (16) § " 70" § ¥ —mmmm e "
PRINT#4, "TOTALS: "3
FRINT#4,CHR® (16) § "09" 3 SA3
PRINT#4, CHR$ (16) 5 " 39" SE3
FRINT#4, CHR$ (16) 3" 49" 1 S63
FRINT#4,CHR$ (16) 5 "59" 5 5F ;
PRINT#4,CHRS (16) 3 69" 5 §H
FOR I=1 TO =

FRINT#4:
NEXT
RETURN
BOSUE 7000
CLOSE 4: _ 23] -
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CLOS|

6000

6030
6040
7000

7005
7010
7020
7030
7040
7050
7060
7070
7075

7080
7090
7100
7110

7120
7130
7140
7150
7160
7170
7175

7180
7190
7200
7210
7220
7230
7240
7250
7260

7380

7999
8000
8010
8020
8030
8040

80350

E 8:
CLOSE 15:
GOTO 300
CLOSE 4:
CLOSE 8:
CLOSE 15
PRINT CHR$(147)
END
S1=0:
82=0
FPRINT#4, "PART NO."3
PRINT#4,CHR$ (1&6) 3" 15" "DESC"§

PRINT#4,CHR$ (16) 3 "40"; "EXFENDITURES" ;

PRINT#4,CHR® (16) § " 60" "RECEIFTS"
FRINT#4, " ———————— "s
FRINT#4,CHR$ (16) 3" 15" "——="3
FPRINT#H#4,CHR$ (16) §"40"§ " ——m e "8
FRINT#4,CHR$(16) § 60" § ' momm o 1
IF Dv=1
THEN RETURN
FOR RN=800 0 999
GOSUE 10000
GOSUB 100Z0
IF VAL (TE$(1)) <*RN
THEN 7180
PRINT#4,TE® (1) 3
FPRINT#4,CHR$(16) 5 "1S"; TE$ (2) 3
PRINT#4, CHR® (14) 5 "40" 3 TE$ (5) §
PRINT#4,CHR$ (16) 5 "60" s TE$(7)
S1=81+VAL (TE%$ (5))
S2=82+VAL (TE$ (7))

IF DV=1
THEN RETURN

NEXT

FRINT#4, "= m e e g

FRINT#4,CHRS (16) 3" 1505 "ty

FPRINT#4,CHR$(16) § "40"§ "—————mmem "y
FRINTH4, CHR® (16) § "60" § " —ommeem 8
FRINT#4, "TOTALS: "3
FRINT#4,CHR$ (16) :"39"3513
FRINT#4,CHR® (16) 5 "59":52
FOR I=1 TO 3:

PRINT#4:
NEXT
FOR I=1 TO Z:

FRINT#4:
NEXT
RETURN
FRINT CHR$(147)

FRINT " 3635535 3 0 36 565 36 3696 36 335 3096 30636 3 06 96 303 36 3 0 36 6 % 3 1 ]

*"y

PRINT "# DATA MANAGEMENT FROGRAM 1.0

FRINT " %5533 5 96 5536 33636 3 3 3 33696 3 H 9 9636 3360 J 3 3 Fe 30 N 611
PRINT :

FRINT

FRINT TAE(7):"ENTER SALES SLIF":
FRINT :
FRINT _ 232 -



8070
8072
8074
8076
8080
8090

8100

8110
8120
8130
8500
83510
8520
8530

8340

8560

8570

8380

10000
10010
10015
10020
10030
10060
10070
10072
10080
10110
12000
12010

12020

12030

12040

12060

SA=0:

SE=0:

SG=01

SF=01

SH=0

S1=01

G0

FOR I=1 TO 4
M1(I)=0
M2(1)=0

NEXT

FRINT "IS THE PRINTER TURNED ON?

BET A$:

IF As=""

THEN 8090

IF Ag<3mY"

THEN 8090

FRINT A%

OPEN 4,4

RETURN

PRINT CHR$ (147)

(Y/N)

"e
L]
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ERINT " 960963696 3 53656 3 3 6363 5 06 06 6 36 2690 36 9 36 9 30 3 K 360K HHEH K S

FRINT "% DATA MANAGEMENT FROGRAM 1.0
FRINT " 469653606 509636 3646 36 06 96 3636 3636 3606 0630 36303 0636 96 0 9696 3030 9006 3 B 22601 5

FRINT @

FRINT

FRINT TAB(7)4§"ENTER SALES SLIF":
FRINT =

PRINT

G08UB 5060

GOSUR 5310

RETURN

HE=INT (RN/2356) :

LE=RN-HE*256

*u;

FRINT#15, "P"+CHR$ (8) +CHR$ (LB) +CHR$ (HEB) +CHR$ (1)

GOSUR 12000
RETURN

INFUT#8, TE$ (1) , TE$ (2) , TES () ,TE$ (4) , TE®(T) , TE$ (&),

TE$(7), TE$ (&)
RETURN

TE$=TE®$ (1) +CHR%$ (13) +TE$ (2) +CHR% (13) +TE$ (3) +CHR$ (13

)+TES (4) +CHR% (13)

TE$=TE$+TES$ (5) +CHR$ (13) +TE$ (&) +CHR$ (13) +TE$ (7) +CHR

$(1T)+TES (8)
FRINTH#8, TE$

RETURN
INPUTH#1S, X X%, Y6, 2%
IF X« »0

THEN 12030

RETURN

FRINT XsX$sY$iZ®:

CLOSE 8:

CLLOSE 19

FOR I=1 TO 60000

NEXT

GOTO 100 - 233 -
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8.6 Another method: Direct access

This method of accessing data on the diskette is
unfortunately often ignored or overlooked. It is quite
complicated but it has some very interesting aspects. What

does direct access allow us to do?

1) Accessing files - random files

This method has something to do with sequential file
management, but without the disadvantages, and also has

something in common with relative files.

2) Accessing individual tracks on the disk

This method of access offers you possibilities which
you had probably not thought of before, and whose purpose
you may not yet see. We will discuss it in greater detail

later.

1. Random files

In contrast to the sequential and relative files, a
single block in a random file is 256 bytes long, and a total
of 664 such blocks can be stored on a diskette. You can also
store shortcr records, such as 4 64-byte records in a block.
The task of correctly accessing the exact location within
the block falls now to the programmer. To use a random file,
you must first open a sequential file in order make note of
the tracks in which you have stored the data. You will need

a total of three files:
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1) Sequential file for the pointer
2) Command file
3) Data file for direct storage

10 OPEN 4,8,4,"CBM 64 FILE,S,W": REM SEQUENT. FILE
20 OPEN 15,8,15: REM COMMAND CHANNEL

30 OPEN 5,8,5,"#": REM DATA FILE

40 TE$="ABACUS SOFTWARE"

50 PRINT#5,TE$;",";1: REM TEXT, RECORD #

60 T=1: S=1: REM TRACK=1, SECTOR=1

70 PRINT#15,"B-A:";0,T,S: REM DRIVE, TRACK, SECTOR
80 INPUT#15,ER,NA$,TR,BL: REM READ ERROR

90 IF ER=65 THEN T=TR: S=BL: GOTO 70

100 PRINT#15,"B-W:";5,0,T,S: REM WRITE RECORD

110 PRINT#4,T;",";S

120 CLOSE 5

130 CLOSE 15

140 CLOSE 4

150 END

What does this program do? First it opens the three
required files, then defines some text which will later be
written to the disk. This text is first written to the data
buffer, after which the operating system searches for the
next free block on the diskette. The search begins at track
1, sector 1, the start of the diskette (line 70). "B-A:"
means Block-Allocate and attempts to allocate the block
defined by the drive, track, and sector numbers. If this
block is not free (it is being used by some other file, or
perhaps another part of the current one) the operating
system will search until it finds a free block. 1In order to

see if the sought-after block is free or not, we must read
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the command channel. If the error code has the value 65, we
know that the block was not free. Once the computer finds a
free block, it then writes the data stored in the data
buffer in the proper block on the diskette. After this, it
writes the address of the block to the sequential file so
that the record can be found again later. At the same time,
the operating system also makes note of this block so that
it will not be overwritten by other files. The files are
closed and the program ends.

Equally interesting is the retrieval of the data:

10 OPEN 4,8,4,"CBM 64 FILE"
20 OPEN 15,8,15

30 OPEN 5,8,5,"#"

40 INPUT#4,T,S: REM READ THE ADDRESSES
50 PRINT#15,"B-R:";5,0,T,S
60 INPUT#5,TE$,RE

70 PRINT#15,"B-F:";0,T,S

80 CLOSE 5

90 CLOSE 4

100 PRINT#15,"S:CBM 64 FILE"
110 CLOSE 15

After the file is opened, the address (track and
sector) of the block in which the data is saved is read in.
The block itself is read, and the block is freed once again
with the Block-Free command in line 70. This is to be done
only when the block is to be deleted. Finally, the
sequential and data files are closed, the sequential file is

scratched, and the command channel is closed.
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2. Direct disk access

This access makes it possible, as the name suggests, to
directly access any desired tracks and sectors on the disk,
that is, to read from and write to the disk without opening
any files. This allows you to read the directory, for
example, without wusing the LOAD"$",8 command and thereby
destroying any program in memory. Or you could change a
program on the diskette without having to 1load it; even
destroyed programs can, under certain circumstances, be
repaired.

This method of access is also quite dangerous, so we
would like to warn all those against it who do not possess a
good working knowledge of the construction of the diskette,
the directory, and the BAM. Entire files and even the whole
disk can be destroyed very easily with this command. To find
out more about these commands, we refer you to the VIC-1541
user’s guide or to the book The Anatomy of the 1541 Disk

Drive. If you want to experiment with these commands, be

sure to do it on a disk which does not contain any data or

programs you might want to keep.

Here is a list of the commands which can be used to directly

access the blocks on the diskette:

Name Use

Block-Read "B—~R:";channel;drive;track;block
Block-Write "B-W:";channel;drive;track;block
Block—-Allocate "B-A:";drive; track;block
Block-Free "B-F:";drive; track;block
Buffer—-Pointer "B-P:";channel;position
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These are the most important commands for direct access.
Their common trait is that they all access the disk
controller directly, offering possibilities not available
otherwise. Many of the more useful possibilities can be
found in The Anatomy of 1541 Disk Drive.
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8.6 Rescuing an improperly closed file

Admittedly it does not happen often, but when it does,
it is very annoying and results in a loss of work.

What is "it"?

By "it" we mean something like the following:

With much effort you have organized your record
collection and would like to store the titles on a disk so
that you can find them quickly. The usual method simply
involves saving the record titles and artists’ or composers’
names in one or more sequential files. You are now in the
course of entering the desired data via the keyboard and are
almost done (you have already entered 500 titles) when your
spouse trip over the power cord. "Doesn’t matter," you
think, "The data’s safe on the diskette."

You return to your program, change the OPEN command for
your sequential file to APPEND (A instead of W) and try to
continue, but the red light on the disk begins to flash,
indicating an error! Puzzled, and a bit worried, you read
the error channel and find the message "WRITE FILE OPEN".
When you list the directory, you find an "%x" in front of the
type designation. This means that the file is still open for
writing since no CLOSE followed the write accesses. The same
thing happens when you remove a disk from the drive without
first closing all of the write files.

The wusual methods offer you no chance of recovering

your data. Too bad about the record collection.

Since this happened to us often enough, we have
developed a small program which makes it possible to make
the destroyed files at least readable again. Once again, we
have provided a description of the program operations and

the variables used.
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Variables:

TY

A$
F$
S$
T$
X$

X1$

Position of the filename within the directory sector
Sector number for the direct commands

Track number for the direct commands

File type (derived from T$)

Index variable for isolating the file name

Interim variable for constructing S$

Filename

Complete sector

File type

16-character expanded filename read from directo
later the actual filename

Duplicate of X$

Program operation:

70 Open a data channel for the direct access

80 Open the command channel

100 Input filename

110 Assignment of track and sector numbers. For
VIC-1541 and the CBM 4040, the directory begins
track 18, sector 1. For the CBM 8050 disk drive,
is stored on track 39. If you are using this dri
this line must be changed accordingly.

120 In this line, the disk sector specified by T an

ry,

the
on
it

ve,

d s

is read from the diskette (drive 0) into the

internal buffer on the disk drive.
150 The buffer contents are transferred to A$.

160 A sector can contain up to eight directory entries.
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170

200-210

220-230

240-260

300-310

320
360

370

390-410

420-490
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These are first searched for the desired filename
before the next sector is read in.

Here the filename is isolated from the entry and
placed in X$.

The end criterium for the actual 1length of the
filename is CHR$(160) (shifted space). Here the
filename is removed and placed back into X$.

If the filename is found, execution branches to
line 300, otherwise the other entries in the sector
are searched.

At the beginning of each sector stands the track
and sector addresses of the following block, or if
there is none (end of the directory), the track
number is zero.

The file type (the byte from which the file type
for the screen is generated) is isolated and placed
in T$ while the numeric value is placed in T.

T=0 marks an empty directory entry.

The bit which is set here is the cause of the whole
problem. This bit is used to indicate if a file was
opened for writing or not. The asterisk on the
screen is derived from this bit.

The entire sector, including marker for a closed
file, is reconstructed.

Now the buffer pointer in the drive is reset, the
sector is placed into the buffer, and the buffer
contents are written back to the disk.

These lines serve to remind you how to proceed with

rescuing the file.
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This program is quite simple to use:

Load the program, insert the disk containing the file you
wish to rescue into the drive (it must be drive 0 for a
double drive), run the program, and enter the name of the
file.

A limitation:

This procedure does not work with relative files because
they are stored differently on the disk. A relative file can
only be reconstructed with a great deal of work.

Once you have rescued your file, you should read it record
by record and rewrite the data to a new file. This is
necessary because although the file has been recovered, the
logical end of the file is no longer recognized.

At this point you should stop the procedure and be sure to
close the new file and then erase the defective file.

We hope that you will find this program useful but also that

you do not have to use it often.
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10
20

70

80

160

170

180
190
200

Tricks

PRINT CHR®(147)3
FRINT CHR$ (5) 3
OFEN 2,8,2, "#":
REM DIRECT ACCESS
OPEN 15,8, 15:
REM COMMAND CHANNEL
FRINT :
FRINT
INPUT "FILENAME “3F#:
PRINT :
FRINT
T=18:
G=11
REM 1541 DIRECTORY #% T=39 FOR CBM B80S0
FRINT#15,"U1 2 O"Ti8:
REM READ
="
REM VARIABLE FOR READ SECTOR
FOR I=1 TO 255:
BET #2,A%:
G$=5%+LEFT$ (AS+CHRS (0) , 1) &
NEXT
FOR I=0 TO 7:
REM 8 ENTRIES
X$=MID% (8%, I*#32+6,16):

X1%=X%
REM ISOLATE FILENAME
X=1

IF MID® (X%, X, 1) < *CHR® (160)
THEN X=X+1%
IF X<17
THEN 200
X$=LEFT® (X$, X~1)
IF X$=F%
THEN E=1:
GOTO 300
NEXT I
T=ASC (5%) :
S=ASC (MID® (S%,2, 1)/
REM READ NEXT SECTOR
IF T30
THEN 120
REM  END
FRINT "FILE “F#" NOT ON THIS DISKETTE"
CLUSE 23
C1.0E
END
1 $=M1D% (5%, E* 22+3)
TY=ASC(T$) AND 1%
IF Tv=0
THEN NEXT L:
GOTO 240
IF TY< x4
THEN 340
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335  PRINT "RELATIVE FILES CANNOT BE RESCUED"
337 GOTO 290
340  TY#="DELSEQFRGUSRREL "
350 PRINT “FILE "X1$" "MIDS(TY$, TY*3+1,3):
~ FRINT
360 TE=CHRS$ (ASC(T$) OR 128)
370 S$=LEFT# (5$,E*I2+2) +T$+MID$ (S8, E*32+4)
380 REM # ERASE AND REWRITE
390 FPRINT#1S5,"B-F 2 0"T:S
400 PRINTHZ,S5%3
410 FRINT#1S5,"U2 2 O"Ti8
420 CLOSE 2:
CLOSE 15
425 PRINT "FILE DATA CAN NOW BE READ."
430 PRINT “AFTER COFYING THE VALID DATA,
440 PRINT "THE FOLLOWING COMMANDS SHOULD"
450 PRINT "BE GIVEN:":
FRINT
460 FRINT "OPEN 15,8,15"
470 PRINT CHR$(17) "PRINT#15, "CHR$ (34) "S: "F$CHR$ (34)
480 FRINT CHR$(17) "PRINT#15, "CHRS (34) "VO"CHR$ (34)
490 FRINT CHR$(17)"CLOSE 15"
500 END
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Chapter 9 : POKE’s and other useful routines

9.1 Using the cassette buffer as program storage

If one wants to use a small machine language program in
conjunction with BASIC, the question always arises
concerning where such programs should be placed in memory. A
section of memory must be chosen which will not be
overwritten by BASIC programs or variables. From this
viewpoint there are two possibilities.

The first possibility is that a section of memory can
be chosen which BASIC does not use at all, and the second is
that the start or end of the BASIC program storage area can
be changed. Three areas are unused by BASIC. The first is
the cassette buffer. It lies from address 828 to 1019 ($033C
to $03FB). This area is used by a program only when data is
saved to or read from the cassette recorder. It works very
well for machine language programs up to 192 bytes long. If
sprite 13, 14, or 15 is used, the cassette buffer will be
used to store these. Another small area is from address 704
to 767 ($02C0 to $02FF) which is used for sprite 11 (64
bytes). A large 4K-byte area above the BASIC interpreter is
located fro 49152 to 53247 ($C000 to $CFFF), which should
suffice for even the longest machine language programs.

If a few memory locations are needed, there are 16
bytes "behind" the screen memory which can be used. The 64
has 1K = 1024 bytes of memory for the screen, but only 40%25
= 1000 are used for the video RAM. 24 bytes are then left
over, 8 of which are used as pointers for the sprites.
Sixteen bytes remain which you can use for your own
purposes. These are located from 2024 to 2039 (hexadecimal
$07E9 to $07F8).
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If these areas are not enough or you need more data
storage area, the BASIC program storage area can be
decreased and the extra space used by machine language
programs. You can lower the end of the BASIC program area
(the usual method) or raise the start. Let’s take a closer
look at how this is done.

The BASIC interpreter has two pointers which point to
the start and end of the BASIC storage. The start-of-BASIC
pointer is located at 43/44 ($2B/$2C), the end at 55/56
($37/438). These values can be read with

PRINT PEEK(43)+256%PEEK(44)
PRINT PEEK(55)+256%PEEK(56)

The values are normally 2049 and 40960. To make room for a
1000 byte machine language program, we can lower the end of
BASIC by 1000, leaving it at 39960. We can set the new value
with POKE statements.

HB = INT (39960/256) : LB = 39960 - HB*256
POKE 55,LB : POKE 56,HB : CLR

The CLR command is necessary to ensure that you do not get
false variable values. To move the start to 3049, the

following commands are necessary:

HB = INT (3049/256) : LB = 3049 - HB*256
POKE 43, LB : POKE 44,HB : POKE 3049-1,0 : NEW

Here the NEW command is necessary to properly reset the
other BASIC pointers.
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9.2 Sorting strings

One task which every programmer encounters sooner or
later is the sorting of data. These could be names,
addresses, or rows of numbers. There are various known
algorithms used for sorting, but all of them are time
consuming when large amounts of data have to be sorted. The
simplest procedures are also generally the slowest. If one
needs a faster sort method, one must formulate the algorithm
not in BASIC but in machine language. For such tasks,
solutions in machine language are about 100 times faster
than a comparable BASIC routine. The following program is
designed to sort strings. 1In order to keep it short, the

following conditions must be kept in mind:

1. The field to be sorted must be the first dimensioned with
a DIM statement.
2. An empty string must follow the last array element to be

sorted.

Point 2 has the advantage that even a partially filled
array can be sorted without all of the empty strings being
placed at the start of the array after sorting.

With these arrangements, the program is so short that
we can store it in the cassette buffer. It is called simply
with SYS 828. The program checks to make sure that the array
is a one-dimensional string array. If this is not the case,

the machine language program is immediately ended.
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0001 O3EC
QOO2 OTIC
Q003 OZ3E
0004 Q040
0005 0342
0006 03473
R

Q007 0345
Q008 0347
0009 0349
0010 Q34K
0011 034D
0012 O34F
0013 0350
0014 0351
Q015 0353
0014 0355
Q017 0357
0018 0359
Q019 OZSE
0020 035D
Q021 035F
0022 0361
DONE
Q023 0363
0024 03F65
0025 0366
0026 0368
Q027 O36E
0028 036ER
0029 036D
Q030 O76F
QOZX1 0371
0032 0373
Q033 0375
0034 0377
QOZ5 0378
0OZ6 O37A
QOZ7 03ZI7C
0038 037E
0039 0380
0040 0382
0041 0384
0042 0386
00473 0388
TH

0044 O38A
ENGTH
0045 O38C
0044 OZBE
0047 O30
TH

Q048 0292
0047 QI3

AQ
El
30
c8
Rl

10

Q0
AS

8%

ce
Bl

[s]%]
ZF

oD

08
04
2F
01
01

~

Q7

QO

71
0%
71
0z
00
71

4D

F
8]

A ]
a k)b

[a]8]

L1

=

LA

L4

ORG
LDY
LDA
EMI
INY
LDA

BFL
LDY
LDA
CMF
BEG
RTS
CLC
LDA
ADC
STA
LDA
ADC
STA
L.DY
L.DA
BER

STA
INY
LDA
BYT

sLDA $22,0

L&

L&

CFY
ENE
LDA
STA
LDA
STA
cLe
L.DA
ADC
STA
RCC
INC
LDY
LDA
REQ
STA

CMP
RCC
L.DA
STA

INY
L.DA

828

HO
($2F) , ¥
L1

($2F) , Y

L1
#4
($2F) ,Y
#1
L2

$2F

#7

SOE

0

H#O

$6F

HO
($6E) , Y
L1

22

($6E) , Y

$99, $22, $00
SFDINTER TD STRING

#2
L4
$6E
%71
$6F
72

$71
#3
$71
L&
$72
#0O
($71),Y
L3
$40
L7
$20

E Satad

($71),Y
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sFIRST LETTER

PBECOND LETTE

$DIMENSION

3 ARRAY START
sFPLUS 7

$LENGTH ZERO,

$ADD THREE

s COMFARE LENG

SWITH FIRST L

i COMFPARE LENG



QOS50
0051
0052
0053
0054
0038
RE
0056 O3FA0 D1
0057 03A2 FO
CONT INUE
0058 03A4 RO
EXCHANGE
0059 03A6 90
NEXT STRING
0060 03IA8 C8
0061 OFA9 C4
RS EQUAL?
Q062 OFAR DO
Q063 O3AD C4
LONGER

Q064 OIAF RO
0065 OFZR1 AO
0066 ORI E1
FOINTERS
0067 OFRS AA
0068 OFR&4 E1
0069 O3IR8 91
0070 OZIRA 99
0071 O3BD
0072 O3ZRD BA
Q073 O3BE 91
0074 QOICO B8
0075 03C1 10
0076 O3C3I 30
0077 03ICS 18
EXT STRING
0078 O3Cs6 AS
0079 0308 69
0080 O3ICA 85
0081 O3CC Q0
0082 O3ICE Eé
0083 O3DO DO

Q3935 99
0398

0398 CO
039A DO
039C AO
039E Rl

4D
02
Fé6
Q0

23

4E
04

OR

CF

22

22

71

FO

QO

(818}

ASSEMELY COMFLETE.

BYT
i STA $4D,Y
CRY
ENE
LDY
L9 DA

CMF
BEQ

ECS
RCC

L10 INY

cPY

ENE
CPY

BCS
L.DY
LDA

L11
Liz

TAX
LDA
STA
BYT
5 8TA $22,Y
TXA
STA
DEY
EBPL.
EMI
CLC

LDA
ADC
STA
BRCC
INC
ENE

$99, $4D, $00

#2
L8

#0
($23),Y

($4E) ¥
L10

Li1

LS

LS
#2
($6E) ,Y

($71),Y
($6E) ,Y
$99, $22, $00

($71),Y

L1z
LS

$6E
#I
H6E
L3
H&F
LZ
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$8TRING COMFA

SEQUAL, THEN
s GREATER THAN

$SMALLER THEN

$ALL CHARACTE

$FIRST STRING
sNO THEN Ok

s SWAF STRING

sFOINTER TO N
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100 FOR I = B28 TO 977

110 READ X : FOKE I,X @ 8=8+X 1 NEXT

120 DATA 160, 0,177, 47, 48, 13,200,177, 47, 16, 8,160
130 DATA 4,177, 47,201, 1,240, 1, 96, 24,165, 47,105

140 DATA  7,133,110,165, 48,105, 0,133,111,160, 0,177
150 DATA 110,240,236, 133, 34,200,177,110,153, 34, 0,192
160 DATA  2,208,246,165,110,133,113,165,111, 133,114, 24
170 DATA 165,113,105, 3,133,113,144, 2,230,114,160, O
180 DATA 177,113,240, 61,133, 77,197, 34,144, 2,165, 34
190 DATA 133, BS,200,177,113,153, 77, 0,192, 2,208,246
200 DATA 160, 0,177, 35,209, 78,240, 4,176, 11,144,207
210 DATA 200,196, BS,208,241,196, 34,176,198,160, 2,177
220 DATA 110,170,177,113,145,110,153, 34, 0,138,145,113
230 DATA 136, 16,240, 48,178, 24,165,110,105, 3,133,110
240 DATA 144,143,230,111,208, 139

250 IF 8 <» 17663 THEN PRINT "ERROR IN DATA!!"™ : END

260 FRINT "OK"

We can demonstrate the speed of the machine language progran

with a small test progranm.

The program creates a given number of strings made up
of a given maximum number of random letters, displays these
on the screen, sorts them, and then prints them again,

together with the time required for the sort.

100 INPUT "NUMBER, LENGTH";N,L

110 DIM A$(N) : N=N-1

120 FOR I=0 TO N

130 FOR J=1 TO RND(1)x1l

140 A$(I) = A$(I)+CHR$(RND(1)*26+65)
150 NEXT : NEXT

160 FOR I=0 TO N : PRINT A$(I) : NEXT
170 T=TI : SYS 828 : T=TI-T

180 PRINT "SORT TIME =" T/60 "SECONDS"
190 FOR I=0 to N : PRINT A$(I) : NEXT
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Run this program with various lengths and numbers of
strings and make note of the sort times. 100 strings can be
sorted in less than one second. A comparable BASIC program
would require minutes.

If you use this program in your programs, remember that
the 1last element in the array must be an empty string and

that the array must be the first dimensioned.
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9.3 Minimum and maximum of numeric fields

When performing calculations with dimensioned
variables, one often needs to know the smallest or largest
value in the field. This calculation can of course be
performed by a small BASIC loop, but this takes relatively
long for large fields. This is a good case for using machine
language. The program uses the same algorithm as the
corresponding BASIC variant.

100 DIM A(N)

200 GOSUB 1000

1000 MIN = A(O0)

1010 FOR I=1 TO N

1020 IF A(I) < MIN THEN MIN = A(I)
1030 NEXT

1040 RETURN

A field A is dimensioned»from 0 to N. By calling the
subroutine at 1line 1000, the minimum is calculated and
returned in the variable MIN. If the maximum is desired, one
need only replace line 1020 with
1020 IF A(I) > MAX THEN MAX = A(I)
and line 1000 with

1000 MAX = A(0)

The machine language program has another advantage over its
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BASIC counterpart in that it is not restricted to a single
variable (our example above is limited to the variable A).
The program will work with real numbers as well as integer

arrays and resides at address $C800.

Q001 C800 $MIN/MAX FUNC
TION

Q002 C80O INTFLG EQU 14 $FLAG FOR INT
EBER VARIAELE

QOOZ C80O STORE EBGU 26

Q004 C8OO ARRTAE EQU $2F sFOINTER TO A
RRAY TAEBLE

0005 C8OO ARREND EGU $31 sPOINTER TO E
ND OF ARRAYS

0006 CBOO VARNAM EQU 45 s VARIABLE NAM
E

Q007 CBOO TEMF EQU %5F

0008 C8OO SETARR EQU %$R196 sFOINTER TO F
IRST ARRAY ELEMENT

0009 C8OO MEMFAC EQU $REBAZ2 $GET CONSTANT
S IN FAC

0010 C80O CMFARE EQU $RCSE ;s COMFARE CONS
TANTS WITH FAC

0011 C8OO ERROUT EQU $A44%5

0012 CBOO INT EQU $14 s STORAGE FOR
INTEGER VARIARLE

0013 CBOO INTFLT EQU $R391 s INTEGER TO F
AC

0014 C80O ORG $CBOO

0015 CBOO A& 2F MINMAX LDX ARRTAER

0016 CBO2 AS F0 LDA ARRTAEB+1 sFOINTER TO S
TART OF ARRAY TAELE

0017 C8BO4 86 SF L3 STX TEMF

0018 CBOL 85 &0 STA TEMF+1 s RUNNING FOIN
TER

0019 CeOo8 €5 32 CMF ARREND+1

Q020 C8OA DO 04 ENE L1

0021 C8OC E4 31 CFX ARREND sEND OF ARRAY
TARLE?

0022 CBOE FO 1D BRE® NOTFND

Q023 C810 AL 0O L1 LDY #0O

0024 C8B12 HB1 SF LDA (TEMF),Y sFIRST LETTER
OF THE NAME

0025 C814 C8 INY

0026 CBIS CS5 45 CMF VARNAM s COMFARE WITH
DESIRED NAME

Q027 CB17 DO 06&6 ENE L2

0028 CB19 A% 46 LDA VARNAM+1

0029 C81k D1 SF CMF (TEMF),Y : COMPARE SECO

ND CHARACTER
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0030 C81D FO 17
0031 CBIF C8
0032 CB20 E1 SF
0033 CB22 18
0034 CB23 65 SF
OR NEXT ARRAY
0035 CB25 AA
0036 CB26 CB
0037 €827 R1 SF
0038 CB29 65 60
0039 CB2E 90 D7
0040 CB2D A9 E8
RROR MESSAGE
0041 CB2F 85 22
0042 CB31 A9 CB
0043 CB3IZ 4C 45 A4
MESSAGE
0044 C836 C8
0045 CB837 18
0046 CB38 Bl SF
0047 CB3A &5 SF
0048 CB3IC 85 26
0049 CB3IE C8
0050 CB3F Bl SF
0051 CB41 65 &0
0052 CB843 85 27
ND OF THE ARRAY
0053 CB45 C8
0054 CB46 El SF
0055 C848 20 96 Ei
IRST ARRAY ELEMENT
0056 CB4ER 85 SF
0057 CB4D 84 &0
0058 CB4F 24 OE
0059 C851 30 24
0060 C853 10 09
0061 CBSS 20 SB RBC
Y ELEMENTS
0062 C858 10 07
0063 CBSA AS SF
0064 CBSC A4 &0
00465 CBSE 20 A2 ER
LEMENT AS MIN/MAX
0066 CB6L 18
0067 CB62 AS SF
0068 CBbA &9 05
EXT ELEMENT
0069 CBbL 85 SF
0070 CB&B 90 02
0071 CBLA E& 60
0072 CBLL A4 6O

L2

NOTFND

FOUND

LF1

LOOF

L4

8TA
JMF

INY
cLC
LDA
ADC
STA
INY
LDA
ADC
STA

INY
LDA
JSR

STA
STY
BIT
EMI
EBPL
JSR

BFL
LDA
LDY
JSR

cLC
LDA
ADC

STA
EBCC
INC
LDY

FOUND
(TEMF) 4 ¥

TEMP

(TEMF) , Y
TEMP+1
LS
#<ERRMSG

$22
#>ERRMSG
ERROUT

(TEMP) , ¥
TEMP
STORE

(TEMP) . Y
TEMF+1
STORE+1

(TEMF) , ¥
SETARR

TEMF
TEMP+1
INTFLG
INTGER
LF1
CMFARE

LOOF
TEMF
TEMP+1
MEMFAC

TEMF
#5

TEMF
L4
TEMF+1
TEMF+1
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$ADD OFFSET F

sPOINTER TO E

s OUTPUT ERROR

sPOINTER TO E

s DIMENSION
sPOINTER TO F

$BAVE POINTER
sTEST TYFE

s COMFARE ARRA

$8AVE ARRAY E

SPOINTER TO N



Q073 CB&E CS
RRAY

0074 C870 DO
0075 CB72 C4
0076 C874 DO
0077 CB76 &0
0078 C877 AL
Y

0079 C879 Ei
0080 CB7E AA
0081 C87C C8B
0082 CB7D E1
0083 C87F 85
LUE IN INT
o084 C881 86
0085 C88= 18
0086 CBB4 AS
0087 C8B& 69
EXT ELEMENT
0088 (€888 8%
0089 CBBA 20
Q090 C88C Eb&
0091 CB8BE CS
0092 C890 DO
0093 CB?2 AS
0094 C894 CS
00935 CB96 DO
0096 C898 AS
VALUE

0097 C89A A4
0098 CB?C 4C
AC

0099 C89F AO
0100 CBA1 E1
0101 CBAZ CS
BRYTE

0102 C8AS DO
0103 CBA7 CB
0104 C8A8 E1
0105 CBAA ES
RYTE

01046 CBAC FO
0107 CBAE A9
ATER

0108 C8RO 20
0109 CBE2 A9
LLER

0110 C8E4 =0
0111 C8E6 10
0112 CBE8 41

011Z C8CS C4

26
E3
27
DF
Q0
5F
5F
15
14

SF
02

SF

02
&0

07

15

91

Q0

14

07

SF
15

DS
01

02

FF

C1
CRr
52
59

4F

4E

R3

52
20
54
4F

CMF STORE

ENE LS

CPY STORE+1

ENE LS
RTS
INTGER LDY #0

LDA (TEMFP),Y

INY

LDA (TEMF),Y
STA INT+1

STX INT
L12 cLc

LDA TEMF

ADC #2

STA TEMP

BCC L10O

INC TEMP+1
L10 CMF STORE

ENE L11

LDA TEMP+1
CMF STORE+1

ENE L11
LDA INT

LDY INT+1
JMPOINTFLT

Li1 LDY #0O

LDA (TEMF),Y

CMP INT

ENE L14

LDA (TEMP),Y
SBC INT+1

BE@ L12
L.14 LDA #1

BCC L13

LDA #$FF

L13 EMI INTGER

BFL L12

ERRMSG ASC *ARRAY NOT FOUN?

BYT C4
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$END OF THE A

;s INTEGER ARRA

sGET FIRST VA

$POINTER TO N

$END REACHED?

$GET INTEGER

s COMVERT TO F

s COMFARE HIGH

s COMPARE LOW

sFLAG FOR GRE

iFLAG FOR SMA
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100 FOR I = 51200 TO 51398
110 READ X : FOKE I,X : S=8+X : NEXT
120 DATA 166, 47,165, 48,134, 95,133, 96,197, 50,208, 4
130 DATA 228, 49,240, 29,160, 0,177, 95,200,197, 69,208
140 DATA 6,165, 70,209, 95,240, 23,200,177, 95, 24,101
150 DATA 95,170,200,177, 95,101, 96,144,215,169,184, 133
160 DATA 34,169,200, 76, 69,164,200, 24,177, 95,101, 95
170 DATA 133, 38,200,177, 95,101, 96,133, 39,200,177, 95
180 DATA 32,150,177,133, 95,132, 96, 36, 14, 48, T6, 16
190 DATA 9, 32, 91,188, 16, 7,165, 95,164, 96, 32,162
200 DATA 187, 24,145, 95,1035, 5,133, 95,144, 2,230, 96
210 DATA 164, 96,197, 38,208,227,196, 39,208,223, 96,160
220 DATA 0,177, 95,170,200,177, 95,133, 21,134, 20, 24
230 DATA 165, 95,105, 2,133, 95,144, 2,230, 96,197, 38
240 DATA 208, 13,165, 96,197, 39,208, 7,165, 20,164, Z1
250 DATA 76,145,179,160, 0,177, 95,197, 20,208, 7,200
260 DATA 177, 95,229, 21,240,213,169, 1,144, 2,169,255
270 DATA 48,193, 16,203, &5, 82, 82, &5, 89, 32, 78, 79
280 DATA 84, 32, 70, 79, 85, 78,196
290 IF S «» 22908 THEN PRINT "ERROR IN DATA!!" : END
JI00 FRINT "OK"
The version printed here calculates the maximum of an
array. If you want to calculate the minimum, you must
reverse the branch logic after the comparisons. The contents

of the following addresses must be changed:
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c858 from $10 to $30
Cc8B4 from $30 to $10
C8B6 from $10 to $30

To use the function, you must first set the address for the
USR function:

POKE 785,0 : POKE 786,200

Now you can call the function with PRINT USR(A) in
which A is the name of the array. The USR function can be
called as any other, for example X = USR(A%)*SIN(3).

The following small program will serve to demonstrate the
function.

100 POKE 785,0 : POKE 786,200
110 INPUT "ARRAY SIZE ";N

120 DIM A(N)

130 FOR I=0 TO N

140 A(I) = RND (1)%1000

150 PRINT A(I)

160 NEXT

170 PRINT

180 PRINT USR(A)

The switch from MAX to MIN functions can be made by changing

the three previously-mentioned values with POKE statements:
POKE 51288,48 (or back to 186)

POKE 51380,16 (or back to 48)
POKE 51382,48 (or back to 16)
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9.4 DUMP command for variable output

The following machine language program is very useful
for debugging BASIC programs. It prints out all of the BASIC
variables together with their values. The program is stored

in the cassette buffer and is called with SYS 828.

0001 O3EC ORG 828 s CASSETTE BUF
FER

QO02 O3I3ZC AS 2D LDA 42D

000% O3ZE A4 2E LDY $2E sPOINTER TO S
TART OF VARIAELES

0004 0340 85 14 LO STA %14 3 SAVE

0005 0342 B4 15 STY %15

0006 0344 C4 Z0 CRY &30 s COMFARE WITH
END OF VARIAELES

Q007 03446 DO 02 ENE L1

0008 0348 CS 2F CMF $2F

0009 O34A RO 18 L1 BCS L3 $TO END, THEN
DONE '

0010 O34C 69 02 ADC #2 sFOINTER TO V
ARIARLE VALUE

0011 O3Z4E 20 01 BCC L2

0012 0350 C8 INY

0013 0351 85 22 Lz STA €22

0014 0353 B4 23 STY 423

0015 0385 20 82 OF JSR L7 $0UTRUT NAME

0016 0358 20 R& OF JSR L12 sOUTRUT =7

0017 O35R 8A TXA

0018 O035C 10 07 EFL L4

0019 OIBE 20 BF 03X JSR L13 H

ER UARIABLE ' sOUTFUT INTEG

Q020 0361 4C 71 0= JMF L& $TO MAIN LOOF

Q021 0364 &0 LZE RTS

0022 0365 98 L4 TYA

0023 036&6 30 06 EMI LS

0024 0368 20 CF 03 JSR L14 H

ING-FOINT NUMERER FOUTRUT FLOAT

0025 036F 4C 71 03 JMF L&

0026 O3I6E 20 DB 03 LS JSR L1& H 3

e eRIARLE sOUTFUT STRIN

8237 0371 A9 0D Lé LDA #1723 $CARRIAGE RET

0028 OI73 20 D2 FF JSR $FFD2 sOUTPUT

0029 0376 AS 14 LDA %14

0030 0378 A4 15 LDY $15

00Xl 037A 18 CLC
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0032 O37R 69
XT VARIAELE
Q03IF O3F7D Q0
0034 O3I7F CB
Q03T O3B0 RO
0036 03B2 AQ
0037 0384 Ei
OF NAME
0038 0386 AA
0039 0387 29
0040 0389 20
0041 O38C C8B
0042 O38D E1
CTER

004% OZ8BF A8
0044 0390 29
0045 0392 FO
0044 0394 20
Q047 0397 B8A
0048 0398 10
Q049 O39A 98
QOS50 OZFR F0O
0051 039D A9
TPUT = 1!°*
0052 039F 20
0053 O3AZ2 68
0054 03AT 68
0055 03FA4 4C
MAIN LOOF
0056 O3IA7 A9
AEBLE

0057 O3A9 DO
Q0S8 O3AR 98
0059 03AC 10

Q060 O3AE A9 2

ELE

0061 OIRO DO
Q062 OZRZ 60
Q06T O3IRI 20
CTER

Q064 O3RE A9
0065 OZRB 20
0066 OZRER A9

0067 OIRD DO 3

0068 OIBF AQ
ABLE

0069 O3IC1 R1
Q070 OZICT AA
0071 O3C4 C8
0072 O3CS Ri
Q073 O3IC7 A8
0074 0O3ICB 8A

07

C1

EBE
00

7F

D2
14
7F
Q3
D2
11

QA

£

20
D2
D

Q0

k)
b

)
5]

FF

FF

FF

> FF

FF

0075 03ICY 20 95 RBXI

LOATING FOINT

L7

LB

Le

L10O

L1

TAY

EBFL

JSR
FLA
FLA
JMP

LDA

ENE
TYA
EBPL
LDA

ENE
RTS
JSR

LDA
JSR
LDA

LDY

LDA
TAX
INY

TAY
TXA
JSR

#7

> LO

Lo
#O
($14),Y

#$7F
$FFD2
(614),Y
H#$7F

L8
$FFD2
L10

LY
#0100

$FFD2

L&
#7277
L19

Li1
#'%°

Li9
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$ADD 7 FOR NE

$TO MAIN LOOF

sFIRST LETTER

sOUTPUT

$ SECOND CHARA

s0UTPUT

$TEST TYFE

SFUNCTION, OU

sJUMF RACK TO

s INTEGER VARI

$STRING VARIA

$OUTFUT CHARA
$OUTFUT BLANK
s OUTFUT

$ INTEGER VARI
iLOW BYTE

sHIGH RBYTE

$CONVERT TO F
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0076 0O3CC 4C D2 O JMFP LIS $AND OUTFUT
0077 O3CF 20 A6 BB L14 JSR $RBAL sGET FLOATING
—FPOINT VARIAELE

0078 O3D2 20 DD ED LIS JBR $RDDD sCONVERT TO A
SCII STRING

0079 03DS 4C 1E AR JMF $ARLE $AND QUTPUT
0080 O3IDB 20 F7 03 Ll1s JSR L.18 $0UTFUT STRIN
G, QUOTE

0081 O3DE A0 02 LDY #2 )
0082 0O3FDD ERi 22 LDA (622),Y s ADDRESS HIGH
0083 O3DF 85 25 STA 425

0084 03E1 88 DEY

0085 O3E2 E1 22 LDA ($22),Y $ADDRESS LOW
0086 03E4 85 24 STA %24

0087 03E6 88 DEY

0088 O3IE7 Bl 22 LDA ($22),Y sLENGTH

0089 O03E? 85 26 STA 26

0090 O3ER FO 0A BEG L18

0091 O3ED E1 24 L17 LDA ($24),Y s0UTFUT CHARA
CTERS

0092 O3EF 20 D2 FF JBR $FFD2 s0F STRING
00O93 O3IF2 C8 INY

0094 03F3 C4 26 CFY 26 §STRING DONE?
Q093 03FFS DO Fé& ENE L17

0096 O3IF7 A9 22 L18 LDA #$22 s BUOTE

0097 03FIF9 4C D2 FF L19 JMF $FFDZ2 s0UTPUT

100 FOR I = B28 TO 1019

110 READ X : FOKE I,X @ S=S+X : NEXT

120 DATA 165, 45,164, 46,133, 20,132, 21,196, 48,208, 2
130 DATA 197, 47,176, 24,105, 2,144, 1,200,133, 34,132
140 DATA 35, 32,130, 3, 32,182, 3,138, 16, 7, 32,191
150 DATA 3, 76,113, 3, 96,152, 48, 6, 32,207, 3, 76
160 DATA 113, 3, 32,216, 3,169, 13, 32,210,255,165, 20
170 DATA 164, 21, 24,105, 7,144,193,200,176,190,160, O
180 DATA 177, 20,170, 41,127, 32,210,255,200,177, 20,168
190 DATA 41,127,240, 3, 32,210,255,138, 16, 17,152, 48
200 DATA 10,169, 33, 32,210,255,104,104, 76,113, 3,169
210 DATA 37,208, 78,152, 16, 4,169, 36,208, 71, 96, 32
220 DATA 210,255,169, 32, 32,210,255,169, 61,208, 58,160
230 DATA 0,177, 34,170,200,177, 34,168,138, 32,149,179
240 DATA 76,210, 3, 32,166,187, 32,221,189, 76, 30,171
250 DATA 32,247, 3,160, 2,177, 34,133, 37,136,177, 34
260 DATA 133, 36,136,177, 34,133, 38,240, 10,177, 36, 32
270 DATA 210,255,200,196, 38,208,246,169, 34, 76,210,255
280 IF § <> 20988 THEN PRINT "ERROR IN DATA!'" : END

290 PRINT "0Ok"
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If you run the following program, you will receive the

output shown below it.

100 A=5

110 DEF FNX (Y) = SIN(Y) * COS(Y)
120 C$ = "PROGRAM"

130 B% = -101

140 SYs 828
A =5

X!

Y =20

C$ ="PROGRAM"
B% =-101

You can also execute the DUMP function in the direct mode
with SYS 828. If you stop a program, you can view the actual
variable contents and then continue with the program using
the CONT command. As you see in the above example, user-
defined functions are indicated by a "!" after the function

name.
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9.5 Modified PEEK function

The following small machine language program provides
an elegant way of using the additional RAM storage of the
Commodore 64. At the same time, it also allows you to read
the character generator data from BASIC. A few
clarifications:

The memory areas from $A000 to $BFFF (40960 to 49151)
and $E000 to $FFFF (57344 to 65535) are doubly allocated:
First with 8K BASIC ROM and 8K kernal ROM, respectively, and
then with 8K of RAM each. These 16K bytes of RAM cannot be
used from BASIC without modification. POKE commands write
directly to the RAM, but a read attempt with PEEK always
reads from the ROM. Here we replace the PEEK function with
our own USR function. The function must do the following:
Before the value of a memory location is read, the memory
configuration must be changed so that the RAM "beneath" the
ROM is activated. Now the value can be read. Finally, the
old configuration must be restored. In addition, we would
like to be able to read the character generator which
resides from location $D000 to $DFFF. The routine checks to
see if the PEEK address lies between $D000 and $DFFF. If so,
the memory configuration will be set such that the character
generator can be read. The value is then read and the memory

configuration returned to normal.
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Q001 O33C
Q002 0330
ESS

0003 O33C
0004 OI3C
Q005 OF3C
FER

00046 OZZC AS
0007 O33ZE 48
ADDRESS
0008 O3IZF AS
0009 0341 48

14

18

0010 0342 20 F7 B7
TO ADDRESS FORMAT

0011 0345 AS
Q012 0347 48
RATION

Q013 0348 AS
0014 O34A C9?
$DO0O

Q015 O34C 90
0016 O34E C?
$EQOO

0017 0350 RO
0018 0352 A9

01

18

DO

07
EQ
03
31

ARACTER GENERATOR

0019 0354 2C
0020 0355 A9
M

0021 0357 78
0022 0358 85
ONFIGURATION
0023 0354 AQ
0024 035C EB1
0025 OISE A8
Q026 O3SF &8
0027 0360 85
ATION

0028 0362 =8
0029 0363 68
0030 0364 85
Q0OF1 03466 68
EACK

0032 0367 85
0033 0369 4C
FAC

34

01
Q0
14

01

14

-
<

B3I

ADR

FACADR
YFAC

RAM

EQU $14

EQU $R7F7
EQU $B3IA2
ORG 828

LDA ADR
FHA

LDA ADR+1
PHA
JSR FACADR

LDA 1
PHA

LLDA ADR+1
CMP #$DO

BCC RAM
CMF #$EO

BCS RAM
LDA #4331

BYT $2C
LDA #$34

SEI
STA 1

LDY #0

LDA (ADR) .Y
TAY

PLA

STA 1

CLI

STA ADR+1
FLA

STA ADR
JMF YFAC
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$USR - PEEK
5 INTEGER ADDR

sCASSETTE RUF

$SAVE INTEGER

s CONVERT FAC
s SAVE CONFIGU
$SMALLER THAT
$GREATER THAN
$READ FROM 6H
sREAD FROM RA
$SET MEMORY C
sREAD BYTE

$GET CONFIGUR

$GET ADDRESS

sCONVERT Y TO
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The program is stored in the cassette buffer at address 828.
Once you have entered or loaded the program, the start
address of the program must be assigned to the USR vector.
This is done with two POKEs:

POKE 785, 828 AND 255
POKE 786, 828 / 256

For those who do not have an assembler, we have again
provided a loader program in BASIC, which also initializes
the USR vector for you.

100 FOR I = 828 TO 875

110 READ X @ POKE I,X : S=8+X : NEXT

120 DATA 1465, 20, 72,165, 21, 72, 32,247,183,165, 1, 72
130 DATA 165, 21,201,208,144, 7,201,224,176, 3,169, 49
140 DATA 44,1469, 52,120,133, 1,160, 0,177, 20,168,104
150 DATA 133, 1, 88,104,133, 21,104,133, 20, 76,162,179
160 IF 5 <3 S085 THEN PRINT "ERROR IN DATA'!!" : END

170 FOKE 785, 828 AND 255 : POKE 786, B2B/256

180 FRINT "OK"

Now, if you want to read from the RAM or character
generator, you simply replace the PEEK function with the USR
function. To read the character matrix of a character, for

example, you could use the following program:

100 CG=13%4096

110 A = (PEEK(53248+24) AND 2) % 1024
120 INPUT "CHARACTER CODE ";C

130 FOR I=0 TO 7

140 PRINT I, USR(CG+A+8%C+I) : NEXT
150 GOTO 110
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Line 110 chooses between the upper or lower half of the
character generator which selects between the upper

case/graphics set or the upper/lower case set.
This new "PEEK" function gives you up to 16K of RAM

which you can use to store data in BASIC or whatever else

you like.
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9.6 Multi-tasking on the Commodore 64

Multi-tasking is a term originally associated with
mainframe computers and refers to the ability of a computer
to execute several programs simultaneously. How does
something like this work?

Even a mainframe can only do one thing at a time, so
another trick is used:

If, for example, the computer is supposed to rum five
programs at once, it will start executing the first the
program and after a certain length of time (a fraction of a
second) will stop executing it, save the variables, and
start executing the next program. This program too will be
interrupted after a short time and the computer will
continue executing the next one. Once all of the progranms
have been executed once, the variables from the first
program are fetched and the execution of this program
continues. The computer’s time is divided up into "time
slices" among the various programs. The term "time-sharing"
is also used to describe this.

In a limited sense, this sort of thing is also possible
on the Commodore 64. Two programs within the 64 run
simultaneously: the BASIC interpreter and the so-called
interrupt service routine which is called and executed 60
times per second. While your BASIC program is being
executed, it is being interrupted 60 times a second in order
to execute this interrupt routine. This routine takes care
of such things as reading the keyboard.

Here we can attach our own routine and perform
additional tasks of our own during the interrupt. One use of
this might be to output text on the printer. At each
interrupt a character could be fetched from a buffer and

sent to the printer. The user could then continue with his

- 266 -



Tricks & Tips

BASIC program as usual.

As an example of this procedure we have written a
program which displays the time, including tenths of a
second, on the screen, even while another program is
running. The program uses the Commodore 64’'s real-time
clock. The time is automatically and constantly displayed in
the upper right-hand corner of the screen. The program is
written in machine language but can also be entered using
the BASIC loader program listed after the assembly language
source code.

Q001 C80O sTIME DISFLAY
0002 CBOO $8YS AD, *HHMM
58° , COLOR

QO0OZ CBOO 3

0004 C8OO FRMEVL EGU $ADPE sGET BASIC EX
FRESSION

0005 C80O FRESTR EQU $R&6AZ

Q006 CBOO CHECOM EGU $AEFD sCHECK FOR CO
MMA

Q007 C8OO CHRGOT EQU 79

Q008 C8OO GETRYT EQU $R79E iGET BYTE EXF
RESSION

Q009 C8OO ILLRUA EQU $R248 s T ILLEGAL QUA
NTITY?®

Q010 C8OO ADR EQU $22

Q011 C8OO COLOR EQU $2A7 s STORAGE FOR
COLOR VALUE

0012 C8OO VIDEOD EQU 288 $HI RYTE VIDE
0 RAM

Q013 C8OO TEMP EQU $FE

0014 CBOO IRE@ EQU %314 s IRG VECTOR
0015 CBOO FNT EQU $FE

0016 CBOO IRQVEC EQU $EAZL sNORMAL. IRE V
ECTOR

0017 C8OQO CLR EGU $D8OO sCOLOR RAM
Q018 CBOO TENTHS EQU $DCO8 SREAL TIME CL
OCH CIA 1

0019 C8OO SECOND EQU TENTHS+1

0020 CBOO MINUTE E®U SECOND+1

Q021 C8OO HOURS EQU MINUTE+1

Q022 CBOO TRIGER EQU HOURS+3 $50/60 HZ
Q02T C8OO SET EQU TRIGER+1 $GET TIME/ALA
RM

0024 C8OO ORG $C8OO

0025 CBOO AD OE DC LDA TRIGER

Q026 CBOZ 09 80 ORA #480 50 HZ MODE
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0027 C8B0S 8D CE
0028 C808 AD OF
0029 CBOR 29 7F
0030 C80D 8D OF
0031 CB1O 20 79
ODE?

Q032 C813 FO 65
0033 C815 20 FD
0034 C818 20 9E
0035 CBIR 20 A3
0036 CBI1E C9 06
2

0037 €820 DO &R
TITY

0038 C822 AL 00
0039 CB824 R1 22
0040 CB826 38
0041 €CB27 E? 30
0042 C829 C9 03
Q043 CB2B RO 60
0044 C82D 0A
0045 C8B2E OA
00446 C8B2F OA
0047 CB30 0A
0048 CB31 85 FE
0049 CB833F C8
0050 C834 E1 22
0051 CB36 38
0052 C837 E9 30
0053 C839 C? 0OA
0054 C83R RO S0
0055 C83D 05 FR
0056 CB3IF DO 04
0057 CB41 A9 92
M

0058 C843 DO OF
0059 CB4S C9 24
Q060 CB47 RO 44
00&1 CB49 C9 13
0062 CB4R 0 07
0063 CB4D =8
0064 CB4E F8
0065 CB4F E9 12
0046 CBS1 D8
0067 €852 09 B8O
004648 C854 8D OR
00469 C857 20 FD
0070 C8SA 8D 0A
0071 CBSD 20 FD
0072 C860 8D 09
0073 CB6E A? 0O
0074 C865 8D 08
0075 CB6B 20 79
0076 CBAE FO OD
0077 CB&D 20 FD

DC

DC
Qo0

AE

B&

NOTNUL

SETSTD

STA TRIGER
LDA SET
AND #$7F
STA SET
JSR CHRGOT

BER@ CHGIRE
JSR CHKCOM
JSR FRMEVL
JSR FRESTR
CMF #&

BNE ILL

LDY #0
LDA (ADR),Y

SEC #°0°
CMP #3
BCS ILL

STA TEMF
LDA (ADR),Y

SBC #°0°
CMF #10
BCS ILL
ORA TEMF
ENE NOTNUL
LDA #$92

ENE SETSTD
CMP #$24
BCS ILL
CMP #$13
BCC SETSTD

SEC #$12

ORA #$80
STA HOURS
JSR GETS?
STA MINUTE
JSR BGETSY
STA SECOND
LDA #0O

STA TENTHS
JSR CHRGOT
BEQ CHGIR®
JBR CHEKCOM
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SGET MINUTES

$8TART CLOCE




0078 C870 20
0079 CB73 EO
0080 C87% RO
0081 €877 8E
ODE
0082 C87A 78
VECTORS
0083 C87E AD
0084 CB7E 49
TIMIRG
o085 C88L 8D
00846 CBBE AD
0087 C886 49
TIMIR®
0088 888 8D
0089 CB88k 58
Q00 C88C 60
0091 CB88D 4C
0092 C890
INE
0093 C890 AS
0094 C892 48
0095 C89F AS
00946 CBYS 48
0097 C896 AD
VIDED RAM
0098 C899 85
0099 C89E A9
0100 C89D 85
IDED RAM
0101 CB9F AQ
0102 CBALl AD
0103 CBA4 C9
0104 CBAL FO
0105 CBA8B C9
0106 CBAA R0
0107 CBAC 29
0108 CBAE C9
0109 C8RO FO
0110 C8R2 F8
0111 CBEZ 18

0112 CBR4 69 |

0113 C8R6 D8
0114 C8BE7 DO
0115 CBE? A9
0116 CBERR 20
S

0117 CBEE AD
0118 C8C1 20
TES

0119 C8C4 AD
0120 CBC7 20
NDS

0121 C8CA AD
0122 C8CD 09

FE
10
16

14
Al

14
15

22

15

48

FE

0z
(a]e]
DR

0A
DE
09
DR
08
30

02

DC

c8

DC
(=]

DC
c8

DC

CHGIR®

ILL

TIMIR®

ZEROCE,
sTDOUT

JSR
CFX
EBCS
8STX

SEI

LDA
FHA

LDA

CLC
ADC
CLD
ENE
LDA
JSR

LDA
JSR

LDA
JSR

LDA
ORA

GETRYT
#16
ILL
COLOR

IRG
#5A1

IRG
IRG+1
#6522

IR@+1

ILLOUA

FNT

PNT+1

VIDEO

PNT+1
#0
PNT

#30
HOURS
#H12
ZEROCE
#$80
STDOUT
HE7F
#$12

) STDOUT

#$12
STDOUT
#0O
FRINT

MINUTE
FRINT

SECOND
PRINT

TENTHS
#70°
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s COLOR

$8AVE COLOR C

s EXCHANGE IR@

s #{IRRQVEC EOR

s#>IRQVEC EOR

sDISPLAY ROUT

5 SAVE FOINTER

sHIGH RYTE OF

sPOINTER TO V

$30TH COLUMN

s DISFLAY HOUR
sDISFLAY MINU

sDISFLAY SECO
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0123
HS

0124
0125
0126
EBACK
0127
0128
0129
0130
0131
0132
Q133
0134
0135
0136
0137
0138
0139
0140
0141
0142
0143
0144
0145
0146
0147
0148
0149
0150
0151
0152
0153
0154
0155
0156
0157
0158
0159
0160
0161
0162
0163
0164
0165
0166
0167

F3

FC

FE

31

FO

22
30
06
86

FR
22

30
0A

FE

c8

EA

c8

c8

2

D8

PRINT

FRINT1

GETS?

ILL1

JSR FRINT1
STA FNT+1
STA PNT

JMF IRGVEC

AND #$FO

ADC #7007
JSR FRINT1

AND #$0F

ADC #°0Q°
JSR PRINT1
LDA #7:°
STA (FNT),V
LDA COLOR
STA CLR,Y

LDA (ADR),Y
SBC #70°

CMFP #6
BRCS ILL

STA TEMF
LDA (ADR) .Y
SRC #°0°
CMF #10

BCS ILL1
ORA TEMP
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$GET FOINTER

3TO OLD IR@
sDISFLAY

i CHARACTER

sAND COLOR



100
110
120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280
290
00
310
20

EEOQ

4
5

A

Rk

e LA g O

N

FOR I
READ
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
IF &
FRINT
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= 51200 TO 51481
X 1 FOKE I,X & S=8+X : NEXT
173, 14,220, 9,128,141, 14,220,173, 15,220, 41
127,141, 15,220, 32,121, 0,240,101, 32,253,174
32,158,173, 32,163,182,201, 6,208,107,160, O
177, 34, 56,233, 48,201, 3,176, 96, 10, 10, 10
10, 133, 251,200,177, 34, 56,233, 48,201, 10,176
g0, 5,251,208, 4,169,146,208, 15,201, 36,176
68,201, 19,144, 7, 56,248,233, 18,216, 9,128
141, 11,220, 32,253,200,141, 10,220, 32,253,200
141, 9,220,169, 0,141, 8,220, 32,121, 0,240
13, 32,253,174, 32,158,183,224, 16,174, 22,142
167, 2,120,173, 20, 3, 73,161,141, 20, 3,173
21, 3, 73, 34,141, 21, 3, 88, 96, 76, 72,178
165,251, 72,165,252, 72,173,136, 2,133,252,169
0, 133,251,160, 30,173, 11,220,201, 18,240, 17
201,128,144, 15, 41,127,201, 18,240, 9,248, 24
105, 18,216,208, 2,169, O, 32,219,200,173, 10
220, 32,219,200,173, 9,220, 32,219,200,173, 8
220, 9, 48, 32,243,200,104,133,252,104, 133,251
76, 49,234, 72, 41,240, 74, 74, 74, 74, 24,105
48, I2,243,200,104, 41, 15, 24,105, 48, 32,243
200,169, 58,145,251,173,167, 2,153, 0,216,200
94,200,177, 34, 56,233, 48,201, 6,176,134, 10
10, 10, 10,133,251,200,177, 34, 56,233, 48,201
10,176,238, 5,251, 96
«» X2970 THEN PRINT "ERROR IN DATA!'!" : END
" Ok:: "
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Once you have loaded the program, the clock can be turned on

by entering the following command:

SYs 51200, "HHMMSS",COLOR

where "HHMMSS" is the current time (Hours, Minutes, Seconds)
and COLOR is the color code for the time display (from 0 to
15). To set the clock to 2:30 P.M. (since this is a 24-hour
clock we must enter 14:30) and 15 seconds, with the time

displayed in yellow, we would use the following command:

sYs 51200, "143015",7

The current time will now appear in the upper-right corner
of the display with hours, minutes, seconds, and tenths of

seconds. To turn the display off, enter

SYS 51200

To turn it back on again without resetting the time or
color, simply type

SYS 51200

and the time will appear again.

In principle there are two methods for inserting the
second "job" in multi-tasking:

The first option is to use the system interrupt routine
which is called every sixtieth of a second. This method is

used for our routine to display the time. This is done by

- 272 -



Tricks & Tips

changing the interrupt vector so that it points to our
routine. Our routine then ends with a jump to the original
interrupt routine so that the computer can complete its
operations.

The second method gives the user routine its own
interrupt. This could be done with the output to the
printer, for example. The BUSY line of the printer could be
used as the interrupt source. Each time the printer is ready
to receive a character it initiates an interrupt. The
interrupt routine sends a character to the printer then
continue with the normal program. Once the printer has
printed the character, it generates another interrupt,
forcing the computer to send it another character. The user
of the computer notices nothing of this.

You will need to know quite a bit about the operating
system of the 64 to implement these routines, information
which you will find in the book The Anatomy of the Commodore
64.
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9.7 POKEs and zero page

As you have surely noticed, there are various addresses
which are of use in programming in BASIC as well as in
machine language. Here is a short list of some of the
addresses (all of the pointers are stored in LSB, MSB
order):

Address: (possible) Application:

0000-0001 A specific area of memory can be
switched on or off by POKEing to one or
both of these locations.

0043-0044 These addresses point to the start of
the user storage, the start of the BASIC
program. PEEK(43)+256%PEEK(44) will show
you this value. You can set the
beginning higher by poking to these
locations and use the lower memory area

for the rest of the sprites.

0045-0046 In these addresses you find the start of
the numeric variable table. This table
usually lies directly behind the BASIC

storage.
0047-0048 Contain the address of the start of the
array storage. All fields (arrays) are

placed in this area.

0049-0050 The contents of these addresses point to
the end of the array storage.
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0051-0052

0055-0056

0115-0138

0203
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In these locations is the pointer to the
start of the BASIC string variables.

Pointer to the end of the BASIC RAM. By
changing the contents of these addresses
it is possible to protect a specific
section of RAM (above the BASIC storage)
against overwriting. This allows you to
reserve this protected memory for a
machine language program and still have
the RAM from $C000 to $CFFF free for
other purposes. For example: POKE 55,0 :
POKE 56,64 sets the end of BASIC RAM to
$4000.

The CHRGET routine resides at these
addresses. This routine gets the
characters from the individual BASIC

lines. In order to write BASIC
expansions, this routine must be
altered.

The code for the currently pressed key
is stored in this address. If this
address contains 64, it means that no

key was pressed.
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If you want to learn more about the "insides" of the
Commodore 64, we recommend the Abacus book The Anatomy of

the Commodore 64. There you will 1learn more about
programming in machine language and the construction of the
64’s RAM and ROM. We encourage you to experiment with the
various addresses of the Commodore 64. There is much hidden

in your computer--it only needs to be drawn forth.
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The ultimate source
for Commodore-64
Computer information

THE ANATOMY OF THE C-64
15 the nsider’s guide to the lesser known features of
the Commodore 64 Includes chapters on graphics.
sound synthesis. npuloutput conlrol. sample programs
using the kernal routines. more For those who need 1o
know. 1t includes the complete disassembled and
documented ROM hstings
ISBN-0-916439-00-3

THE ANATOMY OF THE 1541
DISK DRIVE
unravels the of using the disk
dnive Details the use of program. sequential. relative
and direct access hles Include many sample programs -
FILE PROTECT. DIRECTORY . DISK MONITOR, BACKUP.
MERGE. COPY. others Describes iternals of DOS with
angd ¢ listings of the

300pp $19.95

1541 ROMS

ISBN-0-916439-01-1 320pp $19.95

GRAPHICS BOOK FOR

THE C-64

takes you from the fundamentais of graphic to
advanced topics such as computer aided design. Shows
you how to program new character sets. move spntes.
draw 0 HIRES and MULTICOLOR, use a hghtpen,
handle IRQs. do 3D graphics, projections. curves and
ammation Includes dozens of samples.

ISBN-0-916439-05-4 280pp $19.95

ADVANCED MACHINE
LANGUAGE FOR THE C-64

gives you an intensive treatment of the powerful ‘64
features. Author Lothar Englisch delves into areas such
as mterrupts. the video controller. the timer. the real
time clock parallel and senal I/0. extending BASIC and
ups and tncks from machine language. more

1SBN-0-916439-06-2 200pp $14.95

SCIENCE/ENGINEERING

ON THE C-64

1s an introduction to the world of computers i science
Descrbes vanable types. computational accuracy.
vanous sort alognthms. Topics include hnear and
nonlinear regression. CHI-square distribution, Founer
analysis. matrix calculations, more Programs from
chemistry. physics, biology. astronomy and electronics.
Includes many program hstings

ISBN-0-916439-09-7 250pp $19.95

CASSETTE BOOK FOR THE C-64
(or Vic 20) contans all the information you need to
know about using and programming the Commodore
Datasette Includes many example programs Also con-
tains a new operating system for fast loading. saving
and hinding of hles

1SBN-0-916439-04-6

180pp.  $12.95

MACHINE LANGUAGE FOR C-64
15 aimed at those who want to progress beyond BASIC
Write faster. more memory efficient programs in machine
language Test s specifically geared to Commodore 64
Learns all 6510 mstructions Includes hstings for 3 tull
length programs. ASSEMBLER. DISASSEMBLER and
amazing 6510 SIMULATOR so you can "see’ the opera-
tion of the '64

ISBN-0-916439-02-X

200pp $14.95

TRICKS & TIPS FOR THE C-64
15 a collection of easy-10-use programming techmiques for
the '64. A perfect companion for those who have run
up against those hard to solve programming problems
Covers advanced graphics. easy data nput. BASIC
enhancements, CP/M cartnidge on the '64. POKEs. user

IDEAS FOR USE ON YOUR C-64
1s for those who wonder what you can do with your ‘64
It 15 written for the novice and presents dozens of
program hstng the many. many uses for your
computer Themes include auto expenses. electronic

DEALER INQUIRIES ARE INVITED

IN CANADA CONTACT:
The Book Centre, 1140 Beaulac Street
Montreal, Quebec H4R1R8 Phone: (514) 322-4154

calculator, recipe file. stock hists. cost
estimator personal heaith record diet planner. store
window advertising. compuler poetry. party nvitations
and more

ISBN-0-916439-07-0

PRINTER BOOK FOR THE C-64
finally simplities your understanding of the 1525,
MPS/801. 1520. 1526 and Epson compatible printers
Packed with examples and utiity programs. you'll learn
how lo make hardcopy of text and graphics. use secon-
dary . plot in 3-D. and much more. Includes

200pp  $12.95

dehned character sets. | lrans
ferning data between comuters. more A treasure chesl
ISBN-0-916439-03-8 250pp $19.95

commented hsting of MPS 801 ROMs.

ISBN-0-916439-08-9  350pp.  $19.95

AVAILABLE AT COMPUTER STORES, OR WRITE:

Abacus fiii Software

P.0. BOX 7211 GRAND RAPIDS, Mi 49510
Exclusive U.8. DATA BECKER Publishers

For postage & handling, add $4.00 (U.S. and -viu'
Canada), add $6.00 for foreign. Make payment
in U.S. dollars by check, money order of

charge card. (Michigan Residents add 4%
sales tax.)

FOR QUICK SERVICE PHONE (616) 241-5510

Ci 84 i3 2 reg. T.M. of Ct Business Machines.




3

SIBLE TOOLS FOR YOUR COMMODORE 6

PASCAL-64

This full compiler produces fast 6502
machine code. Supports major data Types:
REAL, INTEGER, BOOLEAN, CHAR.
multiple dimension arrays, RECORD, FILE.
SET and pointer. Offers easy string handl-
ing. procedures for sequential and relative
data management and ability to write IN-
TERRUPT routines in Pascal! Extensions
included for high resolution and sprite
graphics. Link to ASSEM/MON machine
language. DISK $39.95

ASSEMBLER /
MONITOR-64

This complete language development
package features a macro assembler and
extended monitor. The macro assembler
offers freeform input, complete assembler
listings with symbol table (label), cond -
tional assembly.
The extended monitor has all the standard
commands plus single step, quick trace
breakpoint. bank switching and more.
DISK $39.95

DATAMAT-64

This powerful data base manager handles
up to 2000 records per disk. You select the
screen format using up to 50 fields per
record. DATAMAT 64 can sort on multiple
fields in any combination. Complete report
writing capabilities to all COMMODORE or

ASCII printers.
Available November Disk $39.93

TEXTOMAT-64

This complete word processor displays 80
columns using honizontal scrolling. In
memory editing up to 24,000 characterrs
plus chaning of longer documents.
Complete text formatting. block operations.
form letters. on-screen prompting.
Available November DISK $39.95

BASIC-64

This is a full compiler that won't break your
budget. Is compatible with Commodore 64
BASIC. Compiles to fast machine code.
Protect your valuable source code by com-
piing with BASIC 64.

Available December DISK $39.95

ADA TRAINING COURSE

This package is an introduction to ADA, the
official language ot the Department of
Defense and the programming language of
the future. Includes editor. syntax
checker/compiler and 110 page step by
step manual describint the language.
Available November

DISK $79.95

OTHER NEW SOFTWARE COMING SOON!

All software products featured above
have inside disk storage pockets,
and heavy 3-ring-binder for maxi-
mum durability and easy reference.

DEALER INQUIRIES INVITED

AVAILABLE AT COMPUTER STORES, OR WRITE:

Abacus [ Software

P.0. BOX 7211 GRAND RAPIDS, Mi 49510
Exclusive U.8. DATA BECKER Publishers

For postage & handling, add $4.00 (U.S. and

Canada), 8dd $6.00 for foreign. Maks payment

in U.S. dollars by check, money order of

charge card. (Michigan Residents add 4%

sales tax.)

FOR QUICK SERVICE PHONE (616) 241-5510

sarg TM.of




XREF-64 BASIC CROSS REFERENCE

CADPAK 64

This too! allows you to locate those hard-to-find 1n your prog
Cross-references all tokens (key words), variables and constants in sorted
order. You can even add you own tokens from other software such as
ULTRABASIC or VICTREE. Listings to screen or all ASCIl printers.

DISK $17.95
SYNTHY-64

This is renowned as the finest music synthesizers available at any price.
Others may have a lot of onscreen Irills, but SYNTHY-64 makes music better
than them all. Nothing comes close to the performance of this package
Includes manual with tutonal, sample music

DISK $27.95 TAPE $24.95

ULTRABASIC-64

This p adds 50 {many found in VIDEO BASIC,

above) - HIRES, MULTI, DOT. DRAW. CIRCLE. BOX. FILL. JOY. TURTLE.

MOVE. TURN, HARD. SOUND. SPRITE. ROTATE. more. All commands

are easy to use. Includes manual with two-part tutorial and demo.
DISK $27.95 TAPE $24.95

CHARTPAK-64
This finest charting package draws pie. bar and line charts and graphs from
your data or DIF. Multiplan and Busicalc files. Charts are drawn n any of
2 lormats. Change format and build another chart

This d design has f -two Hrres
screens; draw LINEs, RAYs, CIRCLEs, BOXEs; freehand DRAW; FILL with
patterns; COPY areas; SAVE/RECALL pictures. define and use intricate
OBJECTS; insert text on screen; UNDO last function. Requires high quality

ghtpen. We McPen. manual with tutorial.

DISK $49.95 McPen lightpen $49.85
MASTER 64

This profs adds 100 powerful

commands to BASIC including fast ISAM indexed files: simplified yet
sophisticated screen and printer managemenl programmer's aid. BASIC

40 22-digit ar momlor Runtime
package for royalty-free distrib of your prog des 150pp.
manual.

DISK $39.98
VIDEO BASIC-64
This superb graphics and sound development package lets you write soft-
ware for without Has hires, . sprite and
turtle graphics; audio commands for simple or complex music and sound
effects. two sizes of hardcopy to most dot matrix printers; game features
such as sprite collision detection. lightpen, game paddle. memory

Py
to MPS801, Epson, Okidata, Prownter. Includes manual and |u|onal

g for Itipl screens, screen copy, elc.
DISK $59.95

TAS-64 FOR SERIOUS INVESTORS

This sophisticated charting system plots more than 15 technical indicalors
on split screen; moving averages; oscillators; trading brands; least squares;
trend lines. supenmpose graphs; five volume indicators; relative strength.
volumes. more. Online data collection DIJNR/S or Warner. 175pp. manual.
Tutonial DISK $84.95

grap:

DISK $42.95
CHARTPLOT-64
Same as CHARTPACK-64 for highest quality output to most popular pen
plotters. DISK $84.95
DEALER INQUIRIES ARE INVITED
FREE CATALOQ Ask for a listing of other

Abacus Software for Commodore-64 or Vic-20

DISTRIBUTORS

. . 9 Now Zealand:
Great Staia; ',m',',f"s'“w',bu S eLcATON  VISCOUNT ELECTRONKS
18 Norwich Ave.  AVGuigume 147 Avanue Pnu-noumu 08-308 Church Street
Rochdse Lance. Bruaml mo. mm Rust! Malmaison, France PAimerston North
706824304 17326254 63-56-806
Wast Germany: 8 noa. Augtraiia:
DATA BECKER _ TIAL TRADING CW ELECTRONICS
Mrwingersy 30 PO $16 41 Login Road
0211312085 476-12304 et

Commodore 64 is a reg. T.M. of Ci B

AVAILABLE AT COMPUTER STORES, OR WRITE:

P 0 BOX 7211 GRAND RAPIDS. MICH. 49510

tage & handling, muoo U.S. and Canada), add $6.00
n.miwhaym by check, money ordar
or charoe card. (Michigan msmms add 4% sales tnx)

FOR QUICK SERVICE PHONE 616-241-5510

I VEA |
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P.0. BOX 7211 GRAND RAPIDS. MICH. 49510 PHONE 616-241-5510





