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CAN YOUR SINCLAIR ZX81 COUNT?

Some of the earlier releases of the Sinclair ZX81 have a
fault in their ROM which causes some arithmetic calculations
to give the wrong answers. This is caused by an textra!
three bytes in the ROM of these ZX81s that should never have
been there.

To check yours, try some of these calculations that the
'old ROM' gets wrong:

CORRECT WRONG
ANSKER ANSWER
PRINT 0.25 »*% 2 0.0625 3.142384
PRINT 4 - 0.0000000001 4 12
PRINT SQR .25 0.5 1.3591409
PRINT SQR .0625 0.25 1.847264

Some ZX8ls have a hardware add-on which corrects these
arithmetic errors. However, this hardware add-on does not
correct another problem involved with the PAUSE function.
This problem is explained further in Chapter 15.

The ultimate test is PRINT PEEK 54
If the answer is 136, then your computer is fine.
If not, we suggest you contact your Sinclair distributor,

and enquire about having the 'old ROM! replaced by one of the
'new ROMs!.
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s . INTRODUCTION

1.1 What is a computer, and what does it do?

Simply, a computer is a tool. As much as a
hammer or screwdriver is a tool designed to make
actions of your hands easier, so is a computer
designed to make actions of your mind easier. A
screwdriver, although good at screwing and
unscrewing, needs a hand to guide and turn it.
So, as a tool , the computer is unable to do
things on its own, and requires your mind to tell
it what to do. Once told what to do - provided
it is able to do so - it will do it very quickly
indeed.

Unfortunately, a computer needs to be told
precisely what to do, using the limited
instructions that it understands. For example,
consider the sentence, 'I want you to add up the
numbers 1 to 10'., 1If you instructed your
computer to do this, it will not understand.
However, if you were to type:

PRINT 1+2+3+4+5+6+7+8+9+10 ( then push
newline )

- the computer would respond with
55
As you may have already noticed, there is no
difference between what the two instructions
required, but the way the instruction was phrased

was very important.,

Computers are very, very fussy !!



As we said earlier, a computer will do as it is
told, provided it is able to do so. The things a
computer can do may be put into five general
categories

1. Remember data and instructions.
2. Interpret instructions.

3. Perform calculations.

4 Print results.

5.  Make decisions.

At first glance, these five things, do not seem
like much, and can be done by almost anyone, and
without the need for a fussy computer. The power

of a computer is in its ability to do these
things, much faster than a human.

We can illustrate this with a simple test
multiple 2 by 3 by 4 by 5 by 6 by 7 by 8 by 9 by
10.

Finished ?
Now, type into the computer the following

PRINT 2 %* 3 * 5 % 6 *% 7 % 8 % 0 % 10 ( follow
with newline )

The computer responded with
3628800
Pretty quick, isn't it ?

In the above instruction, the sign * is used by
the computer rather than x as the computer does
not know when the x is a letter or multiplication
sign. The computer also does not know when the
instruction is finished, and you must tell it by
pushing the NEWLINE key.



The question, 'What happens when I have more than
one instruction for the computer to perform 7!
must be asked. It will also have an answer.

In the next section !!

1.2 Programs, or, what to do with more than one
instruction.

In this section, we will define a 'computer
program' for you. We will also tell you how they
may be used.

The term 'computer program' - often shortened to
just 'program' is simply a series of instructions
that are numbered so that the computer performs
them in sequence. These numbered instructions
are on their own called 'program statements'. By
numbering each statement, the computer is able to
keep them in order, and knows which to perform
first. There are a number instructions that
cannot be put in a program, and these are
distinguished by their names : they are called
COMMANDS, and you will be introduced to these
gradually. there are not a great many of them,
but they are very important, as you will see.

Type in the following program
10 PRINT '"HELLO" (newline)

Note that the line numbers are always the first
part of the statement on the extreme left-hand
side. Line number up to 9999,

20 PRINT "HOW ARE YOU ? " (newline)
After the line number, comes the second part of a

program statement, the statement itself. A
statement is just another word for instruction,



and serves to tell the computer what you want it
to do, 1In this case, the computer will print
what comes immediately after the statement.

IMPORTANT : When using the PRINT statement the

computer will actually print only what appears

between the inverted commas, and not the commas
themselves.

In the bottom left-hand corner of the screen
there is a K. This is the cursor, and is a
symbol or mark that lets you know. that the
computer is ready for what you want to do next.

Now that you have a program in the computer you
will want to use or 'run' it. This is easily
done by typing the command RUN. Follow this with
newline. (In future we will not tell you to type
newline.)

Try it now.
The following méssage should have appeared :

HELLO
HOW ARE YOU?

You have just written, entered and run your first
program. This simple program serves to show how
easily programs may be written, and therefore,
computers used.

Before we show you how to write larger and more
useful programs, it is necessary to introduce you
to another new word in the computer programmer's

dictionary.

We will do this in the next section.
1.3 The term 'variable' and its meanings.

10



Although it sounds impressive, the word variable
has a very simple meaning: it is a name given to
a storage space in which information is kept.

Here, we introduce the LET statement. This
statement is used by the computer so that it can
assign (and remember) the name of a storage
space, and what is in it.

In the following part of a program, the LET
statement is used to assign 3 variables:

10 LET A=8
20 LET B=5
30 LET G=56

Upon seeing the LET statement, the computer knows
that it must set aside part of its memory to hold
a numerical value and another part for the name
of that value.

In this case, the computer will set aside three
parts of its memory to hold the values 8,5 and
56, It will also reserve another three places
for the variables A, B and C. If you want to
prove that the computer will do this, then the
next statement:

40 PRINT A,B,C - may be used. Note that there
are no inverted commas here. They are not needed,
since the value of the variable i1s what you want
to see, not the variable name.

N.B. Commas in the PRINT statement are used for
spacing.

Enter lines 10 to 40 and type LIST. The same
result may be achieved by pressing newline. The
statement LIST will cause a list of the program
lines to be displayed on the screen. This is a
very handy statement, as it allows you see the

11



program before you use it. If you have entered
the program correctly, you may now use, or 'run'
it. Another command - the RUN command - will
allow you to do this.

The display should be:

8 5
56

~ these being the values of A,‘B and C
respectively.

You can combine the LET statement with simple
arithmetic in the following line:

50 LET D= A + B+ C
Type it in then:

60 PRINT D

- and RUN

The display should be:

8 5
56
69

If so, congratulations! You have just seem how
easy it is to manipulate numbers in a computer
program. In doing this, the variables A, B, C
have all retained their original values, but a
new variable has been introduced, that has a
value that is the sum of these three. See what
happens when you alter the values of one of the
variables by typing in new lines with different
values of the same variable.

Although we have used only single letters,

.5
12



variable names may be as long as you like. You
must not forget, though, that the longer the
variable name, the more memory space it will take
up - and therefore the less memory you will have
for the program.

There are two rules for variable names that must
be obeyed:

(1). The first character of the name must be a
letter.
and .
(2). Only letters or digits (numbers) may be
legal parts of a variable name. :

Below, you can see a brief list of legal and
illegal variable names. Note that spaces are
allowed, making long variable names more easily
read.

LEGAL ILLEGAL

ALFRED1 1ALFRED (does not
start with a
letter)

POP GROUP POP '""GROUP'" (the "
character

is not a digit
or letter)

1.4, Something NEW and CLEAR

The final part of this chapter will introduce a
command and a statement to you. The first of
these is the command NEW. This command is very
important — although it cannot be put in a
program -because when used, it will empty the
memory of your computer completely. The second
is the CLEAR statement. Its function is to
undefine all variables that have previously been

13



defined. The use of this command is fairly
limited when very short programs are being run.
However, with long programs that nearly fill the
memory, it can be useful if there is a way of
CLEARing the old and unused variables out of
memory, so that new and usable variables may be
stored.

Refer back to the program you entered, in section
1.3; we will prove the statement CLEAR does as we
say.

Enter the following line:
15 CLEAR
- now LIST the program.

Isn't that great! Line 15 has been inserted
between lines 10 and 20, as it should be if the
program lines are to be run in numerical order.
This illustrates the advantage of numbered lines,
in that you can put an extra line, in wherever
you like.

Almost.

All line number must be integer or whole number
values, hence if the lines were numbered 1,2,3,4,
etc., it would not be possible to insert a line
anywhere between 1 and 4. That is why most

programmers number lines in multiples of 10 or
20.

Now RUN the program.
The display should show
2/40 on the bottom left hand concer of the

screen. This is a display message whenever you
run your program.

14



In this case, the 2 stands for report 2 -
variables not found - ( due to the statement 15).
The second part of this message ; 40 refers to
statement 40. 1IE. the program halts at statement
40,

This is because the value of A was CLEARed from
memory and the computer did not know what the
value of A should have been.

The command NEW performs much the same task, but
operates on the entire memory of the computer. It
clears all the program statements as well as the
variables. You use this command when you wish to
empty the memory prior to loading another
program.

Now test how well you have understood this
chapter by attempting the following questions.

1 Which of the following are legal variables?
a) VAR1 b) 2VAR
c) DR. WHQ c) TOM JONES
e) A14BK7 d) 4JOHN
(You can check your answer by typing the command
LET (variable name)=2.
If the computer accepts the command, the variable
name is legal.)

2 Write a program that will store the numbers 1
to 5 in 5 variables, called A,B,C,D and E. RUN
your program, then type the command

PRINT A+B+GC+D+E
If your program is correct, the answer will be
15,

3 Add a line to your program in question 2 to
print out the values of all the variables, and
their sum. Use the format
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o . FLOWCHARTING

In the previous chapter, you were shown how easy
it is to write your own computer program. This
is fine if you only intend to write very simple
programs.

If you wish to write more complex programs, then
it is often necessary to write down what you
wish to do before trying to write a program.
After this, you build a simple picture of how you
would like the program to run. This is called
flowcharting. An example of a flowchart is given
below :

FLOWCHART FOR EGG FRYING

PLACE FRYING PAN
ON STOVE

BREAK EGG INTO FRYING
PAN

[ <
N

NO —

IS
GG COOKED ON OTHER NO— TURN
SIDE ' OVER

YES

17




| PUT ON PLATE |
|

EAT EGG

NO STOP

That flowchart would work well, if‘we wanted the

computer to fry an egg for us, except that we did
not have a little box containing the words "TURN

ON STOVE" at the start. The egg would therefore

take an extremely long time to cook. Also, when

we sat down to eat the egg, we left the computer

to decide what to do with the pan. If the stove

was on, the pan would have been burnt.

This example illustrates the two major features
of all computers

1. They have no imagination and hence cannot
assume anything ( meaning we would have cold raw
egg).

2. The computer does only as it is told and has
‘no initiative (once we turned the stove on for
it, the computer would promptly burn the pan).,

As you saw in the example, there are a number of
different shapes in a flowchart, these are to
make part of it stands out, so that it may be
more easily understood. We will explain to you
what these shapes stand for

This shape always contains either a
START or STOP, indicating that, obviously the
program starts or stops at this place. There
may be only one START in each flowchart, and

18



usually only one STOP, although in some cases,
there may be more.

This shape (rectangle) is usually used
for all parts of the program not concerned
directly with input/output, and decision making
(more about these later). That is, the
mathematical operations, LET statements, and so
on.

NO

YES :

These shapes must always contain a
question, the answer to which may be either 'YES'
or 'NO'. This is because there are times when a
computer must make a decision, whilst executing a
program. Since computers are only able to answer
simple questions, the question must be simple.

Z:::::::7 This symbol is used to'signify

an input/output section of a program. Output is
by a PRINT statement and input by an INPUT
statement. You have not yet been introduced to
the INPUT statement, but its function is to halt
execution while the operator (you) gives the
computer a desired piece of information, or
datum. The plural of datum is data, and may be
either digits or characters, or in a word
alphanumeric.

(:)The small circle contains a
number. There must always be two and only two on
each complete flowchart. When writing large
programs with their large flowcharts, it is
sometimes not possible to put the complete
flowchart on one page. Thus, these are used so
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the programmer knows when there is a continuation
of a program and where the two (or more) parts
join together.

Let us now consider a situation which is more
practical in terms of using a computer: we will
write a flowchart for a computer program that
will aid in teaching arithmetic to a young child.

The computer will give a small compliment. The
compliment is of importance, as encouragement is
always desirable when teaching. If the answer
given to the computer is incorrect, then the
computer must say so and wait for another
attempt. We will not worry about how the .
computer gets the numbers or how the inputs take
place, for the moment.

Firstly, we begin with a start bubble

And follow it with a box thus

5¢ _
’PICK TWO NUMBERS
FROM O TO 9

Now that we have the two numbers to be added, we
must inform the scholar-to-be what. they are with

@

DISPLAY THE TWO NUMBERS
AND
PRINT STATEMENTS

20



©

Execution of the program must now stop for the
answer to be input

'/INPUT ANSWER/

The computer must decide if the answer is correct
and what to do next. If correct, the computer
must display the appropriate 'congratulations'
message, then ask if the pupil wishes to do
another; if not correct, the appropriate 'sorry'
message and invite the pupil to try again. In a
flowchart, all these words would look like

ANSWER
CORRECT?

TELL PUPIL
' SORRY"

YES "/ CONGRATULATIONS

The next part of the flowchart after the / DO YOU
WANT ANOTHER / diamond, will not contain another
input box as the question asked in the previous
box is implied to have been answered by an input
- either yes or no - and this requires an input
from the keyboard. The next two parts of the
flowchart will be

21



This signifies that
execution

is transferred back to the
start of the program.

Referring to the case of an erroreous answer,
execution must be returned to the input stage.

All the pieces of the flowchart may now be pieced
together and since the flowchart is for a small
program, the continuation circles will not be
needed

START

£ —

PICK 2 NUMBERS

FROM 0 10 9
DISPLAY THE 2
NUMBERS AND

PRINT INFORMATION

IS
ANSHWER
ORRECT?

CONGRATU-

LATIONS | YOU WANT

ANOTHER?

SORRY PLEASE
TRY AGAIN

VERY WELL

22



Although it seems complex now, the program will
appear to be quite simple once you learn a few
more statements. In fact, we will show you how
to write the program later on, since you already
have the flowchart written.

When writing very large programs, a useful
technique is to write a very general flowchart
and for each box on the flowchart, write a more
detailed flowchart from which the program may be
written. As an example, our egg frying flowchart
may have the second box expanded to the purchase
of the eggs, taking them home, placing in the
fridge, and so on.

Now try to write a few of your own flowcharts.
Choose tasks you know very well, like making a
sandwich for instance. This may not seem very
applicable to programming a computer, but you
will get an idea of how to break a task into
Separate steps. You could also rewrite the
flowchart for frying an egg, putting in the steps
that were forgotten, like turning on the stove.
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currex s ARITHMETIC
OPERATIONS

In this chapter, we will show you one of the very
useful facets of the ZX81 - the ability for the
computer to be used as a calculator. You may not
always wish to write a program if you have a
short arithmetic problem, especially if you need
the answer quickly.

There are five basic arithmetic operations that
your ZX81 can perform: :

OPERATION SYMBOL

1. ADDITION +
2. SUBTRACTION -
3. . MULTIPICATION *
4, DIVISION /
5. POWER *k

- as you saw, several of the ZX81 symbols are not
the normal symbol and there are some good reasons
for this

(1) The first one stems from the keyboard, but
when added to the lack of imagination (which
computers suffer from), means that the following
distinction cannot be made:

A5 x 5 and A5 X 5 (as a
variable)

Originally, computer keyboard only had capital or
upper case letters, and the computer could not
distinguish between a multiplication sign and an
X. Leaving spaces does not help, as a computer
does not recognize a space, although it will
notice when one occurs, and remember it's place.

25



(2) Also, it is not normally possible to type in
subscript (and superscript) characters, so a way
around this had to be found to tell the computer
when to perform, say, 552‘ .

(3) The division sign - called slash - is not
radical departure from the norm in that it has
long been used in fractions. It is important to
remember that when the slash appears, all numbers
and variables to the right, will be divided,
i.e.:

8 +2 76 *2 will be performed as :

8 + (2 /6 * 2), even though you may
have wanted

(8 +2/6) *2

In longer arithmetic operations ( this is what
progammers call "sums'"). You may use brackets so
that the line is easier to read. However, you
need not do so, as the computer uses a priority
system of deciding which operation to perform.

Enough theory for now, let's prove (and practice)
what you have just learnt

Type in the following lines and see if you can
predict the answer before hitting NEWLINE

PRINT 2 + 2

PRINT 6 - 3

PRINT 4 * 7

PRINT 9 / 3

PRINT 4 * 4 * 2
PRINT 9 + 5 - 4 / 8
PRINT 3 *% 3 [/ 3 * 2

You can tell your computer to perform even longer
operations, if you please and it will perform
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them with ease.

As we said in chapter 1, a computer will remember
data. If, in a program you were to mix variables
with your numbers, the computer would remember
the values of the variables, and perform the
desired operation. This feature will be pretty
handy, as you will see. For now, let's see if
what we're just said is correct with this short
program (firstly use the command NEW to empty the
memory)

10 LET A=10
20 LET B=5
30 PRINT A+B*5

- now RUN it and see.

Each of the operations has a priority level
attached to it, on a scale up to 16. The higher
priority level, determines which operation is
performed first.

Operations with equal priority are performed in
order from left to right. We have listed the
operations with their appropriate priority levels
below :

OPERATION PRIORITY LEVEL
Slicing 12
PI and RND 11
X 10
- (negative) : 9
* and / 8
+ and - 6

The - operation can be used to experess a
negative number, but the + operation may never be
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used to express a positive number. The computer
will assume a number to be positive unless told
otherwise.

The two operations PI and RND are two arithmetic
functions which will describe in chapter 4.

Chapter 7 will introduce you to slicing.

QUESTIONS

1 Check that you understand the priority scheme
by typing the following commands into your ZX81.
Before pressing NEWLINE, try to predict what the
answer will be,

a) PRINT 2+3%4

b) PRINT 2%5%%2

€) PRINT 7+2%2%%)

d) PRINT 4—-2%%)

2 Add parentheses () to the following command so
that the computer gives the answer 15
PRINT 20-7-4-2
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CHAPTER 4 ARITHMET'C '
FUNCTIONS

This chapter will show you what the functions
many functions of the 2X81 are, and you can do
with them. Some are of particular use in
programs, while others are of a more specialized
use. These functions are essentially the same as
those found on calculators that are termed
'scientific'.

Question: What is a 'function'
Answer: A function is a rule used to obtain
results.

All the functions are built into your ZX81 and
are accessed (this is what computer programmers
say instead of 'used') in the following manner:

1. Press FUNCTION - by SHIFT NEWLINE - and
observe that the cursor changes from K to F,

2. Press the required function key. After the
function appears on the screen, the cursor will
revert to L.

There are 14 functions in your ZX81, and they are
listed below, with the ZX81 symbol:

FUNCTION ZX81 SYMBOL
Square root SQR
Sign SGN
Absolute value ABS
Sine SIN
Cosine CoSs
Tangent TAN
Arcsine ASN
Arcosine ACS
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Arctangermt ATN

Natural logarithm LN
Exponential EXP
Integer INT
Pi (Tr) PI
Random number RND

In order to use these functions with the
exception of the last two, an argument must be
used. An argument is a number or variable after
the function. The only limitation on the
argument is that it must mot be outside the range
of values usable by the particular function.

In case you are not familiar with the functions,
we will explain them to you as we go along.

1. SQR : this function will return the SQuare

Root of the argument. This function can only

accept positive numbers. Try the following line:
PRINT SQR 16

Display : 4

In a program, you could use SQR like so:

10 LET A=36
20 PRINT "THE SQUARE ROOT OF "sA3" = "3;SRQ A

2. SGN: This function can return one of several
answers when used:

a. -1 is returned if the value is
less than zero.
- b. 0 if the argument is equal to
Zero. : .
c. 1 if the argument is greater than
zZero.

Try the following lines:
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PRINT SGN 4
Display : 1
PRINT SGN -20
Display : -1
PRINT SGN O
Display : 0
In a program this could appear as
10 LET A=4
20 LET B=-20
30 LET C=0
40 PRINT SGN A, SGN B,SGN C
Display : 1 -1
This function can be particularly useful if you
wish execution of a program to alter depending
upon the value of a variable, for example.
3. ABS : This function will return the
ABSolute value (or modulus) of the argument.
This means the sign - either positive or negative
- of the argument is made positive. Prove this
with the following examples
PRINT ABS 2
Display : 2
PRINT ABS -1234

Display : 1234
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4. INT : This function will cause the computer
to disregard the part of an argument to the right
of the decimal point (if the argument is
numeric). If the argument is a variable, only
the whole number part will be recognized. 1In
other words, it will return the INTeger part of
the argument. Note that this function will not
round off the argument, it truncates (that is,
cuts off the decimal part)

PRINT INT 1.5694
Display : 1

PRINT INT 46.9654
Display : 46

PRINT INT 9.2345
Display : 9
One way of using this function is to control the
number of decimal places in a number. Suppose
you wish to obtain only two decimal places of the
number 1.36782.
The steps to take are

a. Multiply the number by 100 to give 136.782

b. Take the integer part by applying INT.
Display : 136

c. Divide the result in step (b) by 100 to
give the final result : 1.36

1f you desired three decimal places, then you

must use 1000 in steps (a) and (c) in place of
100.
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Also, if you wished to round off the number then
before step (b), you would have to add 0.5 to the
number.

5. PI : This function needs no argument and it
returns only one value:- that of pi to ten
decimal places (although only eight will be
displayed)

PRINT PI
Display : 3.14159265

Whenever you need to use pi, then just use this
function.

6. RND : This is the second function that
requires no argument. Use of this function will
generate random numbers between O and 1, where
zero is inclusive but not 1.

RND does not actually generate random numbers but
follows a fixed sequence of 65536 numbers that
are so jumbled as to appear random.

The statement RAND is usually used in conjunction
with RND. Its function is to control the
randomness of RND. Try

10 RAND 1
20 PRINT RND

Display : 0.00227355

When you use the above program, the same sequence
of random numbers will always appear on the
screen. The number displayed was the starting
number. Note that RAND does not produce a random

sequence.

In order to obtain a random sequence, try the
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following program:

10 RAND 0O
20 PRINT RND

After you have run the program a few times, you
should realize the results are quite different.
This is because RAND O starts RND by judging how
long the television has been on. Therefore, this
should be random.

7 - 14 : SIN, COS, TAN, ASN, ACS, ATN, are all
trigonometry functions, and operate only in
radians, not degirees. “These functions perform
the same operations on the argument as your
calculator.

LN, EXP are mathematical functions with their own
special uses.

If you have ben taught trigonometry and
mathematics in general, you will probably have
already thought of uses for some or all of thes
functions. 1If not, do not worry, as you will
still be abe to program your ZX81 successfully.

We will show you the general format of the above
mathematical functions, and if you wish, you can
try them on your ZX81 :

PRINT SIN
PRINT COS
PRINT TAN
PRINT ASN
PRINT ACS
PRINT ATN
PRINT EXP
PRINT LN 2

NOOOOOoOOo
(S I, N, ]

Display : 0.47942554
0.87758256
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. 54630249
. 52359878
.0471976
.46364761
.3890561
.69314718

OvwOoO~oOo0

Since the trigonometric functions work only in
radians, you can convert degrees to radians by
dividing the degree value by 180 then multiplying
by pi, like so:

PRINT TAN(45/180*P1)

~ Where 45 is the value in degrees. The display
should read
1

QUESTIONS

1. Use the RND function to obtain an integer
number between 1 and 6. You will also need to use
the INT function, and several arithmetic
operators.

This statement will be used in game programs that
require a die to be thrown,

2. The length of the circumference of 3 circle is
2 % Pi * R (R ig the length of the radius). Write
i command that will print the length of the
circumference of g circle with a 4cm radius,
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CHAPTER 5 STR INGS

5.1 Strings introduction

The previous chapter let you in one of the 2X81's
secrets. That is, you can use ZX81 as a
calculator.

Now, you will learn another secreft of this
machine; the computer can manipulate WORDS, as it
manipulates variables!

In computing areas, these WORDS are known as
strings. A string is easily recognised by the $
(dollar) sign.

The example below will introduce you more to the
lconcept : type in the following,

10 LET A$="I AM YOUR ZX81,‘AND I DO WHAT I AM
TOLD."
20 PRINT A$

As you pressed the key NEWLINE, the sentence
was: -

I AM YOUR ZX81, AND I DO WHAT I AM TOLD.

- will appear on the screen. One thing you
should notice is that the printed message 1is
enclosed by quotation marks. ZX81 has printed
the string in the same form as quoted.

If the string is not enclosed by quotation marks,

your ZX81 will treat it as a variable; which has
been mentioned before.
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5.2 String variables:
Section 5.1 has allowed you to find out :

1. What a string is?
2. How to instruct your ZX81 to print out
strings,

Now, you will learn all the ways to manipulate
strings.

Chapter 1 has introduced you to variabhles, now
you will learn more about them.

Variable names can be used to assign numbers, but
presently, you will soon realize that you can
assign strings to all variables as well. The
previous example illustrated this to you.

A LET statement allows you to assign both strings
and numbers. You must learn the difference
between a string variable and a numeric variable.

For string variables, each variable name consists
of two parts :

1. a single letter (- name)
2. a "$" sign after the first part.

We will now give you the two simple rules for
naming string variables :

1. Each string variable only contain a
single letter,

2. Each string variable must have a g
sign after the name. (This doesn't apply to

numeric variables)

NOTE : You mustn't forget the two rules, as if
your string and numeric variables are not
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correctly named, then your ZX81 will become
confused.

5.3 Operations with string variables

You know now that your ZX81 can perform
arithmetic operations for any numbers.

Your ZX81 can also add string variables together.
This operation is usually known as concatenation.
This means that separate string variables will be

chained together as one string variable.

An example will explain the above point more
clearly.

PRINT "BIRDS" + "ACAN FLY !
- the display should appears as below :
BIRDS CAN FLY !
OR :

PRINT NAH + HB”
— you should obtain the following result :-

AB

This operation can also be used in a program. We
will combine it with some strings.

10 LET A$ = "ALL ANIMALS THAT HAVE FEATHERS"
20 LET B$ = "2ACAN FLY."
30 PRINT A$ + B$

After you have RUN the program, the following
will appear on the screen.

ALL ANIMALS THAT HAVE FEATHERS CAN FLY,
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You should have a clear idea of this operation by
now. Your ZX81 can only perform addition with
string variables. Other operations such as
subtraction, multipication, division or raise to
the powers are out of your ZX81's ability.

5.4 The funstions LEN, VAL and STR$

This section will introduce you to three more
"words" of the ZX81's vocabulary. These are
string functions and will allow you to use
strings with numbers and visa versa. '

The first of these is the function LEN. This
function will allow you to see how long a string
is. Consider the following line:

PRINT LEN" HOW LONG IS THIS STRING?"

— the result of this would be to display the
number 25. If you count the number of characters
— and remember in this case a space counts as a
character - you will see that the characters
number 25. This can be of use if you write a
program that requires a decision to be made (by
the computer) during program execution, or as a
check on the length of an answer. If the answer
is too long, the message,''YOU TALK TOO MUCH'" can
be displayed, for example.

VAL is a very useful function as it allows you to
perform some very interesting tricks with
strings. We had better take you through them one
at a time:

(1) FOr any given string, VAL will return a
numeric VALue of that string. Therefore, if your
string consists of numbers, you can perform
arithmetic functions on it, like so
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LET A$="11234"
PRINT VAL A$*2

Display : 2468

Your ZX81 takes the numeric VALue of the string
A$, then multipLies bg 2 to obtain the above
result,

The prime rule when using VAL, is that the string
must be digits, either positive or negative. The
value of that string will be returned. To prove
this, see what happens when you type in

10 LET B$="'A1234"
20 PRINT VAL B$ * 2

You should have an error message 2/20 on the
bottom left hand corner of the screen; implies
undefined variable at Line 20.

Also, Val must be the first function of the line.

(2)  You can convert the string variable into a
numeric variable like so

10 LET C$="11234"

20 LET C=VAL C$

30 PRINT C$,C
Display : 1234 1234

The same rules as in (1) also apply here.

(3) It is possible to eVALuate string as an
arithmetic expression:—

10 LET D=16

20 LET E=9
30 PRINT VAL”O.25+D*2+E/3”
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Display : 35.25
Again as in (1) the same rules must apply.

As you can see the VAL function can be a very,
very useful function.

Wouldn't it be nice, though if we could convert
numeric variables into string variables?

This is precisely what STR$ does!
We can illustrate this most simply by:

10 LET D=6789
20 PRINT STR$ D

Display : 6789

The STR$ will also cause numeric values to be
displayed as if they were strings.

For example
PRINT STR$ 123

Display: 123

QUESTIONS

1. Which of the following are legal names for
string variables?
a) NAME$ b) A
c) X$ d) 1%
You can check your answers by typing the command
LET (variable name)='"'STRING"
The computer will only accept legal names.

2. Type in the following commands, and before
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typing NEWLINE try to predict the result.
a) PRINT VAL ""SQR 4"
b) PRINT LEN ""SQR 4
c) PRINT STR$ SQR 4
d) PRINT VAL STR$ LEN SQR 4
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aurrer s SUBSTRINGS

In chapter 5, we introduced you to strings and
string functions. In this chapter we will deal
with pieces of strings, termed '"substrings'. At
this stage, it is necessary to introduce you to
another statement in your ZX81's vocabulary. This
statement allows you to enter a datum into the
computer while program execution is halted
temporarily. The statement may only appear in a
program, so you cannot use it as you would a
function or PRINT; it is the input statement.
Accompanying the INPUT must be a variable -
either numeric or string - the value of which is
the data that has been entered. The program
below will illustrate its use:

10 PRINT "TELL ME A NUMBER PLEASE :"

20 INPUT A

30 PRINT " THE NUMBER IS '";A

40 CLS

50 PRINT "PLEASE GIVE ME A WORD :"
60 INPUT A$

70 PRINT ' THE WORD IS '";A$

As you run the program the K cursor will change
to an L cursor at the bottom of the screen.
Also note that when a string is to be INPUT, the
L is enclosed by inverted commas. The reason
for the change of cursor, is so you will know the
computer is waiting for you to supply it with
information. Please note that your computer
displays great patience and waits until you give
a number and type NEWLINE before continuing
program execution.

If the computer is expecting a number, you have
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to input a number , otherwise an error message
will be sent to you. The same happens for string
variables.

Another new statement CLS is introduced to you in
line 40. This statement will CLear the Screen -
but nothing else. Any PRINT statement after CLS
will be displayed as first line on the screen —
top of screen.

As we said earlier this chapter is about
substrings, so we will leave the INPUT statement
for a while. ‘

Consider the string "ABCDE'. Since substrings
are parts of a string - in correct sequence -
then the following must qualify as substrings

ABC
CDE
BCDE
How do we get substrings? The answer is simple:
just slice off the appropriate pieces of the
string. We do this like so:
""string expression'(start TO finish)
for example
"ABCDEFGH" (4 TO 6)
- would return the fourth to sixth characters

(inclusive) of the string as the substring ''DEF".

There are four things to be wary of when you wish
to generate substrings
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(1). If you omit the starting position, then
your ZX81 will interpret this as meaning you wish
to be the first character of the string. That
is,

"ABCDER"( TO 5) will return
""ABCDE" as the
substring

(2). Similarly, with the finishing position
omitted, the interpretation will be to start at
the desired position, but continue until the last
character of the string is reached. Thus

"ABCDERGHIJKL"(3 TO )
- will be returned as
"CDEFGHIJKL"

(3). Predictably, with both starting and
finishing positions omitted, the whole of the
string will be returned as the substring. Hence
with the situation

"ABCD"( TO )
- you will get
"ABCD" as the substring

(4). Finally, if only one number is enclosed in
the brackets, then a single character will
returned as the substring, in the position
specified by that number

HABCH(Z)
- will return the character B as the substring.

The above requirements can be met fairly easily
and at times can be useful, but there are three
ways you can confuse your ZX81 when dealing with
substrings. We will tell you about these so that
you can avoid them. Then should you accidently

47



confuse your Zx81 with substrings, then you will
be able to find out where you went wrong.

(1). 1If the starting position is greater than
the finishing position, then your substring
returned will be empty or valueless
for example
""ABCDEFG'" (8 TO 7) - will see
" returned as the substring.

(2). If the finishing position is greater than
the actual string length, then an error code will
be displayed :
for example

"ABC'"(2 TO 4), will cause an error
message to be displayed as the string is only
three characters long. Your ZX81 must stop
looking for the fourtth character (as it does not
exist) and you are told of this action
accordingly.

(3). The last trap to avoid is to ensure the
starting and finishing positions you have entered
are both positive.

Now, type in the program and RUN it :—

10 PRINT "INPUT A 8 CHARACTERS STRING 7"

20 INPUT A$

25 IF LEN A$ < 8 THEN GOTO 10

30 PRINT "GUESS THE SUBSTRING(S5 TO 8) !"

40 PRINT "STRING IS ";A$;"ANSWER IS ";A$(5
TO 8)

50 PRINT "SUBSTRING(4 TO 6)! v

60 PRINT "STRING IS ";A$;"ANSWER IS '";A$(4
TO 6)

After you RUN the program few times ; you may
like to go on to next chapter !

QUESTIONS
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1. If A$="MNOPQRSTU", what would the following
commands print? Check your answer by typing in
LET A$="MNOPQRSTU"

and then typing in each command.

a) PRINT A$(3 TO 5)

b) PRINT A$( TO )

c¢) PRINT A$(5 TO 10)

d) PRINT A$(5 TO 9)+A$(4 TO 7)

e) PRINT A$(7 TO 3)

2. In Chapter 4, question 2, you wrote a program
statement that calculated the length of the
circumference of a circle. Using fhis statement
(with minor modifications) write a program that
will ask for the length of the radius, and then
calculate the circumference.

3. Write a program that asks for your name, and
then says HELLO N, using your name.
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auerez 7 EDITING

In this chapter, we will show you what can be
done when you have made a mistake entering a
line. When a program line needs to changed
after pressing NEWLINE, it is termed 'editing'.
There are a number of editing functions in your
ZX81, and we shall deal with all of them.

We have deliberately left this chapter until now
so you could have practice learning where the
commonly used statements can be found on your
ZX81. Also, it gave you practice at typing in
lines correctly.

When you have entered program lines as in
previous chapters, you will hopefully have
noticed an unusual symbol - like a letter V on
its side - displayed between the line number and
statement. This symbol is called a cursor and
shows you which line is available for editing.

Before we tell you how to edit programs, we will
tell you about each of the editing commands
available to you.

(1). RUBOUT: on the keyboard there is a key
marked RUBOUT  on the top right hand corner.
If you realize your mistake immediately after you
make it, then by using the RUBOUT key you will
be able to erase that character. You can gain
access to this key by pushing SHIFT - on the
lower left-hand side of the keyboard and then O.

As you type in your line, the cursor K will

move along it. When you use RUBOUT the
cursor moves backwards in accord. On this
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example use RUBOUT to erase C,D and E
10 PRINT A,B,C,D,E

(2). LEFT AND RIGHT CURSOR Controls : If you
reach the end of a line only to find a character
in the middle has been typed in wrongly, you may
move the cursor K backwards along it to correct
the mistake. This is achieved by using the left
<~ and right > arrows for cursor movement .

The <= will allow you move the cursor backward
along the line to the mistake. You then type
over the mistake and use the . to move to the
end of the line. If you are satisfied the line
is as you want it, you can then press NEWLINE

Try it on this example

10 PRINT "CORRECT MISTALES EASILY"
#
this character should be a
K

(3). DOWN arrow : As you enter each line into
your ZX81, you will have seen it move from the
bottom of the screen to the top. When you wish
to EDIT a line, it must be moved from the top to
the bottom. To do this the 4 and <& symbols
are used. The effect of using these is to move
the program cursor (our V on its side) up or
down the program listing. When you have the
cursor on the right line, you then press SHIFT

EDIT - The effect of this is to bring that
line to the bottom of the screen so that editing
can now take place.

for example
# program cursor
108PRINT "HELLO"

- If you press SHIFT EDIT » a copy of
line 10 will appear on the bottom of the screen.
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(4). Line Deletion : If you decide a line is no
longer needed, then that line may be completely
removed from the program by typing the line
number then NEWLINE .

Try it with
10 PRINT " I DO NOT WANT THIS LINE"

then follow it with : 10 NEWLINE
You will see line 10 at the top of the screen
disappear.

(5). Line Replacement : If you wish to replace a
line, then proceed as for 4, but instead of
presssing NEWLINE type in what you wish the
new statement to be and then NEWLINE . You
will see the new line placed at the top of the
screen. The following example will illustrate
this:

10 PRINT "I DO NOT THINK THIS LINE WILL DO "
then
10 PRINT "THIS LINE IS MUCH BETTER "

With these facilities it is possible to quickly
correct any mistakes in your program entry.
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CHAPTER 8 LOOPS AND
DECISIONS

Although the statements we have introduced you to
so far have been quite useful, the truly powerful
statements havé been missing. This is because if
they were introduced at the start, their

significance may have not have been too apparent.

8.1 Loops without end

Let us suppose you had a number of items of data
- costs for the running of a small business — and
you wished to add them together and get a
progressive total as you went from one item to
the next. One way to do this would be to write a
program that adds two numbers together and
displays the answer. If you did this, then it
would be necessary to type in two numbers to run
the program: the next item and the progressive-
total.

An easier way would be to have a program that
would wait for each piece of information, do what
you want and return to the start for the next
datum. We can do this with an unconditional GOTO
statement. The word unconditional in this case
refers to the fact that regardless of what has
happened before in the program, execution will
be transfered to the line number. This is opposed
to conditional, which means that execution may be
passed to the line number, depending on the value
of a designated variable. More of this later.

Below is a program that shows the use of the
unconditional GOTO to tackle the problem
mentioned earlier. Before entering it, clear the
ZX81's memory ( with the command NEW ).
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10 PRINT "ENTER YOUR NUMBER WHEN THE CURSOR
CHANGES TO L .»

20 LET B = 0

30 INPUT A

40 LET B=B+A

50 PRINT A,B

60 GOTO 30

Let us draw your attention to line 40 for a
minute. If you have not programmed a computer
before, this line may appear to be one that will
completely baffle the computer. Such is not the
case! 1Instead of not being able to decide what
value to assign to B, the computer reads this
line as ’

Set a new value for varialbe B that will be
equal to the old value of variable B plus the
current value of variable A,

Now you know how the computer reads line 40, the
whole program should make more sense.

Something however, is missing ........

Question : How does the computer know when to
stop?
Answer : It doesn't!

A new (and very important) command to learn about
is BREAK. This command, when issued BREAKs into

a program - regardless of where in the execution
the computer is - and stops execution that point.
Without this command the loop formed by lines 60
and 20 would continue forever. This is termed
'endless loop'.

Before RUNning the program, make up some data to
serve as costs to be input. Then type RUN. When
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you have run out of data, use the command BREAK
to halt execution. Try drawing a flowchart for
the program as well.

8.2 Loops that do end

There are two ways you can put endable loops into
your program : one way is a little complicated to
understand, but not very complicated to use.
Since loops are new to you, we will deal with the
second method first.

8.2.1 The 1IF ..... THEN Statement

Earlier in this chapter we mentioned the two
types of GOTO statement as being conditional and
unconditional. You saw how the GOTO statement on
its own can give continuous execution of part of
a program. This is all an unconditional GOTO can
do on its own. If you couple it to an IF ....
THEN statement in the following generalized
form:

nn IF (variable) (condition) THEN GOTO mm

— a new range of flexibility will be opened to
you
Let us now cover in detail the above line

1. nn and mm : both refer to line numbers
that must be part of the program and different.

2. Variable : the variable must have a
value, but can be positive or negative.

3. Conditions : this is the most important
part of the line and needs the most care when
writing the program. There are two parts to this
part : firstly the relations (of which there are
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four); secondly the variable or numeric
expression or arithmetic expression., We'll
clarify this with a four examples, using X as a
variable to the left of the conditions

IF X > Y THEN

IF X ¢ 10 THEN
IF X < Y**2 THEN
IF X (= Y THEN
IF X »= Y THEN

These symbols ( if you haven't seen them before )
will be somewhat mystifying but you will
understand shortly.

They are the relations, and are always read from
left to right

this symbol ) means 'greater than'
this symbol ¢ means 'less than'
and these ) = , ¢ = mean 'greater than or

equal to' and 'less than or equal to'
respectively. If feel you may experience
difficulty in remembering which is which, the
following rules will help '

1. Always read them from left to, right.

2. Consider the number of 'points' presented
as you read it e.g. { two here; ) one
here.

- then see that two is greater than one.

4. THEN GO TO mm : only if the previous
conditions are true will execution be transferred
to the designated line number. If not execution
'falls through' to the next line.

In order to rewrite the program we previously
entered we must start off a counter that will
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count the number of times the loop has executed.
When the desired level has been reached, the
conditional GOTO will transfer execution outside
the loop.

It seems as if this is an extremely involved way
of achieving our desired results, but once you
see these in a program, it will become clearer.

Below is our new program for the one we showed
you earlier:

10 PRINT "ENTER YOUR NUMBER WHEN THE CURSOR
CHANGES TO L n

20 LET'B = 0

30 LET C 0

40 INPUT

50 LET B

60 PRINT A,B

70 LET C C +1

80 IF C (= 10 THEN GOTO 40

90 PRINT ''PROGRAM TERMINATED"

> |l

B + A

>

Line 30 to set the counter to its initial value.

Line 70 increments the counter by 1 each time the
loop is executed.

There is a little backward thinking here that
sometimes can be quite useful when programming

Line 80 does not transfer execution outside the
loop at all; it merely stops transferring
execution to.the lgop when the counter reaches
10.

Line 90 is not necessary, but can occassionally
be a nice touch.
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8.2.2 FOR ...... NEXT Statement

As you may have noticed, the above method is not
very compact, and although the verastibity of the
program has been increased, its length has been
increased also. Unfortunately it is not often
possible to increase versatility without
increasing length, but there are efficient and
inefficient means of achieving the same ends.
This is where FOR ...... NEXT looping comes in,

Firstly, the general forms of the statements

FOR (variable) = aa TO bb (STEP cc)

and NEXT (variable)

— are very compact. The two lines above will
replace lines 30, 70 and 80 in our previous
program.

The FOR statement in more detail

1. The (variable) must be unique to the loop in
that it must not have its value changed at any
point in the program. The (variable) in this
case must be a single alphanumeric variable.

2. The lower case letter aa, bb, cc stand for
integer values : aa is the initial value of the
(variable); bb is the final value of the
(variable); and cc is the value of the
increments. If you wish to increment by 1, then
it is not necessary to include STEP cc.

3. A FOR must always appear in a program with a
NEXT , and it must be before the NEXT.

With the NEXT, the only rule is that it must
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contain the same variable as the FOR statement.

Let us now put the FOR ...... NEXT loop to
work, by rewriting the rewrite of the program we
introduced at the start of the chapter

10 PRINT "ENTER YOUR NUMBER WHEN THE CURSOR
CHANGES TO L "

20 LET B = O

30 FOR N = 0 TO 9
40 INPUT A

50 LET B = B + A
60 PRINT A,B

70 NEXT N

80 PRINT "PROGRAM TERMINATED"

As you can see, this program is more compact than
the previous one, and this is an advantage
considering that memory space is limited.

Also , it is for less unwieldy than the previous
method.

8.3 More 1IF ... THEN

There is more than one use for the IF ..... THEN
statement; it can be used to transfer execution
from one place in the program to another,
depending upon the value of a variable being
used. The following programs will serve to
illustrate the uses of the IF .... THEN.

10 PRINT "DO YOU SEE ANY CLOUDS IN THE SKY?

YES OR NO"

20 INPUT A$

30 PRINT "IS IT RAINING NOW? YES OR NO"

40 INPUT B$

50 IF NOT A$="YES' OR NOT B$="YES" THEN GOTO
80

60 PRINT"IF YOU DO GO OUT TODAY, TAKE AN

UMBRELLA..."
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70 GOTO 90 .
80 PRINT "IT'S A NICE DAY TO GO OUT ....."
90 PRINT '""PROGRAM TERMINATED"

NOTE

Line 50 introduces the NOT and OR logical
operators, and they mean just as they say. If
you have difficulty translating the statement,
then consider it in pieces. The translation you
should get is

50 IF A$=''NO" OR B$="'NO'"" THEN GOTO 80

Follow the program through and make sure you can
predict how it would run before emptying ZX81's
memory and entering it. '

10 PRINT "INPUT TODAY'S DAY?"

20 INPUT D

30 PRINT "INPUT THIS MONTH?"

40 INPUT M

50 IF D = 25 AND M=12 THEN GOTO 90

60 IF D = 1 AND M = 1 THEN GOTO 110

70 PRINT "TODAY'S—DAY IS NEITHER CHRISTMAS DAY
NOR MEW YEAR"

80 GOTO 120

90 PRINT'"TODAY IS GHRISTMAS"

100 GOTO 120

110 PRINT"TODAY IS NEW YEAR"

120 STOP

This program shows the use of the IF .... THEN to
sort out data and get the appropriate response
from the computer. Lines 50 and 60 will transfer
execution only if both expression on the left and
right of the logical operator are true.

100 CLS

110 PRINT"INPUT THE ORIGINAL AMOUNT (IN $)"
120 INPUT A

130 CLS
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140

PRINT"INPUT THE ANNUAL INTEREST RATE

(PERCENTAGE)"

150
160
170
180
190
200

210
220
230
240

250
260
270
280
290
300
310
320
330
340
350
360
370
380

INPUT 1

CLS

PRINT"INPUT NUMBER OF YEARS"

INPUT Y

CLS

PRINT"INPUT NUMBER OF TIMES A YEAR THAT
INTEREST IS COMPOUNDED"

INPUT T :

CLS

IF T=999 THEN GOTO 380

IF A(=0 OR I(=0 OR Y(=0 OR T(=0 THEN GOTO

340

LET N=Y*T

LET R1=1/100/T

LET B=A*(1+R1)%**N

PRINT"FINAL AMOUNT =$";B;'* FOR '";Y;'" YEARS"
PRINT

PRINT'"DO YOU WISH TO CONTINUE? YES OR NO"
INPUT A$

IF A$="NO'" THEN GOTO 380

GOTO 110

CLsS

REM ERROR ROUTINE

PRINT"INCORRECT DATA. PLEASE RETYPE DATA?'"
GOTO 100

STOP

This program will calculate the compound interest

on an

investment. It will also check for

incorrect data, with line 240. This line is a
series of logical operators, all of which must be
true or an error message will be printed.

QUESTIONS

1. Rewrite the following program using IF...THEN
instead of the FOR loop.
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100 FOR I=1 TO 10
110 PRINT INT(RND*I)+1
120 NEXT 1

2. Rewrite the following program using a FOR loop
instead of the IF...THEN. It should be more
compact.

100 LET $=0

110 PRINT "SCORE: ";§

120 LET S=S+1

130 IF S¢10 THEN GOTO 110

3. Rewrite the following program without using
any FOR statements.

100 FOR I=1 TO 5
110 FOR J=2 TO 6
120 PRINT I,J,I+J
130 NEXT J

140 NEXT I
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oweren s REM, STOP AND CONT

In this chapter, we will introduce you to a
command and its accompanying statement, and
another statement. These items are not closely
related (in fact, one of them does precisely
nothing in the running of a program), but have
been put here so you can learnt of some fine
detail, in computer programming.

From now on, when we give you an example of a
praogram to enter, we will not tell you to use the
command NEW to empty memory prior to entry. This
is because it is good programming practice to
empty memory prior to program entry.

9.1 Casual REMark

We will now tell you about the REMark statement.
The function of the statement is to hold
information or comments that may help other
programmers viewing a listing of your program
understand its operation. The important thing to
remember is that the computer ignores these lines
completely when excuting a program.

Consider the following generalised line
(line number) REM (Whatever you desire)
In the program below, you will see that of the

seven lines it contains, only the final line will
give output

10 REM THIS IS A SAMPLE PROGRAM THAT PROVES
THE COMPUTER IGNORES.
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20 REM LINES STARTING WITH REM STATEMENTS.

30 REM PRINT"THIS LINE WILL PROVE LINES 10
AND 20 ARE FALSE"

40 REM LET A = 15

50 REM LET B = A/3

60 REM PRINT A,B

70 PRINT "PROGRAM TERMINATED"

Try running the program and observe the output

PROGRAM TERMINATED

As you can see, the only part of the program that
produced any output or was operated on was the
final line. This proves that the REM statement
does as we earlier said.

9.2 STOPping your program

You may not always wish to print '""PROGRAM
TERMINATED" at the end of a program, even though
it can be a useful message. This is where the
STOP statement comes in. Like many statement and
commands in BASIG, its function is self
explanatory. When the computer encounters this
command, execution of the program will cease.

You may use the statement as a program line or as
equivalent of the BREAK command. The difference
between STOP and BREAK is that STOP causes the
computer to remember the next line due for
execution, whereas BREAK causes execution to
cease only. When using BREAK, a sign D/(line
number)  will appear at the bottom of the
screen. The line number is the next line for
execution, and the 'D' is a flag to let you know
the BREAK statement has been used. A report code
'9" will be displayed instead of 'D' if the STOP
statement is used as a program statement. Like
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BREAK, STOP may be used at any time during
execution.

The value of STOP is that the computer knows
which line it was to execute next. Therefore, it
is possible for program execution to be continued
where it left off, and you may do this by using
the CONT statement. After STOPping a program,
type CONT to set the program running again.

In the case of very short programs, you will not
have much opportunity to use BREAK and CONT from
the keyboard, as the time taken to RUN the
programs is very short. If you RUN a program
that require you to enter a datum and you need
time to consider your reply (or get a cup of
coffee), then you may STOP the program.

Type in the following programs and use the
CONTinue after the program is halted.

e.g (1) 10 PRINT "TESTING THE STOP STATEMENT"
20 STOP
30 PRINT " CONT STATEMENT DOES WHAT IT
SAYS"

After the command CONT has used, your ZX81 will
continue to excute the next statement. Firstly,
your ZX81 will clear the screen and then
display:-

CONT STATEMENT DOES WHAT IT SAYS

e.g (2) 10 LET A=2
20 LET B=4
30 FOR I=A TO B
40 INPUT C
50 STOP
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60 NEXT 1T

:— After you enter a number, a message 9/50 will

appear on the screen. If you use the statement

CONT, your ZX81 will execute the NEXT statement.

By adding 3 statements, you can check your input.
Try it now !!!!

e.g (3) 10 LET A=2
20 LET B=3
30 LET C=A+B
40 PRINT "THE SUM ISpA":C
50 STOP

:— If you use STOP at the very end of your
program. The message with report code '9' will
be displayed. But if you use then use CONT, your
ZX81 will display 0/0 . This message is
because there are no more program statements
after the line 50.

QUESTIONS

1. What will be the report code when this program
stops? And at which line will CONT restart the
program?

100 PRINT "'HELLOQ"

110 STOP

120 PRINT '"HELLO THERE"

2, Where will this program stop?
100 PRINT "LINE 100"

110 REM STOP
120 PRINT "LINE 120"
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CHAPTER 10 AR RAYS

As we said back in Chapter 1, one of the things
computers can do very well is remember data.
There is more than one way the computer can do
this, one of which allows for easier
manipulations than the other.

You may give each datum a variable name, but
manipulation of individual data would be
difficult as you would have to know what each
variable name indicated, and this tends to defeat
the purpose of putting them in the computer in
the first place. In any case, the variable names
would take up an excessive amount of memory.

The other way, is to tell the computer to reserve
a piece of memory, divide this piece up into as
many smaller pieces as required, give each small
piece a small label, and finally name the large
piece with one name. All this can be done with
one line of program.

Phew!!

Now, the naming of this piece of memory takes
only a small amount of space, and the labels are
numeric, requiring no space at all as the
computer counts its way along each little piece.
This leaves you with far more room to hold data.

We call these large memory pieces ARRAYS.

When forming an array, there are two rules to
remember in the naming

1. An array name must be a single letter.
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2. No two arrays may have the same name.

As you can see, this gives you up to twenty-six
possible arrays.

10.1 Forming Arrays : DIM statement

When the computer encounters the DIM statement —
this need not be at the start of the program,
provided it is before the array is to be used -
it will perform the feats we told you about
earlier.

Below is an example of a DIM statement that will
reserve twelve spaces for data, under the general
name M. These spaces will be numbered from 1 to
12, with initial values of zero.

DIM M(12)

Put into a diagramtic form array M would look
like

If you wish to call or perform an operation on
the contents of an individual part - or element -
of an array then y<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>