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* THE 'KICKSTART GUIDE
TO THE AMIGA.

When Commodore sent out the first issue of 'Kickstart - the European
Technical Journal' it was hailed as the first thing to explain the
machine in a wé% which was comprehensible to a human being, instead
of just to another Amiga!

N o
The Cémmodore Afiga is probably the most advanced wide-market
Micrp@bmputer ever produced, both in terms of hardware, and in terms
of the"system software. The Amiga uses a state-of-the-art
message-passing multi-tasking Operating Environment - while this is
responsible for a lot of the machine's power, it is also a rich
source of confusion to programmers used to comparitively primitive
micros.

Aware of this, Commodore commissioned Ariadne to produce the
'Kickstart' journal, which was distributed to all European
developers. Particularly well received were a series of feature
articles, which explained the key concepts of the machine in a way
which didn't assume you knew about them already, and which were
designed to complement the official documentation as much as
possible.

Now with the release of the A500 another group of programmers are
eagerly approaching the Amiga. Ariadne have therefore taken the
feature articles from Kickstart, revised and updated them, and added
new material appropriate to a wider audience - the result is this
book.
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A Note from Gail

The Amiga was launched in July 1985 amidst much acclaim. Its
first major appearance in Europe was at the European Amiga
Developers Conference held at Eastbourne in December 1985.
Commodore knew that software was the key to the machine's
ultimate success, and the 300 developers who attended the
conference had the benefit of talking first hand to the designers
of the Amiga.

The "Kickstart" journal was developed to make this sort of
information accessible to more people. Commodore are grateful to
Ariadne's professionalism in developing the journal for us.
Interest continues high in the Amiga family - because of the
value of the information in the Jjournals, we are pleased that
Ariadne have chosen to publish this book, and we thank them for
their continued support of the Amiga.

Whether you program for fun or for profit, this book will improve
your understanding of the Amiga.

Gail Wellington,
Director Product & Market Development Group,
Commodore International Ltd.



About The Kickstart Guide to Amiga

It was back in December 1985 that Dave Parkinson and Mike Bolley
of Ariadne Software looked at the new Amiga, looked at the huge
pile of technical documentation next to it, and thought
"'Strewth...".

Before this, Ariadne Software had been involved in assembly code
programming on 8-bit micros, such as Commodore PETs (MTC PILOT,

MSC PILOT and PETNET), the BBC Micro (NPL's Microtext authoring

system and Robocom's Bitstik CAD package), and the Commodore 64

(Microtext again, plus the Compunet terminal). We had also done
some 'C' programming on PCs, and hadn't been much impressed.

Our original interest in Amiga was due to an involvement in
authoring systems for interactive video and training, and a
desire to go a lot further than had been possible on the BBC
Micro and Commodore 64. Some early experiments suggested that
PCs did not offer sufficient power and flexibility to do this;
the Amiga looked a lot more promising. With this in mind, Dave
Parkinson went off to the Amiga Developers Conference in
Eastbourne, and later the decision was made to purchase an Amiga
- Mike Bolley must be one of the few people to buy an Amiga
without ever actually having SEEN one, his decision being based
solely on the technical information contained in the Eastbourne
course notes!

Having bought the machine, we found ourselves at the start of a
very considerable learning process. 8-bit machines and PCs we
understood very well, but this was something else - what when
they were at home were "pre-emptive scheduling" or "round robin
time slicing"? Finding answers to questions like these involved
us in an extended process of reading, experimentation, discussion
with other Amiga developers, and buying drinks for people who
knew mainframe and mini operating systems - "Alright Hugh, come
clean, what exactly IS a "lock" precisely?".

It was Richard Leman of JCL Software who first suggested that we
should use the learning experiences of ourselves and other
developers as the basis of a European Amiga "technical journal".
We took this idea to Gail Wellington of Commodore Electronics,
who responded enthusiastically, and before long had obtained
company support for the project. With Gail pushing, Commodore
supplied us with backing in the form of a bit of money, a lot of
technical support, and considerable help with distribution, the
journal going free of charge to all registered European
developers. To help us get started, Bill Donald came in as our
original "general editor"; also helping out at this stage was
artist/programmer Hanafi Houbart, who - amongst other claims to
fame - thought of the title "Kickstart".



In all, we produced six issues of Kickstart journal before we got
too busy with other things - notably developing video and
authoring software for Amiga! Each issue contained a feature
article concentrating on some particular aspect of the machine,
plus articles by other people, a series on 'C' on Amiga, and a
"Crosstalk" section for information exchange between developers.
Reaction to the journal was very favourable, with positive
feedback being received from Holland, from Germany, from Ireland,
from Monaco, from the UK, from Israel, from Switzerland, from New
Zealand, and from France. From further afield, we heard from
South Africa, from Australia, from the States and from Canada -
the latter asking if we wouldn't mind considering them as an
honorary part of Europe!

Now, with the release of the new A2000 and A500 machines, a
"second generation" of progammers and developers are approaching
the Amiga, often from a similar background to ourselves. With
them in mind, we have taken the feature articles and 'C' series
from Kickstart, revised and updated them, and added new material
- the result is this book. This is NOT intended as a replacement
for the official Amiga technical manuals, and it WON'T turn you
into a demon Amiga programmer overnight; it DOESN'T have very
much to say about Amiga hardware, or higher-level aspects of the
system software such as animation or speech. It DOES aim to
provide a "step up" to the Amiga from other machines, in the form
of an introduction to 'C' programming on Amiga plus a
comprehensible account of how the machine works in terms of Exec,
AmigaDOS, and graphics - once you understand these, the rest is
pretty easy. We hope you find this book useful - enjoy the
Amiga!

David Parkinson,
Kickstart Editor,
Ariadne Software Ltd.
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PART T Introducing the Amiga

The Commodore Amiga is an amazing machine in terms of its clever
hardware, its multi-tasking software, and its advanced WIMP
(Window Icon Mouse & Pointer) user interface. The purpose of
this part of the Kickstart Guide is to give a general overview of
the machine; we will then go into detail about how various bits
of it work in Part 2.

The three areas in which the Amiga excels - the hardware, the
multi-tasking, and the user-interface - are in fact very closely
related. Clever hardware like the blitter or bimmer (block image

manipulator) takes a lot of the burden of maintaining a complex
colour display away from the CPU and also handles things like
audio output - this enables the CPU to be used for other things,
such as running a sophisticated multi-tasking message-passing
"operating environment”". (In this context it's worth noting that
Commodore-Amiga had the blitter in 1984, and it's taken them
since then to get the software right - other companies who are
just developing blitters now have therefore got a bit of catching
up to do!)

The multi-tasking has many applications on Amiga - including nice
things like being able to edit one program module while you
compile another and perhaps hard-copy a third - but its real
significance lies in its application to "Intuition", the Amiga's
user—-interface. Earlier WIMPs-based machines offered the end-
user a nice easy time of it (or not so nice and not so easy in
the case of some systems we could mention); however this was
achieved at the expense of considerable sweat and grief on the
part of the application programmer, who had to worry not only
about the actual application, but also about things like "what do
I do if the system tells me the user is trying to resize my
window?".

The Amiga is the first machine to take this burden away from the
application programmer, and therefore to provide a WIMPs user-
interface in a sensible civilised manner. On the Amiga, an
application program can get on with whatever it is supposed to be
doing, while another task worries about keeping the user happy -
in fact Intuition's "input-event handler", running as part of a
task associated with the "input device" on Amiga. This means
that you don't have to worry about things like windows moving and
resizing AT ALL - unless you specifically want to. 1Instead, you
just tell Intuition what you DO want to hear about - user
selecting a particular menu item, user clicking on a particular
"gadget", or whatever. You can then get on with something else,
or sit in a comfortable wait-state, waiting for Intuition to send
you messages about events of interest to something called your
IDCMP (for "Intuition Direct Communication Message Port").
Compared to programming other WIMPs machines, this 1is absolute
bliss - and it means that while Amiga development is still a
laborious business compared to cobbling something together on a
Commodore 64, it can be done in a fraction of the time it takes
to get a similar result on other WIMPs computers!
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Amiga Hardware Overview

A diagram showing an overview of Amiga hardware is given in

Figure 1;

a memory map is given in Figure 3. Basic hardware

elements are as follows:

68000

PAD

gate

512K RAM

512K RAM

Amiga Central Processor Unit, Motorola 68000 running at
7.3 MHz. A later chip than the 8086 series used in
PCs, with more sensible memory management, more
powerful interrupts, and a more rational instruction
set. Can be upgraded to 68010 or 68020, with optional
floating point co-processor, for REALLY amazing
performance.

Paula, Agnus and Denise - known collectively as "the
PAD" - the "clever chips" responsible for a lot of
Amiga special features, especially involving sound and
graphics. Capable of running "in parallel" with the
CPU - using alternate (even) clock half-cycles when the
68000 isn't accessing external memory - thus taking a
lot of processing burden off the 68000 and giving the
Amiga much better performance than cruder machines with
slightly faster clock rates.

Divides the Amiga system bus into "fast" and "chip"
memory. "Chip" memory is the bottom 512K, which is
capable of being accessed both by the 68000 and the
PAD; "fast" memory is up to 8 megabytes of further RAM
which is not accessible to the PAD, and therefore
cannot be used for graphics screens, accessed by the
blitter, etc. The reason for this is that under some
circumstances the PAD '"cycle steals" from the 68000 -
ie stops it from accessing memory for a while, while
the PAD is busy fetching data for a high resolution
screen line, or doing a data-move using a "nasty"
blitter. ("Nasty mode" is a blitter mode in which it
cycle steals a lot, eg when doing block memory
transfers - not unreasonable, given that the blitter is
a much more efficient data mover than the CPU!) The
presence of the gate in the bus means that the PAD can
be cycle stealing like mad in the bottom 512K of memory
- eg in order to do a complex high res animation - but
WITHOUT blocking CPU access to fast memory; the CPU can
therefore continue to operate at full speed, until such
a time as it needs to access chip memory. A sensibly
configured Amiga has AT LEAST as much fast memory as
chip memory, and preferably more.

"Chip memory", accessed both by 68000 and the PAD.

Extra 512K of "slow memory" on A500 (optional) and
A2000 only; used to move system structures (eg Exec
library stuff and the supervisor stack) out of chip
memory, freeing more chip memory for use by graphics,
sound etc. See Appendix 2.
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8M RAM Up to eight megabytes of "expansion memory" - fast
menmory, accessed by 68000 only. Has to be external on
the A1000 or A500; can be fitted internally on the

A2000.
Kickstart Used to store vital Amiga system software such as Exec,
memory graphics and layers libraries, Intuition, and most of
AmigaDOS. On A1000, this software was loaded on power-

up from a "Kickstart" disk into a special 256K region
of additional RAM known as "Kickstart memory" or
"RAM/ROM" which was then write-protected - this was to
enable Commodore-Amiga conveniently to issue software
updates. On the A2000 and A500 this is no longer
necessary, and the original RAM/ROM has been replaced
by ordinary ROM. Note that this is not the whole story
- to actually operate the Amiga, more software is
needed such as the rest of DOS and the "Workbench";
this is loaded into ordinary RAM from another disk
called "Workbench".

IO Chips Two 8520s, similar to the CIAs (Complex Interface
Adaptors otherwise known as Completely Incomprehensible
Adaptors) used in the Commodore 64. Contain two IO
ports each plus various clocks and timers, all of which
are "used up" by bits of system software such as the
timer device. Handle serial port, parallel port,
keyboard, and disk control - though disk DMA is looked
after by the PAD.

More about the 68000

It is not our intention to consider 68000 programming in much
detail in this guide; the interested reader will find plenty of
books on the subject. However, it's useful to know a bit about
it, even if only to gain insight into what your "C" compiler is
up to - for this reason, a quick overview of the 68000 is
provided as appendix 1 to this introductory section.

More about the PAD

As mentioned above, Paula Agnus and Denise are responsible for a
lot of the high performance of the Amiga. Functions looked after
by the PAD are roughly as follows:

1. CPU control. The PAD looks after the 68000 on Amiga, by
generating its DTACK signal usually provided by external
hardware to indicate a successful data transfer, by
"blocking" its access to external memory when it wants to
cycle-steal, and by controlling its interrupts. Interrupts
on the Amiga are looked after by Paula - there are sixteen
possible interrupt sources, which are two external hardware,
one vertical blank, one copper (video beam reached a
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specified position), four audio channels (audio block done),
one blitter (blitter finished), two disks (sync found, disk
block finished), two CIA for keyboard and timers, and two
serial port (receive buffer full, transmit buffer empty).
Paula looks after watching and prioritising these interrupt
sources, and deciding whether to interrupt the CPU, and if
so with what priority.

2. DMA control. There are twenty five "dedicated" Direct
Memory Access channels on Amiga, used for direct access to
chip memory by the PAD without involving the CPU.
("Dedicated" means these channels are tied to a particular

purpose - eg "audio channel one" - and that you can't swipe
them for use for something different!) DMA is used on
Amiga for bitplane access (ie the screen - six channels),
for sprite data access (eight channels), for copper
instruction-fetch (one channel), for the blitter (four
channels), for disk DMA (two channels), and for audio (four
channels).

3. Playfield and sprites. The PAD handles forming a basic
"playfield" (ie screen display) by fetching data from a
number of "bitplanes" in chip memory, and interpreting it
using internal colour registers - this 1s known as "colour
indirection". The PAD can also handle up to eight hardware
sprites on top of the basic playfield, which can be up to
sixteen pixels wide and any number of columns deep; sprites
can be "joined together" for greater width or more colours,
and the apparent number of them can be increased
considerably by clever tricks using the copper. An obvious
example of sprites on the Amiga is the Intuition pointer.

4. Copper - beam-synchronised graphics co-processor. You can
think of this as "watching" the video beam go down the
screen, while following a simple program known as a "copper
list" telling it what to do when the beam reaches specified
positions - "wait till the beam reaches so-and-so then do
this". The copper is capable of changing internal PAD
registers directly - eg changing playfield pointers for
split screen, or sprite pointers for sprite multiplexing -
or of affecting external memory by issuing a CPU interrupt,
or using the blitter.

5. Blitter or Bimmer. Block Image Manipulator with three input
channels and one output. Capabilities are as follows:

a. Can move data around VERY fast in chip memory - can
read/write a 16-bit chunk every 280 nano seconds,
though in practice this is slowed down by competition
for DMA with the rest of the PAD.

b. Can perform LOGICAL OPERATIONS - two of its inputs have
"barrel shifters" on them to shift data left or right,
and the three input streams can be combined in any one
of 256 possible logical operations, expressed by
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blitter "minterms". Input might consist of a graphics
object, a mask, and screen background; output might
consist of the current screen bitplanes - this is the
basic technique used for animation with "blitter
objects" or "Bobs".

c. Can perform LINE DRAWING or AREA FILL operations
directly into chip memory. This is also blindingly
fast - the system software using the blitter can draw
up to about four thousand lines a second!

6. Audio channels. The PAD has four audio channels, each of
which looks at a bit of external memory, interprets the
contents as a digitised waveform, and outputs the result as
audio. This "digitised waveform" approach is very powerful,
and is responsible for the Amiga's remarkable sound and
speech capabilities.

7. Disk. Transfer to/from disk is a whole track at a time,
using DMA; the system doesn't even wait for disk sync, but
instead just reads in the data wherever from wherever the
disk head happens to be, then sorts it out sensibly using
the blitter. This leads to very fast disk access - a good
thing, given the high overhead involved in the way AmigaDOS
handles directories!

Amiga software overview

A diagram giving a rough overview of Amiga system software is
given in Figure 2. It can be seen that this isn't much like a
conventional "Operating System"; instead we talk about an Amiga
"Operating Environment" consisting of a large number of
intercommunicating elements, organised as "libraries", "devices"
and "resources" - more about these below.

There have in fact been three major releases of Amiga operating
software, which can be roughly categorised as follows:

V1.0 mid 1985 The best that we could do given the timescale.

V1.1 early 1986 The best that we could do, with most of the
bugs taken out.

V1.2 early 1987 What we should have done in the first place,
only we needed to do versions 1.0 and 1.1 to
find out.

Version 1.2 (Kickstart 33.180) is now occupies 256K of ROM in the
A500 and A2000.
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Tasks and processes

The basic unit of multi-tasking on the Amiga is a "task" - this
can be thought of as a 68000 program which is being fooled that
it has a whole machine to itself; different tasks are actually
swapped in and out by Exec running "on the interrupts" in
supervisor mode, as explained in detail in Part II Section 1.
Tasks usually spend most of their time in "wait states" - ie
fast asleep until something of interest happens; this something
of interest is usually the arrival of a "message" from another
task, asking it to do something. Messages are sent to tasks'

"message ports" - eg you can send a message to the "console
device" asking it to output some data. This is used to implement
asynchronous IO amongst other things - you can send another task

a message asking it to do something, then get on with something
else until the task indicates it has finished, which it does by
"replying" your message.

Tasks are used on Amiga for system use, and also to run
application pr grams; a task in this context is part of a higher
level AmigaDOS concept known as a "process", which consists of a
task plus a lot of other stuff, to do with default IO channels
etc.

Libraries
Amiga system software is organised into "libraries" - these are
essentially a load of routines starting with a jump table. These

routines can be called from other libraries, or directly from
application programs; calling library routines is the normal way
of getting things done on Amiga, sending messages being reserved
for special purposes such as asynchronous IO. A full account of
libraries is given in Part II Section 2, and a summary of all
routines available in 1.2 system libraries is given as an
appendix to this book. Some key libraries are as follows:

Exec The "multi-tasking executive" written by Carl Sassenrath.
In charge of 68000 interrupts; the lowest level of Amiga system
software, which looks after everything else.

Graphics Amiga graphics routines by Dale Luck; in charge of the
PAD graphics capabilities, including the blitter. Contains a
full set of routines for screen management, plus drawing routines
for points, lines, area-fills, flood fills, circles and ellipses.
Also contains routines for text - text is a special case of
graphics on Amiga!

Layers Also by Dale Luck; work in very close conjunction with the
graphics libraries - routines which allow a single drawing area
to be treated as a number of overlapping layers, such as
Intuition windows.

Intuition Designed and originally coded by R.J. Mical; revised
for V1.2 by Jim Macraz. Routines which handle the user-
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interface, in the form of screens, windows, menus, gadgets,
requestors etc. Appears both as a library, and as an "input
handler" connected to the "input device" task - in its latter
form, is capable of handling things like window moving and
resizing, menu selection etc, without involving the application
program. Generally speaking, you ask Intuition to do things by
calling routines from the Intuition library; it tells you things
of interest (eg "The user has selected this gadget") by sending
messages to something called your IDCMP - for Intuition Direct
Communication Message Port. (Intuition will generally create an
IDCMP for you and a "reply port" for its own use when you open a
window, so there's no need to worry about this too much.)
Intuition is used heavily by another important piece of Amiga
software called the Workbench - this is an AmigaDOS process which
uses Intuition to provide the user with a standard way of
performing disk and file operations, and of starting application
programs.

AmigaDOS An Amiga "late entry", brought in when an original DOS
project collapsed - written by Dr Tim King and others of UK
software house Metacomco. Based on the original Tripos operating
system developed in Cambridge in the late seventies, designed to
be as small and portable as possible, at the expense of "luxury"
features found in larger systems like Unix. Handles files,
devices and processes, including launching application programs.
Can be called by other processes such as Workbench; alternatively
can talk to you directly using a special form of process called a
"CLI" (for Command Language Interface). A bit of an odd man out
~ we once described it as fitting in with the rest of the system
like a man in a dinner suit at a beach party, but subsequently
relented towards it. Written in BCPL - a language unknown to
Americans which is a forerunner of C.

A lot of rubbish has been written about AmigaDOS. Some sources
overrate the DOS by trying to credit it with everything the Amiga
can do - in fact AmigaDOS only accounts for about 40K of the
complete Amiga 256K ROM space. Other sources go to the opposite
extreme of blaming everything they DON'T like about the Amiga on
the DOS and on BCPL, which is pretty silly. The original Amiga
"DOS" project was intended to produce just a "filing system and
process manager" integrated with the rest of the environment;
AmigaDOS does this quite successfully, while adding its own
"devices" (CON:, RAW: etc) and the CLI environment as a bonus.
The former are of dubious benefit, and we would argue that you
can write better Amiga programs by ignoring them and going
directly to other parts of the environment (eg "console.device")
as originally intended - unfortunately the "standard functions"
in things 1like Lattice C don't do this! On the other hand, the
CLI is DEFINITELY a virtue - while it is easy enough to criticise
the CLI, try and imagine Amiga development without it.

There are many other Amiga libraries; for information on these,
see Section II part 2, and the Appendix.
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Resources and devices

Resources and devices are two special sorts of Amiga software
entity, both based on the fundamental structure of a library. A
resource is a rather low-level object, concerned with "contention
management" - the function of a resource is to grant or forbid
access to a particular bit of hardware, depending on what the
rest of the system is up to. Resources are generally looked
after by other bits of Amiga system software; you only have to
worry about them yourself if you want to directly access a bit of
hardware such as the parallel port, in which case you should
first "open" the corresponding resource to avoid contention
problems - "misc.resource" in this case. A device 1s a special
sort of library concerned with IO on Amiga; many devices also
have tasks associated with them, so that they can operate
asynchronously of the calling program if necessary. A full
account of Amiga devices will be found in Part II section 3; a
summary of some important ones is as follows:

Trackdisk device Low-level disk I0; used by AmigaDOS.

Keyboard device Low-level keyboard input; works in terms of "raw"
keyboard events such as key-pressed/key-released.

Gameport device Low-level mouse input.

Timer device Low-level timing - uses the 8520 timers.

Input device A very important one this. A "cunning" device with
an associated task; handles coordinating input data from keyboard
device, gameport device and timer device, and passing it on to a
chain of "input-handlers" - notably the Intuition input handler,
and/or the console device.

Console device A "high level" device - takes input from the input
device and performs output to a specified window using the
graphics library text primitives, in order to give a "virtual
terminal" capability. A full ASNI standard terminal with a whole
range of controls and escape sequences; used by AmigaDOS "RAW:",
or can be accessed directly. Note that, contrary to a once
widely-held belief, the console device and hence AmigaD0OS RAW:
does NOT return "raw" keycodes unless you explicity ask it to -
instead you get nice ASCII values, and "escape" sequences headed
by a CSI (Command Sequence Introducer) character. Information
which can be passed back from the console device using CSIs
includes reports of mouse-movement, gadget selection etc; thus
talking to the console often provides an alternative to using an
Intuition IDCMP.

More information on these devices, including a full discussion of
the different ways they can be connected together for different
ways of doing IO on Amiga, will be found in Part II section 3.
Other devices include audio, narrator, serial, parallel and
printer - for information on these, see the ROM kernel manuals.
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Development on Amiga

An account of development on Amiga using the C language is given
in Part III - "Getting Started in C". A summary of important
development tools is as follows.

Compilers Used to convert source-code to "object module" format.
Favourite development language is C, but many others are
available, including Pascal, Mocdula 2, LISP and APL, to name but
a few. Original "official" Amiga C compiler was Lattice V3.03,
wvhich was followed by Lattice V3.1 and now by Lattice 4; an
alternative (with many adherents) is Manx Aztec C.

Assemblers Also used to convert to object module format; this
format is the same for assembler and compiler output, so it's
quite easy to mix the two, eg in order to re-code time-critical
routines in assembler. A C function call Fred() results in a
subroutine call JSR _Fred; Fred can be written in assembler, and
joined together with the C calling function using the linker.
Parameters can be passed from C to assembler by reading them off
the stack - for more information on this, see "Getting Started in
C" later in this publication. Original "official" assembler was
Metacomco ASSEM; while this is still the standard assembler, some
good alternatives are now available, including some in the public
domain. ASM68K on the Fish disks is worth investigating.

Linkers Used to join together object modules to form load
modules, together with standard startup-code, and further
routines for standard functions from linker "scanned libraries".
Original Amiga linker was Alink (versions 1.0 and 1.1); an
alternative which started on the public domain and is now used as
standard by Lattice, is Blink from the Software Distillery.
Original {(Lattice V3.03) startup modules were AStartup.obj or
LStartup.obj; new (Lattice V3.1) startup module is c.o.

Monitors Original Amiga monitor was Wack, written in C by Carl
Sassenrath, to run on the original Amiga development machine,
which was a Sun workstation. This was then ported across to the
Amiga, to form a cut-down version re-coded in assembler and
included in the ROM called ROMWack, and a full version known as
GrandWack - this was released undocumented with version 1.0, and
is now known by us as OldWack. Metacomco were then given a
contract job to clean up Wack to give Wack 1.3, known to us as
NewWack - this is supposed to be included on the 1.2 developers
toolkit disk, which is still (Nov '87) being eagerly awaited.
Meanwhile, other monitors have been developed as commercial
packages - Lattice now bundle one called Metascope, which makes
very good use of Intuition to provide multiple dynamic windows
into memory to aid you in debugging. Metascope is limited
however - at least in the last version we saw - in that it tends
to fall over when asked to look at something like a sub-task, a
library or a device - a new version of Wack (capable of coping
with the new hunk-types introduced by Lattice) is therefore badly
needed!
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Other tools There are many, many other development tocls
available on the Amiga. These include alternative '"shellg"

such as the Dillon shell or the Metacomco shell - which give a
much more civilised alternative to the standard Amiga CLI. Other
tools ease the task of designing things like menus then generate
the corresponding C source-code, or take "brushes" from Paint
packages and generate the corresponding "Image'" structures for
use in things like Intuition gadgets. Some of these are
commercial products - eg the Metacomco Shell or Power Windows
packages - while many others are public domain or shareware, and
can be found on the Fish disks.

Documentation Originally, Amiga documentation was published in
several large volumes and circulated by Commodore; 1.1 versions
of this were then given to commercial publishers Bantam
(AmigaDOS) and Addison Wesley (all the others). If you are going
to do serious Amiga development, then the following documentation
is essential:

ROM kernel manual Vols 1 and 2 (Addison Wesley)
Intuition manual (Addison Wesley)
AmigaDOS User Guide & ref manual (Bantam)

Optional but useful is the Hardware manual, also published by
Addison Wesley. Absolutely crucial are the updates to these
manuals provided in the 1.2 enhancer documentation from
Commodore; also CRUCIAL are the disks containing 1.2 commented h-
files and full library and device routine descriptions
("autodocs"). We understand that the 1.2 enhancer manual is
currently being shipped with Amiga 2000s, while the autodocs are
available in the States as the "Native Developer Update" which
costs $20 from Commodore Amiga Technical Support (CATS), 1200
Wilson Drive, Westchester, Pensylvania 19380. (Availability in
other countries is unknown - ask Commodore.)

Examples etc Best source of these is the Fish disks - over
eighty disks of public domain or shareware material collected
from US bulletin boards etc by Fred Fish. Original Fish disks -

or selections known as "Filleted Fish" - can be obtained from
most Amiga user groups, and from bulletin boards. (UK readers
should contact ICPUG or AUG, or try Ariadne Software.) Fish disk

material can be divided into utilities and examples; amoungst the
former, we would particularly recommend the gi brush-to-image
converter from Fish 13 (though it seems to work with DPaint 1
only), and the ASDG shareware recoverable RAM disk from Fish 58.
The latter allows developers with plenty of memory tec load
compilers, h-files etc into a special form of RAM disk which can
(usually) be resurrected following a "Guru meditation" system
crash, which is a great time saver! Fish disk examples include
plenty of graphics stuff, and quite a bit on DOS and Intuition.
We would advise you to look at things like the nice bi-scrolling
disk directory from Fish 35 - believe us that if you decide to
write all this sort of thing yourself from scratch, it is going
to take you AGES!
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Appendix 1 - Introducing the 68000

The objective of this appendix is to give a very brief overview
of the 68000 - for more information see any of the many books now
available on the subject. Some tables summarising 68000
registers, addressing modes and op-codes are provided at the end
of this appendix; further discussion of various aspects of the
chip will be found in Part 2, where they are discussed in
relation to various software aspects of the Amiga.

68000 registers

A diagram showing 68000 registers will be found in Table 1.
Registers are as follows:

D0-D7 Eight general purpose 32-bit data-registers. Can be
addressed as byte, word, or long-word - eg MOVE.L #0,DO
will zero the whole of D0, while MOVE.B #0,D0 will zero
only bits 0 to 7. Generally used as accumulators or
index registers.

AQ-2A6 Seven general purpose 32-bit address-registers. Can be
addressed as word or long-word; generally used as
pointers or index registers. Behave very similarly to

the data registers a lot of the time, but with some
subtle differences - eg 16-bit quantities tend to get
"sign extended" when loaded into address registers, and
operations on address registers tend NOT to affect the
processor status flags, so watch it.

A7 Address register seven = stack pointer, for normal
downward-growing stack. In fact the 68000 has two
stack pointers, for use in "user mode" (USP) and
"supervigor mode" (SSP) respectively - roughly

speaking, user mode corresponds to normal operation,
while supervisor mode is a special state entered when
servicing interrupts. The right stack pointer appears
automatically in A7 when the 68000 swaps from user mode
to supervisor mode, or vice versa.

PC Twenty-four bit program counter, to address up to 16
megabytes of memory. Only (only!) eight and a half to
nine megabytes are easily accessible for RAM on Amiga,
though you could probably get hold of more than this
with a bit of hardware effort.

SR 16-bit status register, divided into user-byte and
system-byte; bits in the system byte can only be
altered when the 68000 is in supervisor mode. User

flags are Carry C, Overflow V, Zero Z, Negative N, and
Extend X, the last being similar to the carry-flag but
not affected by as many operations, which is handy for
multi-precision arithmetic. System flags are a three-
bit "interrupt mask" indicating what "level" of
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interrupt the 68000 will respond to, plus a supervisor-
mode flag S, and a trace-mode flag T - the latter 1is
used in a special mode of operation where a trap
(software interrupt) is forced after every instruction,
which comes in handy for debugging by single stepping.

68000 address modes

The 68000 supports eleven different address modes, as shown in

table 2. The instruction set is quite "orthogonal" meaning that
generally speaking you can use any address mode with any
instruction, assuming it makes sense to do so. Thus there is no

difficulty for example in performing
JSR -96(Aa6)

meaning call a subroutine 96 bytes below the "base address"
currently in A6 - this is in fact used a great deal in the Amiga,
as we shall see in Part II section 2 on "libraries". Note that
there is nothing corresponding to 6502 page zero on the 68000, so
if you want to use something as an address pointer you generally
have to get it into an address register. (Page one isn't special
either - the 68000 has a 32-bit stack pointer, meaning the
supervisor or user-stacks can be of any size, and located
anywhere in memory.)

References to external memory, like references to data-registers,
generally come in byte, word, and long-word (32-bit) varieties.
Note however that the way that memory management is handled on
the 68000 means that the chip is NOT happy performing word or
long-word access on an odd-byte boundary - an attempt to do so
results in a 68000 "trap" which on the Amiga results in a crash
with "guru meditation" number 3.

68000 interrupt handling

The 68000 boasts very powerful interrupt handling, which is known
to Motorola as "exception processing" - presumably just to be
different. There are three interrupt lines, providing levels of
interrupt from zero (no interrupt) to seven (non-maskable
interrupt). When servicing an interrupt the 68000 generally sets
its "interrupt disable" mask in the system part of its status
register to the same as the level of the interrupt being
processed; this means that a level five interrupt can be
interrupted by levels six or seven, but not by one to five.

Besides normal hardware interrupts, exception processing can also
be caused by other "external" events in the form of bus errors or
reset, or by a whole variety of "internal" events such as
addressing errors, privilege violations, illegal or unimplemented
op-codes, divide by zero, or by one of sixteen special TRAP
instructions which force exception processing, in a way a bit
similar to 6502 BRK.
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An exception on the 68000 causes the CPU to push status register
and program counter to its current "user stack", to enter
supervisor mode, then to jump by way of an appropriate vector in
the bottom 1K of memory. The 68000 has some very fancy ways of
handling interrupts indeed, but these are not used on Amiga,
which handles trickery on the interrupts outside the CPU in the
PAD as explained above. As used in the Amiga, the different
levels of hardware interrupt, and the various software interrupts
and traps, simply correspond to different vectors in the bottom
1K of memory, which point to different entry points in Exec. The
fact that the "fancier" interrupt modes aren't used in Amiga
means that the top part of the bottom 1K isn't doing anything;
this is reserved for use as work-space by the Amiga monitor,
Wack. Note that the vectors in the bottom 1K include initial SSP
and initial PC values for use during reset; things are got going
in a sensible manner on Amiga by having "boot" ROM switched into
this area during reset - this ROM also handles loading
"Kickstart" into RAM/ROM on the A1000.

We shall consider exception processing on the 68000 in more
detail in Part II section 1, when we look at multi-tasking and
Exec. For the moment, we shall content ourselves by mentioning a
difference in character between 6502 interrupts and exception
processing on 68000. On the 6502, interrupt processing can
generally be thought of as a "slave" to the main processing, that
wakes up every now and again and worries about boring
"background" matters like whether the user is typing on the
keyboard. On the 68000, exception processing can be thought of
as "master" rather than "slave"; an exception puts the 68000 in a
special "supervisor" mode, with its own private "supervisor
stack", which is independent of anything else going on in the
machine; this means that it can take a look at what's going on
and mess about with it if it feels like it, such as stopping one
program ("task") running and starting another - more about this
later when we discuss multi-tasking.

68000 instruction set

A summary of the 68000 instruction set can be found in Table 3.
Note that there are only 56 basic instructions, which makes life
reasonably easy. However, many of these come in various
different "flavours" such as byte, word, long-word and quick:

MOVE.B #0,D0 zero bits 0 to 7 of DO

MOVE.W #0,D0 zero bits 0 to 15 of DO

MOVE.L #0,DO zero bits 0 to 31 of DO

MOVEQ #0,DO0 quick move byte with sign extension - in
this case will zero all of DO. Occupies

only one instruction word.

Most of the instructions are fairly self-explanatory. MOVE is
probably the most commonly encountered instruction; the use of
different address modes with MOVE allows data to be moved between
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registers, between registers and memory, and directly from memory
to memory, with various indirection and indexing options. MOVEM
- for move multiple - allows various registers to be specified
together in a single instruction, eg for the purpose of pushing
them to the stack:

MOVEM.L D2-D7/a6,-(A7) ; push data regs D2 to D7 and
;i address reg A6 to the stack.

Other facilities worth noting are signed and unsigned multiply
and divide instructions, a variety of branch instructions (eg
BSR) which together with "PC-relative" address mode make it
fairly easy to write relocatable code (unnecessary on Amiga since
any position-dependence can be fixed up by the AmigaDOS loader),

and a variety of "test and set" instructions - these allow you to
do things like checking if a flag bit is set already and set it
if not in a single "atomic" (uninterruptable) operation, which

comes in handy in a multi-tasking system. Finally, note the LINK
and UNLK instructions - these allow you to grab a lcad of work-
space off the stack, and put a pointer to it in another address
register. This is used to allocate space for all "local"
variables by things like C compilers - so you need a lot of
stack-space on Amiga!
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©3000 ADDRESSING MODES
ADDRESEING MODE|GENERAL FORM|EFFECTIVE ADDRESS|EXAMPLE
INHERENT NONE or INHERENT [(RT&
REGISTER Dn/An/SR/ SPECIFIED REGISTER|SWAP D2

CCR/USP
IMMEDIATE fdata INGTRUCTICN or CMF #31234,D5
EXTENSION WORD
ABSOLUTE addr SPECIFIED ADDRESS MOVE $4321,D3
ADDRESS REG. {AR) CONTENTS OF CLR {A3)
INDIRECT SPECIFIED ADDRESS
REGISTER

ADDRESS REG. die{An) CONTENTS OF ADDR. {NEG 4200
INDIRECT WITH REG.+DISPLACEMENT
DISPLACEMENT
ADDRESS REG. {An)+ CONTENTS OF ADDR. {ADD (A2)+,D2
INDIRECT WITH REG. BEFORE
POSTINCREMENT INCREMENTING
ADDRESS REG. |-(An) CONTENTS OF ADDR. |SUB -(Al),Dé
INDIRECT WITH REG. AFTER
PREDECREMENT DECREMENTING
ADDRESS REG.  |d8(An,i) CONTENTS OF(ADDR |OR 5Az,D3),D5
INDIRECT WITH REG+INDEX REG.S
INDEX AND + DISPLACEMENT
DISPLACEMENT
PROGRAM COUNTER|label PROGRAM COUNTER |BNE FRED
RELATIVE WITH VALUE + OFFSET

ISPLACEMENT
FROGRAM COUNTER|label(i) PROGRAM COUNTER |COR JIMAG), DI
RELATIVE WITH VALUE + OFFSET
INDEX AND +INDEX REG.

ISPLACEMENT

Table 2 - 68000 Addressing Modes
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65000 MNEMCONICS

Page 19

MNEMONIC DESCRIPTION
ABCD ADD DECIMAL WITH EXTEND
ADD ADRD
AND LOGICAL AND
ASL ARITHMETIC SHIPFT LEFT
ASR ARITHMETIC SHIFT RIGHT
Bee BRANCH CONDITIONALLY
BCHG BIT TEST AND CHANGE
BERA BRANCH ALWAYR

SET BIT TEST AND SET

BSR BRANCH TC SUBROUTINE

BT&T BIT TEST

CHK CHECK REGISTER AGAINST BOUNDS
CLR CLEAR OPERAND

CMP COMFPARE

DBce TEST COND.,DECREMENT & BRANCH
DIVS SIGNED DIVIDE

DIVU UNSIGNED DIVIDE

EOR EXCLUSIVE OR

EXG EXCHANGE REGISTERS

EAT alGN EXTEND

JMP JUMP

JSR JUMP TG SUBROUTINE

LEA LOAD EFFECTIVE ADDRESS

LINK LINK STACK

LSL LOGICAL SHIFT LEFT

LSR LOGICAL SHIFT RIGHT

MOVE MOVE

Table 3 - 68000 Mnemonics
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2000 MNEMONICS (contd)

20

MNEMONIC DESCRIPTION
MOVEM MOVE MULTIPLE REGISTERS
MOVEF MOVE PERIFHERAL DATA
MULS SIGNED MULTIPLY
MULU UNSIGNED MULTIPLY
NBCD NEGATE DECIMAL WITH EXTEND
NEG NEGATE
NOF NO QPERATION
NOT ONE'S COMPLEMENT
OR LOGICAL OR
FEA PUSH EFFECTIVE ADDRESE
RESET RESET EXTERNAL DEVICES
ROL ROTATE LEFT WITHOUT EXTEND
ROR ROTATE RIGHT WITHQUT EATEND
ROXL ROTATE LEFT WITH EXTEND
ROXR ROTATE RIGHT WITH EXTEND
RTE RETURN FROM EXCEFTION
RTR RETURN AND RESTORE
RTS RETURN FROM SUBROUTINE
=BCD RUBTRACT DECIMAL WITH EXTEND
Bee SET CONDITIONAL
=TOP STOP
e UEB RUBTRACT
SWAF SWAP DATA REGISTER HALVES
TAS TEST AND SET OPERAND
TRAF TRAP
TRAFV TRAF ON OVERFLCW
TST TEST !
UNLNK CNLINK

Table 3 -

68000 Mnemonics (continued)
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Appendix 2 - More about Memory

The situation as regards memory on the original Amiga 1000 was
fairly straightforward. The A1000 came with 512K of internal
"chip memory" accessible by both the 68000 and the PAD (you could
get a system with only 256K, but there wasn't much point); if you
wanted to expand on this you could add up to 8 megabytes of
external "fast memory" (also known as expansion memory),
accessible by the 68000 only, and therefore not subject to cycle-
stealing by the PAD. This situation has become confused since
the release of the A2000 and the A500, by the arrival of a new
form of memory generally known as "slow memory" - it is probably
worth trying to explain this, though please feel free to ignore
this section if this is your first reading!

The situation on the Amiga 1000 was that available chip memory
was checked by Exec on power-up; Exec would then swipe some of
this memory for its own use for things like Exec library
structures and the system supervisor stack, which was put at the
top of chip memory from $07 E800 up to $08 0000. The rest of
available memory was put by Exec into a "free memory list", ready
for allocation by anything else that wanted it.

Later on, the system would scan for expansion memory, using a
complex protocol looked after by a special library called
"expansion.library". This would interrogate any add-on cards,
looking out for expansion memory (amongst other things); if
found, this memory would be linked into the memory free list as
fast memory, at the next available location somewhere between
$20 0000 and $AO0 0000.

From then on, memory allocation was looked after by two Exec

routines called AllocMem() and FreeMem(), or by higher level
routines built on these such as Exec AllocEntry() and
FreeEntry(), or Lattice malloc() and free(). Exec AllocMem() is

called with two parameters, the first indicating how much memory
is needed, and the second indicating various options, including
what sort of memory is wanted - chip memory, fast memory, or
don't-care-fast-if-available. This causes a block of memory to
be removed from the free list, until released by a suitable call
to FreeMem( ).

This was a nice versatile system; the only problem with it was
that it wasted some chip memory on Exec library structures and
supervisor stack, which didn't really need to be there and which
took memory which could otherwise be used for Intuition screens,
graphics structures, digitised waveforms, etc. Since it rapi 1ly
became apparent that chip memory was very much at a premium on
Amiga, this scheme was modified somewhat on the A2000 and the
A500, by adding a new form of memory, now generally known as

"slow memory". (To confuse matters, slow memory was once known
as "ranger memory", while recent documentation tends to refer to
slow memory as "fast memory", while referring to real fast memory

as "expansion memcry" - we shall ignore this.)
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Slow memory is an additional 512K of RAM, built into the A2000,
or available as an optional internal RAM-pack (together with
real-time clock/calender) on the A500. This memory maps in up at
the top, in an area previously reserved for I0 etc starting at
$CO 0000, thus bringing the Amiga A2000 and AS500 total RAM up to
a theoretical maximum of 9 megabytes. Slow memory is checked for
by Exec BEFORE it checks chip memory at power-up; if found, slow
memory 1is used for things like ExecBase and the supervisor stack,
instead of these being put into chip memory. The rest of slow
memory not used for these structures is put into the free memory
list; from then on it is treated by the system exactly like fast
(ie expansion) memory.

The good news is that this gives you the maximum possible amount
of free chip memory on the A2000 and A500. The bad news is that
slow memory - as the name implies - isn't real fast memory;
despite the fact that it lives high up in the memory map, slow
memory is in fact on the same side of the gate in the Amiga bus
as the PAD. This means that slow memory access suffers from
cycle stealing when the PAD is handling high resolution or using
a "nasty" blitter, despite the fact that slow memory cannot
actually be accessed by the PAD (at least with the current chip
set!). Be warned therefore that a program which uses high
resolution or a lot of colours, or which does a lot of "nasty"
blitting, will not run as fast in a one megabyte A2000 or AS500 as
it will in a system with real fast (expansion) memory.

There are two further points worth making, relating to two
utilities provided on the 1.2 disks, called NoFastMem and
SlowMemLast. The first is fairly simple: some early games
programs tended to assume that any memory they found in the
machine was chip memory, and they therefore won't work properly
on a system with over 512K. To get round this, run NoFastMemory
(by double clicking on the icon), which will go through the
system allocating any memory that isn't chip memory so that these
games will run properly; double click on the icon again to get
the extra memory back.

The second point is more subtle: if you have a system with slow
memory, then even if you add real fast (expansion) memory, this
will tend not to get used as much it should be. This is because
Exec links the slow memory into the system free list BEFORE
expansion.library links in the fast memory, which means that any
remaining slow memory will always tend to get allocated before
the real fast memory gets a look in. The solution is to run the
program SlowMemlLast, which will adjust the links in the free
memory list so that slow memory is at the end of the list, so
that it will get used AFTER any real fast memory. If you are
adding expansion memory to an A2000, or to an A500 to which you
have already fitted slow memory, we suggest putting SlowMemLast
in your standard Workbench startup sequence.
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Part II - The Kickstart Guide To Amiga

Amiga Exec

How To Do Several Things At Once While Doing One Thing At A Time

Exec illustration by Tris Murray.
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Section 1 - Amiga Exec

How To Do Several Things At Once While Doing One Thing At A Time

Viewed in hardware terms, what makes the Amiga special are the
clever chips, which are able to maintain a high quality colour
display with very little effort on the part of the CPU. Viewed
in software terms, what makes the Amiga special is the multi-
tasking, which is handled by a crucial bit of system software
called Exec.

These two areas - the clever hardware and the clever software -
are in fact very closely connected. It is because you don't have
to tie up the CPU looking after the display all the time that you
can afford to use more sophisticated structures and concepts
(with higher overheads) in the system software; it is because

you can use these structures and concepts that you can do multi-
tasking in a reasonably civilized manner.

However, this software sophistication can be a bit of a problem.
If you are just out of a computer science degree - or if you
happen to have spent the last N years working on Unix systems -
then many of the concepts behind the Amiga should be quite
familiar. If on the other hand you came to software development
from some other background, and thence to 8-bit machines like the
Commodore 64, then these ideas won't necessarily be familiar, and
you won't find the documentation all that helpful, as it assumes
you know them.

For this reason, this book aims to tackle the Amiga from a
different angle, from the point of view of people (like
ourselves) who know the chips like the 6502 and machines like the
64 pretty well, but who tend to go a bit green when someone says
"round-robin scheduling" or "pre-emptive time-slicing". If you
are coming onto the Amiga from something like the 64, we hope you
will find this useful. 1If on the other hand you are coming to
the Amiga from something like Unix you may find this less useful
- if so, you can amuse yourself spotting our errors - please
write and tell us!

An introduction to multi-tasking

Multi-tasking on the Amiga is essentially a clever trick pulled
on the interrupts. Thus in order to understand how it works, you
have to know a bit about 68000 interrupts on the Amiga. We will
approach this by first reviewing 6502 interrupts on the 64, and
suggesting how you might use them to implement a simple form of
multi-tasking. We will then discuss why this would be a pretty
silly thing to do - though don't let us stop you of course - then
go on to discuss how it can be done in a more sensible way on the
Amiga.
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Multi-tasking on the 647

As is now widely known, the 6502 has two interrupt lines -
interrupt request IRQ and non-maskable interrupt NMI. If either
of these lines is pulled low by external hardware, then the 6502
is forced to perform an interrupt; this means that it finishes
the instruction in progress, then saves its current program
counter and status register on its stack, sets the "interrupt
disable" flag in its status register, then jumps to an address
held in a "vector" at the top of memory. This invokes an
"interrupt servicing" routine, which typically saves off the
registers, does its business, restores registers, then returns
from interrupt (RTI). RTI causes the program counter and status
register to be restored from the stack (this has the side-effect
of clearing the interrupt disable flag); the interrupted program
then carries on as if nothing had happened.

IRQ and NMI differ in that IRQ can be disabled by setting the
interrupt disable flag, usually using the SEI instruction. This
causes any further IRQs to be ignored until interrupts are re-
enabled, usually by a CLI (clear interrupt disable) instruction,
or by a return from interrupt. NMI (non-maskable interrupt)
cannot be disabled, and can be considered as being at a higher
priority than IRQ; an NMI can interrupt an IRQ interrupt handler,
but an IRQ will not usually be able to interrupt an NMI.

There is a third form of interrupt on the 6502 known as a
"software interrupt", in the form of the BRK instruction. When
the 6502 hits BRK op-code ($00), it behaves exactly as if it had
received a hardware IRQ, but with a special flag set in the
status register so that the interrupt handler routines can tell
the two apart. BRK is usually used for debugging, eg to cause an
entry to a monitor such as Supermon.

On the 64, NMIs and IRQs can each result from a variety of
sources, which have to be identified by the interrupt handler

routines. However, under many circumstances the only interrupt
that needs to be worried about is a "clocked" IRQ, generated
every 1/60 seconds by a timer on one of the CIAs. The principal

activities caused by the default interrupt handler for this IRQ
are to update the clock locations used by BASIC TI and TIS$, to
update the location used by BASIC stop-key checking, and to scan
the keyboard and store any key presses in the keyboard queue.

As most 64 programmers are now aware, it is possible to enable
other sources of interrupt; for example the VIC chip can be made
to cause an interrupt when the electron beam reaches a specified
point on the screen, allowing various "split screen" tricks to be
implemented, such as changing background, or increasing the
apparent number of sprites. In order to do this, it is also
necessary to modify or replace the default interrupt handler
routines; this can be done quite easily. Other tricks can be
pulled just by modifying the interrupt handler; an example is
"polling" an external device such as a modem chip, and performing
input or output "on the interrupts" if necessary.
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Less well known is the fact that you can in fact spend just about
as long as you like before "returning from interrupt" without
upsetting the 64. For example, it is possible to run a
"snapshot" utility on the interrupts, which allows a screen dump
to be made at any point during the execution of a BASIC program,
following which BASIC execution will continue. This works by
modifying the interrupt handler to check for some special key
combination; if found interrupts are re-enabled and a screen dump
routine invoked. This can then run perfectly normally; indeed it
has no way of knowing that it is actually running "on the
interrupts" (the stack pointer is a bit lower than it would
otherwise be, but what the heck). The screen dump has to take
care to save and restore any locations used in page zero etc, and
to use workspace separate from BASIC for its own variables; when
it has finished it can then pull registers from the stack and
RTI, causing BASIC to resume as if nothing untoward had happened.

(This utility gets into trouble if BASIC happens to be in the
process of using the printer when the snapshot is invoked. This
is an example of the dreaded contention, of which more anon.)

It would theoretically be possible to extend this technique in
order to provide at least a limited form of multi-tasking on the
64 in BASIC. 1In order to do this, you would do "task switching"
on the interrupts by saving off BASIC work-space (page 0 etc)
somewhere private (say around $C000), then setting the pointers
appropriately for another BASIC program, which would have its own
work area, variables etc somewhere else in memory - say above the
value of MEMSIZ for the first program. BASIC could then be
kicked off again and the second program run for a while; a few
interrupts later you could then restore the first program's
pointers then restore registers and RTI; the first program would
then carry on as if nothing had happened. This is a simple form
of multi-tasking - see Fig 1.

Limited versions of multi-tasking are in fact available on some
eight-bit micros, but there isn't really much point. For one
thing you tend to run out of memory; for another, the overhead in
saving everything off and restoring it as suggested is rather
high, so you tend to spend so much time "task switching" that you
don't actually get time to do anything useful. 1In order to make
the whole business practical you need more memory, a faster more
versatile processor, and preferably some clever chips to look
after the screen without involving the processor too much; in
fact an Amiga will do very nicely.
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Amiga Exec

Exec is a collection of routines at the "lowest level" of the
Amiga; it is used by all the other bits such as graphics
libraries, Intuition, AmigaDOS, device drivers etc, and can also
be used directly by application programs. It is also in charge
