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Preface

The Complete Spectrum is your guide to a personal journey of computing
discovery. From the day you take your new Spectrum out of its box to the day you
start thinking about machine code programming, this book will give you the
information, advice, and direction you need. Because it covers such a wide range
of topics, The Complete Spectrum is also the ideal family computer book — there’s
something here for all ages and all interests, even for those who just want to play
games!

If you’re more serious about your Spectrum - if you want to develop a thorough
knowledge and understanding of your new computer, and its many capabilities —
this book has been planned as a step-by-step introduction to serious computing,
with a few pleasant but useful excursions into fun and games along the way. The
Complete Spectrum will help you to write your own programs, but it will also
introduce you to some of the better commercial programs on the market, and to
some of the plug-in devices - peripherals - that extend the range of different jobs
your Spectrum can perform. When you’ve worked through the main text you’'ll
find a great deal of useful information in the Appendices at the back, including a
list of selected programs to help you choose from the massive range available for
the Spectrum, _

Part 1, Getting Started, is ideal for people who have never seen, let alone
handled a computer before. It shows you how to set up your Spectrum, connect it
to the TV set and cassette recorder, and start writing your very first programs in
BASIC - a computer language designed to make life a little easier for human
beings.

Part 2, Graphics and Sound, takes things a little further, introducing techniques
and ideas to get the most out of the Spectrum’s facilities. This requires a small
amount of maths, but the information you need is given in a way that even non-
mathematicians shouldn’t find too hard, and the results can be very satisfying
indeed.

Part 3, The Leisure Section, can be just that and no more. It contains full
BASIC listings of some selected fun and educational games that you can simply
copy into the computer for yourself and enjoy. Younger readers in particular
should find this section useful - many of the programs have been written with
them in mind. On the other hand, the programs also illustrate many useful BASIC
techniques in action, and if you are interested in learning about them then these
tried and tested routines should help you understand the practical uses for all the
theory you've read about in the first two sections.
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Part 4, Adventures with the Spectrum, introduces another fascinating leisure
and educational area — adventure games. Many excellent games are now available
commercially, but for those who want to write their own this section provides a
few basic ideas, and an introduction to the use of commercial software aids - tools
that will let you write a complete adventure without really worrying about the
details of the programming! However, for those keen to tackle adventuring
themselves, or frustrated by the restrictions of the commercial programs, there are
also some ideas for putting together simple adventures of your own.

Part 5, Expanding the Spectrum, is an introduction to the enormous range of
plug-in and add-on units that can turn your Spectrum into almost anything you
want it to be - a superb arcade-level games machine, a word processor and data
system, a massive information storage and retrieval system, a sophisticated speech
and music synthesiser, an electronic drawing board, a way of turningdisplays on a
TV screen into printing on paper, and a sophisticated communications device that
can exchange programs, data and messages with other computers in the same
building, or hundreds of miles away at the other end of a telephone line.

Part 6, Introducing Machine Code, crosses what might be described as the ‘final
frontier’ of Spectrum computing and introduces the language — machine code -
that the computer itself uses to process information. By the time you've finished
this section you’ll be confident enough to tackle some of the more advanced
textbooks and manuals that may, at the moment, look like so much double-
Dutch.

Finally, don’t skip the Appendices. Here youll find a great deal of useful
information that couldn’t be fitted sensibly into individual chapters, but will still
help you use your Spectrum more easily and more effectively.

Welcome to The Complete Spectrum. We hope it will make your personal
journey of discovery comfortable, enjoyable, and fulfilling.

Part 1

Getting Started

by lan Sinclair



Getting Started

If the Sinclair Spectrum is your first computer, then it’s a wise choice; if not, it’s
still a wise choice! The Spectrum is an ideal beginner’s computer, because it
doesn’t require any typing skills to use it, it has all the facilities of other computers
costing up to twice its price, it’s truly versatile, and the computer language called
BASIC which it uses is easy to learn and use. However, if you are just starting out
you may not have much idea just what it can do and just how it can do it.

If, on the other hand, the Spectrum is not your first computer, and you have
come to it from something with less memory space and fewer functions, you wili
be anxious to get to grips with its more advanced facilities. In that case you’ll be
glad to hear that this section alone will take you beyond what you can learn from
Spectrum’s main manual. In fairness, this isn’t really difficult - if a manual were
going to be a complete guide to everything the computer could do it would
probably be published round about the same time as the computer itself was
replaced by a new model. Something we hope to show you all through this book is
that anyone, anywhere, can always find out something new about their computer,
something that even the manufacturers may not always know about! For that
reason we don’t claim to cover every possible angle - even the section on machine
code at the end of the book is only an introduction to the subject. What we are
aiming to do is to give you what you need to discover Spectrum for yourself. If
you’re really keen, and want more information and more contact with what other
people are doing, subscribe to one of the specialist Spectrum magazines, or join
your local user group (to contact them, check out the magazines or your local
library). '

This section, and many other parts of the book, have been produced by close
work with Spectrum itself, and most of the program listings in this section have
been printed on the ZX printer (still available, but no longer in actual production,
at'the time of writing).



Chapter One

Setting Up

It you don’t already own a Spectrum, then you will be anxious to know just what’s
inside the large and exciting-looking box you will have seen in the shops.
Surprisingly enough, much of it is packing and accessories — Spectrum itself is
actually a bit smaller than this book! (If you remember that everything in this
book is still only a fraction of what the computer can do, you'll begin to realise
what a good investment you’ve made!) However, as well as the computer itself you
should find a mains unit, two sets of cables, two manuals (a thick one witha spiral
binding and a thinner one) and a cassette tape calleld HORIZONS.

Earth (not used)

Bilue Lead Fuse (SA)

Brown Lead

Cable Cable Clamp

Fig. 1.1. The UK type of 3-pin plug, with connections. The cable clamp should be tight
enough to prevent the cable from pulling out, and the wires should be completely clamped
by the screws on the brass ends of the pins.

The first thing you’ll need to do is fit a mains plug (not supplied), and if this
bothers you, take a look at Fig. 1.1. (Like a good many other people, I can’t always
remember which colour belongs where without checking!) If you’re still not sure
you can fit it safely, take it down to your local electrician. British plugs should be
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fitted with a 3A fuse, or better still a 1A fuse. Readers in the US may find thata
plug is already fitted.

For miniature supply plug Output to T.V.'Receiver Aerial Sockel

@ Qv DC. MIC. EAR.
@ @- Cassette

P EAR Lead
/ — (Grey)

Expansion Slot Cassette
for add-on units MIC Lead
(Black)

Fig. 1.2. The back of the Spectrum. The sockets are of different types to avoid possible
confusion. Be careful not to let metal objects stray into the expansion slot - it'sa good idea
to tape'it over until you use it. You'll find much more about the expansion slot in Part 5 of
this book.

To switch on the computer, just plug in the mains unit and then connect the lead
from the unit to the power socket at the back of Spectrum (see Fig. 1.2). The
manual suggests you use this regularly to turn the computer on and off, but if
you’re using Spectrum a good deal this isn’t really a very good idea - the plug and
socket will eventually start to make intermittent contact with each other and you’ll
find whole programs disappearing without warning as the power supply is cut off.
It’s better to use the mains plug (which also prevents the power supply unit from
becoming overheated) or to fit a switch at some convenient point between the
mains plug and the power supply unit. Again, get an electrician to do this for you if
you don’t feel confident enough to tackle it yourself.

Once the Spectrum is plugged into the mains, the computer has everything it
needs to start working. You, on the other hand, need some way of seeing what’s
going on - in this case, your TV — and some way of storing the work you’ve done
on the computer. This may be a ZX or Dean Alphacom Printer, which will print
things out on paper for you, or it may be a cassette recorder, which will allow you
to keep both information and actual programs for the Spectrum on tape. It can
even be both!

If you turn the back of the computer round to face you, and then take another
look at Fig. 1.2, you’ll see where everything is supposed to plug in. The printer
plugs into the slot on the left — be careful to fit the peg, or ‘key’, into the matching
slot on the printed circuit-board you can see inside the computer (Fig. 1.3). Be
gentle with this connection — what you can see inside is the main working circuitry
of Spectrum itself, and if you damage it your computer will be useless and you’ll
have a very expensive bill. Keep metal objects out of this ‘user port’ and if you have
small, inquisitive children, tape it over until you want to plug something into it.

Now for the TV, The Spectrum can produce spectacular colour displays, but
only, of course, on a colour TV! Second-hand colour TVs aren’t expensive these
days, but it’s perfectly possible to do your programming on a little black and white
TV - one Spectrum owner 1 know uses a portable that also includes a very
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Spectrum Board

Printer Plug

Fig. 1.3. How the printer plug engages with the Spectrum expansion slot.

convenient cassette deck! If you really want colour displays you can always steal a
little time on the family TV when no one else is watching it, and in any case you'll
find the letters actually look clearer in black and white, which should save you a
good deal of eyestrain. However, you can’t just haul grandad’s ancient TV out of
the loft — it must be able to receive modern 625-line signals. In Britain, if it can be
tuned to BBC2 it’'ll be OK, and any colour set should be fine unless you have a
very old Spectrum. To connect it up you’ll need one of those cables, the one with
the plugs shown in Fig. 1.4. To save wear and tear on your patience and the TV
aerial socket it’s worth buying an aerial splitter like the one in Fig. .5 - plug the
cable from the Spectrum into one socket, the TV aerial cable into the other, and
then fit the whole thing to the back of your TV. Make sure your computer is
plugged in, then switch on the TV and turn down the sound. If you really want to
see why, then don’r turn down the sound, but please don’t complain to us about
the noise!

T.V. Cable T.V.Cable

End which :

plugsinto T.V. End which plugs
into Spectrum
(Phono plug)

Fig. 1.4. The two different plugs on the TV connector cable.
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Lead from Spectrum in here

Aerial Lead in here

Plugs into T.V.

Fig. 1.5, A typical two-into-one adaptor for TV aerial leads. This allows the Spectrum to
share the TV with Coronation Street, but not at the same time!

If you don’t get a picture at this stage, don’t worry. The TV needs to be tuned to
receive the Spectrum signal, just as it needs tuning to an ordinary broadcast signal
(if you're interested in a// the details, take a look at Chapter 28). The Spectrum uses
Channel 36 — on a black and white portable, just spin the tuning dial. Figure 1.6
shows some of the other possibilities you may comeacross. Makesureyou’reusinga
button or touchpad that isn’t normally used for selecting a TV station.
Incidentally, the Spectrum frequency is very close indeed to the one used by some
video recorders, so you may find that the Spectrum will interfere with signals from
this source. It’s not a good idea to have both machines switched on at once.

When the tuning is correct you should see a white screen with the words

© 1983 Sinclair Research Ltd

in black near the bottom of the screen. Take time over the adjustments. If you try
to make them too quickly you may go straight past the signal you're looking for.
When you do get the lettering, it’s time for some fine adjustment. On a black and
white set, adjust the contrast and brightness controls until the letters are clear
black on white, and the white isn’t blinding you. Only one position will give you a
really good picture, and Fig. 1.7 shows the faults you're trying to avoid. Tuninga
colour set is trickier — it’s easier if the Spectrum is producing a colour, so press the
key marked BORDER (6th along on the bottom row), then the one marked 6,
then the one marked ENTER. The result should be a yellow ‘frame’all around the
screen with the words ‘OK. 0:1” at the bottom left. Adjust the set till you geta clear,
bright yellow with reasonably clear letters (though they’re likely to be a little
fuzzier than they would be on a black and white set). Again, if your colour TV has
a contrast control it may be worth turning it down a little, if it hasn’t, then the
adjustment will need to be made by an experienced TV engineer.

If your TV uses preset pushbuttons or touch controls, or even a remote control,
it's worth leaving one ‘station’ permanently tuned for your Spectrum - otherwise
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™~

Tuning dial-

turn to tune Select by pushing in

Tune by twisting

Tuning Panel Cover

/ gD O o, @

Fruisu Qs Qiseci RN Adjusting

<m [ o [ Wheel
U [0 @O0 @

(turn to tune)

oo o o 0o
om D D

Selector Switch-press

Fig. 1.6. TV tuning controls. (a) Single dial, as used on B&W portables, (b} four-button
type, (c) latest 12-switch type with tuning panel.

make a note of the control settings. If you find black letters on a white screen too
much of a strain on the eyes, then try this:
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‘Ghost’ images
after a letter

Fuzzy letter shape

obs' between letters

Fig. 7.7. Tuning faults and how they show up.

(1) Press the BORDER key, then the 0 key, then ENTER.

(2) Press the CAPS SHIFT and SYMBOL SHIFT keys together, then hold
down the SYMBOL SHIFT key and press the key marked C with the word
underneath it. Then press the 7 key and ENTER. Finally, press CLSand ENTER.

(3) Press the CAPS SHIFT and SYMBOL SHIFT keys together, then hold
down the SYMBOL SHIFT key and press the key marked X with INK in red
underneath it. Then press the 7 keyand ENTER. Finally, press CLS and ENTER.

Now that’s done you should have a completely black screen with white lettering,
and, incidentally, a good test of your tuning. The letters should still be perfectly
clear - if they’re not, try retuning.

Getting things taped

There are two sockets at the back of the Spectrum that have still not been used —
the two for your cassette recorder. If you’re new to computing these may puzzle
you. Why, after all, do you need to tape record a computer?

A computer doesn’t do anything it isn’t told to do. You’ve already entered some
immediate commands to change INK and PAPER and BORDER colours, but
once the computer has obeyed these commands, it forgets about them. Computer
programs are different — they are sequences of commands which are held in the
computer’s memory, and carried out when you enter a command to begin the
sequence. Many modern washing machines use small computers called
microprocessors that carry permanent, built-in programs. The resultis that youcan
just put in the clothes and press a button, instead of filling the tub with hot water,
emptying it, dropping the soap in at the right time, and all the hundred and one
other things you’d have to do with a simpler machine.

One particularly useful Spectrum feature is that command words can
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be entered without typing them out. As you can see if you look at the keyboard,
most of them can be entered just by pressing one key. For along program, though,
this can still take you quite a lot of time and effort, and if you switch off, or use the
NEW command, everything you’ve typed will be lost. What you need is a way of
keeping that work so that it can be fed easily back into the computer another time
without typing it all out again. That’s where the cassette recorder comes in. You
don’t actually record the program, just a set of electrical signals that will produce
the program again when they’re played back into the Spectrum. So before you
start  learning to program the Spectrum you need to know how to ‘load’
commercial programs from cassettes (especially the HORIZONS tape), how to
record (or SAVE) your own programs on cassette, and how to check that the
recording is accurate by using the VERIFY command.

Start by plugging the double lead into the remaining sockets at the back of the
computer, with the grey plug in the socket marked EAR and the black one in the
socket marked MIC. (More about this in a moment.) The cassette recorder you
use doesn’t have to be the latest in hi-fi stereo reproduction, and it’s usually better
if it isn’t. What you want is a straightforward portable cassette recorder which will
work on mains as well as on battery power. I have found the Trophy CR100 from
Currys to be excellent, because it has a tape counter you can use to check the
position of each program on your tapes. Provided that your recorder has a
microphone (MIC) socket and an earphone (EAR) socket, it should be suitable;
and for your first test try playing the HORIZONS cassette into-your computer.
This is called ‘loading’.

Start by plugging the MIC plug into the MIC socket of the cassette recorder. If
you followed my advice a few pages back, this will be the black plug - in any case it
must be the one that leads to the socket marked MIC on the Spectrum. Now
connect the other (grey) plug to the socket marked EAR and put the HORIZONS
cassette into your cassette recorder. Don’t try to play the tape yet. Now press the
key marked LOAD on the Spectrum keyboard, then hold down the key marked
SYMBOL SHIFT and press the P key twice. This will produce the message
LOAD “” on your TV screen. Press the ENTER key and then start your tape by
pressing the PLAY key or button on your cassette recorder.

You should now see a rather entertaining display of modern art on your TV set —
first a set of moving red and blue stripes, then a pause, then moving black and
yellow stripes, If you don’t get these, or they stop with a screen message saying ‘R
Tape loading error 0:1” then rewind your tape, hold down the CAPS SHIFT key,
press the BREAK key, and try adjusting the volume control on your cassette deck
(usually it needs to be louder). Keep trying until the TV screen shows the message
‘YOLUME SET CORRECTLY PLEASE WAIT’. This doesn’t happen with
every program you buy, so once the volume is right, leave it alone or make a note
of the setting. After this, follow the instructions on the HORTZONS tape and you
will find out a good deal about your computer. However, you may find it easier to
use the tape in conjunction with this book!

You now know how to load a commercial tape, but suppose you want to load
one of your own?
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I'll assume that you’ve just switched on your Spectrum, and you have the
copyright notice displayed. (If you haven't, then take the plug out at the mains and
put it back in again.) Press the ENTER key, and you will see a flashing letter K
near the bottom left-hand side of the screen. This is called the ‘cursor’, it marks
where the next typed letter will be placed on the screen, and it also reminds you
what you are doing. When it has the shape of a letter K, it is there to remind you
that you are about to enter a KEYWORD - one of the instructions that Spectrum
can recognise and act upon. We'll use a simple set of instructions — press | (top left)
followed by REM (2nd row from top, 3rd along). Now press ENTER (3rd row,
right hand side) and you should see appearing at the top of the screen:

I>REM

and the letter K should again be winking at you near the bottom left-hand side.
This time, press 2, then REM, and ENTER, so that the top of the screen shows:

| REM
23REM

The > reminder is there to show you that the second line is the ‘current line’, the
one you have been working on most recently. Keep on in this way, using a different
number each time, until you have five lines. Y ou’ll notice that if you enter them out
of ordej (like 1, 2,5, 4, 3), they will be arranged in the correct order at the top of the
screen. After the Sth line has been entered, you will still have the K winking at you.

This, believe it or not, is a program. It won’t do anything, because the
instruction REM is just to let the computer know that what follows is a reminder
rather “;han something to be done, but it is enough to test the cassette operation.
With the K visible, press the key marked SAVE (on the S key, 3rd row, 2nd left),
and you will see the word SAVE appear on the screen, with the flashing cursor
changed to an L. Now press the SYMBOL SHIFT key and while you hold it
down, press the P key briefly. Don’t hold the P key down, or else it may repeat.
You will see printed in red on the P key the inverted commas, or quote marks, (),
and that’s what should appear on the screen. Release the SYMBOL SHIFT key
and press T - which will give you a ‘t’ on the screen following the . Now press the
SYMBOL SHIFT key again with the P key to get another quote mark in place so
that the line reads: '

SAVE“t” L
with the L still flashing, Press the ENTER key, and the screen will clear and
display the message:

Start tape, then press any key

Do just that. Make sure that you have a cassette in the recorder, and that it has
been wound on from the start so that there is some tape available, not the plastic
ribboni which is used at the start and end of each cassette, Pressthe RECORD and
PLAY keys of the recorder together, so that they both stay down, and when you
are sure that the motor of the recorder is running, press a¢my key on the Spectrum.
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You will then get some more interesting displays on the screen. Enjov them, but
don’t switch off when the screen goes blank at first, wait until you see the message
on the bottom line, which will read:

¢ OK, §:1

Now press the STOP key of your recorder, and your first ‘program’ should be
safely recorded.

You can't feel it, taste it or smell it, so how do you know it’s there? Easy
Spectrum, as you might expect of an advanced design of computer, can compare
what is on the tape with what ought to be there. The program, you see, is still
stored in the memory of the Spectrum, and if we play back the tape, Spectrum can
check to see that the recording is a good one. This is done using the VERIFY
command. Here goes.

Wind back the tape. It doesn’t matter if you wind back too far, Spectrum will
sort that out. Play the tape with the EAR plug out, ignoring Spectrum for the
moment, just to make sure that you have something recorded. It’s easy to find your
place if you have a recorder with a tape counter, but you may have some trouble
finding the start of your program otherwise unless you have used the start of a
short tape for your recording. If you hear some unpleasant sounds that suggest a
modern composer on an off-day, that's your program. The noise should be
uncomfortably loud with the volume control half-way up. If your recorder has a
TONE control, put it in the position that gives maximum treble, the most shrill
sound. Now stop the playback, and wind back to the start again.

Put in the EAR plug. Going back to the Spectrum, hold down the SYMBOL
SHIFT, press and release the CAPS SHIFT, and then press R ( 2nd row, 4th from
left) and release the keys. This should give you the word VERIFY on the bottom
of the screen. Now, keeping the SYMBOL SHIFT pressed, press the P key to get”,
then release SYMBOL SHIFT and press the T key. Press SYMBOL SHIFT
again, then P to get another ”, so that the bottom line reads:

VERIFY “t”

and then press ENTER.

Nota lot seems to happen until you press the PLAY key of the cassette recorder.
With the volume control of the recorder set at half-way, you should hear nothing
(the EAR plug is inserted, I hope) but you will see the same display as you got
when you recorded the program, with

PROGRAM t

appearing on the screen at first, followed by
OK ¢:1

finally, when the display has cleared. If this is what you see, congratulations, you
have found the correct settings, and you can STOP the recorder.

_ If you don’t get these messages, then stop the recorder, leaving the Spectrum as
it is. Rewind the tape (easy with a counter!) and try again with a different volume
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control setting — you only need to run the tape, don’t touch Spectrum. Keep trying
until you find a volume control setting at which the stripes appear, then the
messages. If the tape has recorded correctly there will be a suitable volume control
setting somewhere. When you find it, mark the setting - you don’t want to have to
go over all that again, do you? If you simply can’t find it, then press the CAPS
SHIFT and SPACE keys together (the Break action), and take a look at the check
list of Fig. 1.8, and make a new recording. Don’t just give up, because this is
something you just have to master.

Error Check List

I. Play the tape back with all plugs out, and listen to it. Does it sound like a
shrill rasping sound? If it doesn’t, or if all you can hear is a low-pitched hum,
then the program is not recorded.

(a) Check that you have used the same colour plugs for the MIC
connection at each end (Spectrum and recorder).

(b) Check that your recorder works by recording a message on it usinga
microphone, and replaying this.

(¢) Try again, If there is no recording you may possibly have a faulty
Spectrum.

2. If the recording exists but sounds faint, then you may have made the
recording with the EAR plugin place, Try again, making sure that this plug s
out when you record.

3. If the recording sounds loud when you play it back, then it ought to
operate the Spectrum.

(a) Check that both ends of the replay line are connected when you
replay with the same colour of plug in the EAR sockets at each end.

(b) Try the VERIFY routine several times at various volume settings.

(¢) Try again. If the recording refuses to VERIFY there may be a fault in
your Spectrum.

IN GENERAL, faults are more likely to be due to the recorder than the
Spectrum,

Do not use C120 tapes. C90 is the longest tape length which is reliable. Use
well-known tape brands. like AGFA, BASF, Maxell, Scotch, Sony,
etc., or the short tapes (C5, C10, C15) which can be obtained from computer
stores.

Fig. 1.8. A check list to go through if you have cassette loading problems.

Appendin A lists a selection of the many programs available ready-
recorded on cassettes. Sometimes these will not load at any setting of the
volume control, or will need an unusually high volume control setting. This is
usually caused by a recorder problem - a recorder head which has been
assembled slightly squint. You cansort this out for yourself - see Fig. 23.1. Still
on the subject, you can also find that after a lot of use, your programs don’t
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seem to load (replay) so reliably. This is a sign of a dirty recording head or
pinchwheel (the wheel that pulls the tape along) on the recorder. To sort it out,
buy a cassette head-cleaning kit from any audio store, and follow the
instructions.

Mains Cables

fr

T.V.Cable

Power
Supply

l © Sinclair Research
9 Volt Supply

i g ¥ Cable

Cassette

Cassette -=3"7
Record !
rder L
Printer

Spectrum

Fig. 1.9. Connected-up components of the Spectrum system.

The keyboard

By this time, you will be starting to see how the keyboard operates. Each key
carries several symbols or words, and there are others printed above and below
the keys. It all looks very baffling at first, but as you get to know your
Spectrum, youw’ll find it remarkably easy to use. What follows is a brief
summary - we’ll remind you as we go through the chapters.

When the K cursor is flashing on the bottom line, what the computer expects
you to type s either aline number or a Keyword of instruction, and if you press
any of the letter keys, you will get the word that is written on the key. For
example, pressing Q gives PLOT, pressing P gives PRINT, pressing K gives
LIST and so on. One key enters a complete word. If you press a number key to
start with, you simply get the number, which the computer will use as a line
n'umber. Each program line in the BASIC computer ‘language’ starts with a
.hne number and then a keyword, so that quite a fair chunk of the program line
is put into memory with just a few keys. Between instruction Keywords,
however, you need to be able to enter numbers and letters which you might, for
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example, want to appear on the screen during the program. When the
computer is ready to accept these, the K cursor changes to a flashing L (L for
Letter), so that when you press key Q you get q, when you press key G you get g,
and so on. You will get the small letters, called ‘lower case’ when you do this
unless you hold down the CAPS SHIFT key at the same time. If you want to
type a message in capitals (upper case), you can lock the CAPS SHIFT by
pressing CAPS SHIFT and the 2 key at the same time. This operates the CAPS
LOCK (written in above the 2), and ensures that all letters appear in capitals
until you repeat the operation of pressing CAPS SHIFT and 2 together.

Now you will also find more words and most of the important signs like =,.*;
written in red on the keys. You can get these when the cursor isshowing K or L
by holding down the SYMBOL SHIFT key before you press the key you want,
and holding down the SYMBOL SHIFT key until you have released the key
you want to use. The SYMBOL SHIFT key is lettered in red to remind you of
this. If you are sloppy, and you hit the other key just before you press the
SYMBOL SHIFT, then you won’t get what you want, and you will have to
press CAPS SHIFT and § (DELETE) together to rub out the mistake.

Now for the words above and below the keys. The words printed in green above
the keys are obtained by pressing CAPS SHIFT and SYMBOL SHIFT together,
releasing (the cursor now becomes an E) and then pressing the key you want to
use. The words below the keys are obtained by holding down the SYMBOL
SHIFT, pressing CAPS SHIFT and releasing it, then pressing the key you want to
use,

The top line of keys is different. The keys give numbers, normally the symbols in
red when the SYMBOL SHIFT key is used, and the words or actions shown in
white above the keys when CAPS SHIFT is pressed along with the top-line key.
The names of colours that are written above some of the keys can be ignored at the
moment, and we’ll also ignore the shapes (graphics symbols) for the moment.
There will be a lot more about these later in Part 2.

For editing, when you are ready, see Chapter 7.

Chapter Two
Screen Printing

Learning to program a computer is rather like learning a foreign language. You
need to know some words (vocabulary), and you need to know some rules
(syntax). Computers like the Spectrum use one computing language called
BASIC (there are many others) which has a ‘vocabulary’ of about 90 ‘words’ and a
few rules of syntax, making it simple to learn. The big difference between trying a
program on the Spectrum and trying your school French in Calais is that the
computer will understand only perfect BASIC - with each word spelled perfectly
and used with the correct order. The ‘single-key’ system that is used for the
vocabulary of the Spectrum removes the problem of correct spelling of the
instruction words. All you have to do to enter one of these words of instruction
(printed in white on the keys) is to press the key which shows the word at a time
when the letter K shows a cursor on the bottom line. These words are the ones that
you will want to use most frequently; other instruction words are printed in red or
in green, and they need the SHIFT keys to be pressed as well as a letter key. We
mentioned these in Chapter 1, and we’ll deal with the details as we go on. Be
careful, incidentally, not to hold a letter key down too long, because the key action
will repeat if you hold a key down - usefulif you wantalot of . ... or *****_but not
when you are typing mmmmyyyyyynnammmmeeee!

Direct commands

A computer can be used to carry out an instruction directly, without a program. If
you type a complete command, and then press the ENTER key (3rd row down,
right-hand side), the command will be obeyed. If you want to do it again, you will
have to type the whole command again - and that’s the difference between a direct
command and one which is programmed. Once you have put your command
instructions into the form of a program, they will be stored in the memory of the
computer, and will be carried out each time you type the special make-it-go
instruction, RUN, followed by pressing the ENTER key.

Try this one out. With the computer switched on, the screen clear, and the K
cursor showing on the bottom line (switch off and on again if you are not sure
how to get to this state), press the key marked PRINT (2nd row down, right-hand
side). You will see the word PRINT appear on the bottom line, and the cursor will
change to a letter L in place of K. This means that the computer now expects you
to enter what you want printed - /etters. This is where syntax comes in, though.
You can’t just type in the letters you want to print, you have to start with a quote
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mark (inverted commas, ). These are shown in red on the P key that you pressed
to get PRINT, and you can make them appear on the screen by pressing the
SYMBOL SHIFT key before and while you press the P key. The idea, remember,
is that the words and symbols shown in red on the keys are obtained when you
press the SYMBOL SHIFT along with the key. If you get the order wrong, and
press the P key before you press the SYMBOL SHIFT, you will sec the letter p
appear. Don’t panic — press the CAPS SHIFT and DELETE (on the §§ key)
together, getting the CAPS SHIFT key down first, and the p will disappear. If you
hold the §§ key down too long, everything will disappear and you will have to start
again — remember how these keys repeat,

Once you have the quote mark in place, you can type in something that you
want printed just as if you were using a typewriter. If you can’t think of anything to
type, try Sinclair rules, O.K.? Pressing a letter key, with no other key pressed, while
the L cursor is flashing, will give a small letter, and you need to press CAPS
SHIFT along with the letter to get capitals. If you want a whole message in
capitals, like a title, you can press CAPS SHIFT and CAPS LOCK together, and
release both. After this, all letter keys will give capitals. To get back to lower case
letters, just press CAPS SHIFT and CAPS LOCK again.

More syntax now. When you have typed your message, you have to indicate to
the computer where the message has ended by putting in another quote mark
(SYMBOL SHIFT and P). Once you have done that, you can carry out your
command by pressing the ENTER key. The message appears on the screen, but
not the quote marks, because these were only instructions to the computer to tell it
where the start and end of the message were. That’s it. If you want to do it again,
you have to type the whole thing again. Direct commands can be useful,
particularly when you want to discover what the correct syntax of a command is,
or for experiments, but most of the time we prefer to put our instructions into the
form of a program.

Program instructions

Computers don’t think for themselves, not even your Spectrum, and they can’t
easily be told by speaking to them (but it is possible, as we'll see in Part 5!). When
you want the computer to carry out a set of instructions that are arranged in
sequence (a program, in fact) you need some way of signalling to the computer
that this is what you want. In the BASIC language, this is done by starting each
instruction or group of instructions with a /ine number. A line number is, for
Spectrum, a positive whole number (mathematicians call them inregers, and since
that’s shorter, we’ll use the word from now on) which should lie between | and
9999. The Spectrum will NOT accept a line number greater than 9999, unlike some
other computers. For convenience, we usually start our line numbering with 10,
and go up in tens, so that a sequence of line numbers might read: 10203040 50....
You don’t have to do this, but it has the convenient advantage that if you want to
place a new instruction between two others, you will have several spare numbers
available. If you type the same line number again, and use it, the line which

Screen Printing 19
previously had that number will be rubbed out, but if you have numbered in tens,
then you can get nine other lines between any pair in your program, which allows
for a lot of ‘second thoughts’. Even when you type the lines out of sequence, like 10
20 100 30 60 40, the computer will arrange them in the correct order each time you
press the ENTER key - and arrangement in order is the reason for using line
aumbers. Languages which don’t use line numbers are not so easy to use!

For the moment, we'll continue to use the PRINT instruction, because it’s the
one which causes things to appear on the screen. Without it, nothing appears, so
you can’t tell whether the computer has carried out your instructions or not. To
use the PRINT as a program instruction, then, we need to start with a line number.
The computer will be ready to do this when the K cursor is flashing.

Type this line:

I PRINT “Sum”

Remember the drill? With the K cursor flashing, type the digits I and then ¢ to
get the line number. The zero on the keyboard has a slash through it so that you
won’t mistake it for the letter O — be careful about this, because computers expect
you to be the boss and to issue the correct instructions. When the number 1§ is
visible on the bottom line, press the P key to get PRINT, SYMBOL SHIFT and P
to get ", then type the word Sum (separate letters, because this is not an
instruction). End with the final quote mark, and when you are sure all is well

-

A}

10 PRINT "'Sinclair Rules!™
Cursor

— — — PRESSENTERKEY - - -

10 >PRINT “'Sinclair Rules!" ‘
/

Current Line

e J

Cursor

Fig. 2:1. The appearance of the screen as you type a line and after pressing ENTER.
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(CAPS SHIFT and DELETE will wipe it out if it is wrong) press ENTER and
watch what happens. If your line was typed correctly, it appears on the main part
of the screen, like the example in Fig. 2.1, and the bottom line is cleared, leaving
the K cursor flashing again. If your line contained an error (not between the quote
marks), it will nor be shifted from the bottom line ~ a question mark will flash
where the error is, and will stay until you delete the error and correct the line. You
won't get away with syntax errors when you use Spectrum, but if you typed Sim
instead of Sum, the computer takes no notice because it’s not a command or
instruction, just something you want typed, and you know best!

This is not much of a program, but it will illustrate what programming is all
about. Once you have typed it, and pressed the ENTER key (entered the line), the
information is_stored in the usable memory of the computer, called Random
Access Memory, or RAM for short. To make the computer carry out the
instructions that are contained in your program you need to use a direct command
- RUN. It’s easy enough — press the RUN key (on the R key), then press ENTER,
and look at the result of your program on the screen. It has printed what you
asked, just as you typed it.

If you want to remind yourself of what you asked the computer to do, just press
the LIST key (K key), and then ENTER. This command causes the computer to
show a list of the lines you typed, in order. If there are more of them than the screen
can hold, the list will fill the screen, and you will get the message ‘scroll? on the
bottom line of the screen. This means, do you want to see more? If you need to
inspect more of the listing, as it’s called, press Y for YES, and the listing will
continue. If you want time to examine what is on the screen, just ignore the
message, and if you want to end the listing at that point, type N (for NO).

With only one line of program, we’re not greatly concerned about long lists at
the moment, but we can add to our program. Withyour line 19 still in the memory,
and the K cursor still flashing, type in:

20 PRINT 2 + 2
3) PRINT 2 * 3

These are arithmetic instructions, so there are no quotes. We don’t want the
computer to print 2 + 2, but the result of 2 + 2 (still 4, even with New Maths), so
that quotes are not needed. Without quotes, the computer assumes that you want
a result printed, not a set of letters. The + sign is on the K key (using SYMBOL
SHIFT), and the star sign which is used for multiplication (x is a letter) is on the B
key, using SYMBOL SHIFT again.

Now RUN your program, look at the result, and LIST it. Now you know how
to print a message and do a bit of arithmetic, so try this one;

19 CLS
20 PRINT “2.76 times 4.15 = ";2.76*4.15

3¢ PRINT “6.74 divided by 1.82 = *;6.74/1.82
40 PRINT “4.42 squared = ";4.4212

CLS means clear the screen, and is on the V key. The divide symbol is / and is
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also on the V key, but needs the SYMBOL SHIFT as well. The method of
squaring a number is 12, with the up-arrow sign on the H key using SYMBOL
SHIFT - for cubes you would use 3 in place of 2. Remember that you have to
ENTER each line into memory when it is completed by pressing the ENTER key.
Now RUN (remember to ENTER) and LIST (ENTER) your program.

This illustrates rather neatly the difference between printing literally (what is
commanded by placing between quotes) and printing a result (no quotes). It also
illustrates how much more neatly a computer can do work of this type, as
compared to a pocket calculator. It also looks more like a real program, and this
gives you another chance to try out the SAVE, VERIFY and LOAD commands.
Remind yourself of what is needed by looking at Chapter 1 again, and when you
are sure, by using VERIFY, that you have a good recording, turn off the computer
and switch it on again. Your program has now been wiped from the memory (try
LIST), but it should be stored on the cassette. Wind back the cassette, put the
EAR plug in, and press the LOAD key (key J) on the Spectrum. Now put in a
quote mark (SYMBOL SHIFT and P), and if you can remember (didn’t you make
a note of it?) the ‘filename’ of your recording (what you typed between the quotes
when you SAVEd it), type the filename and then another quote mark. If you have
forgotten, don’t worry, just press the quote key again so that your command
appears as LOAD*”. Press the ENTER key, and then press the PLAY key of the
recorder. You should see some interesting patterns on the TV screen, particularly
if you are using a colour TV with the colour control turned up, then the name of
your program (filename) will appear on the top left-hand side of the picture area.
Some more patterns then appear around the picture (the border), then you will get
a message on the bottom line to indicate that your program has loaded and that
you can now stop the recorder. Don’t let the recorder play on if there is any other
program on the tape. Test that your program has loaded correctly by using LIST,
and then try RUN - then take the EAR plug out again in case you forget it.

Neater printing

So far, we've allowed the computer to decide where it will print everything, Unless
instructed otherwise, the computer will take a new line each time you use the
PRINT instruction, and will start the line on the left-hand side of the screen. We
can alter the position of anything we print by using the extra words TAB and AT.
Try the little program of Fig. 2.2 now - and be careful about the semicolons and
commas. When you run this one, the word ‘example’ is placed at the centre of the
screen on the first available line. TAB is short for Tabulation, a word that is used
by typists to mean the number of spaces along from the start of a line. Tabulation
numbers for the Spectrum start with ¢ and go to 31. If you use numbers greater
than 31, then the actual number that will be used is the remainder when the
number is divided by 32. If, for example, you type TAB 40, then what you get is
TAB 8 - the remainder when 40 is divided by 32 (32 into 40 goes once with 8
remaining, yes?).

PRINT AT uses numbers to mean lines and columns. The first number after
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10 PRINT TRR 12; "example” e
28 PRINT AT 12.%; "2.83+3.7= ; 2

UE"‘BIT’ 22
32 PRINT A7 7.,311; "ALLITION

axampie

aDpoITION

2.5+3.7= &.2

Fig. 2.2. A program which uses TAB and AT to control the position of printing.

AT (AT is on the I key) is the number of lines down the screen from the top,
starting with ¢ and ending with 21. The two bottom lines are reserved for inputs,
and you can’t normally PRINT on to them. The second number after AT,
separated from the first one by a comma, is the column number, and it’s the same
as the number you would use in a TAB instruction. Using PRINT AT allows you
to print anywhere on the main screen, even if it means wiping out something else,
and the printing does not have to be in order — you can print at the bottom before
you print at the top, for example. This is illustrated in Fig. 2.2, Figure 2.3 shows
how to calculate the TAB number to get a title word centred on the screen, and
Fig. 2.4 shows how the screen TAB and AT spaces are numbered.

With the aid of TAB and AT, we can now use the whole area of the screen, apart

from the two bottom lines, as we wish. There are other ‘print modifiers’, as they are

called, the symbols ; (semicolon) and , (comma). The semicolon prevents the
action of taking a new line, so that you can assemble a line from several PRINT
instructions. Take a look at the example in Fig. 2.5. This carries out another piece
of simple arithmetic in three separate PRINT instructions, but the use of
semicolons in lines 1) and 2¢) makes sure that each part is printed on the same line.
This can be very useful when we have two separate PRINT instructions but need
both parts in the same line. In the example of Fig. 2.5, we could have used other
methods, but in many examples, the use of the semicolon can ensure neater
printing,

The comma has quite a different effect. Take a look at the program in Fig. 2.6,
which takes us into the realms of 5-line programs. The £ sign is on the X key (using
SYMBOL SHIFT). Make quite sure that the commas in lines 1¢} and 4§ are
between the sets of quotes, because they won’t have the same effect otherwise. The
effect of commas used in this way is to divide the screen in half, with the first piece
of printing on the first half and the second starting in the middle. This does not
keep printing on the same half, however, it only controls where printing starts on
that line. If you have anything to be printed which is of more than 15 characters

o oo e
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Spectrum independent
20 characters
(count space between mand )
32 characters per line
32-20=12
Vo 0f12=6
souse TAB6
PRINT TAB 6; “SPECTRUM INDEPENDENT"
Fig. 2.3. Finding the correct TAB number to centre a title.
Columns
Stiln|cjljalijr] [Riuflje]s],|O].|K{?
SF O PORN oo TN YR e 22 NRILENERBH

(Bottom lines 22, 23, are reserved for inputs, remember.)

The example shows the result of the command
PRINT AT 9,6; “‘Sinclair Rules, O.K?"

Fig. 2.4. The numbering of TAB and AT on the screen.

18 PRINT "K.
2@ PRIMNT " =

Fig. 2.5. Using semicolons to force printing to stay in one line.

Lines
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12 PRINT "My scare”."Your scoy

2
2R g§§ﬁ¥ iR, 8
3@ - 0]
42 PRINT “My price”."Their prs
e L3} "

c BR PRINT "£128","£RER*

My score Wour scocre

i@ &®

i rice Their price

ﬁlag * EI8R

Fig. 2.6. How a comma can be used to divide printing into two halves of the screen.

(including spaces) long, your neat division of the screen will be lost - look at Fig.
2.7 for example.

There is another way of using the PRINT instruction. PRINT used by itself,
with nothing after it, will select a new line, and this was used in these programs to
cause the printing to skip a line. Spectrum has another way of doing this, by
making use of the apostrophe mark (’) which is, in red, on the 7 key. Each time the
apostrophe occurs outside quotes, it will cause a new line to be selected. Take a

18 PRINT “Try this dut-it’'3a to
© g BaTy

2@

320 PRINT “"O.R., herg-=-","~but th
is s5ide is too tonpav

rd this sut-it’'s toog
an

—~but this side i

Fig. 2.7. Limitations of the comma - the printed phrases must be short enough to fit into
half the screen.

look at the program of Fig. 2.8. Line 1) contains two items to be printed, but the
three apostrophes between the PRINT items cause a couple of lines to be skipped
and left blank. In line 20, the instruction PRINT” causes three lines to be skipped
— note that this is three apostrophes, not a quote and apostrophe (”°) or an
apostrophe and a quote (). Finally, line 3¢ shows what happens when the
apostrophe signs are used within the quote mark. The items which are enclosed
between quotes are printed as shown, but all the marks like apostrophes, colons,
semicolons, and commas have quite different effects when they are not enclosed
between quotes. As we shall see, letters also have quite different effects when they
are not enclosed by quotes.
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i@ PRINT “tipe &"; " ";"Linps [}
2a PRINT "7 °

2@ PRINT "This is “apostrophe”

Line &

]

Line
This is “apoastiraphe’

Fig. 2.8. Using the apostrophe to print a blank line.

Multi-statement lines

If Spectrum is your first computer, the heading may not be of much interest, but if
you have graduated from the ZX81, then it should. Multi-statement lines mean
that one line number can be followed by several separate instructions. These still
need to be separated, but we can usea colon () as a separator rather than startinga
new line. Using the colon in this way lets us group a set of instructions together so
that they are easier to follow, and it also saves memory, because each time you
start a new line you need to use several units of memory (called byres). Each new
line uses up to 5 bytes of memory, but if we put several ‘statements’ (complete
instructions) on each line, the only ‘waste’ is the colon, which uses just one byte of
memory. Even with the size of memory you have in the Spectrum, you may need
to economise on memory now and again.

1@ PRINT TRR 12; "Exaxpis®”: PRI
NT:-"all afF this has been progranmn
med'": PRINTY ""intc a single tine”

Fig. 2.9. A multi-statement line - each part is separated from its neighbours by colons.

Figure 2.9 shows an example of a multi-statement line. The ‘statements’ are all
PRINT instructions and text. There are three sets of these statements in line 1¢)
and line 19 is all of the program! It looks unwieldy, but it can be useful. In later

chapters, you will see this used to place all the instructions for a program into one
single line.



Chapter Three
introducing Variables

We saw in Chapter 2 that we could carry out simple tasks of printing messages and
the results of arithmetic by usingthe PRINT instruction. As we used it, however, it
was rather elementary, and it needed a lot of typing. Take a look at Fig. 3.1 -it'sa

RINT “Donalag Smiih"
28 BRINT "Rirstie Smith
3@ FRINT “Gordon_Smith
i@ PRINT “Sarah Stith

Fig. 3.1. A program that prints names - the hard way! .

program that prints four names. As it stands, it requires the word SMITH to be
typed four times. This risks wearing out your fingers and making your thumb
numb, and the computer can tackle work like this in a much better way. Figure 3.2
shows how — we use a shorter ‘code name’ in place of SMITH, and wherever the
code name occurs, the computer will put in SMITH for us. The result is that we

LET s="3milth"

PRINT$”Snnat¢ TiEER
PRINT “Kirstie ;s
PEINT "Goacdon “; 5%
FRINT "Barabh "i53

L3 es
R b2l

Fig. 3.2. The easy way for name printing - a variable has been used to avoid repetition.

type SMITH only once — quite a saving if you are compiling a list of names.

The code that we have used is s$, pronounced ‘es-string’, and the dollar (or
string) sign is used to indicate that the quantity is not to be treated like a number.
The letter s is called a variable name, because we don’t have to use it only for
SMITH, we can use it for ROBERTSON, BROWN, JONES or anything else we
like. This type of code name (or variable) is a string variable name, and it must
consist of a single letter and the § sign. The letter can be lower or upper case — the
computer will take A$ as being the same as a$.

Looking now at line 1¢) in Fig. 3.2, the word LET performs what we call an
assignation. LET s§ = “SMITH” means ‘make s$ represent the word SMITH’,
and for as long as this program is in the computer, s$ will do just that, so that the
command PRINT s$, in or out of a program, will cause SMITH (no quote marks,
notice) to come up on the screen. We can alter this by clearing the program out,
using the NEW key followed by ENTER, by switching off and on again, or by
changing the assignation of s§ to something else. Try typing this extra line:

35 LET s$ = “PLINGE”
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When you have entered this, LIST, and you will find that the line has been slotted
into its correct place between 3¢ and 40 (now you know why we number lines in
tens). RUN this program, and you’ll see what I mean when I say that s§ has been
re-assigned in line 35.

We can assign a variable name to a number as well, using statements like LET a
= 14 or LET quantity = 56. There’s no dollar (string) sign added when the number
is just a number, but if we wanted to code the phrase 14 Acacia Avenue, then we
would need to use a string variable, LET a$ = “14 Acacia Avenue”, because there
is more than just a number here. We could, if we liked, use a string variable to code
a number — LET b$ = “14” — so why do we use different methods?

The answer is that numbers might be used in arithmetic. You can multiply 3 by
6, but you don’t multiply “14 Acacia Avenue” by “3 Pints, please”. We use simple
number variables for numbers on which we are going to use some form of
arithmetic or even, perish the thought, mathematics. We use string variables for
everything else. Number variable names, unlike string names, can consist of more
than one letter, and can also be in upper or lower case.

The reason for the difference is the way that the values assigned to these
variables are stored in the memory. When a string is stored, each character in the
string of letters or numbers is stored as a number code, using what is called ASCII
code (American Standard for the Coding and Interchange of Information). Figure
3.3 shows what these ASCII codes are for Spectrum — they start at 32, which is a
space, and end with 127, which is the copyright sign. This is an international code,
but most computers use some number codes differently, and no other computer,
for example, uses the copyright sign. Each character in a string means one code
number, one byte of memory used up. A number can also be stored in this way,
but there is a much more economical method available for storing numbers, which
has the advantage of making arithmetic easy. That’s why we use both methods,
and later on we’ll look at methods of converting one type of variable into another.

Input

So far, everything that we’ve typed into a program has been put there from the
start, as part of the program. This cramps the computer’s style, and to give you
more choice, there is a way of putting information into your program while it is

running. This is done by assigning a value to a variable name from the keyboard’

rather than by using LET. An example should make it clearer - type the lines of
Fig. 3.4 and RUN the program. line 1§ prints ‘What surname’ on the top part of
the screen. The words that you type, your input, appear on the bottom line, with
the familiar flashing L which appears when the computer is awaiting letters. You
can now type a name — but you don’t need any quote marks. The computer has
been warned by the instruction word INPUT that what you type will be assigned
to a variable, and since the variable is a string variable, s$ in this example, the
quotes are supplied by the computer. The word that you type is not actually
assigned to s$ until you press the ENTER key, so you have time for second
thoughts (or third, or fourth). When you press the ENTER key, the assignment is

Introducing Variables 29

1=] a8 B
53 ! ai @
e o 82 R
S8 QB
SE, &4 T
35 F 88 Uu
38 & S8 U
59 - 27 W
£ ¢ 2 &
4z = ap Z
435 + Q1
&4 . Q3
as - a3 2
AB . 94 7
a7 - as
i @ a6 F
a7z »
s@ 2 Q@ b
£1 3 Qg ¢
52 4 1900 o
g2 E i@l ¢
84 & ivs f
55 7 1e53 g
55 & 124 h
57 9 ies i
55 : 1@8
o 52 |
6 = 12 m
82 11@ n
. 111 ©
&4 @ 112 =
§5 8 113 5
1i4 r
&7 © 118 =
&8 D 118 t
69 E 117 u
il HE
< 1
= X 120 X
T4 J 123 =
78 R 123
8L iza }
\ 1 = S
8 N 128 2
79 0 127 @

Fig. 3.3. A list of ASCll codes as used in the Spectrum.

18 PRINT “idhal surnape?

22 INPUT =4%: CLS

3@ PRINT "Tam “,s85° "dimn “;s%""
dupne YisskTLauvrs Miss

Fig. 3.4. Using INPUT, which allows you to type something into the computer while a
program is running.

carried out, so that the name you have entered is coded as s$, and used in line 30 -
note the use of apostrophe marks to guide the printing, and the use of CLS(CLear
Screen) to make sure that the screen is not cluttered with the words ‘What
surname? when you print the names.
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Operating on number variables

Before we start to look at some of the remarkable things that we can do with string
variables, we need to spend some time with number variables. Very few programs
exist that do not make some use of number variables, and since arithmetic is one of
the important uses of these variables, we'll start with some arithmetic.

We've already met the five arithmetic signs, + — * / and ! in little pieces of
arithmetic in which only one of these actions was used at a time. An arithmetic
expression is a set of operations such as (3—2)*6/4, and it’s important to know
what the computer does with expressions like this. If you make any use of a
calculator, you may already know that entering an expression like 3-2%6/4 givesa
result which is not the same as the result of (3—2)*6/4. The reason is that machines
have to follow set rules, and the rules that most calculators and practically all
computers follow is called the rule of precedence. Operations, like addition,
division, multiplication and subtraction, are arranged in order of precedence,
meaning that some will be done before others. The order is one which has been
used for centuries, long before calculators were invented. It is MDAS -
multiplication and division are carried out before addition and subtraction. The
other one, raising to a power (sometimes called exponentiation) comes before
multiplication.

An expression like: 20 — 6*2 + 4 therefore gives 12 as its result. Multiplication is
done first, so 6*2 = 12. Addition and subtraction are then carried out: 20— 12+4
= 12. We can change the order by putting brackets round any part we particularly
want to be done first, so that if we wrote (20—6)*2+4, the result would be 32.
Why? Well, 20 — 6 is 14, 14*%2 = 28, and 28 + 4 = 32,

What makes the computer so useful, though, is that you don’t have to put actual
numbers into expressions at the time when you write the program. You can write
the program using variable names for the numbers, and then assign the variable
names to actual numbers using INPUT. Try the simple example in Fig. 3.5. A

1@ PRINT “"FB number P iRl52 ...

20 INPUT n: QLS

SE PRINT e The sgquare of Ying
*ois tint

Lhe PRINT crvthe sqguare oot of

anst is -'TABR 180 SR N

Fig. 3.5. Using a number variable in a square-and-square root program. Don't use
negative numbers - they have no real square root, and Spectrum refuses to calculate the
square root of a negative number!

number is asked for in line 1§}, and the INPUT in line 2 then assigns the variable
name n to whatever number you type when the program runs. Line 3¢ then prints
the square of this number, and line 4§) prints its square root, using SQR. To get the
SQR instruction, press both shifts and release, then press key H. SQR finds the
square root of a number, whether it is a number assigned to a variable name or just
a number, assuming that there is a square root. Negative numbers do not have real
square roots, so if the number that you enter in line 2§} is negative you will get an
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error message which reads ‘A Invalid Argument’. What this means is that the
number assigned to the variable is one that can’t be used by the SQR instruction
so that the computer can’t carry on. In Chapter 4 we'll see how you could alter thi;
program so as to avoid the error message, but for the moment, we’ll continue to
explore the INPUT instruction. Note, incidentally, in this program, that the words
between quotes are printed, but when a word is used as a variable name for a
number, then the number is printed.

As we've used it in line 20 of Fig. 3.5, the INPUT instruction has caused the
computer to stop and wait for you to type a number and press ENTER. You can
enter more than one item into a program by an INPUT instruction. Take a look at
Fig. 3.6. The request printed in line 1§ is for a distance in metres and centimetres.
When you reply (line 2§) you must type the number of metres, press ENTER, and
then type the number of centimetres (which will appear half-way along the bottom
linc) and then press ENTER again. Line 3)) then converts the length to centimetres
by multiplying the number of metres by 100 and adding the number of
centimetres, and then converts to feet by dividing by 30.48.

1@ PRINT “Tuype lengilh in pelrs
b=t and“'“cent:metres“

28 INPUT m.om: QLR

& LET f-m FIRQRICHY S2@. 48

4@ PRINT “that's ", r;" fegl"

Fig. 3.6. A conversion program - metres and cm to feet.

We don’t have to stick to number variables when we INPUT, either. Figure 3.7
shows an example of a program which allows you to enter your name, age and
year. Your name has to be assigned to a string variable — it can’t be stored like a
number, though age and year can. If you get it wrong and type your age first when
the program runs, the computer will assign your age to the variable name n$, but it

1@ RPRINT “Mampe and age.plesse—

a2a INPUT n$,age
3@ PRINT s ca8fd what year is

thisg?"”

48 INPUT uweac: OLE

5@ PRINT ’ient iRkt oo wouw
realize" "gau witltl he ;2888 -ye
Aar+age;” 1n the vear 2agTY

fig. 3.7. Using string and number variables in the same INPUT.

will not accept your name as an answer for the variable called ‘age’, because a
name is not a number, though a number can be stored as a string. If you try to
enter a string (a name or any combination of letters with digits) when a number is

requested, then the computer will refuse to accept the input by printing an error
message like:

2 Variable not found 2¢:1
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meaning that this is a type 2 fault (wrong type of variable) in line 20, part 1. The
computer tries to help you by showing quotes when it expects a name to be input,
but not when a number is expected.

Now look at another twist to the INPUT instruction. You can use INPUT to do
the action of PRINT along with its own action, putting a message to be printed
between quotes just as you would in a PRINT instruction. Figure 3.8 shows an

18 PRINT THE & "MULTIFLICATION
20 INPUT "..H8 nuskbar_ . pLs;

(31

(%Y

—_ y

l.lJ

14

=

B
3P INPUT “..anc anothar,.piuase
~" . h
A48 CLS . PFRINT “Ths product 5
i adk

Fig. 3.8. Typing messages as part of the INPUT instruction.

example in which you are asked to enter two numbers. The messages in lines 20
and 30 are part of the INPUT instructions, separated from the variable names (a
and b) by the quotes and the comma. You can have several of these messages and
variable names in one INPUT line, as Fig. 3.9 shows. There is another variation of

iR IWNeUT ‘955359 igas iheﬂgagf
LdFs T rdatetidate;r T Tand monin .
;$am BPRIMNT "d5%; Hrodate;t UiMs

Fig. 3.9. Mixing messages and variable names.

INPUT which uses INPUT LINE, and which will not show quote marks for a

string input, but you don’t need to worry about this one at the moment. An
example is shown in Fig, 3.10.

18 PRINT YPiLe
n page”

20 INPUT LINE i

3B PRINT "“"The i

42 PRINT TRR .Lé‘:

Fig. 3.710. Using the INPUT LINE instruction.

String slicing

It sounds like something you do with beans, but it’s a lot more useful. String slicing
means selecting part of a string to use for some other purpose, and the selection is
done by counting the letters of the string, starting with the first one as you might
expect.

Take a look at the example in Fig. 3.11. It's simple enough - it asks for your
name, and then presents you with some letters selected from the name. The
important thing to understand is how these letters have been selected. A single
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AEd INPUT "Yaur name,.plesse' ;NS

2 PRINT “""The rFirstl tetresr 3
=i NgL X

ag PRINT “""The second tetler
18 -"iNKI2)

4B PRINT " ““"The rFirstl three e
tters are-"";MNs{l1 TOQ 3J}

Fig. 3.11. Slicing a string.

letter is selected by using a single number inside the brackets, and the number has
to be the position number of the letter in the string, 1 for thefirst, 2 for the second,
and so on. To select more than one letter we need a start number and a finish
number, with the instruction word TO (on the F key) placed between them. The
instruction N§ (1 TO 3) meansselect letters 1, 2, and 3 from N$ ; N$ (1 TO 5) would
mean selecting letters | to 5 inclusive, and so on. If you miss out the first number
(as in N$(TOS)), the computer will take it that the first number is I if you miss out
the second number, the computer will take it that you want to go to the end of the
string.

18 INEWUT “Please tupe a five-iL
2LI8y wWaAreV NS

28 CLs . PRINT TRB 15, Nﬁ(ol‘

g% gRINT THEE 14.N${2 TO 43

RINT TAB 13 N$

Fig. 3.12. String slicing as a decorative art!

Figure 3.12 shows another example of string slicing in action. At this stage,
however, it’s not so easy to show how useful these actions are, because you don’t
know enough about BASIC yet to follow what is going on in a program that
makes a lot of use of string slicing, but you should be able to see how it can be used
in a variety of tasks. Picking out words with the same initial letter, for example, is
easy, as is finding a name in a list. Not-quite-so-easy tasks include finding if one
word is included inside another, or how many letter ‘es’ are used in all the words of
a text, and there are countless other examples, some of which we shall use as we

continue in this book. It’s also possible to put new letters into a word by using the
slicing commands!

Other string actions

Slicing is just one of the actions that can be carried out on a string variable, and
which can’t be carried out on a number variable. LEN is one of the instruction
words for these actions which are often called ‘string functions’. A string function
is an instruction word that needs a string or string variable name (called the
‘argument’) to work on, Take a look at Fig. 3.13, which shows how LEN can be
used. It’s particularly useful when you want to slice a string but you don’t know the
length of the string, and we’ll be looking at that type of situation later on.
Having sorted out LEN, we can look now at some other string functions. VAL



34 The Complete Spectrum
18 IMPUT “Eilsase tupe a word’g

2

$=’¥:’ LET smg="S1tring funcition”

3@ CLS : PRINT n%; o has TLLEN
pEs Y letiais™

LB PRINT “..and T.mnsl" has ik

= mﬁ;” characters.”
S8 P INT “ERapenbker that 2ach <
E} s vrountaed inciuding

Fig. 3.13. Using LEN to find the length of a string.

is a particularly useful one, because it can extract a number from a string. On some
computers, VAL will extract a number from a string that contains a number
preceding some other character, but it doesn’t work that way on Spectrum. The
string must consist of just a number or of some arithmetical expression which will
result in a number, like 4 + 2.6 or 2.7 * 1.4. Figure 3.14 shows some of the things

10 LET agp="24°7

2H LET bs=""1.88"+"3"+"2.84"
SR PRINT a=Z.b%

48 PRINT WAL a3,.URAL b3

ZE RPRINT URL ans+ld

Fig. 3.14. Joining strings and using VAL.

you can do. To start with, line 2¢ uses the + sign between sets of strings. When the
result, which is b$, is printed in line 3@, you can see that the strings have been run
together. This is a special string action called concatenation, that is carried out
when the -+ sign is placed between two or more strings, and its action is nothing
like the action of + for two numbers. Typing PRINT 24 + 32, for example, gives
56, but typing PRINT “24"+32” gives the answer 2432. Once again, strings are
not treated like numbers. The use of VAL, however, will convert a string which
consists of digits or an expression, into a number, as lines 40 and 5@ of Fig. 3.14
shows. You could also use a number variable to ‘catch’ the number that VAL
extracts from the string by having a line like:

35 LET n = VAL a$

and you could then use n as a number variable - its value in our example would be
24, What you can NEVER do, however, is to mix strings and numbers.
Because of these differences — we can perform arithmetic with number variables
and operations like slicing with string variables - VAL is useful for converting a
string which consists of digits back into number form, and there’s an opposite
action which is carried out by using the instruction word STR$. STRS will convert
a number into string form, so that you can slice it (very useful for removing
unwanted numbers after the decimal point, for example), and do ali the things that
you can do with strings. Figure 3.15 shows an example which can be useful - it
rounds off a number by converting it to a string and slicing it. Line 4¢ then shows
another way, however, which does not make use of string slicing. It multiplies the
number by 100, takes the whole number part of the result, and then divides by 100
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1@ LET cx=R7TiRs 2.7814

28 CL3 ¢ PRINT ohl TO 42
D8 LET n=2.7814

R PRINT {(INT {(nsi@R) ) 1828

Fig. 3.15. Rounding off a number in two different ways.

again. Remember when you disentangle this one that whatever is innermost in
brackets is done first. The instruction INT means rake the integer part, cutting off
the fractional part following the point. This is as near as we get to a slicing action
for numbers.

CODE and CHR$

CODE and CHRS$ are another two related instructions which have opposite
actions. Each character in a string is stored in the form of a number code, its
ASCII code number. CODE is used to find what the ASCII code is for the first
letter in a string. CHRS$ does the opposite — it gives the letter equivalent of a
number if there is such a number in the ASCII code. The example of Fig. 3.16

1@ LET ag="Sinctair®
B PRINT CODE as$
2@ PRINT CHR& &5
Aim PRINT CHRS 158

Fig. 3.16. Using CODE and CHR$.

shows both CODE and CHRS in action. In line 2¢), what is printed is the ASCII
code for S, since this is the first letter of Sinclair. If a$ had been blank, the number
printed in line 20 would be zero — we talk about a function rerurning with
something so that we could say that the CODE function would return with a zero
for a blank string. The instruction word CODE is also used in a different way
along with LOAD and SAVE, but we’re not concerned with that at the moment.
In line 3@, the character corresponding to ASCII 68 is printed (it’s D), and in line
40, the character corresponding to code number 138 is printed. ASCII character
codes go up as far as 127 only, and anything beyond this is used in different ways
by different computers. As it happens, 138 is one of the codes for the graphics
characters of Spectrum. CODE, incidentally, as we have used it here, is the
equivalent of the ASCII instruction which is used in other computers.

Comparing strings

We saw earlier that we can join (concatenate) strings by using the + sign. Some of
the other mathematical signs can also be used to compare strings, in particular the
equality and inequality signs. As far as strings are concerned, the equality sign
means ‘identical to’, not just equivalent to. You can write the number 100 as 100,
for example or as 1E2 (1 X 102), and the computer correctly accepts these as being
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the same. It will not accept that WORD is the same as word or Word, however,
because of the difference between the ASCII codes for upper case and for lower
case letters. W has the ASCII code of 87, w has the ASCII code of 119, so the two
are not identical. When the computer compares strings, it compares character by
character, using the ASCII codes. If the first characters are equal, then the second
characters are compared and so on until a difference is found or complete identity
checked. The mathematical signs > (greater than) and < (less than) apply also to
the ASCII codes. The letter w is taken as being greater than the letter W, because
its ASCII code is greater; the letter A is less than M because its ASCII code is
smaller. When complete words are compared, the computer will check character
by character just as it does when checking for equality.

These signs can be combined, so that <= means less than or equal to, and >=
means greater than or equal to, and <> means not equal to. Each combination of
these signs is found on a separate key of Spectrum, so that you don’t have to type
them separately.

How do we use these equalities and inequalities? Next chapter, please!

Chapter Four
Loops, Repetitions and
Arrays

So far, we have looked at the type of program that is called linear. A linear
program has a start, does something once, and then stops. A linear program is
simple and easy to follow, but the main advantages of using a computer start to
appear when we make programs follow different paths for different cases and
repeat steps. In this chapter, and from now on, you will see the printed programs
using upper case only for instruction words (which you don’t need to type) — the
words and letters that you need to type will be in lower case, or in a mixture of
upper and lower case. We shall also look at how programs are ended - a simple
linear program ends when there are no more lines to carry out, but this may not be
true of the types of program that occur in this chapter.

A program that can carry out different steps for different cases is called a
branching program, and Fig. 4.1 shows an example. You are asked a question to

1@ CLS : PRINT “Is uyour name &

Wwith?" R
26 INPUT “ignswer 4 OFr N.PpTess

NTER)Y ™. a LS
ES@ IF $$“u“ THEN GO TO 56

4@ PF\'INT AT 1@.i:vWell . g2 can’
t all ks Smaths.““ CO TO 2ae3g

S50 F:‘RINT AT 1&,.3%;"That’'s fubny
=X Rnow 1m=b;du“‘“*f that name.

Fig. 4.1. A branching program - line 3¢ decides what line will be performed next.

which you are supposed to give a reply y (yes) or n (no) by typing the letter,
followed by pressing the ENTER key. Your reply is allocated to the variable a8,
and in line 30, a$ is tested to see if it is “y”. If it is, the last part of line 3¢) will cause
the computer to jump to line 50, ignorlnghne 4. This is one of the few examples in
which a computer carries out instructions which are nort in strict line order. If a§ is
“n”, or anything which is NOT “y”, then line 4§ is carried out, and since line 4
ends with GOTO 9999, line 5@ can’t possibly be carried out. When you type
GOTO followed by the number of a line that does not exist, the computer will stop
at that point — the reason for using 9999 is that it is the highest line number that
Spectrum can use, so it’s not likely to be an actual line number. Some computers
have the instruction word END; Spectrum does not.

By using the IF test, then, the computer can distinguish between two answers
and act on them in different ways. Notice how the test is formed — it starts with IF,
and this is followed by the test of equality or inequality, and then by what has to be
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done when the test succeeds THEN GOTO 5). Notice, incidentally, that line 5¢ is

LT L

used only for a “y” answer, line 40 will be carried out for any other answer.
Figure 4.2 takes a different example. You are asked to type a number, which is
then allocated to the variable name n. In line 20}, the test is made using n/2 =

g@nINpu‘T “Tupe & nunber. . please

‘2B IF ns2=INT (ns2) THEN PRINT
igﬁ" i an evan numbker.": GO TO

B[E PRINT npo" i3 an odd numbeir.
" GO TO 1@

Fig. 4.2. Odd or even program - line 20 decides the difference.

INT(n/2), which succeeds (is true) only if n is an even number - note that the
brackets are essential. If n is odd, like 5, then n/2 contains a fraction (2.5 if n is ),
and INT will remove this fraction. In our example, this would give 2.5 = 2, which
is not true, so that the test fails for odd numbers, There’s a sting in the tail (or in
two tails), because after each printout, odd or even, the instruction GOTO 1§
sends the program back to line 1§} to request another number. This is an example
of a loop, a piece of program that repeats, and in this case the loop is endless; as
long as you like to keep typing numbers, the computer will test them and report to
you whether they are odd or even. To break this particular loop, you have to type a
letter (NOT a digit) and ENTER it. Normally, loops can be broken by pressing
CAPS SHIFT along with SPACE (BREAK), but this method does not work
when you try to break at an INPUT.

The advantage of using a loop is that it saves an immense number of program
lines, since the same lines can be used over and over again. The disadvantage is
that loops can be endless, so that when we put a loop into a program we must think
in advance how we are going to stop it. We can either design it to loop for a
specified number of times, or to stop when some specified input is received, and
both of these methods are used extensively in BASIC programs.

Taking the second type first, look at the example in Fig. 4.3, which contains a

18 CLS ¢ PRINT TRR a;“numulati

%a Tatal™ " " LET n=1:. LET tote
.20 PRINT "Enter a number when
instrucied” ""and press ENTER., Th
& computer” " "witltl add the numbsr
3 and print a“""toelal untilt vou
enter a &a.,"»

3G INPUT I“NMNo.";ns" " item

48 LET totatl=taotalrilen LET &3
=Q+%: PRINT "tolal s far is "; 1
01La

BR IF item< 28 THEN PRINT "next
- GG TD '\3@

& PRINT “end 0F entries."

Fig. 4.3. Keeping a running total. Using a name like ‘total’ for a number variable reminds
you of how this name is being used.
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number of new items for your attention. The program accepts numbers, and keeps
a running total, adding each number to the previous total. It stops only when a §) is
entered, and unlike most of our previous programs, it requires some planning.
Since an input from the keyboard needs to be prompted with some reminder (the
flashing cursor isn’t enough), the number of the item is printed, and since we want
to start with Item 1, a variable n is set to the value of 1 in line 1§. We also want to
start with a total of zero, so the variable called ‘total’ (a number variable can be of a
number of letters, remember) is set to zero, also in line 1¢. These actions in line 1)
are called ‘initialising variables’, and they are very important when we start to deal
with longer and more complicated programs, because we must be sure what values
variables have when the program starts.

Line 2 contains instructions. Every program needs some instructions - even if
you wrote the program you may have forgotten how to use it when you come to
run it again. Note that all of the instructions are in one program line with the
apostrophe used to force the printing to move to the next line. This is a special
feature of Spectrum, and it makes it possible to design very neat printed lines with
very little effort — just make sure that the end of a line does not extend further along
the screen than the start of the last line (at a quote mark).

Line 3¢ asks for an input, and it’s here that we encounter a new variation on
INPUT that is unique to Spectrum. By putting “No.”;n within brackets, we force
the program to print out No. followed by the value that n has at that instant, which
will be 1 on the first time round. If we omitted the brackets, the computer would
take 11 in place of item as the name of the variable which was to be used to store the
number. By using the brackets, the value of n is printed, and the variable name that
is used for the number you enter is item, as intended. Note the space after n, so that
the number which you type is not placed right up against the value of n.

In line 40, a new total is made from the previous total plus the new item. On the
first time round, the variable roral started with the value §, so that the new value of
total is now the same as the value of the variable ifem, the number that you typed.
The use of the equality sign here is a bit misleading. It really means ‘becomes’ when
used in this way — the new rotal becomes the value of the old roral plus the value of
item, and this is where the cumulative part comes in. There is a similar use of = in
the next part of line 40, where we have n = n+ 1. In this case, it simply means that
the number allocated to n is increased by [ - the new value of n equals the previous
value + I. The last part of line 40} prints the value of the variable foral so far, and
we're ready for the test in line 5. If the item which was entered is NOT zero (tested
by item <>f)), then the program loops back to line 3¢, with the word next being
printed as a reminder. Each time the loop is used (on each pass through the loop,
as we say), the value of the counter n is increased by 1, and the value which has
been entered for the variable irern is added in to the variable toral and printed.
When a § is entered, the program stops at line 6§. Note, incidentally, that if we
wanted to use some number other than @ (like 999) to stop the program, we would
have to test for the number before it was added to the total. You might like to
consider how the program could be changed to do this.
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Feeding a loop

When a program contains a loop, it has to be because there is some reason for
repeating a set of lines. One very good reason is the use of a pair of instructions
which are found on many computers but which will be new to former ZX80 and
ZX81 owners, They are READ and DATA. The READ instruction causes the
computer to take an item from a list. These list items are indicated by the word
DATA, so that the computer ignores any line which starts with DATA until it
comes to the READ instruction. The items in the DATA line, which are separated
by commas, are taken one by one in sequence, and if there is more than one line of
DATA, the lines are also taken in order. If you attempt to read more items than
you actually have as DATA, then the computer will stop with the message ‘Out of
Data’ displayed.

Figure 4.4 shows this useful set of instructions at work, and it also introduces

13 CLE : PRINT TAEB 10:"Moanth-Ff
indegr™ v LET =@

S0 INPUT "Piegase tupa the numb
gr of th2 month.. “in: LET n=INT

n

2@ IF nr»lE OR n<<l THEN PRINT 7
Silly - g€ry again“y: GO TO 26

AR LET Jg=i0+1: RBRERD mE: IF g
THEN G0 TO 46

§9 PRgNﬁ “MOonth numbsar i

& TREI Y.

8@ DETA “January.“"Fabruaryg“,"v
March . ."8pri Ll "Mau®y ., "Jduna>, YJdul
U L vRugus i "Septenbkert " October
"sUNovenbert Decemnber®

s

Fig. 4.4. Using READ...DATA in a month/number program.

some points of programming that we haven’t met so far. The aim of the program is
to print the name of a month when its number (1 to 12)is typed in at line 2. What
you have to watch in any program of this type is what can happen when any user
(which might not be you!) types a ridiculous number, like 2.6, or—16, or 23. At the
end of line 20, the problem of fractions is dealt with by the statement LET n= INT
n, which makes the new value of n equal to the whole number part of its previous
value, so that 2.6 would become 2. Line 3¢ then sorts out other silly inputs,
numbers greater than 12 or less than | (negative). If such numbers are used, a
message will be printed, and the program returns to line 2¢} for another attempt. If
the number is reasonable, then line 40 is the next one used. The first step, LET j =]
+ 1, bumps up the value of the counter j by | (from§ to I first time round), and the
READ instruction makes m$ equal to a month name — January on the first time
round. Note that you need quotes around the words in the data list because they
are going to be assigned to a string variable - some computers do not need quotes.
Spectrum needs quotes for the items that are to be assigned to string variables, but
not for items that will be assigned to number variables.

The third part of line 4¢) then compares the value of j with the value of n, and if
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they are equal, the rest of line 49 will be ignored and in line 50 the message is
printed with the name of the month. If the value of n was not equal to the value ofj,
however, the computer makes line 40 repeat, bumping up the value of j and
comparing again. This continues until a match is found. By ensuring that the
number which is entered lies between [ and 12, we can be certain that the numbers
will eventually match, so we don’t need any further tests to end the loop.

These tests of the number entered in line 2(2) are essential to the program, and are
called ‘mugtraps’ — from now on we shall have to pay more attention to such traps,
which help to make programs easier to use, though more difficult to design.
Incidentally, be very careful when you put in the word READ as you are
programming - it's obtained using the A key, which also carries the NEW
instruction. If you forget to press the shifts before hitting the A key, you may get
NEW, whose effect is to wipe the program from memory!

The loops we have looked at so far depend on the use of GOTO, which is one of
the least satisfactory instructions in BASIC. Like whisky, GOTO is useful at times,
but causes problems when used in excess. A program written with a lot of GOTOs,
especially when they refer to lines that are spaced far away in the program, is
difficult to understand, difficult to work on, and can often suffer from strange
faults which are difficult to trace. Because of this, other ways of forming loops and
ending them are important, and the one that is used on Spectrum is the FOR ...
TO ... NEXT loop.

FOR ... TO ... NEXT is a set of instructions which will cause a loop to be
carried out for a fixed number of times. This number can be placed following the
TO, ora number variable can be used. In addition, another number variable has to
be used to count the number of times that the loop operations are carried out, and
this variable name is placed between the FOR and the TO parts of the instruction.
For example, if you want to start counting at | and end with 6, you might use FOR
n=1TO 6; if you want to start with 5 and end with 10, you might use FOR n=35
TO 1§. You could also use instructions like FOR n =1 TO j or FOR n= 1 TO
LEN a$. '

Traditionally, we use letters j,k, and n for counter variable names, but you can
use whatever you like provided that you are not also using the same variable name
for something else. The count for the FOR ... TO ... NEXT loop will be in steps of
| unless you add another word, STEP with a number following it. You can, for
example, use FORn=1TO 9 STEP 2tocount 1,3,5,7,9, or FORn=8TO |
STEP —1 to count 8, 7, 6 ... down to [. At the end of the loop, after all the
instructions that are to be carried out in each pass through the loop, you have to
put NEXT n (or whatever variable name you used) to instruct the computer that
this is where the loop ends and returns for the next pass.

Now let’s take a look at a program in Fig. 4.5 that usesa FOR ... TO ... NEXT
loop, along with a new use of READ ... DATA and a few other tricks. It’s by far
the longest program that we have used for illustration so far, and it merits careful
study, because it illustrates a lot of useful ‘how-to-do-it’ tips. The aimis to print the
name of a day, given the input of aday number, [ to 7. As usual, lines 1() to 3¢) deal
with the input and test the number which is allocated to the variable name day for
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Fig. 4.5. READ...DATA extended by using RESTORE. The language is selected by
RESTOREing to different data lines.

silly values. Line 4 gives a new twist to our list, a choice of day name in three
languages. This is done by choosing the name from three separate lists, and the
neat method of choosing the list is something that is a feature of Spectrum. You
are asked to select the language by choosing a number between | and 3, and
advised NOT to use ENTER. The reason is that we've used a new instruction
INKEYS in place of boring old INPUT. INKEY#$ is a peculiar instruction — it is a
test for a key which happens to be pressed at the time when the instruction
INKEY$ is carried out. Now you would have to be very smart with your fingers to
catch it at the right instant, so INKEYS$ is always used in a loop, such as we have in
line 6¢). We assign another string variable, k$, equal to INKEY$, and if the string is
blank (equal to “”), as it would be if no key happens to be pressed, then the line
keeps repeating until a key is pressed. A minor detail here is that if we have just
pressed ENTER before the INKEY$ line, the test may detect the ENTER key. In
this program, we get around this by PAUSE 5¢, which makes the computer wait
for one second before carrying out the INKEY$ instruction. Later on, we'll look at
other solutions to this problem.

The value of the variable k§ then has to be tested — you might have pressed a
letter key or the wrong number — and this mugtrapping is done in line 7. Notice
that we have used VAL to convert the value of k$ into number form to carry out
the tests. Moving on, line 8§D contains another new instruction, RESTORE. It
means restore the list of DATA to the start, but Spectrum, unlike older designs of
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computers, allows you to restore to the start of any data line that you like to
choose by having a number or number variable following RESTORE. By using
RESTORE ll¢*n we restore to line 11§ if n = 1, to line 22¢ if n = 2, and to line
33() if n= 3; this is how we select the correct language list. From now on it’s plain
sailing over more familiar waters as we run through the list, counting the days until
we end up with the selected one. We can use the FOR j= | TO 7 loop here because
we know that there are only seven days in the week, even in other languages!
Wherever we know how many times a loop needs to be performed (the number
of passes through the loop), or we can instruct the computer to find this number,
then we can make use of the FOR ... TO ... NEXT loop. Instructing the computer
to find the number may sound unusual - it isn’t, and take a look at Fig. 4.6 to see
what I mean. By this stage you should be able to follow what’s going on in lines 1)
to 3¢). The name of the day is typed in English - perhaps we should have reminded
the user that the day name should start with a capital letter? The FOR ... TO ...
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Fig. 4.6. A translation program that uses a FOR...NEXT loop to find a number.

NEXT loop in line 3¢) then runs through the list of English names looking for one
that matches what you have typed. If no match can be found - and remember that
Monday does not match MONDAY or monday - then the computer prints a
message and asks you to try again. If a match is found, the counting of the loop is
interrupted at some value of variable n which represents the number of places
along the list of days at which the correct day was found. Inline 49, the RESTORE
200 then shifts to the start of the German list, and the new loop uses n as its limit,
so that n items will be read. Each of them is assigned to the string variable name g§,
but each is replaced by the next until all n items have been read and the loop stops.
‘Ihe word which is now stored as g$ will be the word as many places along the
German list as the day which you typed was along the English list, and it’s printed
in line 5.

One point here: This and the previous example contain FOR ... TO ... NEXT
loops which have not been allowed to finish. Some computers do not allow this,
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but Spectrum does, and it makes this type of program very much easier to carry
out.

Arrays

We've seen how we can READ items into the computer with the READ ...
DATA pair of instructions. So far, though, we haven’t been able to use more than
one item at a time. When we use a loop which contains a line such as:

50 READ m$

then each time the loop is performed, a new value for m$ is assigned. This is not
always what we want, and we often need to be able to get hold of any one item
from a list without having to read through the whole list. The trouble here is that
each item needs a different variable name, and if we have to assign a different
variable name for each we can’t use a loop; we have to program it as:

READ a$: READ b$: READ c$

and so on.

An array is a way round this difficulty. An array is a numbered list which uses
the same variable letter (one letter only) for its name, but allocates a different
reference number (called a subscripr) to each one so as to separate the items, What
makes it so useful is that the computer can use a number variable as the subscript
number. If we have items a$(1), a$(2), a$(3) ... (read as a-string-of-1, a-string-of-2,
a-string-of-3 ...), then we can use a$(n) to represent any of them, whichever one
corresponds to the value of variable n. When we assign a value to n, we can select
an item, so that if n = 1, then we can print (or otherwise use) a$(1), and so on.

Before we look at an example, though, we have to consider some planning.
Some computers will accept arrays with very little preparation, some with just a
little more thought. The Spectrum needs a little more thought. You have to
instruct the computer to lay aside some of its memory for the array before you
start entering items into the array, and this is done in the program by using the
instruction word DIM (no, it's not the opposite of bright!). DIM means
DIMension, and for an array of strings it has to be followed by fwo numbers in
‘brackets, separated by a comma. The first number is the number of items in the
array, the second number is the maximum number of characters that will be used
in any item. If your items are Horse, Cow, Pig, Hen, Dove, Dog, Cat, Goat, then
you have 8 items, of which none has more than 5 characters (Horse is the longest)
and you would type:

5 DIM a$(8, 5)

to prepare storage space for an array called a$(). If you don’t do this, you will get
the error message ‘Variable not found’ when you try to run your program.

Take a simple example in Fig. 4.7. We’re using the list of animals that we
mentioned above, so that the DIM instruction in line 10 is DIM a$(8,5) -
preparing for eight items of no more than 5 characters each. When the item
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Fig. 4.7. Using an array to store animal names.

contains fewer than 5 characters, the computer will make its length up to five with
blanks so as to ensure that each item has the same length,

The rest of line [ then reads an item from the list and assigns it to an array
number — the loop starts with n= 1, so that item [ is read from the DATA list and
assigned to a$(1), item 2 is read when n= 2, and so on. We don’t do much with all
this - yet. Line 4§ picks a whole number value for n. It has to be a whole number
and positive, because an array can’t use items like a$(1.5) or a$(—6), and it
introduces a new instruction, RND. RND causes a number to be generated by the
computer, and the value of this number will be fairly unpredictable, like the
number you get by throwing dice. It’s almost a random number, hence the name
RND for the instruction. By itself, RND produces a number which is a positive
fraction, ranging from just over zero to just less than I. If we multiply this number
by eight, we will get values that range from around zero (because eight times
almost-zero is still almost zero!) to just less than 8. INT then chops off the
fractional part, giving numbers which range between ) and 7. Add 1 to this, and we
have a set of numbers ranging at random between [ and 8, just what we need to
select one of our animals. Line 50 then keeps the computer testing the keyboard,
waiting for you to press a key, and when you do so, the animal name which has
been selected by the randomly picked number is printed. We haven’t done any
more to the program, but it could just be the start of something!

A string array need not be filled by using READ ... DATA, of course, it could
equally well be filled by using INPUT. A loop which starts:

FOR n =1 TO 5§
and contains:
INPUT a$(n): NEXT n

will fill values into a string array, but you will have to dimension correctly and add
your own mugtraps. If you have dimensioned your string by using DIM a$(50,
10); for example, meaning that you will use 50 items of not more than 10
characters each, it’s only too easy when INPUT is used to slip in a name which has
I 1 or more characters. When you use READ ... DATA you have to typein all the
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names, and it’s easy to see if one is going to be too long. When INPUT is used, you
can only check with the help of LEN by using something like:

IF LEN a$(n) > 1¢ THEN PRINT “Name too long - please try again”:
GOTO

with the GOTO taking you back to the INPUT without altering the value of n.
This way you can catch the error and sort it out before any problems are caused.

Number arrays

A number array is easier to arrange than a string array, because the computer
takes the same amount of memory space to store any number. You will still have
to use DIM, but with only one number, the number of items in the array. As usual,
an illustration helps, and it also shows a detail of programming that we have not
used before, a loop inside a loop, or a ‘nested’ loop as it is called.

Figure 4.8 is a program which prints multiplication tables (the things they used
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Fig. 4.8. A name-and-number program with several new features.

to get kids to learn in the days when they wanted them to leave the school able to
count). The program will print a set of up to ten tables for whatever numbers you
like to enter. The number of tables has to be entered in line 3() so that the array can
be correctly dimensioned and the FOR ... TO... NEXT loop set up. If you enter 8,
for example, the computer will prepare to print 8 sets of tables. There is a mugtrap
for fractions and another one which refuses to accept negative numbers or
numbers greater than 1§, You can {ix your own limits, obviously, by altering the
number in line 3¢ from 10 to whatever you want.

Once this is fixed, the array is dimensioned. The numbers for which you want
tables are going to be held in an array k(n), so this is dimensioned, and a loop FOR
J= I TO nset up, because you want nsets of tables. The last part of line 6() is a new
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piece of programming, though, a loop within the main loop. We’re going to take
each value of j and multiply it by numbers [ to 12 (yes, I'mold fashioned, why stop
at 107). The loop that starts with:

FOR p= 1 TO 12

will see to this set of numbers, and the multiplication is done in line 7. It will start
with the first of the values that you typed in line 3¢, and multiply by 1,2,3...upto
12. The ‘NEXTYp’ step in line 8() ensures that this loop is completed, because when
any loop is started inside another loop, the inner loop must be completed with its
NEXT before the outer (first) loop is completed with its NEXT. This is where the
word ‘nesting’ comes from — a loop is completely surrounded by another as a nest
surrounds the bird. Poetic, these computer people, aren’t they?

We then have to arrange to hold everything. There would be little point in
printing one table on top of another so fast that you couldn’t read them. The
computer normally guards against this by printing ‘scroll?” when the screen is full
and stopping until you answer with y (to move on) or n (to stop), but if we rely on
this it’s most likely that the screen will fill up with only part of one table printed.
What we can do about it is to put in our own waiting command in the form of line
9¢. When a key is pressed, the next selected number has its table printed out and at
the end of the list you are informed by line 11§ that there will be no more tables.

Now just to round it off, take a look at Fig. 4.9. It’s a name and phone number
program, and it makes use of a string array to hold both the name and the number.
Many computers will object if you type a name, then a comma, and a number and
enter this as a string, but Spectrum doesn’t object, so you can type:

Smith, D, $244 51716

and INPUT this quite happily as long as the total number of characters in the
string does not exceed 30 (Why 307). You have to type the surname first, with a
capital letter so that the recognition part of the program works correctly, and the
program starts off with a query on the number of items so that dimensioning can
be done.

As for the rest - for most of it you will recognise the steps, but you might like to
note how we check for capital letters in line 20@) by the fact that they have ASCII
codes between 65 and 99, and how we select the last four characters of a string for
the number selection. This is done in lines 32¢) and 325. Normally, you would find
the last four characters of a string variable by finding its length, subtracting four,
and then using this in a slicing instruction like a§(LEN a$ —4 TO). When we use
string arrays rather than plain string variables, though, each item in an array is
padded out with blanks to the dimensioned length - in this example, each string
will be 30 characters long, and the last four characters will very often be blanks.
The loop in line 32 counts the number of these blanks by setting out to count for
as long as the character it slices from the end is a blank. The value of x when line
320 is finished is the number of characters in the real string, with all blanks
ignored. This number is then used in line 325 to assign a new string, equal to the
string array value with no blanks. Finally we slice this to find the last four
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characters. Take a long close look at this procedure, because it’s a very useful
technique to use on the Spectrum, and one which you may very well want to use in
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Fig. 4.9. The name and phone number program,

your own programs.
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Note that this program is useful only for as long as you have the computer
switched on. When you switch it off, you lose the stored strings, so that we shall
have to consider in the next chapter how we can save such information on a
cassette for later use. For saving to Microdrive, see Chapter 23.



Chapter Five
Handling Data

Once we start to use arrays of strings and numbers, we are dealing with what is
called data processing - meaning that the computer is working with lots of
information. The data part of it is just whatever the computer is fed with, names,
dates, phone numbers, football results, and so on. The processing is what the
computer can be instructed to do with the information, like sorting it into order,
picking out names starting with a selected letter, looking for a given number,
adding salaries, deducting tax, calculating odds, and all the rest. Serious data
processing needs a fairly large memory size and some way of sorting the data
outside the computer, like cassettes or the Microdrive, and Spectrum, even in its
minimum size, fits the bill for a lot of household data processing requirements.
The 48K Spectrum with Microdrives would carry out data processing for a small
business. This is a real computer, not one of these glorified games machines witha
tiny memory that needs expensive cartridges added to make it work.

A lot of data processing programs make use of a ‘menu’, a set of choices from
which you have to pick one item at a time to use. The program of Fig. 4.9 had such
a menu, and we saw there how we could use the number that was typed in reply to
the list of options to go to the correct line of the program, by using GOTO s* 10§.
The trouble with using GOTO in this way is that we have to remember which line
to return to and a more useful way of selecting a set of lines is the use of GOSUB,
short for GO TO SUBROUTINE. A subroutine is a piece of program that may
have to be performed more than once in the course of a main program, and which
is set into action (or ‘called’) by the instruction GOSUB followed by the line
number at which the subroutine starts. The instruction GOSUB 1009, for
example, will call a subroutine whose first line is 1999, and the lines from 190§
onwards will then be carried out until a line containing RETURN is found. When
the computer finds RETURN, it will go back to the instruction that follows the
GOSUB 10¢@ which started the subroutine off. If you see GOSUB 1§0§ several
times in the course of a program, then the RETURN will always be to the
instruction following the correct GOSUB 100§ - the computer keeps a note of
which one has been used. A special piece of memory, called the stack, is used for
this purpose.

Subroutines are useful because:

(1) They can be called from any part of your program, and will return to the
correct place,
(2) one subroutine can call another,
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(3) they save having to type the same instructions several times,

(4) they can greatly assist in planning a program - more of that in the next
chapter.

A menu should therefore preferably be followed by a line which uses something
like GOSUB 1#@@*s, so that a different subroutine is called up for each different
value of s, It makes using the program easier if the menu selection number, stored
as variable s in our example, is entered by means of INKEY$ rather than by using
INPUT, because INPUT requires the use of the ENTER key, whereas INKEYS$
needs only the number key pressed. Remember, though, that INKEYS returns
with a string and it will have to be converted to number form by using VAL before
being used to select the GOSUB. The sort of programming used for this is shown
in Fig. 5.1. We've assumed a range of 1 to 9 - most menus will have a smaller list of
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1000 PRINT “i@@@": RETURN : REM

t
2208 PRINT "2888" . RETURN . REM
t

Fig. 5.1. A menu which selects subroutines.

choices, but if more than 9 choices are to be used, then INKEYS$ is not so useful
because it detects one key only — vou can’t enter 10 with the piece of program
shown in Fig. 5.1. Your alternatives are then to use INPUT, or to split up the
choice into two menus, each with 9 (or fewer) choices. Note, by the way, that line
11§ in Fig. 5.1 also tests for a§ = CHR$(13). This tests for the ENTER key, whose
code is 13, being pressed, because it's possible that you might still have your finger
on the ENTER key after typing RUN and pressing ENTER when the INKEY$

piece of program is used. Testing for this will avoid the program making a false
selection if this key is pressed.

Data filing

Any program that works with more than a fistful of data needs some way of
storing the data when the computer is not switched on. Even the shortest computer
list of names and phone numbers is rather pointless if it has to be typed in again
each time the program is used. so that storing data on cassettes or disks, called
‘data filing’ is an essential part of any data processing system.

Now by this time, you should have a reasonably clear idea about how we can
create a file of items by entering them into an array, string or number, but so far we
haven't looked at how these can be saved on tape. This process was not available
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on the ZX80 or ZX81, so that Spectrum owners who have graduated from these
machines will find that this is new work. If, on the other hand, you have never
owned a computer before, it will certainly be new wor'k', and if you have grad‘uated
from another type of computer or have given up waiting fo.r.one frpm the ‘other
channel’ then you may know about data filing but not how it is carried out on the
Spectrum. N )

One point that will be familiar to ZX users but not to other readers, is that when
you RUN a Spectrum program and then SAVE it, you also save the v:.alues of the
variables that are used. If you save a program in which the variable z is allocat.ed
the value 22 and b$ is allocated to “Name”, then these values are saved along »ylth
the program when you carry out SAVE “Index”, for example. When you switch
on again and type LOAD “Index”, then play the tape, your program loads (you
DID remember about that EAR plug, I hope?) and the values of variables are also
loaded, so that if you type PRINT zb$, you will get the values 22 and Name
printed. Using RUN will clear these values, but if you start your program by using
GOTO line number instead of RUN, the program will make use of the‘values', You
can also save a program so that it starts on a specified line - the details are in the
manual - which is useful if you want to be able to stop a game half-way through
and then take it up again where you left off. It’s rather more advanced
programming than we want to look at in this section, though. .

We need more than this variable saving facility for data-processing (DP)
activities, however, because most DP programs will make use of arrays of strings
and/or numbers, and we will want to create these strings, save them on tape,
replay them from tape, correct them, add to them, delete items and so on. Ip
addition, if we have a program that creates a file, we may very often find that this
file provides useful information for another program. A file created by a program
which has an input of names, addresses and telephone numbers could also be used
by a program which prints messages for Christmas cards, and addresses the
envelopes - the ZX Printer sheets can be cut and glued to cards and envelopes, and
it is also possible to connect the Spectrum to printers such as the Epson MX-80
which will print on any type of paper (see Chapter 26). ' '

The Spectrum can save the contents of an array by using the SAVE instruction
along with DATA. Suppose we have an array of numbers n(1) to n(50), which we
want to record on tape. We have to allocate a filename, just_ as we do for a
program; we might call it Ages. The instruction line for saying this file wogld thep
be SAVE “Ages” DATA n(). How does the computer find how many items it
needs to record? Simple — you have provided this information in the DIM.n(SO)
statement at the start of your program (you did, didn’t you?). That’s not quite all,
though. When the computer comes to the SAVE “Age§” DATA n() part of your
program, it will put out the usual message about pressing RECOR[_) an.d PLAY
and then any computer key, and when you press any computer key, it will recorq
the filename, and then the data in separate bursts. You must let it complete this
action, and then you can verify that the data has been successfully recorded by
using the command:
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VERIFY “Ages” DATA n().

Nothing quite beats doing it for yourself, so let’s try a simple example. The
program of Fig. 5.2 creates a number array from ages of children in a class, The
program calls for you to enter the age in years and weeks, and each age is
converted into a number of years, with a decimal fraction. When you have
finished, and the example is limited to 10 (oh, luxury!) so that it doesn’t take too
long, the ages are held in an array n which can then be recorded. Try it, using a
spare blank cassette to hold the ages data, not the same cassette as you used to

1@ QLS . PRINT TRE 14 “RAQES":
DIM p i@ HiTABEST:
28 PRINTY “Uhen each numnber apg
2ars,type ""the age ofF each chi
g iR IwQ” " "Rlages _uears 1EMNTER:
then weeks” " {ENTELR .,
LB PRINT “""The mainul nukher
15 ten.” " “The items will he rec
arded as a8 *vrfile gn casceltle .’
4@ PRBUSE ZE&: FoR =1 TO A®: O
%@ : PRINT RT S,3;"Raee . j;" :is
BR INPUIT B.bh:: LET nijl =b S+
PRINT nij2 ERUIBE 28
B8 NEXT 4 CLE @ ERINT TARAR 1R
"List of ages.'t: FOR 4= TO A,
BRINT &7 LI A R =S o B W NEYT
P& PRINT "Now preparg 210 FELSE
d the tist." " "Make susre thal ARy
have & “““cassetils i the recor
der™
S8R SAVE “"SBges DAYTA n i
S8 CLS . PRINT "R"il Finpished_ n
QW veriru. " ""Run the csscoiie B
%thonéts start.”: PRUBE Z5a: PR
“When wow Find the =13 ¢ >
6 pLARED ne tart. .pre
gs" DATR n 2

1@0 UERIFY “Pa
A2 GQ TO aaaq

Fig. 5.2. A data filing program, using children’s ages.

record the program. The program uses familiar instructions, but note lines 40 and
5¢ which include the PAUSE instruction. PAUSE, as you might expect, causes a
time delay, and is used in this program to give you time to look at what has been
input. The number following PAUSE determines for how long the pause will be -
a figure of 50 corresponds to about a second. The reason for this seemingly odd
number is that the TV receivers in the UK display pictures (technically picture
fields) at a rate of 50 per second, and Spectrum counts these for its PAUSE
operation. In the US, the rate is 60 per second, so you'll need PAUSE 60 for a |
second delay over there. (In fact each of these scans only produces half the
‘lines’ of each picture, but Spectrum doesn’t mind.) When you RUN and use this
program, you should end up with a cassette which contains a file of ages, all verified
by the instruction in line 11¢. Now what do wedo withit? We can load such afileinto
another program by using:

Handling Data 55
LOAD “Ages” DATA n()

and it will load the array in - but only if the program has prepared space for it by
using DIM n(10) - remember that there are ten items on our file.

Suppose, keeping to this simple example, that we want to find the average age of
the children, using a separate program. Such a program could take the form which
is shown in Fig. 5.3, perhaps. The file of ages is read in, each item added to a
cumulative total, then the average, which is the total divided by the number of
items (we chose 10) calculated and printed. It’s simple (and not strictly necessary,
because we could have easily done the calculations as the ages were being entered)
but it illustrates how we can make use of filing.

i@ CLE : FPRINT TRE 1@ "RBverage
Ages "™ ""“"Please prepare data cas
sette” " "to replay the sats.” """
RESS RANY KEY WHEN RERDYY

2@ LET K%=INKEYS$: IF ks="" TR
kS=CHR% 13 THEN GQ TO 2@

SR PRINT “LORKRDING NDOW”: LDAL U
Ages" DRATA n ()

4R LET tatal=R2: FOR =1 TQ ia@:
LET totatli=iotatsnyid: NEXT J

g LET av=totatisl@ _

BB CLS : PRINT AT i@.l1;:"RAverag
2 age is "javw;" ueasrs."

Fig. 5.3. Using the data created in the previous program.

We can also record string arrays using the same type of command, but with a
string array name:

SAVE “Names” DATA a$()

but there is another point to watch for here. When this array isloaded into another
program, it will delete any existing array called a§, as you might expect, but it will
also delete any simple string called a$. Normally, we can expect to use a$ and a$(1)
as quite separate items, but in this instance it’s not possible. Be careful - it pays to
keep a list of the variables and the coded names when you design a program so as
to avoid this kind of confusion.

An example of string array filing is obviously called for, The program in Fig. 5.4
allows you to create a file of names and of interests. These are put into two
separate arrays, but the numbers correspond so that name (1) goes with interest(1),
name(2) with interest(2) and so on. The arrays are then saved in line 5@ to provide
our database. Watch one point about this program - because there are two arrays
to save, you will get two separate messages about pressing the PLAY and
RECORD keys of the recorder. All you have to do after you have seen the first lot
going is to press any computer key when the second message appears, and stop the
recorder only when the “All done” appears.

The next thing is to make use of this. If you want to check which of your friends
has a particular interest, there is enough information on your tape database to
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16 CLE @ PRINT TAB 56 "NEME-INT
ERESTS LIST": DIM nEi{iG. 28y DIM
iBLiIG, 20

28 PRINT "Plezss enier nase an
g4 Bain ““rtintergst o as pronptedg
nothe ""program.” " VThese i ltl ba
gaved on cassatise." "' PRUSE B§

V@ OCLS r FOR =3 TO 318 PRINT
Name_ o INPUT sgsiil:: DRINT »
B0 FRINT “Intersst_ “:: INPUT
i$€%é;: PRINT i$(03: MEXT i: PR

48 CLS  PRINT “"The arraus wil
grded" ' "Rlaase prepa
i PRUSE 156
YDRDATH nE{l: PRI
?.,.“: SAVE “Int
L

L donse™

g1 v

Fig. 6.4. Creating a file of names and interests.

allow you to do this. A piece of program like the one in Fig. 5.5 would suffice — try
it! The ‘special interest’ that you are looking for is entered in line 3¢) as s$, and then
the data cassette is replayed — as before, it's important to leave the cassette playing
until the final message of line 6¢) appears. A loop then compares each ‘interest’ item
with the s$ that you have typed, and prints the name or names, if any,
corresponding to that interest. One minor point in this program is the use of a
counter variable, z. This is set to zero in line 3¢, but is incremented (has | added to
it) in line 6¢) each time a name if found. In this way, the number of names can be
counted to make the final message more useful.

1@ CLEs ¢ PRINT TREB S “WhY doss
what?": DRIM nFllE. 20 DIM 11
8,200

2@ PRINT "Please enter ap inte
resi__"""the compuiter will fFingd
he 7 '“"name OFr Phames OFf fFrignsds o
ith" "“the s2a2m2 interasts.n

S8 PRINT " “Interest is_ W2
INRUT s$%:: PRIMNT a3%: LET r=H

48 PRINT "Now prepareg to repia
W othe datav ' "cassettie .Y PANSE 2
TR: PRINT Y“Press PLAY now.®

5@ LOAD "“Names® DATAR nN$(y: PRI
T UHKEEPR GLRING™: LOAD “Interssts
YODRTR i $ i

B8 PRINT "8LlL done__Stop the rs
tordear.”: FOR ,i=3i TO i@ IF i&di,)
10 TO LEN s8%r=3% THEN PRINT "ng/¢
MR LET Z=x4+21

TR ONEXT J: PRINT *'z:" names a
bove are intsrasted in “.;s5¢

Handling Data

i@ CLS : PRINT TRE 12: "DRATRBRRS

260 PRINT " 'TRE 1i4; "HEMNU"

3@ PRINT 1. Create List."""2.
Recard List."""3, Reptay List.’”™
vtd, Find an Item."

4@ PRINT “"“"Please select by pu
RN -3

B2 LET RB=1IHRKEYS. IF i%="" DR
LE=0CHRS I3 THEN GO TO S&

B8 PRUSE 28: LET s=URL &s: IF
&1 0OR =>4 THENMN PRINT "Incarrect
-1 to 4 acoly-please 1rw agasin':
GO TO 4@

7 QD SUBR 18sGxs

8& CLS : PRINT "tlouid uou tikse
go return to the” "“"menu noiw (v
ﬂ. -:'!\ll

QA LET KBE=IMNREYS3: IF Rz=""
LE=CHRZ 13 THEN QG TO o8&

188 IF &F="1"” QR &5="Y¥Y" THEN GO
TO 289
11@ &Q TO oo
1908 REM Putlt Lizxt creating raoauti
ne here
1IA8R PRINT “"Creatle (istl 7 PRUSE

11683 RETURN
2Aaaa REM Pul recasrding sautineg R

3laed RETLURN
40880 REM PuUl item Finder rovtine

here
%gg@ PRINT "Item Yinder': PAUSE
410@ RETLURN

Fig. 5.6. A skeleton data-processing program.

ere

%gg@ PRINT "Recard List®: PRAULSFE
2128 KETURN )
S8 REM Put reptltay routine here
30858 PRINT "Replay tist”: PRUSE
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which then uses the same tape, this presents no difficulties, because even if the
number of items is stored as a variable, the value can be saved as the program is
saved. What if the data is used by another program, however, which has no
indication of the number of items? The answer to this one is to have the number
saved separately, and the way for doing this which is provided by Spectrum is
either to make the number an array with just one item and save it as an array, or to
have a separate line, say line [, which contains the value of the number, saved
before the data list is saved. By using the MERGE command, this line | can be

Fig. 5.5. A program which uses the data from the previous program,

There’s just one snag here. In line 6§, we've set up the loop FOR j=1 TO 19,
knowing that there were 10 items on the tape. When a tape is created by a program

added to the program which uses the data, and the number taken from it by the
program. This, once again, is rather more advanced programming that we want to
display in this section. Another problem that you might want to consider is that it
would be more convenient to read in at the start of the program, rather than later
in line 5¢. We could then use the information several times rather than having to
load it in each time the program is used to find an interest. Once the array has been
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recreated, we can use lines like 30 and 6 many times over without loading in more
data.

Most data processing programs would be organised with at least four items of
menu choice, one being to create the database, one to record it, one to replay it,
and one to make use of it. Each choice would be written as a subroutine, and a
skeleton outline of such a program is shown in Fig. 5.6, The main ‘core’ of the
program deals with the menu and selection from the menu, with a chance to return
to it after a routine has been carried out. All of the actions described in the menu
are then carried out by the subroutines, starting at line 109@, 2009, 3¢¢¢ and 4009
We haven’t written these subroutines, because they would take up too much room
in an example of this sort, but you have enough experience now to fill your own
subroutines, As practise, you can use the pieces of program that we have
illustrated in this chapter, but with the line numbers changed to suit the subroutine
line numbers that you want to use.

Sorting and selecting

Some of the most useful of subroutines for use in data processing programs are
those which deal with sorting and selecting, Sorting means putting into order,
alphabetical or numerical, and involves comparing the ASCII codes of items or
the number sizes. Selecting means picking out items because of somie attribute like
number of characters, starting letter, etc.; both need quite a lot of programming,
Of the two, selecting routines are simpler, and we'll illustrate two of them here. The
subroutine in Fig. 5.7 will find which strings in an array have a given starting letter,

h?QQ GO TOo 2293: REM RAvoids cras

1988 PRINT “Tups first tetter pt
egase : INPUT s5&: LET k=0
1005 IF LEN s%>1 THEN PRINT “One
letier onty.pleaser: GO TO 1605
1@1@ FOR =170 n: REM N is tota
I number
1220 IF s&= 1@!@3(13 THEN PRINT >
Item ", Jd." i3 Leli): LET K=k+3
1LAG® NEXT (d: IF R= THEN PRINT
NOo matching items™
1048 RETURN

Fig. 5.7. A subroutine for selecting strings with a given starting letter - this needs a main
program to call it up.

which you are asked to type in line 1§(9. Note that the subroutine, which is shown
as starting in line 1@ (choose your own line numbers, but remember that
numbers like 1000, 2000, etc. make it easier touseinstructions like GOSUBs* 1(9¢
has a line 999 GOTO 9999. This is put in to prevent the subroutine being used
accidentally — what is called ‘crashing through’. If your main program finished at
line 549, but has no GOTO 9999 line, there’s nothing to prevent the computer then
moving on to line 1@ and carrying out the subroutine, whether you want it or
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not. Mostly you don’t so a line like 999 is a way of ensuring that this doesn’t
happen. You might call it ‘defensive programming’.

The rest of the subroutine contains no surprises. There is a mugtrap to guard
against two letters being entered, and it could be improved by testing for numbers
and perhaps for lower-case letters. Note the use of the counter variable k in lines
1§pp and 1920. If no names are found to match your requirements, k will still be
zero at the end of the subroutine, and this can be tested and used to print a
message, as is illustrated in 1¢3@. There is nothing so frustrating in program terms
as a subroutine which does nothing; one, for example, which if no match is found,
simply returns to the program that called it without printing anything, leaving you
wondering if the program is working. By using the counter variable, you can print
a message if no names are found, and another which states how many names have
been found. The value of k may be used by the main program in other ways too
(we say the value of k is passed back to the main program) such as to pick out k
names, using a loop which starts FOR j=1 TO k, and then runs through all the
names looking for k of them which have the same starting letter.

Figure 5.8 shows a very different type of subroutine which is very useful in

1999 GO TO 9998
2288 PRINT “Tupe letter Qroup re
quired_";: INRUT s5%;: PRINT s

LET k=80

2085 LET L=LEN s%: FOR (=1 TO n
REM i is number of stcings.
2010 FOR z=1 TO LEN Ul&{(3) -L+1 y A
F sea=L5(j){z TO z+1L-1) THER PRIN

I+lltam “adst is T LECG) LET k=
2015 MNEXT =z NEXT 4: IF k=0 THEN

PRINT "NoNétrings found™

Fig. 5.8. A subroutine which will find a group of letters in a list of longer strings.

finding names. What it looks for is a group of letters contained inside a string, so
that if you know that the item you are looking for contains the word
ELECTRONIC or even the part word Elec you can find each string that includes
these letters. In this example, if you had decided to look for ELECTRONIC you
could pick out strings which contained the words ELECTRONICS, ELECT-
RONIC ENGINEER and so on; if you had decided to look for Elec, you would
also get Electrical Times, Election Special, Electoral liability, Electroluminescence

.-and so on. ‘

The routine is not quite as simple as the one in Fig. 5.7. It starts by finding the
length of your input string, and the routine would be improved if you set a limit on
the length of string (more correctly, substring) that you are looking for, so you
might think of a mugtrap for this point. A loop then starts, which will take all the
items of the array, one by one, since n is the number of items. The variable n is an
example of one which has to be passed to the subroutine. It has been allocated a
value in the main program, and is then used in the subroutine. Similarly we can
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speak of variables being ‘passed back’, meaning that they have been allocated
values in the subroutine which can then be used by the main program.

Going back to Fig. 5.8, for each string, a second loop starts in line 2('i¢) which
selects groups of letters from the string. Suppose that the string which we are
checking has 10 characters, and we are looking for a group of 4. We would first
check characters 1, 2, 3 and 4 of the string to see if they matched our group of four,
and if they did not, we would try characters 2, 3, 4 and 5, then 3, 4, 5 and 6 and so
on until we checked 7, 8, 9 and 10. Now character 7, the last starting point for
checking, is 10 — 4+ [; in terms of variable names, that is LEN($())- ¢+ 1.and that is
why this expression appears in line 2¢ 1. The string slicing is z TO 7+ {—1 (starting
number TO start+length—1), and if the groups of letters match the item is printed,
Each item which is found is counted by using LET k=k+1 as before, and if k=f at
the end of the routine a message to this effect is printed.

Defined functions

When you want to use a subroutine, you have to ‘call’ it by using the statement
GOSURB line number, with the correct line number for the start of the subroutine.
If the subroutine uses a variable n which has to be passed to it from the main
program, then there must be a value allocated to n before the subroutine is called.,
If the variable that the main routine uses is called g and the one that the subroutine
uses is n, then you must have a line like LET n=g at some place before the
subroutine is called. A defined function is another way of calling up an action — but
it does not need any line number to be specified, and it is easier to pass quantities to
1t.

A defined function uses the instruction DEF FN, which is obtained (all of it)
when you press both shifts, and then release CAPS SHIFT and press 1. The key
has DEF FN marked below it inred, though the manual suggests that only DEF is
marked.

The keyword set DEF FN has to be followed by a name for the function, which
is a single letter, and then by brackets. Inside the brackets are the quantities that
the function will need to work on, called its arguments, and these will be in the
form of variable names which need not be the names you intend to use.

Let’s see how this might be used, taking as an example a program which used the
first letter of a string as a way of selecting items. Somewhere in our program we
could have the line:

DEF EN p$(g$)=q$(1)

which means that the action called FN p$ will take the first letter of a string which
for convenience only we refer to as q$ (because we have to call it something). Now
if at some other place in your program you have a line:

PRINT FN p$ (s$)

then what is printed is the first letter of the string called s$. It’s just as if you had a
subroutine which selected the first letter of a string called g$, but which also
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ded the line LET g$=s$. The variable name which you enclose in brackets
 EN p$ (or whatever you call it) is passed to the function and used in the way
the ‘dummy’ names (like q¥) were used when the function was defined. The
ortant point is that the names of these variables need not be the same. This
ves us a lot more freedom, particularly because we can place DEF FN anywhere
e like in a program, and the computer will ignore it until it is called, unlike a
broutine.

‘Not many computers permit this very useful method of carrying out operations
, variables, so it’s likely to be new to you even if Spectrum is not your first
ymputer. The extra freedom takes some getting used to, so we'll look at a few
amples; but these only skim the surface of what can be done using defined
tions, so it’s important to explore the use of this instruction for yourself.

k ;Flgure 5.9 is an example of a defined function used with number variables in

18 DEF FN C(s5)=INT (sx31@8+.5)

%)
206 LET k=156.274: PRINT k: PRI
NT FM cf{k)

3 LET k=FN < {Xk7 PRINT X
48 LET k=200.1585
SE FPRINT x: PRINT FN c ik}

Fig. 5.9. A defined function for rounding off money sums.

money-handling programs - it rounds off a sum to the nearest penny when

operations like taking 15% VAT produce fractions of a penny. If we have a sum of
‘money stored as a value for the variable k, then we can perform the rounding by

using FN c(k). In the example, we have printed the value that this produces, but in
a real program we might assign this to another variable, or even back to k by using
LET k=FN c(k), so that the rounded value could be used in the next part of the
program.

Figure 5.10 illustrates a defined function which uses strings. FN ¢ this time

i®B DEF PN Cisng
20 LET x&="Tit
3B PRINT TRE |

}=16-(LEN agl 2
Le‘
FN C{RXEIIIXE

Fig. 5.10. A defined function for centring a title.

returns a number which is the TAB number for printing a string at the centre of a
line. It's straightforward and simple to use, which is what defined functions,
despite their rather forbidding name, are all about. Note, incidentally, that the
computer completely ignores DEF FN until it is called for by using FN. Figure
5.11 illustrates this by placing DEF FN at the start of a line with two other
instructions following it. When this is run, the word ‘title’ is printed, showing that
the last statement in line 1) has been carried out, and the words ‘Look here’ are
printed underneath, showing that line 3¢) has been carried out using the defined
function. The word “TITLE’ is not printed, because a$is not changed when line 1§ is
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& LET as="title

1@ DEF FN hi{as) =“L§
LET x=LEN as: PRINT TH

5@ LET aBe TITLE"

3@ PRINT FN h$las}

vk he
N :

&re
%

fJ; o
y_p

Fig. 5.11. lllustrating how the computer ignores DEF FN until it is called.

executed, and the a$ that is used in the function is NOT the same as the a$ that is
used in the rest of the program.

When a variable name is used in the brackets of a DEF FN instruction, like a$ in
Fig. 5.11 or s in Fig. 5.9, that variable is /ocal. It is used within the defined
function, but is kept separate from any variable of the same name that is used in
any other part of your program. You can use the variables a$ and s in your main
program, and the values that they have in the program will not affect the defined
function, nor will the action of the defined function affect the variable values in the
main program unless you deliberately program them that way. This is a relief,
because the defined function allows only single-letter variable names, and you
might think you were in danger of running out of names if you made a lot of use of
defined functions.

One final point is that the defined function has a limitation - it must be capable
of being written in the form DEF FN x (y) = something, and the ‘something’ has to
make sense, it must be something that could normally be placed after equality
(assignment) signs. Anything that could follow LET x= or LET x$= will be
acceptable as following DEF FN x(y) =, but items like multistatement lines
cannot be used in this way.

Chapter Six
Do-it-yourself Programming

Using your Spectrum to enter programs that you find in magazines or in books
can give you some feeling of accomplishment. Running programs, whether for
educational, business or leisure uses can bring a lot of satisfaction. For sheer joy,
however, nothing beats devising your own programs, entering them, sorting them
out, and running them successfully. One authority says that it beats sport, chess or
sex. | think it certainly beats sport, and 1 was never all that keen on chess, but |
wouldn’t make exaggerated claims. This chapter will concentrate on some of the
essentials of how to write your own programs in BASIC.

Now it’s always difficult to give advice to people whose requirements may be
very different. Reader A wants to write a program to catalogue his stamp
collection, reader B likes arcade games, reader C is fascinated by programs that
write poetry, reader D wants to keep accounts for tax purposes, reader E likes
adventure games, and so on. Everybody who buys a Spectrum has one main
reason for wanting to use a computer, even if it’s only to keep up with the rapid
advances that have been made in this topic, and by the time you have reached this
chapter, you probably have some idea about what type of program might be most
useful to you. We haven’t covered graphics or sound yet, but this looks like a good
place to put in some advice about writing programs — a really complete study of
this topic would take another book.

We'll start with two points that are more important than practically all of the
other advice that you’ll read. Point one is that experience counts, and you learn
more, and quicker, by trying out ideas on the computer than by all the reading you
can ever do. If you've successfully written one program that is original (as far as
you are concerned) then even if it is very simple you will have learned more about
programming and about your computer than someone who has read a dozen
books but never written a program. Point two is that designing a program should
be done as far away from the computer as you can get! Why? If you sit at the
computer and try. to design a program, you’ll end up with a Frankenstein
program, all bits and pieces bolted together (usually with GOTOs). A computer is
an irresistible temptation — if you sit near the Spectrum you are sure to want to
switch it on, and when it’s switched on you will want to press keys. Design your
programs out of sight of the computer, and the temptation becomes less, with the
result that the programs become better.

Down to business now. Let’s look at how we design two types of programs, one
which depends on a menu (a ‘menu-driven’ program), and one which goes from
one step to another as so many adventure games do. With these two types of
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program as examples, you should then have a fair idea about how to start
designing a program to suit your own needs. We’ll start with the menu-driven
program, because it’s simpler,

To design a program of either type, you need lots of paper. Buy scrap-pads if
you like, but I personally prefer to work with ruled A4 sheets which 1 can then file
into folders. That way, all of my ideas on a program can be kept together, but I can
throw away any old or half-baked stuff rather than have it cluttering up the folder,
The first step is to write down what you want the program to do. You may think
that this is unnecessary, but you will be surprised to find how quickly the program
that you are writing starts to differ from the program you intended to write. If you
put down clearly on paper what you intend your program to do, you can keep
checking as you design the program that your specification is being met. It’s also a
good idea to keep this specification up to date, if you have any second (third,
fourth ...) thoughts as you go about writing the program.

The next step in a menu-driven program is to decide what the items of the menu
should be. You will usually need to have choices such as create a list, add items,
delete items, save list on tape, replay list from tape ... in any menu-driven
program, so that you should be able to design your menu by thinking of what your
program is supposed to do — and that’s one of the reasons for writing down a
specification to start with. You can now plan the ‘core’ of your program. This
should consist of printing a title, possibly some instructions, then the menu list,
and finally a return-to-menu option. That’s all. If the instructions are long, it's
usually better to print brief notes and ask if more is needed (y or n). That way, you
don’t have a long set of instructions put on the screen time after time, only when
you need them, which will be when you haven’t used the program for some time.
By now, we can draw up a plan for this core section; it might look like the
illustration in Fig. 6.1.

LEAR pe INSTRUCTIONS B~ MENU B CHOICE ¥ EXECUTE 3 RETURN
SCREEN OR STOP

Fig. 6.7. A plan for a program — start with the important steps, and don’t worry about the
details.

The next thing is to work on the core by itself. Don’t worry at this stage about
how you are going to program the actions that take place in the menu options
we'll deal with them later (perhaps we could call this approach mafiana
programming). Right now, the main thing is to get this core section working
correctly, which means good presentation and menu selection. You will want to
print the title centred against a blank screen, so that underneath the word sitle on
your core plan you can write brief notes to remind you that you want to clear the
screen and use a defined function to centre the title - after all you will probably
want to centre more than one title. You might also like to think about background
(paper) and text (ink) colours, even if these are only black and white — there will be
more about the use of colour in Part 2,

Moving on to the Instructions heading, you will want to remind yourself that
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this would be an option witha y/n choice,and you need'to mal.(e anote also abo'u’t
how much detail you need. Don't write any instructiong in detail yet - if you do, it’s
a pound to a penny you’ll have to alter them several times before the program is
finished. Moving on to the Menu heading, you know now hqw many choices you
need, and you can write down what first line number will be used for each
subroutine. Another note here reminds you that you will need a mugtrap to deal
with impossible quantities. Finally, there’s the return-to-menu option, anothgr
y/n choice. Your plan will now look as in Fig. 6.2, with rather more detail

displayed.
CLEAR INSTRUCTIONS MENU CHOICE B EXECUTE RETURN

SCREEN v OR STOP
A v VYV 4
Choiceof Y v Number Subroutines  Return Y/N
instructions v choice 1000 Trap errors
YorN N 1-4 2000
Trap errors Trap <1 3000

or >4 4000
Fig. 6.2. Putting more detail on the plan.

The next step is to design the layout of what you want to see on the screen at
each stage and, if you plan to use sound, what you expect to hear. Write down thp
title you intend to use. Is it reasonably short? If it’s long, would it look better split
into two lines, each centred? Under it (how many lines under it?) you will want
some brief instructions (how brief?), and the option to hit keys y or n to bring up
detailed instructions or to go on the the program. This will also have the effect of
keeping the title and the brief instructions on the screen until you have read them —
if you don’t use a y/n at this stage you need an INKEY$ or at least a PAUSE to
give the user time to read the words on the screen. The detailed instructions can bf:
printed by a subroutine which will be called only if there is a Y’ answer at this
stage. It can be provisionally numbered 9500, and we don’t need to write it yet,

The next section is the display of the menu, which should start with clearing the
screen to remove the title and brief instructions, then displaying the menu choices.
Under the menu choices, you need to indicate what the user is supposed to do,
such as — Choose by pressing number key - if you are using INKEYS, or - Press
number key, then ENTER — if you are using INPUT. When this is done, you need
a mugtrap.and a possible return to menu to detect numbers that are out of range,
but no more new printing is needed in the core program until the subroutme{ is
completed. The next step in the core program is then to clear the screen and print
somewhere in the middle the words: Do you want to return to the menu? (y/n).

By planning your printing, preferably on squared paper with 32 columns and 22
lines, or by using tracing paper over a grid drawn to this pattern, you can see how
well words fit on each line, and when you will have to move down a line, using the
apostrophe instruction symbol. This can save a lot of time and e?ffort when it
comes to programming, so don’t stint your planning. Work in pencil, so that you
can easily rub it out and try again,
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Now you can start programming the core section. It will end up looking very
much like the example in Fig. 5.6, because the core of one menu-driven program
looks pretty much like any other. The important point is that it is self-contained,
with a beginning and an end, and short enough to be easily tested. A very
important point to think about at this stage is how the program is affected when
something silly is entered. Obviously, you wouldn’t do such a thing, but fingers
brushing against keys can cause odd effects, and a good program should contain
enough mugtraps to cope with such eventualities. You should also start to think at
this stage about what other subroutines you will need, because there will be some
actions that will be carried out several times over, like screen displays, yes/no
selection, pauses, and so on.

When you have written the core section, which may consist of only seven or
eight lines, enter it into the machine and test it. Before you start to test it, you will
have to put some subroutine lines in, with a RETURN in each of them, to make
sure that the program does not halt with an error message each time you test the
menu choice. If you are fussy, you can put a temporary title to be printed on each
subroutine, then a pause, before the RETURN, so that when you test each menu
choice, you can be certain that the correct subroutine has been chosen because its
title is displayed for a moment before the screen is cleared and the refurn to menu
choice is offered. Make your testing thorough, trying each menu number, and also
testing your mugtraps by entering numbers outside the menu range, entering
letters, and other Sillies’. Look for poor displays, titles which are not visible long
enough to read, and other display errors. The more thoroughly that you can test
the core the better, because once it has passed all this testing you know that you
will be able to rely on it. When you are satisfied with the core program, record it
twice, make sure that you have a note of it as it now exists and if you have a printer,
print it. I personally would never attempt to design a program of more than a few
lines without the help of a printer, because I can see flaws in printed listings much
more readily than on the screen. Once this is all done, switch off the computer and
go back to the paperwork.

You now need to design each subroutine. The point now is that you have 10 new
skills to learn about design! You can design each subroutine just in the same way
as you have designed the core program, by drawing up a list of the main steps, and
then filling in reminders about the details, which can be done by other subroutines
if needed. Some of your subroutines may be much larger than the core program,
so that they need to be broken down in several layers of subroutines, though not
necessarily with a menu choice. Other subroutines may be very short, such as the
y/n choice, but they still need to be designed, because they will be used many times
in the course of a program. As each subroutine is designed, it can be programmed,
and then tested. To test a subroutine, you should load in the core program, type
the new lines of subroutine, and then start testing by calling the subroutine from
the main program — this is particularly important if the main program passes
variables to the subroutine. When each subroutine has been tested, save the
complete program as it is, and load this version in again when you are ready to
type another subroutine. In this way, your program grows steadily, and since each
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section has been tested you can rely on each sectioq to work — if something goes
wrong it will either be because of a fault in a new piece of program or becagse a
yariable name has not been passed correctly or possibly because the same variable
name has been used for different jobs. You did keep a note of how you used your
variable names, didn’t you? . ’ ’

1f you design a lot of rather similar programs, it’s a good idea to keep a ‘library
of subroutines on a cassette. By using the MERGE command of the Spectru'm,
you can add these subroutine lines to a core program (provided that .the line
numbers are not also used by the core program) easily, with no more typing. The
only changes you will have to make will be to variable names, unless you have been
very strong willed and have used consistent variable names in all of your
prc;grams. The main problem of using‘subroutine libraries is that the subroutines
may have conflicting line numbers - it may be necessary to renumber some of

them.

Screen-driven programs

Most data-processing programs are menu-driven, and they are so similar that they
can all be designed in the same way this is the thinking behind the idea of
‘programs that write programs’. Games programs are sometimes menu-driven, but
many are screen-driven, meaning that you have to use the keys to respond to or
control what is happening on the screen. It's important to realise at this point that
the programming language that is used for the Spectrum, BASIC, ‘is
comparatively slow, too slow to allow fast animated games to be programmed in
BASIC. The Spectrum BASIC is slower than that of some other computers, and
for arcade-type games it is essential to use a different language, one that will issue
instructions direct to the microprocessor chip which controls all the actions of the
Spectrum. This language is called Z-80 Machine Code and it is a specialised
subject dealt with in Part 6. '
What sort of games are open to us, programming in BASIC? We can desngn
games of options, adventure style, games of graphics (but not if rapid animgtion 18
needed), or games of guessing and decision. Some of these types can involve
menus, but the graphics games may require the use of keys to place shapes on the
screen, with the keys taking the place of a menu for making choices. The most
obvious scheme of this type is the ‘sketch’ type of program in which four keys are
used to control a cursor or other marker to move up, down, left or right, so that
lines can be drawn: It should also be possible to turn the cursor on or off, and to
delete lines, and to save a drawing on tape - the Spectrum provides commands
which make all of these requirements very easy. o
The design of a program of this type must start as usual with a clear descr}ptlon
of what you want to do. If points are to be scored in the game, you must decide on
what basis - making up the rules of a game is by far the most difficult part of all,
which is why there are several thousand versions of old games like Hangman.
Having decided what the game consists of, its rules, and how it is to be play'ed,
you can then start by drawing up a program plan which mightlook something like
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RULES ——= DIAGRAM —@8>- PLAY ——— SCORE ——& END

Choice of Subroutine. Move, check position,
full instructions report. Score, check for
or reminder winning score.

(subroutine).

Fig. 6.3. A program plan for a game.

the outline in Fig. 6.3. As usual, there is a title, and there will have to be rules or

instructions, which might have to be presented again, or changed, during the
course of the game. After that, though, the next heading is Diagram, because you
may want the screen to show the control panel of the X-fighter, a Map of the
Valley of the Giants, a Guide to Treasure Island, or whatever. This will need a
subroutine, because you may need to replace this several times in the course of the
program.,

The next heading is Play — you will already have decided what you want to use
the keyboard for, and you now have to decide details, Which key switches on the
main rocket motors? Which key causes retro-thrust? Which key indicates that a
well should be sunk at the cursor position? Which key brings up the next magic
weapon? Personally, 1 think that the programming of such a game is a lot more
interesting than playing the game!

You then have to attend to scoring. What variable name will be used to hold
your score? What variable name holds your opponent’s score? Is there a real
opponent, or do you play against the computer itself? How many points are
awarded for a hit, and how many for a near miss? Are there any fatal events ( You
are destroyed by a Gorgon bomb —go back 3 Aeons to be reborn)? When a score is
made, how does the game continue?

As before, this type of outline should enable you to start putting some flesh on
the skeleton in the form of details, and eventually you will be able to start writinga
core program and deciding on the subroutines you will need. Once again, all the
details are contained in subroutines, though in this type of program they are more
likely to be set into action by pressing keys than by a menu choice.

At this stage, because we haven’t yet dealt with graphics, colour or sound, it’s
not easy to go into details of programming, but a few tips can be useful. One point
is how keys can be made to carry out different cursor actions, without departing
too much from simple BASIC, and this can be solved by the use of INKEY$ as
shown in Fig. 6.4. When a key is pressed, it is tested to find if it is one of the five

1R LET x=18: LET gy=3121
112 LEY &s$=INKEYS

12@ IF kZ="u" THEM LET w=u-3
13@ IF k&="d" THEN LET w=pal
14@ IF RE="1" THEN LET X=x-1
I5@ IF k3="¢" THEM LET w=x4+3

: R
16@ IF KB="0" THEN S0 TO 13a
170 FPRINT BT Q.M:7.%: &0 T8 110
18@& REM MNext snslructlion

Fig. 6.4. Using keys to shift a print position - the basis for a lot of action games.
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keys listed. Why five? We need four movement keys, up, down, left, and 1'igl1t, aqd
one to escape from the loop (o for out), because this is a closed loop which will
return to 11§ until the o key is pressed. Since the loop will repeat its action for as
Jong as a key is pressed, it will shift the printing of the dot (in this example) in the
direction indicated by making use of the changes in the x and y PRINT AT
numbers. This is the basis of the sketch type of program, though it can be done
much better by using the PLOT command (see Part 2), and with provisions for
rubbing out the trace, or for leaving no trace.

Another problem concerns selecting an item at random. There are several ways
of doing this, of which the easiest are the use of stringarrays and of the RESTORE
instruction. The use of a string array is illustrated in Fig. 6.5. The items are read
into an array, 1$(n), and a number found at random. The item of the list
corresponding to this random number is then used in the program. The other
option consists of putting each item into a DATA line of its own (Fig. 6.6) and
using the random number to select the correct data line by RESTORE 10*k or

IM LN, 10) _
1%6 POR J2i'f0 n: READ LECiT: N
EXT i ‘
@ LET K=1+INT (RNDxn}: PRINT,
"é?ﬁk up a “JUusERY; VL and use 1
t!lk

Fig. 6.5. Using a string array from which items can be selected (no DATA line shown - use
your imagination!).

A8 DRTH Ygisnl®

26 DRATAH “iroil” )

38 DATH “vepusian cerhxigpod”

4@ DATE “shop stawasrdg”

SR DATR “wenpirs” B

IRR LET k=i+INT (RMDR). SESTOR
E_ 10%k i

11&¢ RERL (2 2RIMT UYou zre men
aced by a 7 THRE 1&1s

Fig. 6.6. Putting each item in its own data line and using RESTORE for selection.

RESTORE 9¢¢+k, or similar. This also has the advantage that the program will
be peppered with data lines (when the RESTORE is of the form 10*k), so making
it more difficult for anyone looking at the listing to discover what is going on!

As an example to build on, Fig. 6.7 shows a core program for a simple game
based on animals and their young, aimed at young computer users (there’s no
special name for them, so far). If you are old enough to regard this as kids’ stuff,
don’t neglect the ideas because they can be used as the basis of something which
you might find a lot more appealing to your own taste,

As it appears in Fig. 6.7, the game is very simple indeed, calling for an answer
which is compared with the list of answers held in a DATA statement, and then
indicating correct or otherwise, and showing a score. What makes it more
interesting is that it is easy to expand. As it stands, an animal name is picked at
random by using a random number to select one item from a string array, a$(n).
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The same number can then be used to select the correct name of the young from
the other string array y$(n). The answer given by the user is compared with the
answer held in the string, and if they are identical, the score is increased by 1 and
the score is printed. A point to remember here is that the input string x$ is
NEVER identical to the answer string, because the answer is in an array, and its
string contains blanks to make the length equal to the dimensioned length. This is
the reason for the expression in line 1§ which selects as many characters from y$
as there are in the string x$ before comparing. Watch for this point if you are
converting a game written for another make of computer into Spectrum BASIC.

1ld CLS : FRINT TAaE 14 "AaNIMAL
BAMET AT BA.,1, V8 Ian Sincitsir 1€
38" : PRUSE 1“@ CLE

28 PRINT TARBE i@, Instructi
TUVWou will be prasented with
"riname Of an animal. You sh
" then tdpe the name of its
gt Mang pres ENTER. "'“The T
gter will keep BELofre . PRUSE

3@ DIM ag(ia.S5y: DIM UHEil1id, 7)Y
REM animals and ununq

4@ FOR_,i=1 TO 18: REaAD agiir:
NEXT i: FOR _,i=1 TO 1£: READ u$(J
Y NEXT (i: REM put in arraus

S8 LET t=0: LET s5=0: LET a=0:
LET b$="Animal": LET zﬁ-"Vounq“*
REM tries . score,.gussses, titles

68 LET t=t1+1

7O RANDOMIZE : LET r=32+INT (5N
D103 : REM pick 2t random

)Ba CLS : PRINT RYT 5.106;»_*“:as%{
r

2@ PRINT AT 8.31:"What du 4g4ou <
all dits “Jz&:" 7. INPUT "Pleasze
answar havrs__ “.x&

1R IF XS=u&ird TR LEN N$) THE
N LET s=s5+1: PRINT Y OY scored
tToetal isg "is:." inp “;t." fSoes, '
PRINT “-nol for another ons.,. L.
ET a=0: PRUSE 180: &0 TO 68

11@ PRINT ‘- “Not correct -t 3%
might just“’'“be unur spett:na 0
rfotack oF a"“““capital taetter”
1280 IF a=1 TRHEN PRINT “Mo noce
attampis attowad.™ " “We Ll try an
ather “,bh:“.": PRUSE ied: LET o
=@: G TD &6

188 PRINT "Tiryd again_uou get t(h
3 lone free" ' "ip a moment™: LET
=

140 PRAUVSE A156: GO TO 86

160 GO TO 99599

2@ DATA “Horsa“ , “Cost,v"Cat™, “E-‘

og . "Goat"  "Han', "5&\337&" “BZoosa™

UVHQLFII \lpqul

3@@ DATA “Foal“, “Calft. "Kitten

."PUPPU" “Rid"™, “Chacken“ touane 1.
“"Gos L :nn“ "CUb" "PIQLEt"

Fig. 6.7. The animal game - showing how such games are constructed.
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If the answers do NOT match, then the player gets another chance — the counter
g is incremented from 0 to 1. On the second guess, if there is no match and with
g=1, no more attempts at the same animal are allowed, and a new name is
mwmwdBmmmmﬁmmwymwmmnmmmwdwmmwmm}mwwmthmww
selection stands a | in 10 chance of being the same animal! You could expand the
program to eliminate this possibility by swopping this animal and its young for the
last one in the list (for example, if it is No. 5, make it No. 10, and make animal and
young No. 10 into No. 5, then alter the random choice to a choice from 9 only).
The new instruction RANDOMIZE (RAND on the T key) is used in line 70
because RND used by itself eventually starts to produce repeating patterns, and
RANDOMIZE prevents this.

Now let’s look further at how we could build on this foundation. One obvious
step would be to have very many more pairs of adult/young animals. With the
RESTORE line-number type of instruction that Spectrum permits, it would be
possible to play the game at different levels of difficulty, with domestic animals for
the younger user, and less familiar animals for the older. A line which printed the
message ‘What level of difficulty would you like? (1 to 3) followed by selecting a
number which restored a different DATA line would carry out this action. You
can pack a lot of words on one data line, many more than other computers allow,
so that this approach is particularly suited to Spectrum. Another feature for
younger users would be to draw the animal piece by piece as a clue, knocking
points off as the drawing proceeds, so that 10 is scored for a correct guess made
before drawing, and only | when the drawing is complete. The drawing would be
done by a subroutine which is selected by the random number - but be careful if
you are also shifting the animal names around to prevent duplication - you could
find yourself with a drawing of a duck when the guess is a dog!

We can make further complications. One obvious one is that the user who
knows how to LIST a program can discover the answers, as we have hinted earlier,
There are several ways around this, one of which is to tamper with the computer’s
memory so that LIST has no effect, but we’ll stick to BASIC programming in this
section. An ingenious solution is to store a string or a DATA line which simply
consists of the alphabet. Each answer is made up by selecting letters, using j$(n) for
the string selection, to select a letter which is the nth letter of the alphabet. This
needs a lot of work - to read FOAL you need the number sequence 6, 15, I, 12
because these are the numbers of the letters F,O,A,L in the alphabet string (and
your answers will now have to be in upper case, unless your alphabet is stored in
lower case and you use a routine to make the first letter into upper case by working
on the ASCII code). This type of disguise is very effective when the user does not
know the code, and it slows down the user who does realise what is being done!

Another possibility is to store the characters of the answer as ASCII codes, or as
500 -+ the ASCII codes (better), or some other method based on the ASCII codes
for the letters. The codes can be stored as DATA numbers or as strings; if they are
stored as strings it is an advantage to use something like 500 -+ code, because each
string will then be of the same length, and they can be packed together into one
string like 500567543 to be separated later into three-digit groups. The separated



72 The Complete Spectrum

strings will then have to be converted back into numbers before CHR $can be used
in a loop like:

a$="":FOR k=1 TO n: READ x:a$=a$+CHRS$(x—5¢¢):NEXTk

where k is a number that has to be read to indicate the length of the string.

Another possibility is to introduce a choice of games based on the same set of
animals. You could think of associated items like female of the spaces, habitat,
favourite food ... the possibilities are endless. The program could then start off
with a menu which asked which game you wanted to play. The selection which is
made at this point would then pick the DATA line that was used for the answers
and the name allocated to z$ in line 9§, but very little else.

Whatever your programming interests, any time that you spend designing a
program in sections that can be tested separately or successively is well worth
while. In this context, remember that if you write a subroutine which uses, say,
variables a$, b$, c$, p, q, r,and j, then you don’r have to attach a core program to it
in order to test the subroutine. Simply use direct commands like LET a$= “Trolls”
(press ENTER), LET by = “Amulets” (press ENTER) LET p=666 (press
ENTER) and so on until all of the variables have been allocated, then type GOTO
followed by the starting line of your subroutine. Don’t use RUN, because the
RUN command will wipe out all allocations of values to variable names. You can
also use direct commands to find out what has happened to variables after a
routine has run, by typing PRINT a$, PRINT p and so on.

Chapter Seven
Other Instructions

Editing means correcting mistakes, and the more easily this can be done, the more
useful the computer. To start with, you already know how to delete a mistake by
using the CAPS SHIFT and the  key (DELETE) together, and this action is the
basis of editing. What we need to look at now is how to amend a mistake in a line
as it is being typed, when you don’t want to have to rub out a lot of characters, and
how to amend a mistake in a line that has already been typed and entered. These
require the editing steps of Spectrum to carry out.

Deleting or adding a complete line is simple enough. To delete a line, simply
type its line number and then press ENTER. To add a new line, type the line
number, then the line and ENTER in the usual way. The more awkward problem
occurs when you find that you want to alter a word or a letter within a line without
having to type the whole line again. This is simple if the line is still in the entry
position, on the two bottom lines of the screen. If it is not, then the steps you need
to get it there are:

(1) Press the LIST key, and then type the line number. When you press
ENTER, the listing will appear with a cursor arrow pointing to the line you
want.

(2) Alternatively, when you have LISTed, the cursor points to thefirst line of your
program. You can move the cursor down the listing by using the down
arrow key (CAPS SHIFT 6) and up the listing by using the editing up-
arrow (CAPS SHIFT 7).

(3) To put the selected line into the bottom lines for editing, press the EDIT key
(CAPS SHIFT and 1).

Whether you already have a partly completed line on the bottom line spaces, or
have just moved a complete line down to these spaces using the techniques
described above, you can now edit this line. The cursor can be moved along this
line (or lines) by using the side-arrow keys, obtained with CAPS SHIFT and 5 or
8. The cursor will be at the end of the line, if you are typing a line and want to
correct a mistake at the beginning, and it will be placed at the start of the line,
between the line number and the first instruction if the line has been brought down
to the bottom line. Move the cursor where you want it - the cursor arrow keys
have auto-repeat, so that you can keep the cursor moving just by holding the keys
down. Moving the cursor in this way does NOT cause any change in the line. To
add new statements to a line, place the cursor where you want the new material,
and type. You will have to pay attention to the shape of the cursor, just as you do
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when you are typing a new line - when it is a K you will enter a keyword, when it is
an L you will enter letters, and so on. If you are placing a new statement into the
middle of a line you will probably have to start and end with a colon.

To delete an entry, move the cursor to the immediate right of whatever you want
to delete, and then press DELETE (CAPS SHIFT and §§). This key also repeats, so
you will have to be careful that you do not delete too much by holding the key
down. A keyword will always be completely deleted by one press of the delete key,
but words in a PRINT statement have to be deleted letter by letter.

When you have finished editing, press the ENTER key, and the new version of
the line will replace the old version in the memory. All parts of a line can be edited
- and that includes the line number so that if, for example, you want to change line
2 into line 19@@ so as to make it into a subroutine, this is simply done. Just bring
the line down, delete the line number, type in a new one, and press ENTER. It’s
beautifully simple compared with the fuss that some machines need, but if you
want to renumber a lot of lines in a new sequence, several ‘toolkit’ programs
are available for this (see Appendix A). At the end of an edit, the editing cursor will
still be positioned over the line, so that if you have second thoughts, the EDIT
(CAPS SHIFT and 1) procedure will bring down the line again, with no searching
needed.

ZX81 compatibility

ZX81 cassettes cannot be loaded into the Spectrum as it stands, though programs
are available which permit this to be done - keep a close lookout for
advertisements in the computing magazines. In general, any program that has
been written for the ZX81 can be typed into the Spectrum, providing that it is
purely in BASIC. A few instructions may, however, have to be omitted or
modified. In particular, FAST and SLOW instructions in a ZX81 program will
have to be removed, along with SCROLL; UNPLOT statements will have to be
replaced with PLOT OVER 1 and this may require some changes to what is
plotted over.

The programs which cause real difficulty are those which use the operating
system of the computer and incorporate PEEK and POKE instructions. A
program that makes extensive use of these commands will be very difficult to
convert, because it requires good knowledge of the operating systems of both
computers, and no beginner to computing is likely to have such knowledge. There
are a number of books and articles on the subject, but for the moment, it is better
to leave such programs alone. In general, programs which will run on the ZX80
and ZX81 can usually be completely re-written for the Spectrum so that they take
full advantage of the unique features of Spectrum, and this is much more useful
than simply making minor adaptations.

Some other instructions

The instructions POKE, PEEK and USR are fully dealt with in Part 6, but there
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are a few instructions and print marks which we have not covered, some because
they are useful only when attachments are connected to the Spec_trum, some
pecause they are seldom used, and some because they are so specialised that we
need only mention that they exist.

[nstructions which fall into the first group are LPRINT, LLIST, which are used
by ZX-compatible printers, LINE, OPEN, CLOSE, MOV?, ERASE, CAT and
FORMAT, which apply to the Microdrive, and IN, OUT which are gsed when the
Spectrum is linked to other devices such as controlh.ars. For any serious work on
writing programs of more than a few lines, a printer is almost essential, so that the
use of LPRINT and LLIST may be of interest here; the Microdrivg comn}aqu are
fully dealt with in Part 5, as are the similar commands for ‘networking’ - linking up
to 64 Spectrums together. LPRINT is used in place of PRINT when the wor(%s
inside quotes are to be sent to the printer rather than to the screen. If LPRINT is
used without the ZX printer attached, the instruction will simply be ignored,; it
does not cause the computer to lock up, as some do. If you want to use a program
that contains a number of LPRINT statements, and you have no printer, then
simply edit all the LPRINTSs into PRINTs. LLIST similarly causes a program
listing to appear in print, with no waiting for a scroll instructlon.. .

Of the second group, many of the mathematical instructions (strictly speaking,
functions) are of use only to readers who know enough of mathematics, but a few
are worth mentioning. ASN, ACS and ATN give, respectively, the angle whose
Sine, Cosine, and Tangent value has been entered after the instruction. For
example, PRINT ASN'.Q)IZ will give .01200028, the angle in radians (see Part 2)
which has a sine value of .012. To convert this angle into degrees, you need to
multiply by 180 and divide by Pl (above the M key) - note that the an.gle in rz_ldiar‘ls
is almost equal to the sine of the angle, which is another reason for using radians in
angle measurement rather than degrees.

The SGN instruction is used to find the sign of a number variable. PRINT SGN
A will, for example, give +1 if a is positive, § if a is zero, and —1 if a is nega?ive -
Fig. 7.1 shows the instruction in action, put into a subroutine. ABS is an

18 LET a=5%

20 GO SUBb 168

3@ LET a=@

4@ GO SUB 100

5@ LET a=-%

6 S0 7o 9495

7@ GO =

1@ PRINT “"Sian is “.5GN a
11 RETURN

Fig. 7.1. Using SGN to find the sign of a variable value, or if the value is zero.

instruction whose effect is to strip the sign from a number (or a variable used to
represent a number). If you have a line whichis: ‘LET a=—6", then ‘PRINT ABS a’
will give 6, having removed the negative sign. This is useful if you want, for
example, to print squares of numbers (or other powers) because Spectrum refuses
to give a value for the square of a negative number, and programming PRINT at2
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will come up with Invalid argument if a is negative. You can, however, use PRINT
(ABSa)!2, and this will work. Moving on, the LN instruction gives the natural
(Napierian, base) logarithm of the number (or number value or variable) which
follows it. This is useful in calculations on capacitor discharge, radioactive decay,
emptying of reservoirs, and other natural processes, but if you want ordinary base
[0 logarithms (for decibel calculations, for example), you will have to use
2.303*LN a.

The last group consists of the instruction VALS, which no-one appears to have
found a use for to date, and some of the odd marks like the square and the curly
brackets (under keys Y, U, F, G), the sign ~, which is used above some letters
(usually n) in Spanish, and also used as a mathematical symbol for
‘approximately’, and the vertical line and backslash on the S and D keys. Few of
these are likely to find their way into our programs.

However, there is one very large group of commands that we have not covered
at all in this section - the commands that allow you to use the Spectrum’s very
useful graphics and sound facilities. These really deserve a section to themselves.

Part 2
Graphics and Sound

by lan Sinclair and Steve Money



Graphics and Sound

One of the most seductive things about the Spectrum is its ability to create fully
detailed colour graphics without using up most of its available memory space in
the process. Bearing in mind that a full screen contains 256X176 separate dots, or
pixels, and that the computer needs to know a fair amount of information about
each dot, this may sound impossible. After all, it has to keep track of the colour of
45056 different pixels - whether they are ink or paper colour, and if so which (from
a choice of eight), whether or not they are FLASHing, and whether or not they are
BRIGHT. That’s a great deal of information - more, in fact, than the Spectrum
could ever cope with. So it cheats.

To see how, NEW out any program you have in the computer at the moment
and LOAD a screen display — any screen display. (If all else fails, use the display at
the start of your HORIZONS tape.) Normally if you start ‘cold’ like this the first
display will start loading in black and white — black ink and white paper. Look
carefully. The first thing to appear is a horizontal line of black dots near the top of
the screen. Then a second line appears, some distance down from it. Eight spaced
lines will appear, and then a second line of dots will be printed immediately below
the first one at the top of the screen, another below the second, and so on. In all,
eight separate lines of dots will appear in each strip until the top third of the screen
is full — eight strips of eight dot-lines each. Then the process is repeated for the
second and third portions of the screen. Finally the colour appears, in a rather
more normal pattern. Starting at the top, it shows as a wide band filling one strip of
eight dot-lines at a time from top to bottom of the screen. At the same time, any
areas of screen that are FLASHing or BRIGHT will reveal themselves.

All the extra information about these attributes — colour, brightness, etc. - is
stored in a separate part of the Spectrum’s memory from the actual dot pattern;
and as you may have guessed already, the Spectrum doesn’t actually note the
attributes of individual pixels, but just those of each 8X8 block of pixels. Within
each 8X8 block there can only be two colours (INK and PAPER colour). Thisisa
bit limiting sometimes, but with a little care and ingenuity it’s a limitation you can
beat, as this section will show you. The Spectrum comes fully equipped with an
armoury of useful commands to help you make the most of its graphics capability.
Some of those commands are mathematical functions like SIN and COS that you
may only associate with school homework, but here you’ll find formulae that use
them to draw shapes on screen, shapes you can use (if you wish) for your private
version of Space Invaders, for drawing plans and diagrams, or for creating charts,
graphs, and displays.
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The sound facilities on the Spectrum are not so well developed, but they are
there and they are useful. The final chapter in this section shows you how they
work, and how you can use them to the best advantage either for music (one part
only!) or for sound effects and signals within a program. The Spectrum is actually
capable of a great deal more in this field, but only with the help of some new
peripherals (see Part 5). On the other hand, getting to know its BEEP command is
a good preparation for more advanced work later on.

Now read on, and start bringing your Spectrum to life!

Chapter Eight
Screen Displays

Graphics is the word used to describe the characters of a computer which are
shapes rather than alphabetical, numerical or punctuation marks. The provision
of graphics characters allows us to draw diagrams and pictures; it’s not just a
feature that is useful for games, it is valuable for presenting information in the
form of pie charts, bar charts and graphs. Like most computers of modern design,
Spectrum allows these graphics characters to be chosen from a ready-made set or
to be designed by you for your own purposes; they can be high resolution (fine
detail) or low resolution (large blocks), and in colour. We shall be dealing with
colour in the next chapter, and concentrating on shapes in this chapter, starting
with the low resolution graphics shapes.

LRG

L.RG is a convenient abbreviation for Low Resolution Graphics, as distinct from
HRG (High Resolution Graphics), and the LR G characters of the Spectrum can be
obtained by using the keyboard direct, using the number keys on the top row of
the keyboard — but you need to know how to obtain these graphics.

Suppose, for example, that you want to print the character [Bg at the centre of
the screen. Now the screen centre is at TAB 15 across and line 1§ down (remember
that numbering starts with zero). The command that you want is:

PRINT AT 10,15“Bg”

and the PRINT AT 10, 15; is the easy part. To get the graphics character, you press
CAPS SHIFT and key 9 together, which places the computer into its graphics
mode, indicated by the letter G appearingas a cursor in place of K, L, E or C. Once
this graphics cursor appears, you can type graphics characters directly on to the
screen. To get the character g , you type the 6 key when the G cursor is flashing.
This leaves you still in graphics mode, and you have to escape before you can type
the final quotes mark. This is done by pressing the CAPS SHIFT and 9 keys again.
When the line looks complete (did you remember the first set of quotes?), press
ENTER and the graphics character will appear on the screen.

The graphics characters which are illustrated on keys 1 to 8 are only half of the
available LRG set. If you press either of the SHIFT keys (CAPS SHIFT or
SYMBOL SHIFT) along with the graphics character key, you will get the inverse
character - white in place of black and black in place of white. Figure 8.1 lists the
possibilities, along with the CHRS$ numbers which produce the same effect in a
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KEY
MARKING 1

>
(No CAPS Key) B []

[.@
o
—.
-
3-
-

No.Code 129 130 131 132 133 134 135 128
(CAPS Key down) H
No.Code 142 141 140 139 138 137 136 143

Codes 144-164 are reserved for your own graphics
characters

Fig. 8.1. The graphics characters which are available on keys.

PRINT CHRS number type of statement. By far the simplest way of producing
graphics in LRG is to use the keyboard in the same way as you type ordinary
alphabetical characters, using the blank graphic on the 8 key as a spacer.

Now how can we make these graphics characters form a shape on the screen?
T}%erf': are several ways, and we’ll start with what could be called ‘graphics
printing’, taking as an example the pattern shown in Fig. 8.2, a basic ‘flying
saucer’. The first thingto do is to draw this in squared-off form, and the easiest way
of doing this is to use graph paper, preferably the millimetre/centimetre square
type. If you use a large centimetre square to represent a complete graphics block,
you can draw in the outline on the paper, and then shade in the quarter-blocks the
way you want them to appear on the screen. The next step is to identify these
blocks as characters on the keys.

Tab Numbers 13 15 16 17

Fig. 8.2. A plan for a ‘flying saucer’ made from graphics characters.

_ Using the pattern in Fig. 8.2, if we want this to appear in the middle of the screen
hr.le, we shall have to choose TAB numbers to suit the shape, which is 5 characters
wide. This will centre reasonably well if we use TAB 13 for the left-hand side, so the
next step is to writt TAB numbers across the top of the block positions. The
pattern uses a depth of three blocks, so three PRINT statements will be needed.

The first line contains the block fg at TAB 15, so the line to print this is PRINT
TAB 15; “fg ”. That deals with the turret of the flying saucer. The body starts on
the next line at TAB 13, and its print line is:

PRINT TAB 13; BB R pCm ~
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The last line is then PRINT TAB [3; «@]” TAB 17;“[®”, an alternative is to use
three spaces between the characters in place of the TAB.

That’s it — if you clear the screen and RUN, you should see your saucer appear
on the top line. If you want it to be further down the screen, you can precede the
first line of printing with PRINT AT 5,0: “™; to shift the print cursor before the
first line of the pattern is printed, or alternatively, you can use PRINT AT in place
of PRINT TAB for the first line of the pattern. This method is one of two main
methods which create shapes directly from the keyboard. If you now want to
animate your graphics pattern, you will also have to create a blank which will fit
over your graphics pattern to delete it, and then program a loop which rubs out
and then creates the pattern alternately along or up/down the screen depending on
the direction of motion that you want. This technique is illustrated later.

An alternative method of printing graphics, which is very much more useful for
animation, consists of putting the whole pattern into a single string, just as we
would do for a string of letters. On some computers, a string of this type can be
made using the cursor-movement codes (8, 9, 10, 11), but this method is not
applicable to Spectrum, because only code 8 works when used in PRINT CHRS$ n
commands. As usual, Spectrum provides a more useful alternative, which is
illustrated in Fig. 8.3. The graphics for another flying saucer shape are assembled

18 LET a%="
20 FOR u=1 !o 1a:ipnxwr ST y. 4
3~ 11 ll: :

3 PRINT AT 9+31.,12: 33
NEXT
3R G TO 38R
Fig. 8.3. Creating a string of graphics characters rather than PRINTing directly.

into one string, g$, which is typed using the computer in graphics mode. This is
done in the usual way, typing as far as the quotes in the normal way, and then
entering graphics mode (G cursor showing) for the characters. The shape is typed
by using characters and blanks until complete — you can keep typing characters
into the two bottom lines until the computer refuses to take any more. This won’t
happen until you have typed 23 lines, and no shape s likely to need so much typing
— this is a facility which no other family of computers can offer. In the example, the
steps needed to animate the shape are also shown alternately printing a wide blank
and then the shape so that the top of the saucer is wiped each time the shape moves
down. Animations of this type are simple in BASIC, and if they are accompanied
by sound effects (see Chapter 12) they can be very effective. Note that in this
example, the computer has been forced into an endless loop in line 3¢. This
suppresses the message which is printed to inform you that the program has ended,
and it is a useful tip for graphics programs, where the message spoils the impact of
the graphics.

Creating a string from the keyboard in this way is by far the simplest way of
making up a pattern from the LRG characters, but sometimes you may not wish
to show to anyone reading the listing what is being created. The other method that
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N T T T [T 1T T 7]

Fig. 8.4. An 8 X 8 pattern for creating your own shapes - use tracing paper over this:

can be used is to pack up a string using CHR$ numbers. Packing up, in this
context, means starting with an empty string and adding CHR$ numbers until the
string contains enough to form a pattern when printed. There is a CHRS$ number
for each character, as indicated in Fig. 8.1 and in the manual, Appendix A. The
important characters can be put in using READ ... DATA, and repeated
characters, particularly blanks, can be putinusinga FOR ... NEXT loop so as not
to waste too much space in the DATA line. An (imaginary) example might read:

LET g§ = “”: READ a$: LET g$ = g% + a$: FOR n= 1 TO 27:
LET g8 = g§ + CHRS 128: NEXT n: FOR n= 1 TO 7: READ a$:
LET g$§ = g$ + a$: NEXTn

In general, this is a lot of work and entry from the keyboard is preferable.

User-defined graphics

User-defined graphics means creating your own graphics characters, and this
allows you to create much more interesting patterns with much higher resolution
than can be obtained using the pre-defined characters that are on the keyboard,
The price that you pay for this facility is, as you might expect, much more
programming. Twenty-one different shapes of your own can be created and used
in programs, saved and loaded, and used in every way like normal characters, by
using the graphics mode along with the letter keys a to u inclusive. These
characters can be printed either by using PRINT “ and then slipping to graphics
mode to enter the letter, then back to normal for the final quote mark, or by using
their CHRS numbers, which are 144 to 164 inclusive. The character shapes are
mapped onto a set of 8 by 8 squares, such as is shown in Fig. 8.4 — this can be used
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as a template for designing shapes, using tracing paper over the squares.

The first thing to do is to decide what shape you want to use with some specified
letter key (a to u). Let’s suppose that we want the ‘a’ key to give us a humanoid-
cum-space-invader type of shape, as shown in Fig. 8.5. The first thing to do is to
draw the shape, as shown, on the pattern of 8 X 8 squares. You will have to decide

Bin Codes
00011000
00011000
01111110
01011010
00011000

00011000
00111100

00100100

Fig. 8.5. Planning out a humanoid shape (or ‘draw, Marshal...").

for yourself how you want to do this. If you draw to the edges of the 8 X 8 square
outline, your character will merge with anything in the next line or space - this
may be useful. If you leave a set of squares along the edges, leaving you working
with a 6 X 6 set, then your character will remain clear of any others printed next to
it. For many purposes in graphics programs, you do not need a margin, and the
greater freedom that you have by using 8 X 8 (64 squares) rather than 6 X 6 (36
squares) is more useful.

Figure 8.5, then, shows our pattern drawn on to the set of squares. Remember
that this is shown on a large scale — the whole pattern will only be the size of one
character square when it is put on the screen, The pattern now needs to be
converted into a set of number codes, and the simplest method is to use ‘binary
codes’, where () means white (paper colour) and I represents black (ink colour).
Numbers which use just these two digits are called binary numbers, and since these
are the form of numbers that all computers use anyhow, it would be a useless type
of computer that did not provide for entering numbers in this form. Needless to
say, this is something that Spectrum can do, using an instruction BIN (for BINary)
to indicate that what follows is in binary code of I's and §s.

Going back to Fig. 8.5, if we look along the top line of our 8 X 8 set of squares,
starting at the left-hand side, we see that the first three squares are blank (), the
next two are filled in (1) and the last three are empty (¢). We write the coding for
this as @ 11PHP in binary, and the same pattern is used for the second line. The
other lines are treated in the same way, giving the set of BIN codes that are shown
in the drawing,
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So now we have a description of the pattern in language that the computer can
understand, a set of eight BIN numbers. The next step is to instruct the computer
so that one of the programmable keys can be used to produce this pattern. This is
done by aset of instructions which place the §’s and I’s into the correct places in the
memory of the Spectrum, and they involve using the new instructions, POKE and
USR. First of all, we select a key that we want to use for this pattern - the ‘a’ key
seems as good as any. USR is an instruction which is used to find places in the
memory of the Spectrum, so USR “a” finds the first of a set of eight pieces of
memory, each of which can hold eight I’s or §’s, and which will all be used to store
the pattern for the ‘a’ key in graphics mode. This leaves the normal action of the ‘a’
key in the other modes unaffected.

If we place the binary number for the top row of our pattern in the first memory
space found by USR, the second binary number in the next memory space, and so
on, then this completes the programming of a key and from then on, until the
computer is switched off or the same key re-programmed, the graphics pattern will
appear when we enter graphics mode and press the key — if we press the key in
graphics mode before the programming is carried out we will get the upper case
letter, A in this example. Typing NEW (ENTER) has no effect on the
programming of the key, though it will clear out the program that produced it!

Since numbers like BING@@ 1 10@ are used in groups of eight to program a key,
the most convenient way of programming is to make use of READ ... DATA.
USR is then used to find the correct starting-place in the memory, and POKE is
used to place the BIN numbers into the memory. A piece of program such as;

FOR n = § TO 7: READ k: POKE USR “a” + n, k;: NEXT N

will do nicely, with the DATA line or lines containing the BIN numbers. It's easier
to see what is happening or to change lines if you use one DATA line for each BIN
number. Using this method also allows you to use different sets of data lines, using
RESTORE so that you can re-program your key at different stages in a program.
Another hint, illustrated in the manual, is to allocate a variable name to a BIN
number that you use several times, suchas LET z= BIN@@P@PPPp or LET b=
BIN ITT1T1T1 and then use POKE USR*a"+5,z or POKE USR“a™6, b to place
these lines into your pattern.

What the instruction does, then, is to find a place in memory, from the USR “a”
part, and to place a number there using POKE. The loop can be used because
USR “a” + 1 is the next memory place along from USR “a”, so that the next line
can be poked there. The loop usesn=¢) TO 7 rather than | TO 8 because you want
the first binary number in USR “a” rather than in USR “a” + 1. This newly defined
character can then be printed either by using its CHRS$ number (see the manual,
Appendix A) or by pressing its key, ‘a’ in this example when the computer is in
graphics mode and the G-cursor is showing. This complete procedure is shown in
Fig. 8.6, but note that when you enter line 3¢ at first, it will read PRINT “A”,
because the shape is not created until the program has run - the illustration was
printed after the program had been tried, like all of the others in this book.

To save your character for use the next time you want it, however, is not like
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ia FOR n= TQ 7. RERD K: PQKE
UER “a"+n,k: NEXT ©n
@ PRINT "R"

16@ DATHA BIN QRRQIIAQR,BRIM 2201l
AGG . BIN @l111118 . BIN Ri1121Q, 871
N 2R8l1llued,BRIN OR11228,BRIN RRILZ
110, .RIN Sal1alias

Fig. 8.6. A program for the humanoid/invader/cowboy.
saving variables. If you have a line: LET a$ = “A”, where the A is in graphics
mode, so that PRINT a$ will produce the character, then you can save the whole
program and expect that the value of a$ will be saved. It will, but NOT as your
special programming. When you load back and type PRINT “A”, going into
graphics mode for typing A, then all you get is A, not your shape. If you want to
have user-defined shapes in a program, then the program must create the shapes
unless you deliberately use a different type of load and save command of this form:

SAVE “blob” CODE USR “a”, 8

where “blob” has been chosen as the ‘filename’ for this shape created by the
program of Fig. 8.6, and CODE is a way of indicating to the Spectrum that what is
to be stored is not a BASIC program but just a piece of code in the memory. USR
indicates, as usual, where the start of this piece of memory is to be found (its
address), and 8 is the number of bytes (sets of eight binary digits), of memory, since
we have used eight sets of digits for each character. The corresponding VERIFY
command for this type of SAVE is: VERIFY “blob” CODE and if you are loading
the character back into your own Spectrum, then you can simply use: LOAD
“blob” CODE. If you want to load your character into another Spectrum,
however, particularly if it’s a 48K one, it’s safer to use: LOAD “blob” CODE USR
“a” in case the other machine uses its memory differently.

One thing which inevitably causes some surprise when user-defined graphics are
created is how small each defined character is. This is ideal for many purposes, but
sometimes you want to use larger shapes. This can be done by combining two or
more defined characters and printing them together so that they appear as one. If
each one is defined right up to one edge, then the edges can be made to merge when
the characters are printed together (which can be done by defining them as one
string as we used earlier with the LRG characters). Take alook at the two patterns
in Fig. 8.7 and the BIN codes which produce them. This pair gives a reasonable
fighter-plane appearance, and if the two characters are put into one string, then the
plane can be moved across the screen in a fairly convincing way — the methods
have already been illustrated. There is no reason why several sets of user-defined
graphics shapes cannot be combined in this way, so that some very interesting
shapes can be put on to the screen.

Plot and draw

Another way of drawing larger figures is to make use of the two main HRG
commands PLOT and DRAW. PLOT means illuminate one point from all the
possible ‘squares’ on the screen, of which we have 8 X 8in each character position.
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When you use PLOT or DRAW you are working with a screen which consists of
256 points across (numbered @ to 255) and 176 vertically (numbered ¢ to 175). A
complete screen therefore uses 256 X 176 points, a total of 45056 points — and
that’s what we mean by high resolution. Any line that we draw will only be as thick
as each point.

PLOT lights up the point whose across (x) and up (y) numbers follow the PLOT

BIN Codes

00000000
00000000
00100000
00110000
00111000

10011100
11011110

11111111

BIN Codes
11111111
11011110
10011100

00111000
00110000

00100000

00000000
00000000

Fig. 8.7. Creating two graphics shapes which can be printed together.

instruction, with the numbers separated by means of a comma. You must be
careful to avoid confusing PLOT numbers with PRINT AT numbers. The PLOT
numbers start at the bortom left-hand corner of the screen, which has the PLOT
numbers §, @, and they read across (left to right) and upwards. The PRINT AT
numbers start at the rop left-hand corner, and also read across and down., PLOT
uses numbers up to 255 across and 175 up, whereas PRINT AT uses up to 31
across and 21 down. Most important, PLOT uses its numbers in across, up (x,y)
order; PRINT AT uses themn in down, across (y, x) order. The differences are
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Fig. 8.8. The mapping of the screen for PLOT and DRAW instiructions.

important, because text and drawings can be mixed on the screen of the Spectrum.
Figure 8.8 shows the ‘mapping’ of the screen for the PLOT instruction,

PLOT §, ¢ will therefore illuminate a tiny portion on the bottom left-hand
corner of the screen area (not on the lines reserved for commands). We can PLOT
anywhere on the usable screen, but using an impossible number, as for example
in PLOT 5,209 or PLOT 3§, 1¢¢ will result in the error message ‘Integer out of
range’. We can use PLOT to go to the starting point of a drawing, or print one
point at a time, as is needed for graphs.

DRAW means draw a line from your starting point to some new point. Your
starting point will be where a PLOT instruction placed a point, or where a
previous DRAW instruction left off. Positive numbers used with DRAW will
draw a line to the right and up from the PLOT point, negative values will draw a
line which moves left and down. Note that negative numbers cannot be used with
PLOT, only with DRAW. Once again, if the number that is used would cause the
line to be drawn off the screen, the ‘Integer out of range’ message will come up.

Take a look now at some examples. Figure 8.9 shows examples of lines drawn
vertically, horizontally and diagonally, simply to show how the commands work.
It’s very tempting to treat DRAW as if it were like PLOT - but it’s a temptation
that you have to resist! When you design HRG drawings, you will find it easier if
you note the co-ordinates (x and y numbers) of each end-of-line position, and
remember that the numbers you will need for the DRAW instruction are obtained
by subtraction. For example, if you ended a line at position 240,150 (240 across
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1@ PLOT 0.0
20 DRAU 255,178
30 GO SUB 566
40 DRAW @, -17E
S8 G0 SUB Se
62 DRAW -255.0
70 GO sSUB S6b
AR DRAL @, 178
ap GO SUR Sa6
100 DR 255 H
110 G0 To o20ba
BB IgPUT “Prass ENTER to proce
gd."ixX
5190 RETURMN

Fig. 8.9. Using PLOT and DRAW.

and 150 up), and you want to go to 100,160, then the command is DRAW -
140,19, which is new x - old x, newy - old y. Life would have been a lot easier if we
could have used absolute co-ordinates!

Using DRAW to produce straight lines is rather limiting, so an extension to the
command allows a third number to be added so as to permit DRAW to produce a
circle, or any part of a circle. The first two numbers specify the finishing point of
the line as before, but the third one specifies angle in radians (see Fig. 8.10). The
radius of this circular portion depends on the distance between the starting point
and the finishing point and the angle, soit’s never obvious, until you have had a lot
of experience with the command, where the circular part will pass. An example is
shown in Fig,. 8. 11, which draws two semicircles to form a horizontal S — note that
the direction of drawing the circular portion is determined by the sign (+ or —) of
the number used to specify the angle.

To make the best use of these commands in HRG, place a piece of tracing paper

| radian

\

—

fig. 8.70. Radian measures for angles. A radian is a natural unit of angle based on the
circle. For a circle of any size, if you take a piece of the circumference whose length equals
the radius, r, then drawing a radius from each end of this piece produces an angle which is
equa! to 1 radian. Pl radians equal 180°, so that 1 radian = 57.29° and 1° = 0.01745
radians.
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16 PLOT 246,170
20 DRAVY -120, -86, -P1
38 DREV -12e.8,PI

Fig. 8.11. Drawing portions of circles - note the effect of sign.

over a 256 X 176 grid, such as the one in Fig. 8.8. Draw your shape or shapes,
remembering that the most effective drawings are usually those which avoid too
much fine detail. Having sketched out the drawing, break it down into a series of
straight lines and circular portions, and mark co-ordinates (x across and y up) for
each starting/finishing point. Select a starting place for POINT (more than one, if
there are several unconnected shapes), find its co-ordinates, and then start
working out your DRAW numbers. You will probably want to modify your
numbers when you see the drawing on the screen, because it always looks rather
different, but if your planning was reasonable, the changes should not be
extensive. Where a full circle is needed, there is a CIRCLE command, which
requires three numbers, the x and y co-ordinates of the centre and a number for the
radius. Figure 8.12 shows an example of the use of this command to draw a
‘spider-web’ pattern — it also shows the deficiencies of the CIRCLE command,
because some of the circles are not very circular!

18 PLOT 125,588

20 FOR n=1 TO && STEP 2

30 CIRCLE 125.8&.n
4@ NEXT n

Fig. 8.12. The CIRCLE instruction - not perfect, but useful.

Screen drawings, which can take a considerable amount of programming, can
be saved on tape, so that they can be loaded separately, to avoid having touseup a
lot of program memory to create the drawing again. The save command takes the
form:

SAVE “graphics” SCREENS$

and this takes quite a long time to save, considerably longer than to SAVE the
program which creates it. To load this back, you will need to use:

LOAD *“graphics” SCREEN$

and this also will take quite a long time, but is fascinating to watch because it
illustrates how the screen images are stored in the memory (see the introduction to
this section). You can’t use VERIFY on any of these drawing-saving routines,
because the screen appearance usually changes between saving and verifying,
resulting in a false error message.

PLOT can be used apart from DRAW to plot out shapes which can be
expressed in mathematical equations. Any equation which uses variables x and y
and which can be ‘fiddled’ so that the values of x and y do not exceed the limits of §
to 255 for x and @ to 175 for y can be used. Figure 8.13 shows one example of a
program which draws a trace in this way, and also illustrates how slow this type of
PLOT graphics can be. Note the use of (SIN x)*(SIN x), because the Spectrum
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1R LA : FOR Xx=8 TO 284
28 LET u=l@8s{SIN NI XISIN X2

Fig. 8.13. A graphical plot - it takes a long time!

will not accept the instruction (SIN x)!2 when the value of the SIN is negative =
this is an oddity of Spectrum which is not found on other computers. You can,
however, experiment with how changes of numbers and of STEP values in the
loop will change the appearance of the shape.

PRINT AT i80.5; "MNMormali®
INUERSE 2

FRINT AT 13.5;"Invarse"
INVERSE &

BFRINYT AT 18,8, "Restaored"

HEORAE (R EE
0124@@5’

Fig. 8.74. Using INVERSE in separate lines - the effect persists until reversed.

INVERSE, OVER, FLASH and BRIGHT

INVERSE I has the effect of inverting the dot pattern of any character. When you
have the situation, as exists at switch on, of black characters on a white
background, INVERSE 1 will cause the pattern to be inverted to white dots on a
black background. This does not mean that the whole screen will turn black,
unless you have written in every part ofit, only that each character will be made up
from white dots on a black background for that character, INVER SE must always
be followed by the digits 1 or  — 1 means do the inversion, () means cancel, and the
command can be placed in a line, as illustrated in Fig. 8.14, or after a PRINT
instruction, as shown in Fig. 8.15. When INVERSE I, or any of the other
instructions of this group, OVER, FLASH, BRIGHT, is included after PRINT,
its effect lasts only for the duration of that PRINT instruction — the next colon or
the next line number will restore normality.

1@ PRINT “Nar
1, Inyerse"
aga

1. "In\-er=e“'

again

Eﬁﬂ!ﬁggworm&t

Fig. 8.15. Using INVERSE 1 in a PRINT statement - the effect lasts only within the
statement.

Looking now at FLASH and BRIGHT, these cause, respectively, flashing
characters or extra-bright characters, and can be used inside or outside PRINT
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statements as illustrated in Fig. 8.16. Like INVERSE, when BRIGHT or FLASH
is used after PRINT, then its effect lasts only for as long as the PRINT statement is
in operation.

OVER 1 is a particularly interesting instruction which is not found on many
computers. The normal PRINT action will delete any character in a printing
position before a new character is printed there. Adding OVER 1 to a PRINT

1@ CLS : PRINT TRE 8 "Flash &
Bright” _
20 PRINT ‘“Normal Line of taxt

L]
2

=8 BRIGHT 1
48 PRINT "“this i_*‘;\‘: b:“‘iight“

S@ PRINT “So is his
E@ BRIGHT &
7@ PRINT "Normal again

3[@ FLASH 1
2@ PRINT “"FlLashing®

19@ PRINT “_as is th's“

11@ FLASH m

12@ PAUSE

1R@ PRINT BRIGHT L. This is bri
aht.but this";

14@ PRINT FLASH 1:" fraskeas, i

15@ PRINT " and this dosspn-’t"

Fig. 8.16. Using BRIGHT and FLASH. BRIGHT does not always show up well on TV
receivers.

instruction will cause superposition of characters, a feature which has some use in
creating new characters, adding accent marks, and underlining in printed text and
can also be used extensively in graphics. Figure 8.17 shows an example of this
instruction which can be countermanded by OVER § either inside or outside a
PRINT statement. One use I find particularly handy is underlining text; but
another is in animation, because a graphics shape can be changed gradually by
overprinting another shape, and then changed by replacing with another shape, or
the same shape printed along, up or down. Some practice is needed before you get
too ambitious with this one, however.

V18 CLE . PRINT TRE 13) "Over 17
20 PRIMT 87 5,5 "Layae®
38 PRINT &7 S8 OVER r:v»'v
48 PRINT &7 FT.1%:09: "
B PRINY &7 7,38, OUER 4 Y-V
S@ PRINT &T 4B, 31%: uyndartineg®
TR ORRINT BT 18,311 DVER 1.
o “ OREM Underiine on key =
0
28 PRINT 87 13,15 & 8»
R[E PERINT BT 12,3135 OLRER 3™ b

—e——

Fig. 8.17. Printing one character over another, using OVER 1.



Chapter Nine
Getting it in Colour

The eight colours of the Spectrum are printed, as a reminder, on the top line above
the top row of keys - they include Black and White, but the count is genuine - a
flashing colour is not counted as being different from a steady colour the way it is
by some computers! On a black and white receiver, these colours will appear as
shades of grey ranging in intensity from 7, which is white, down to @, which is black,
and a good B&W receiver should display them so that you can tell the difference.
There are three instructions which are particularly associated with colour.
These are BORDER, PAPER and INK (see Fig. 9.1), and each of them needs to
be followed by a number. There is no need to memorise these numbers, because
the colours are printed above the number keys, so that I is blue, 2 is red, 3
magenta, and so on. Only 8 and 9 among the number keys have no obvious colour
more about them later.

Program lines or printing
‘INK' colour.

1

| 10 Print “*Sinclair Rules, O.K?"t T Main Screen

| | ‘PAPER’ colour
|
i

|
\ !
K_\_ _______ J

Instructions, messages and
inputs appear here

Fig. 9.1. How the screen is divided up into areas which can be of different colours.

The BORDER instruction affects the colour of the border around the usable
part of the screen area — it is on the bottom section of this border that your lines
appear as you type them in, and where you also type INPUT answers. Try the
program of Fig. 9.2, which shows the range of BORDER commands, noting that
the INPUT printing always appears in a contrasting colour to the border without
any programming effort on your part - this is deliberately built into Spectrum so
that no matter what you do, you can always see the messages in the bottom
portion of the screen.
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1B OLE ¢ PRINT TRE &) "Florat b
arders”
2@ FOR =1 TQ ¥
IR B JSUR e
4R BRODRADER n: NEXT n
BR PRINT ““""That s attt": PRIM
T AT 42,416 7: G0 TO 2999
[ pRIN? AT 12, I8, n-1: INPUT (
TFor horder celﬁur ";n,' press g
NTER. ™) 38%:. RETURN

Fig. 9.2. The range of BORDER colours.

BORDER is mainly used as a ‘picture-frame’ instruction, and the two colour
instructions which affect the main screen area are PAPER and INK. As you might
expect from the names, PAPER affects the background colour and INK affects
the colour of the printing on that background; the appearance can be inverted by
using INVERSE 1 as before. These effects can be used directly, but if you type
PAPER 1 to get blue paper, you will need to press ENTER twice before you see
any effect. This is because the command consists of two sections, one for PAPER,
the other for the number. No special treatment is needed, however, when the
instructions are used within a program, as Fig. 9.3 illustrates. This prints a

1@ CLE . BORDER 2

2@ FOR n=1 TO ¥: GO SUB 500

3@ PAPER n: PRINT INR S; afams .

REM Graphics &

48 PRINT ‘: NEXT n: LET n=0: &
O SUB 60

B@ PRINT ' "'“That's atit“: GO T
o Asss

3RO INPUT (“For papafr colour
ni” press ENTER.").a%: RETURN

Fig. 9.3. PAPER and INK used with graphics.

graphics block in INK colour on the selected PAPER colour, and also illustrates
how ‘colour’ 9 is used. INK 9 means use a contrasting colour and it ensures that the
ink will always contrast with the paper. If you substitute text for the graphics
block, then your text will also appear in colour, but on the early Spectrum models,
text was not very clear when it was printed in this way because of a flickering effect.
Some of this can be reduced by careful tuning of the colour receiver (strictly
speaking, it needs some adjustment each time it is used, because the modulator of
Spectrum does not send out a constant frequency signal); this type of pattern is
ideal for checking that the tuning of a colour receiver is at its best. My own
preference is to leave text of normal size as black on white, and to keep colour
effects for graphics, in which role they are particularly effective.

An instruction which makes use of PAPER or INK affects a complete character
position, made up of 8 dots across and 8 rows down (as you know from user-defined
characters). In one character position, however, you can have only one PAPER
colour and one INK colour, and that’s your lot. For displaying blocks of colour,
you can achieve some mixing by inverting adjacent blocks, and this technique is
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illustrated in Fig. 9.4, using the low-resolution graphics to print a screenful which
at a distance will appear to be orange. A more elaborate method is to have each
element in an alternate colour (one PAPER, and the other INK) so as to produce

1@ CLE : BORDER 1
260 FOR n=31 TO 382 T
3@ PRINT INK &: PARER aﬁ“g“{
18 PRINT INR Z: PRAFER 6! E
SB NEXT n

Fig. 9.4. Creating an impression of colour mixing.

colours which are quite acceptable mixtures even on closer inspection — this is
illustrated on page 124 of the Spectrum manual.

LRG patterns in colour

The use of colour in graphics adds a new dimension to the design of patterns, and
one which can be varied cunningly by the use of INVERSE, BRIGHT and
FLASH. Figure 9.5 illustrates how a checker-board pattern can be drawn in blue

1@ LET as="_ N S B .F
2@ FOR =1 TO &: FOR X=1 TO Z

36 PRINT PAPER 1:; INK 6&.98%: NE

XT X: FOR x=31 TO 2
4.6 PF!INT PAPER 6: INK 1:9%: MNE

5@ NEXT J
Fig. 9.5. A checker-board pattern program.

and yellow by making use of a graphics string which is printed twice with one

PAPER and INK setting, then twice with the settings inverted. The amount of

programming can be reduced further by defining a string consisting of two paper

and two ink squares, and usinga FOR ... NEXT loop to produce each pair of lines
this technique is illustrated in Fig. 9.6.

QE= %": BORDER 4
%g lI;EE Ifl TO FOR xX=1 TO &ﬁ

3@ PRINT PAPER 1: INK Bi0%::

Exz@ FOR X= 3. TCF 16: PRINT FARPER

=9 INK l. 9%, NEXT X
NENT i

Fig. 9.6. A version using a shorter string and a longer loop.

A very effective use of the colour LRG patterns is the production of random
patterns on the screen, followed by a giant title made up from black graphics
blocks. This is usable only for short title words, but it ensures the maximum
attention for the title. A program of this type is illustrated in Fig. 9.7. The PRINT
loop is set to cover the whole screen, with 32 X 22 lines = 704 positions generating
a pattern in which the paper colour is chosen by random selection from the eight
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18 CLE : FOR n=31 TO TO4: LET
=14 INT (RND2VT . LET X=1INT LEND $

&) +126
20 PRINT PAPER i; INN .0HRS K

v NEXT 0

e 35 PRINT MR —
4@ PRINT AT O.g:;¢ “Spgegsg F
S8 PRINT AT 1@.10:" B BB B

B 60 PRINT AT 11,310:" B B B &
55 PRINT AT 12,3 e

Fig. 9.7. Random colours used to bring attention to a giant title.

colours, using variable j, with INK taken as 9 to ensure contrast. The characters
that are printed are the LRG characters, whose code numbers range from 128 to
143. Since there are sixteen such characters, we generate a choice of 16 random
numbers, and then add this to 128 to get the sequence of character codes that we
use for variable k.

Once this mottled piece of colour has been drawn, there is a ten second pause for
you to admire it, or to phone the Hayward Gallery about it, and then the word
TITLE is printed in large black letters at the centre of the screen. The word is
generated from LRG characters printed with the TAB settings that keep each line
of characters in the correct positions, with its own borders to wipe out the coloured
pattern near the letters. Titles like this are generated in the same way as we use for
any other graphics pattern — by drawing the letters out on graph paper which has
clear 1 cm squares, and then shadingin to show the graphics shapes which are then
entered from the keyboard in this example.

HRG in colour

The PLOT and DRAW instructions can be used with your choice of PAPER and
INK colours so that coloured lines can be drawn on coloured paper as easily as
black on white or white on black. Colour is not so detectable in small points,
however, and the effect is not so useful as it would be if it were possible to fill in a
shape with colour by a simple command and see the outline clearly. When a paper
or ink colour is fixed, however, it affects all of the points in a block, so that where
two coloured lines come within the same character block, the PAPER and INK
colours in that block are affected by the last set of PAPER and INK instructions,
so that the lines may appear to ‘blot’. This is particularly noticeable if several lines
intersect close to each other, making the lines appear thick where they are close to
each other.

POINT and ATTR

POINT and ATTR are not so much graphics instructions as ‘discovering’
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instructions, They provide information about character blocks, but in rather
different ways, and they are of more use in maze, wall and bat'n’ball games
programs - though BASIC is too slow for bat’n’ball generally.

POINT has to be followed by two co-ordinate numbers within brackets, in x,y
order (across, up), separated by comma and using the normal HRG numbers of §
to 255 across and ¢ to 175 up. POINT causes a value to be returned, and that
value, which can be printed, or tested using IF ..., will be § if the block is at paper
colour and 1 if it is at INK colour. In this way, it is possible to detect a boundary
line by using a statement such as:

IF POINT (x,y) = | THEN ...

An example of POINT used in this way is illustrated in Fig. 9.8. A point which is
lit by using PLOT is moved horizontally by using LET x = x + k. Since k = | at

18 PRPER 1: INK &
206 CLS : CIRCLE 1285.855.50
30 PLOT 31286.88: LET x=8: LET K

40 PLOT INUERSE 1:128+X.58: LE
T X=X+K

59 PLOT 128+x.8&8: IF POINT (i&
S+X +Kk .88 =1 THEN LET K=-1%K
68 GO TO 46

=

Fig. 9.8. Using POINT to detect boundaries.

the start of the program, this movement will be from left to right, and the point
which has just been vacated is reset to paper colour, so as to give the impression of
a crawling dot. Each new position is tested, using POINT to see if it corresponds to
the boundary of the circle. If it does, then the direction of motion is reversed by
using LET k = —k, so that the x co-ordinate number is reduced on each pass
through the loop. Once again, each point is tested to check for the boundary line,
and when this is found, LET k = —k again reverses the sign of k (two negatives
multiplied give a positive), and the action repeats. It’s relatively simple, but it
demonstrates how POINT can be used, and that’s what this section is about.

One item may be of interest to potential game-makers. Suppose you have
vertical walls drawn on the screen, and an object approaching with both x and y
values varying. To make a lifelike bounce (neglecting gravity) you should reverse
the x values (go from x = x + | to x= x— 1) when the wall is struck, but leave the y
values to change as before. It works in the opposite way when an object strikes a
horizontal wall — you then reverse the changes of y values, and leave the x values to
change as they did before.

The ATTR instruction is used to find out everything that is going on in a
character block rather than at a single point in the block. Unlike POINT, which
tests an individual point to see if it is PAPER or INK colour, ATTR tests to see
what actual PAPER and INK colours are being used, whether extra brightness is
set, and if the character is flashing. ATTR must be followed by the same type of
line and column numbers, within brackets and with a separating comma, as
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PRINT AT, with the range of ) to 31 columns and §) to 21 for lines - remember
that the numbers and the arrangement are different to those used for POINT.

Using ATTR results in a number, and you then have to analyse this number to
find what is going on within the character block. The analysis goes as follows:

If ATTR (y,x) is equal to 128 or more, then the character is flashing,
otherwise it is not.

If the ATTR number is greater than 127, then divide it by 128 and look now
at the remainder — or if it was less than 127 in the first place, look again at the
number.

Next question - is it greater than or equal to 64? If it is, then the character is
BRIGHT, so note that, divide by 64 and use the remainder. If it is less than 64,
carry on anyhow.

Divide what’s left by eight. The whole number quotient (what you get by
dividing) is the PAPER colour, and the remainder is the INK colour. Figure 9.9
shows a typical analysis, and Fig. 9.10 shows a program written to carry out this
analysis, so saving you from all this work. You enter the ATTR number into the
program at the INPUT step, and you will get a list of the attributes on the screen.

ATTR number 179
This exceeds 128, so block is flashing.

179 — 128 = 51
This is less than 64, so block is not bright.

51+ 8 = 6.and 3 remains.

So paper colour is 6
ink colour is 3
Fig. 9.9. Analysing an ATTR number.

@ CLS : PRINT THE 11 "Atribu
Hhuts fuBRiT. Pieesd anTal ATy
So IF Rany FREN AN e aens
"F a %ngqéq TFES . PRIMT "arsq;a“
ggTPQEQT“E‘%pEF? & Ccaliaus i=s "-' ; TN
T in 82 -
fBE?N‘?Rx;‘:Tﬁ\'\' Ink colour s "“:83tn

Fig. 9.10. A program for analysing an ATTR number.

Chapter Ten
Drawing Techniques

Now that you have had a chance to familiarise yourself with the new commands
you need to make the most of Spectrum graphics, you're ready to try some more
advanced ideas. This chapter should help you to expand your repertoire of
graphics routines: it won’t show you all there is to know, but it will give you a series
of useful program ideas that can be applied in many different situations, It will also
make use of some of the mathematical and trigonometric functions available from
your keyboard — these keys are very much more useful than they sometimes
appear to be!

Although the Spectrum’s own CIRCLE command can draw circles for you till
the cows come home (or the power unit blows up), it’s still extremely useful to
learn other ways of drawing circles, mainly because the methods used can then be
adapted to drawing other, more interesting shapes. If you have forgotten all the
trigonometry you ever knew, don’t worry —this chapter is a self-contained revision
course!

Circles by trigonometry

This method traces out a circle by drawing a series of short lines. Figure 10. 1 shows
a segment of the circle - points B and C are on the circumference of the circle, and
point A is at the centre, so the sides AB and AC are both equal, because both are
radii. To approximate the segment of the circle we shall simply draw the line BC. If
we take the co-ordinates of point A as cx,cy, then the co-ordinates of point B are cx
+ (length AB), cy. The co-ordinates of point C, however, are harder to calculate.
Let us drop a vertical line from C to point D. The x value for point Cis given by the
length of line AD and the y valueis equal to the length of line CD. This is where the
trigonometry comes in.

We will call the angle at point A of the triangle thera (6) which is the name of the
Greek letter normally used for labelling angles. In our program we shall use the
variable name ‘th’ to represent the angle theta.

To find the length of side CD the function we need to use is SIN(theta). The
definition of SIN(theta) is that it is the ratio of the length of the side of the triangle
opposite angle theta to the length of the hyporenuse (the side opposite the right
angle) which is side AC. So in our triangle:

SIN(th) + CD/AC
We already know that AC = radius r. The length of side CD is the change we need
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Fig. 10.1. Derivation of trigonometric method for circles.

to make toy to give the new y value for point C. We shall call this dy. Substituting
these new terms in the equation we get:

SIN(th) = dy/r
and if we multiply both sides by r the result becomes:
dy = r * SIN(th)

Having found dy we need to find a value for side AD which is the required change
in x and which we shall call dx. Now it just happens that COS(th) is the ratio of the
length of the adjacent side (AD) of the triangle to the length of the hypotenuse
(AC) so we get:

COS(th) = AD/AC
and substituting the values dx and r gives:
dx = r * COS(th)

To find the co-ordinates for the next point on the circle we apply the same
equations but now angle th has a different value.

To draw the circle we must first of all place the cursor at point B for which dx=r
and dy=0. This step is carried out by first setting variables x | = cx+rand yl =cy
then using:

PLOT xl,y!

to plot the first point. The variables cx and cy are the co-ordinates for the centre of
the circle.

The next step is to calculate the co-ordinates of point C which are given by the
equations:
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x2 = ¢x + dx = cx + r * SIN(th)
y2=cy + dy = cy + r * COS(th)

and using x2,y2 we can draw the line BC by using:
DRAW x2—x1,y2—yl

For the next line segment of the circle the values of x1 and y1 are set equal to the
values of x2 and y2. The angle th is then increased and new values are calculated
for x2,y2 using the new value for the angle th. This process continues until the
angle th reaches 360 degrees when a complete circle will have been drawn.

How do we decide on a value for th? Well there are 360 degrees in a complete
rotation of the angle th around the circle. To draw a smooth circle the more steps
we use the better. A practical value for the number of steps is the number of units
of radius r. Suppose we want a circle of radius 60. In this case, each segment of the
circle adds 360/60 or 6 degrees to the value of th.

Whilst angles in degrees are familiar to us, the computer doesn’t work in degrees
but uses radians instead. In Chapter 8 we saw that 360 degrees is equal to
2*Pl radians so therefore the angle increases by 2*P1/60 radians for each segment
of the circle.

The number PI is a constant whose value is approximately 3.14 and it is the
ratio of the circumference of a circle to its diameter. We do not need to remember
the value for PI because the Spectrum has a special key which allows us to insert P1
into a program statement as a constant. To get the term PI into a statement, the
CAPS SHIFT and SYMBOL SHIFT keys are pressed together to get extended
keyboard mode and then the M key is pressed.

Drawing the circle involves using a simple loop to repeat the calculations and
draw a short line segment r times. After each segment of the circle has been drawn
the value of th is increased and the values of x| and y 1 are updated to point to the
end of the line that has just been drawn ready for the next drawing step.

To draw our circle we merely calculate a series of values of x and y for values of
theta from 0 to 360 degrees (0 to 2*PI radians). The number of points we need
depends upon the size of the circle and how accurately we want to draw it. A good
figure to use is the number of units of the radius, so for a circle of radius 50 we
might use 50 points. The angle theta for each step can be found by simply dividing
2 * PI by the required number of points so the step size would be 2*PI/R. A
program for drawing circles using this technique is shown in Fig. 10.2. This
program draws a series of random size circles all over the screen to give a result
similar to that shown in Fig. 10.3.

The actual circle drawing section is written as a subroutine starting at line 5¢¢. If
a number of circles is required it is convenient to use a subroutine for drawing the
circle and call it from the main program whenever a circle is required to be drawn.
Sometimes the calculated values for x and y co-ordinates may fall outside the
limiits of the screen and if used in a DRAW command would produce an error
message and stop the program. To avoid this x2 and y2 are tested and if outside the
screen limits they are set to the corresponding screen limit value. So if x2<0 then



104 The Complete Spectrum

100
110
120
13@
14@
150
160
170

REM Circle drawing using the
REM trigonometric method
BORDER &

FOR s=1 TO 1@

CLS

FOR n=1 TO 1@

LET r=10+INT (RND#46@)
LET x=INT (RND#255)

LET y=INT (RND%17%5)

50 SUR 509

NEXT n

FPAUSE 190

NEXT s

STOP

REM Circle subroutine
LET dt=2#FI1/r

REM Set starting point
LET th=0o

? LET x1=x+INT (r*C0S th)

LET yl=y+INT (r#S5IN th)
REM Correct off screen points
IF x1»2535 THEN LET %1=255
IF x1<9 THEN LET x1=0

IF v1>175 THEN LET vy1=175
IF yvi1<ee THEM LET vi1=0
PLOT x1,v1

FOR i=6 T0 r

LET th=th+dt

LET x#2=x+INT (r#C0S th)
LET y2=y+INT (r#*SIN th)
REM Correct off screen points
IF »2>2535 THEN LET x2=255
IF x2<6 THEN LET x2=0

IF y2>175 THEN LET y2=175
IF y2<@ THEN LET y2=

DRAW x2—ul,vy2-vyl

LET x1=x2

LET yi=y2

NMEXT i

RETURN

Fig. 710.2. Random circles using the trigonometric method.

x2is set to 0. This produces a line at the edge of the screen where part of the circle is
outside the screen limit.
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Fig. 10.3. Typical picture from program of Fig. 10.2.

The rotation method

A different approach to the calculation of the x,y values for a circleis to base them
upon the angle through which the radial line is rotated at each step. In this case the
new values for x2 and y2 are calculated from the values for the previous point
(x 1,y 1) rather than from the radius and the total angle.

Xx2,42
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."/ i\ll
o |l\5
- g u]\
- |
~ \1
”ﬂ - l
o~ %
i w14l
B,
x2 = XLsCOE (LR
U2 = XL1#SIMIth)

Fig. 10.4. Rotation from the x axis.
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If we look at Fig. 10.4 the value of y 1 is zero so that only the x | value, which also
happens to be equal to r, affects the results. Here we get:
x2 = x| * COS(th)
y2=x1* SIN(th)
Now consider t.he.situation where the radial line is vertical and is moved through
angle theta. This is shown in Fig. 10.5. Here the value of x1 is 0 and only the y|

xLl,ul
X2, U
\ &
Y
\
\\., Y&
N
& = ~JL#SINILh) kY
2 = WLlxCOS (th) N
Stk
il“\
I\&'
Il‘|
2,0

Fig. 10.5. Rotation from the y axis.

value affects the results. In this case the value of x2 is negative since the point has
been shifted to the left of the line where x 1=0. Here we get results:

x2 = —yl * SIN(th)
y2 =yl * COS(th)

If we combine these two results we can produce a general expression for

calculating x2 and y2 for any initial values of x I and y1. The two new equations
are:

x2 = x1 * COS(th) — y1 * SIN(th)
y2 = x1 * SIN(th) + y1 * COS(th)

The big advantage of this approach is that the value of th is constant so we can
work ogt the values of SIN(th) and COS(th) before entering the co-ordinate
calculat?on and line drawing loop, thus eliminating virtually all the trigonometric
calculations (which tend to be slow). The program for drawing a circle now
becomes as shown in the listing of Fig. 10.6.
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REM Random circles by the
REM rotation method
FOR n=1 TO 15
LET r=19+INT (RND*4)
146 LET x=r+INT {(RND#*(255-2%r))
150 LET y=r+INT (RND*{(175-2%r))
166 60 SURBR 59O
179 NEXT n
i8e STOF
S09 REM Circle subroutine
516 LET th=2#FI/r
529 LET x1=r
53 LET vi=0
=S40 PLOT x+xl,y+yl
552 FOR i=1 TO r
S50 LET x2=x1%C0S5 th—-yi#8IN th
579 LET y2=x1%SIN th+y1#C0OS th
580 DRAW x2—-x1,y2-vyi1
590 LET xl1=z2
cae LET yl=y2
619 NEXT i
620 RETURN

T B e
IR

Fig. 10.6.. Circle drawing by the rotation method.

Drawing polygons

If we reduce the number of steps and hence the number of line segments used in the
circle drawing routine the result will be a figure with a number of equal straight
sides. Such a figure is called a regular polygon. If we use the trigonometric method
the steps in the angle th become quite large. Suppose we drew an eight-sided
polygon, which is called an octagon, then the angle will change by 2*P1/8 at each
drawing step. The program listed in Fig. 10.7 will draw a single octagon at the
centre of the screen. If we wanted a six-sided figure, known as a hexagon, then the
number of steps in the drawing loop is reduced to 6. Thus the total angle of 2*PLis
divided by 6 to give a change in th of 2*PI/6 for each step.

To make a general polygon drawing routine we could introduce a new
parameter ns (number of sides) and then modify the program to make the required
number of drawing steps. Thus the change in th at each step (dt) will be given by:

dt = 2*Pl/ns

To see how this works try running the program shown in Fig. 10.8.

This program will draw a series of figures of increasing size centred on a point
near the middle of the screen as shown in Fig. 10.9. The figures have an increasing
number of sides starting with a triangle.

The program can easily be modified to produce a series of random polygons
with different numbers of sides and different sizes. A point to note here is that the
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loo
119
120
130
146
15a
160
170
186
199
209
210
220
230
2440
250

26

values of x, y and r should be chosen so that no point of a polygon falls outside the

screen limits,

REM
LET
LET
LET
LET
LET
LET
LET

Octagon drawing program
xc=128

yc=88

=54

dt=2%F1/8

th=a

®l=xc+r

vi=vc

PLOT x1,vy1

FOR n=1 TO 8B

LET th=dt#*n

LET xZ=xc+r#CO5 th
LET vZ=yc+r#5IN th
DRAW »x2-—x1,y2-vyl
LET x1=x2

LET wil=y2

NEXT n

Fig. 10.7. Program to draw an octagon.

160
iie
120
1358
149
145
150
160
170
18¢
19a
195
200
21@
220
230
240
250
269
27¢
280
290

REM
LET
LET
LET
FOR
REM
LET
LET
LET
LET

Nested polygons
r=122

wc=128

yc=88

k=3 TO 9

Set number of sides
ns=k

dt=2#F1/ns

wil=xc+r

yl=ycC

PLOT x1,v1

REM Draw polygon
FOR n=1 TO ns

LET th=n%dt

LET x2=xc+r#C0OS5 th
LET y2=yc+r*5IN th
DRAW x2—x1,y2-vyl
LET x1=n2

LET yi=yZ

NEXT n

LET r=r+12

NEXT k

Fig. 10.8. Concentric polygons program,
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Fig. 10.9. Screen display produced by Fig. 10.8.

Drawing polygons by rotation

Now if we can draw circles using the line rotation technique then it should be
possible to draw octagons and polygons as well. For an octagon the angle th will
be 2*P1/8 so a subroutine for drawing an octagon would be as shown in Fig.
10. 10.

As before we can develop this little routine into a general polygon drawing
routine by adding the variable k (number of sides) and we can produce a program
which draws polygons with from 3 to 12 sides in various sizes all over the screen.
This is shown in Fig. 10.11.

This procedure for drawing polygons can be used as a general method in any
program. Note that it will draw squares and triangles but the triangles will always
be equal sided ones.

Star shaped figures and wheels

The polygon drawing routine can easily be modified to draw star shaped figures.
In this case a line is drawn from the centre to each calculated point of the polygon
by changing the drawing procedure. The program listing in Fig. 10.12 will draw a
pattern of random star shaped figures on the screen.

In this case the line is drawn from each corner of the polygon back to the centre
so that the lines radiate from the centre like the spokes of a wheel.

Wheel shapes can be drawn by firstly drawing the star and then drawing a circle
of the same radius around the same centre point.
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160
1ie
120
130
149
150
S0
alo
520
930
a4
556
969
a7e
=80
S99
LHOO
610
bH2@
b3
646G

106
116
120
136a
146
156
166
i7a
18a
496
SO0
S1e
D2
A
2460
S59
569
o7
o860
a7
L5585
£1a
620
L3I0

REM Octagon by rotation method

LET xc=128
LET yc=88
LET r=50
GO SUR 500
sTOR

REM Octagon drawing subroutine

LET xi=r

LET vi=@

LET th=2#F1/8

LET sn=5IN th

LET cn=CO0S5 th

FLOT xc+xl,yc+yl
FOR n=1 TO 8

LET x2=xl1¥cn—yl¥sn
LET vZ=ul#sn+yl*cn
DRAW x2-x1,vy2-vl
LET xl=x2

LET yi=y2

NEXT n

RETURN

Fig. 10.70. Drawing an octagon by rotation method.

REM Random polygons

FOR ;=1 TO 2o

LET r=19+INT (RND®4Q)

LET xc=r+INT (RND#¥(255-2%r))
LET yo=r+INT (RND®(175-2%r))
LET k=3+INT (RND#*53)

G0 SUEBR Soo

NEXT ;3

sSTOF

REM Folvygon subroutine

LET th=2#FI/k

LET =n=5IN th

LET cn=C0S8 th

LET dx=r

LET dy=0

PLOT xc+dx,yc+dy

FOR n=1 TO k

LET xr=dx¥cn—dy¥sn

LET yr=du#sn+dy¥*cn

DRAW sr—dx, yr—dy
LET du=ur

LET dy=vr

NEXT ni

RETURN

Fig. 10.717. Random polygons program.
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1o REM Star shaped figures
11 FOR j=1 TO 20

120 LET ¢r=10+INT (RND#40)

130 LET sc=r+INT (RND#*(255-2%r))
140 LET yc=r+INT (RND%* (175-2%r))
156 LET k=3+INMT (RND®*5)

169 GO SUR S00

176 MNEXT j

ige STOF

4729 REM Star shape subroutine
S99 LET th=2¥FI/k

519 LET sn=S8IN th

520 LET cn=C0OS5 th

530 LET dx=r

540 LET dy=0

S50 FOR n=1 T0 k

S6@ LET wr=du¥cn—dy#¥*sn

570 LET yr=dx¥sntdy¥cn

589 FLOT xc,vyc

o9 DRAEW Hr, v

609 LET dx=xur

416 LET dy=yr

&£26 NEXT n

6736 RETURN

Fig. 10.72. Program to draw star shaped figures.

Scaling and stretching

In drawing squares, polygons and circles the size of the displayed figure depends
upon the value of r that we use in the drawing routine. Thus by altering
r we can alter the size or scale of the figure.

In the case of the rectangle there are two scaling figures, one for width (W) and
one for height (H). In effect we have a square which has been stretched or
compressed in one direction. Assuming that we apply stretching only horizontally
or vertically this just means that the x and y scale values are different.

We could apply the stretching idea to other figures by putting in two extra
variables which would be the x and y scale factors. To achieve the correct results
the reference point around which the figure is drawn should be at the centre of the
figure. For polygons and circles this is always true in the drawing methods we have
used. In this case the scale factors are used as multipliers for the dx and dy terms in
the drawing calculations. Note that the scale factors are not applied to the screen
co-ordinates cx,cy around which the figure is drawn.

Let us consider a circle and we will use the trigonometric drawing method as
shown in Fig. 10.13. Two new terms sx and sy are now used and the values of dx
and dy are multiplied by sx and sy respectively before the figure is drawn. First the
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166
ii1e
120
1356
146
145
156
164
176
189
190
200
205
216
220
230
246
256
246
265
270
280
296
300
Z1a
320
Z30
346
350
360
70
49a
SO0
S10
S20
S30
o949
Soe
o960
S70
586
590
LG
ble

REM Scaling and stiretching

REM applied to a circle
LET xc=4@

LET vc=88

LET r=4¢

REM Scaling applied to vy
FOR a=1 TD @ STEF —~.2
LET sx=1

LET sy=a

GO SUR 590

NEXT a

LET xc=210

REM Scaling applied to x
FOR a=1 TO @ STEF -.2
LET sx=a

LET sy=1

GO SUR Soa

NEXT a

LET xc=128

REM Scaling of y then x
FOR a=1 TO © STEF ~-.2
LET sx=1

LET sy=a

G0 SUB See

NEXT a

FOR a=1 TO @ STEF -.2
LET sx=a

LET sy=1

G0 SUE Soo

NEXT a

STOF

REM Circle subroutine
LET dt=2%#PI/+

LET xil=xct+sx#r

LET vyi=vyc

PLOT xi,yl

FOR n=1 TO r

LET x2Z=xct+sx#r#C0S {(nxdt)
LET y2Z=yct+sy#r#3SIN {(n*dt)
DRAW x2-x1,y2-vy1

LET x1=x2

LET yl=y2

NEXT n

RETURN

Fig. 10.13. Demonstration of ellipse drawing.
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circle is drawn at the left of the screen with sy being increased in steps from O to |
and sx constant at 1. Next the circle is drawn at the right of the screen with sx
increasing from 0 to | and sy set at 1. Finally both sx and sy are varied from Oto 1.

If sx and sy are both | then the figure drawn will be a circle. If sx<<1and sx<=1
the figure becomes an ellipse with the longer axis horizontal. If sx>1 and sy>=1
the ellipse will have its long axis vertical. If sx or sy is negative this will simply have
the effect that the figure is drawn backwards. If we had a figure that was not
symmetrical then the left side would be displayed at the right or the top would
move to the bottom giving a mirror image effect.

Rotation of figures

The figures we have produced so far have all been drawn with their x axis
horizontal. Suppose, however, we want to draw a rectangle but have it displayed
tilted at an angle as shown in Fig. 10.14. We have already seen that a point can
readily be rotated relative to another point on the screen and this technique was

Fig. 10.74. Diagram showing a shape rotated by angle TH.

used for drawing polygons and circles. If we can rotate one point then we can just
as easily rotate all of the points in a figure. In this case the rotation equations are
applied to each point on the figure in turn to calculate a new point position for the
rotated figure. When the figure is drawn using the new set of points it will be tilted
relative to the horizontal.

To find the rotated values for DX and DY we use:

XR = DX*COS(TH) — DY*SIN(TH)
and
YR = DX*SIN(TH) + DY*COS(TH)
where DX and DY are the co-ordinates of each point measured relative to the

point about which we want to rotate the figure. The angle of rotation is TH radians

relative to the positive x axis.

Iﬁtusmmtwhhanmmngeanda$umeﬂmtwemeuﬂngﬂwbonomldbmnm
corner as a reference point about which the rectangle will be rotated. We shall
assume that the rectangle has width W and height H and that the angle through
which it is to be rotated is TH.
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We can start by setting X1, Y1 to the co-ordinates of the reference point at the
bottom left corner which has actual screen co-ordinates XC, YC. The first line to
be drawn is the bottom side so the first point to be rotated is at the right bottom
corner. For this point the X and Y offsets DX and DY, measured from the bottom
left corner which has actual screen co-ordinates XC, YC, are DX = W and DY =
0. At this point we can calculate the rotated position of this point (XR,YR) by
substituting the values for DX and DY in the rotation equations.

To draw the first line we start by setting X1 and Y1 to XC and YC respectively
and then plotting a point. Next we calculate the co-ordinates of the other end of
the line X2, Y2 by adding the values for XR and YR to the reference co-ordinates
XC,YC as follows:

X2=XC+ YR
Y2=YC+YR

The first line can be drawn by using the X1,Y1 and X2,Y2 co-ordinates for each
end of the line in a DRAW statement as follows:

DRAW X2-X1,Y2-Y1

To draw the second side of the rectangle we now set X1,Y1 equal to the values
X2,Y2 so that the new line starts from the end of the first. The DX value for the
second point is still equal to W, but the DY value is now equal to height H. With
these new values we can again apply the rotation equations to obtain new values
for XR and YR and for X2 and Y2. Now the second side can be drawn. This
process is then repeated for the remaining two sides. Since the rotation and
drawing steps are repeated it is convenient to make these into a subroutine and the
program for drawing a simple rotated rectangle would be as shown in Fig. 10. 15.

The rotation effect when combined with scale changes can produce interesting
spiral patterns as shown by the program listed in Fig, 10.16.

We can apply this technique of rotation to any of the figures that can be
generated by a series of mathematical steps. When we have an irregular figure
however things are a little more difficult. For such figures it is best to make up a
table of data points for each of the corners of the figure, These X,Y points are all
measured relative to some point on the figure about which it is to be rotated. This
may be the centre of the figure or it may be point on the outside of the figure. To
draw the figure we simply take the points in turn and draw lines linking them. One
further problem arises however. Sometimes we may just want to move to the next
point without drawing a line. This can be catered for by producing a third data
array which we shall call L. If L is set at 1 aline is drawn and if L is set at 0 no line is
drawn,

Having produced the table of X,Y and L values we can now proceed to draw the
figure using much the same technique as we did for drawing the rectangle, except
that now the X and Y values are taken successively from the arrays. The value for
X1,Y1 is initially set at the screen co-ordinates about which we want to draw the
shape and then X2,Y?2 are calculated using the rotation equations and adding the
rotated values to XC and YC respectively. Before the line is drawn L is checked
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190 REM Rotated rectangle
11e LET »c=128

120 LET yc=490

130 LET w=100

149 LET h=3@

15 LET dt=F1l/6

162 LET th=0

179 FOR n=1 TO 6

180 LET xi=xc

1926 LET yil=yc

200 PLOT xi,vyl

219 LET »2Z2=xc+wxC0OS5 th
220 LET y2=yc+w#SIN th
2390 DRAW x2-—x1,y2-vyl
240 LET x1=x2

250 LET yi=y2

260 LET xZ=xc+w*C0O5 th-h#5IN th
279 LET y2=yc+w®5IN th+h#C0OS th
280 DRAW »2—x1,y2-y1
299 LET xl=x2

F09 LET yl=y2

319 LET x2=xc—-h#85IN th
320 LET y2=yc+h#C0S5 th
230 DRAW x2—x1l,y2-v1
349 LET xi=x2

F50 LET yi=y2

360 LET x2Z=xc

379 LET y2=yc

382 DRAW x2-x1,y2-vy1
399 LET th=th+dt

499 NEXT n

Fig. 10.15. Program to draw a series of rotated rectangles.

and if it is 0 the DRAW command is skipped. If no line is drawn the PLOT
command for the start point of the next line will move the graphics cursor into
position ready to draw the new line. After each line has been processed the values
of X1,Y1 are updated to the values of X2,Y2 ready for the next line to be dealt
with. This process continues until the figure is complete.

If there are several points in the figure this rotation routine can be speeded up
somewhat. Since the angle TH is constant for all points in the figure, the values of
SIN(TH) and COS(TH) could be calculated before starting the drawing loop.
Now the results of these calculations SN and CN can be used inside the loop thus
saving many trigonometric calculations which tend to slow down program
execution. The program would then become as shown in Fig. 10.17.

Here, since we have used X and Y arrays to define the points in the figure, the
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199 REM Patterns using rotation
119 REM and scaling

120 LET th=0

130 LET dt=FI1i/12

149 LET xc=128

150 LET yc=88

166 FOR w=2 TO 7@ STEP 2
179 LET xi=xcC

180 LET vi=vyc

185 PLOT xi,vy1

190 LET du=w

200 LET dy=@

214 G0 SUR 599

220 LET x1=x2

230 LET yl=y2

24@ LET dx=w

230 LET dy=w

269 60 SUR S00

270 LET »1=x2

289 LET yl=vy2

296 LET dx=0

399 LET dy=w

319 GO0 SUR Soo

J20 LET x1=x2

3360 LET yl=y2

340 LET du=e

350 LET dy=@

366 G0 SUR 566

379 LET th=th+dt

380 NEXT w

I2¢ STOP

490 REM Rotation subroutine
3906 LET x2=xc+dx#C0OS th—-dy*SIN th
31@ LET yZ=yc+du#8IN th+dy*C0OS th
920 DRAW x2-—nl,y2-y1

538 RETURN

‘d‘“

Fig. 10.76. Patterns using rotation and scaling.

vmmbksXCandY(vaebwnu%dtoddheﬂwoﬁgnpomtmoumiwhmhﬂw

figure will be drawn on the screen.
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REM Rotatinmg an irregular shape
DIM =« 1{3)

DIM y (35}

DIM 1(5)

REM Set up data for figure
FOR n=1 TO S

READ x(m),.y{n).1{n)

MEXT n

DATA 20,0,0

DATA 66,.9,1

DATA &60,-15,.¢

DATA 40,0,1

DATA 66,15,1

LET xc=128

LET yc=88

LET dt=2#FPI/19

LET th=0@

FOR f=1 TO 19

LET sn=8IN th

LET cn=C0OS5 th

LET x1=xc

LET vi=yc

G0 SUR SS90

LET th=th+dt

NEXT +

STORP

FREM Figwe drawing subroutine
FLOT «1,.v1

FOR n=1 70O S

LET xZ=xc+x{(n)*cn—y(n)#*sn
LET yZ=yc+x (n) #sn+y{n)*cn
IF 1{n)=1 THEM DRAW xn2-xl,y2Z-yl
PLOT x2,vy2

LET xi1=x2

LET yi=vy2

NEXT n

RETURN

Fig. 10.77. Rotation of an irregular shape.
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Chapter Eleven

Making the Most of High
Resolution

This short chapter should start you on your way to using high resolution graphics
to their full advantage: and the first thing to think about is how you can combine
low and high resolution graphics on the same screen. In practice it’s simple enough
— the Spectrum is quite happy to accept PLOT and DRAW commands together
with PRINT AT commands in the same program. But suppose PRINT AT
doesn’t place your text precisely where you want it? There will be times when you
want to place a symbol at a specific point on the screen which may lie between the
normal print positions. This can be achieved fairly easily and we shall now
examine the way in which it is done.

Remember that a symbol simply consists of an array of dots and if we use the
PLOT command dots can readily be set up at any point on the screen. Let us
suppose we want to take the symbol A and place it at some random point on the
screen. The first thing we need to know is the pattern of dots that make up the A
symbol. The easiest way to get the dot pattern is to print the A at position §,0) on
the screen. We now know the exact position of this pattern of dots and wecan use
the POINT command to discover which dots are in INK colour and which are
PAPER colour. By using a simple loop operation we can examine each dot of the
printed symbol at a time and then we can print a copy of it at any desired point on
the screen. The program listed in Fig. 11.1shows how the A symbol can be printed
at a point near the centre of the screen using this technique.

The required symbol is first printed at the top left corner of the screen to give the
dot pattern that we are going to copy. The upper row of dots in this pattern has x

168 REM Flacing & symbol at the
119 REM screen centre by dot copy
126 PRINT AT ©,03"A"3

13a LET »=128

149 LET y=8B

15¢ REM Copy dot pattern

i6@ FOR b= TO 7

17¢ FOR a=@ TO 7

188 IF FOINT (a,175-b)=@ THEM GO TO 2Zeo
198 PLOT x+a,y-b

200 NEXT a

219 NEXT b

Fig. 117.7. Transfer of a symbol by dot copying.
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locations running from @ to 7 and their y position is 175. The next row of dots also
has the same X positions but y is now 174 and successive rows are the same except
that y is reduced by [ for each row. To scan the dots we can set up two count loops
with variables a and b which both run from § to 7.

For the POINT command the x and y parameters will be a and 175—b and we
simply have to check if the result is | or not to see if the dot is in INK colour.
Having examined the dot pattern we now have to plot a copy of the dot pattern at
some other desired point on the screen. First we must define the point at which we
want to plot the symbol and here it is convenient to select the x,y co-ordinates as
the point where the top left corner of the displayed symbol is to be. Now to plot the
points we simply use PLOT x-+a,y—b where a and b are the same count values as
we used in the POINT command. If the POINT test shows a lit dot then a dot is
plotted in the new symbol position, but if the dot is off, the PLOT instruction is
skipped.

As the two loops progress the dot pattern will be copied from the top left corner
to the new position. Using this routine it is possible to plot two symbols
overlapping quite easily. This is demonstrated in the program listed in Fig. 1.2
where the symbol is copied to random positions around the screen. This produces

106 REM Flacing a symbol at random
11¢ REM positions by dot copying
120 PRINT AT @,@5"A";

13@ FOR n=1 70O 5@

140 LET »=8+INT (RND#240)

15¢ LET y=8B+INT (RMD#14&9)

169 GO SUR 400

17@ NEXT n

i8e STOP

399 REM Copy symbol to point x,y
409 FOR b= 70 7

419 FOR a=0 TO 7

20 IF POINT (a,175-b)=0 THEN GO TO 440
430 FLAOT x+a,y-b

440 NEXT &

43¢ MEXT b

469 RETURM

Fig. 11.2. Transferring symbols to random screen positions.

a screen display similar to that shown in Fig. 11.3. This method of setting up
text symbols on the screen is particularly useful when text has to be inserted
into a high resolution graphics drawing.

Rotating the symbols

By slightly changing the copying loop we can now produce some more interesting

Making the Most of High Resolution 121

i
- F Fi
SO A %
A A H =]
F ;
=} .
A A H
H M H
o == = g A
A R H
= =) =] =] =]
H q .
- =
R B A
=] H .
. 4
H oo
- = (=
H & A

Fig. 11.3. Typical random position symbol display.

effects, Suppose we want to write the symbol upside down on the screen. If we
change the y term of the. PLOT command to y-+b this effectively inverts the
symbol, since the top row of dots that was read from the master pattern now
becomes the bottom row of dots in the plotted symbol and the sequence of all
other rows also changes. An important point to note here is that the plotted
symbol will now have its lower left corner at the specified x,y position. The
position x,y must be chosen so that the y co-ordinate of the top row of the plotted
symbol does not go beyond 175, otherwise the program will stop on an error.

If you want the symbol upside down but with its top left corner still at x,y then
the PLLOT command must be changed to:

PLOT x-+a,y—8+b

This would allow the symbol to be inserted easily into a row of printed text

symbols.
To turn a symbol back to front so that it looks like a mirror image, we can apply
a similar process to the x term of the PLOT command so that it becomes:

PLOT x+8—-a,y—b

Now let us get a little more adventurous and see what happens if we swap the offset
terms a and b in the PLOT command to give:

PLOT x-+b,y+a

This produces a symbol which has been turned on its side since the horizontal rows
of the original pattern have now been plotted vertically. To turn the symbol over
on to its other side we simply have to change the command to:

PLOT x—b, y+a
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19@ REM Rotation of text symbols
112 REM using dot copying
120 PRINT AT @,03"A";

130 LET x=124

140 LET y=96

156 GO SUB 400

160 LET x=124

17@ LET y=64

186 GO SUB 590

19 LET x=112

200 LET y=76&

21e 60 SUBR &60

220 LET x=144

230 LET y=8B4

249 GO SUB 799

250 FRINT AT @,@3" "3

260 STOFP

Z9@ REM Normal symbol

409 FOR b=0 TO 7

410 FOR a=0 TO 7

42@ IF POINT (a,175-b)=@ THEMN GO TO 440

436 PLOT x+a,y-b

444 NEXT a

459 MEXT b

469 RETURN

49¢ REM Inverted symbol
599 FOR b= TO 7

ole FOR a=2 70 7

92e IF POIMT (a,175-b)=0 THEN GO TO S40

339 PLOT x+a,vy+b

340 NEXT a

o996 NEXT b

369 RETURM

370 REM Symbol rotated to left
6906 FOR b=0 TO 7

619 FOR a=e TO 7

620 IF POINT (a,175-b)=¢ THEN GO TO 640

63a FPLOT x+b,v+a

&H4@ NEXT a

659 NEXT b

664G RETURN

67@ REM Symbol rotated to right
799 FOR b=9 TGO 7

719 FOR a=9 70O 7

72¢ IF FOINT (a,1753-b)=0 THEN 6O TO 74@

73¢ FLOT x-b,y—=a
744 NEXT a
739 NEXT b
760 RETURN
Fig. 11.4. Rotation of symbols by dot copying.
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Once again in these commands a correction may be made to the basic x,y values so
that the top left corner of the new symbol will still be positioned at point x,y on the

screen.
The program listed in Fig. 11.4 draws symbols in all four orientations and will

produce a display similar to that shown in Fig. 11.5.

Fig. 11.5. Display of rotated symbols.

Bigger and better characters

Suppose we want to produce a double width symbol on the screen. To get double
width we can simply use a second PLOT command to place a dot alongside the
first. Of course we must also have two blank spaces for each blank dot. This
can readily be achieved by using an offset of twice a so that the plot action moves
two points for each point in the original pattern.

It is equally easy to generate double height symbols. In this case the doubling up
process is applied to the b offset instead of the a offset. Now each row of dots in the
original pattern is scanned twice and produces two rows of dots one above the
other in the plotted copy character.

By combining the two actions we can produce double size symbols. Further
development along these lines will allow treble or quadruple size symbols to be
produced from the original dot pattern. An important point to watch when using
any of the dot pattern copying routines is to make sure that none of the dots are
allowed to go beyond the screen limits.
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The program listed in Fig. 11.6 gives some idea of the possibilities of this
technique and shows a range of symbols in sizes up to five times as large as the

199 REM Producing large symbols

119 LET cy=1465

115 REM v=symbol height

iZ2¢ FOR v=1 TO S

136 LET cx=14

ide LET cy=cy—8B#v

14% REM h=svmbol width

1%2¢ FOR h=1 T0O 5

168 PRINT AT @,035"6";

179 LET cx=cxu+ioxh

180 GO S5UR Saa

19 MEXT h

206 NEXT v

226 PRIMNT AT o,a3" "j3

236 5TOP

499 REM Symbol copying subroutine

SS9 FOR y=6 TO 7

Sie FOR x=& TO 7

928 IF POINT (x,1753—-yv)=0 THEN GO TO S5Bo
5@ FOR k=& TO v—1

549 FOR j=& T0 h-1

556 PLOT cxt+h¥x+j,cy—v#y+tk

S6&8 NEXT
57¢ NEXT
SBe MEXT =
290 MNEXT v
99 RETURN

pL P

Fig. 11.6. Program to produce bigger symbois.

original character. The display produced on the screen by this program s shown in

HgllifnmtmhMmmcmﬂxvmyuwﬁﬂbrmoﬁdmngdﬁﬂ%onﬂwsawn
display.

Sloping symbols

Sometimes we may want to produce italic style symbols where the displayed
symbol is inclined at an angle instead of being vertical. This result can be obtained
by subtracting the b offset from the combined a and x term. Now each successive
row of dots in the symbol is displaced one position to the left so that the symbol is
drawn at an angle and looks very much like a rather exaggerated italic symbol. A
nmmr&ﬁﬁkkmkmghmmswnmﬂmpnﬂuwdbywmgINTUﬂZ)mywdofm
since this reduces the slope of the symbol.

Hﬂnmeadofsubnacﬁngthebtennitmaddedtothextennthcnthe&nnbob\WH
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REM Large italic symbols
LET cy=165

REM Set symbol height (v)
FOR v=1 TO &

LET cx=10

LET cy=cy—Bxv

REM Set symbol width (h?
FOR h=1 TO 5

FRINT AT ©@.0:"%";

LET cx=cx+16%h

GO SUR S0

NEXT h

MEXT v

FRINT AT ©,03" "3

STOF

REM Symbol copy subroutine
FOR y=2 T0O 7

FOR x=@ 740 7

IF POINT (x2,175—y)=0 THEN GO TO 58¢

FOR k=2 T0 v—1

FOR j=6 TO h-—1
FLOT cxu+h#x+i—y#h/2,cy—v#y+k
NEXT 3

EXT k

MEXT =

NEXT v

RETURN o

Fig. 11.8. Creating italic-style symbols.
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slope in the opposite direction. The results of this type of operation can be seen by
running the program listed in Fig. [1.8. The results produced on the screen are
shown in Fig. 11.9, which demonstrates the effect produced on a variety of symbol
sizes and shapes.

Other possibilities with which you might experiment are to add the a offset to
the y term, which will give a character with sloping horizontal lines, or to combine
both operations, which will draw the character rotated through 45 degrees. Since
this rotation technique does not follow the normal rotation equations, the shape of
the symbol will be distorted when it is rotated in this way. | will leave you to
experiment with the various possible combinations that can be applied to the
plotting of the copied character.

1 A
LR DR
g4
e

Fig. 11.9. Display of italic symbols

Making a sketching program

So far we have used PLOT and DRAW commands with points worked out either
by calculation or by the computer itself. This isn’t the way you would draw a
picture! As a final piece of Spectrum graphics magic, let’s take a look at a
program that will allow you to treat your Spectrum like a computerised
sketchpad.

In this program the arrow keys can be used to move the graphics cursor round
the screen. With a little modification (see Part 5) you could also use a joystick and
a suitable interface to do this. Let’s assume that the graphics cursor is the tip of a
pen, and the pen can either be on the paper (down) or lifted off the paper (up).
When the pen is down it will leave a trace on the screen, when it’s up it will simply

100
110
120
130
140
150
169
179
18@
185
i19e
200
210
215
220
2360
235
249
245
250
260
270
275
280
2990
300
3ie
315
320
330
340
350
355
360
37
iBo
9@
395
400
410
420
425
430
440
459
455
4460
465
470
475
480
485
499
S00
510
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REM Sketching program

PRINT "Arrow keys move pen up/down left/right"
PRINT "D key puts pen down for drawing”

PRINT "U key lifts pen for moving"

PRINT "E key erases line"

PRINT "Number keys @ to 6 set colour"”

PRINT "Keys C,V,B and M give diagonal lines”
INPUT "Ready? (Y/N)"ja$

IF a$<>"y" THEN GO TO 17@

REM Initialise

LET x=@: LET y=0: LET x1=0@: LET yl1=9

LET s=0: LET p=0@: INK 0: PAFER 7

LET e=9: CLS : PLOT %,y

REM Test for key pressed

IF INKEY$%="" THEN GO TO 220

LET a$=INKEY$%

REM Check for quit

IF a$="q" OR a%$="@Q" THEN S5TOF

REM Check reqguired pen state

IF a$="u" OR a%$="U" THEN LET p=9: GO TO 27@
IF a%$="d" OR a$="D" THEN LET p=1: LET e=0

IF as$="e" OR a%$="E" THEN LET e=1

REM Check for arrow keys and set new X,y

IF a%$=CHR% 8 THEN LET x=x-1: GO TO 360

IF a$=CHR% 9 THEN LET x=x+1: GO TO 369

IF a$=CHR$ 1@ THEN LET y=y—1: GO TO 369

IF a$=CHR% 11 THEN LET y=y+1: GO TO 36@

REM Check for and set diagonal moves .
IF a$="c" OR a%$="C" THEN LET x=x—1: LET y=y+1
IF a$="v" OR a%="V" THEN LET y=y—1
IF a$="b" OR a%$="B" THEN LET y=y-—1
IF a$="n" OR a$="N" THEN LET x=x+1: LET y=y+l
REM Check x,y limits and execute wraparound
IF »>255 THEN LET »x=x—-256

IF x<@ THEN LET x=x+256

IF y>163 THEN LET y=y-164

IF y<@ THEN LET y=y+164

REM Set up colour

LET c=(CODE a%)-48

IF c»6 OR c<2 THEN GO TO 43¢

INK ©

REM Replace previous state if pen is up

IF p=1 OR s=1 THEN GO TO 45¢

PLOT OVER 13x1,yi: OVER @

LET s=FOINT (t,y)

REM Carry out erasure

IF e=1 THEN INVERSE 1

REM Flot new point

PLOT %,y

REM Update last point marker

LET x1=x: LET yl=y

REM Print current %,y position

PRINT AT ©,0;5"x = "“jx3" y = "sy3" "
INVERSE ©

GO TD 2720

Fig. 17.70. High resolution sketching program.

127
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move to a new position. To control this you can use the U (for up) and D (for
down) keys. At the start of the program, listed in Fig. 11. 10, the penis ‘up’and is at
the bottom left-hand corner of the screen, where X=§ and Y=0.

There’s a problem, though. When the pen is up nothing is drawn, so we have no
way of knowing where the pen is. Here the problem is overcome by placing a dot
on the screen at the point where the pen is placed. Each time the pen moves the dot
is erased, and then redrawn in a new position so that it continually shows where
the pen is at any time. If there is already a lit dot at the position before the pen
moves to it this is noted by using the POINT command and the state of the pixel
point is saved. When the pen moves to a new position the original state of the pixel
is restored. If this were not done then passing the pen over a line already drawn on
the screen could cause part of that line to be erased.

The arrow keys and the U and D keys are continuously monitored by using a
loop and the INKEY$ command. When no key is pressed INKEYS returns a
blank string (“”) and the test is repeated again. When a key is pressed a§ is set to
INKEYS$ and then is tested to see which key has been pressed and the appropriate
action is taken. For the arrow keys to work correctly the CAPS SHIFT key must be
held down whilst the arrow key is pressed. The program detects the actual code for
the shifted key. If an arrow key is held down the auto-repeat action of the Sinclair
keyboard will come into play and a series of steps is drawn in succession to produce
a line.

The program contains some further refinements. If the E key is pressed the pen
will act as an eraser and will blank out any points that it passes over. This will
allow the user to correct mistakes. Using the arrow keys will allow only horizontal
or vertical lines to be drawn. Four extra keys are also recognised by the program.
These are the C, V, B and N keys which are programmed to give diagonal
movement to the pen. The N key moves up and to the right whilst the B key moves
down to the right. The C and V keys move to the left and up and down
respectively.

Chapter Twelve

The Sound of Spectrum

The sound generating capabilities of the Spectrum are modest, but useful. There is
no way of controlling amplitude (loudness) or waveform (the timbre of a note, so
that it can simulate instruments), and the only quantities that we can alter are the
duration of each note and its frequency (pitch). These are altered by the numbers
which must follow the BEEP instruction, which is the one that we use for
generating sounds. BEEP is a single-channel instruction - you cannot produce
two notes (or more) sounding together - and on the built-in loudspeaker (more
like a quietspeaker) it produces sounds that you may have to strain to hear,
especially if you are deaf through attending discos.

The built-in chirp-maker is used, of course, to produce the click that you hear
each time you press a letter/number key, and is controlled by a location 23609.
This is alterable memory (RAM) so that we can alter the duration of the click,
making it more of a cheep, by a command entered directly (no line number):

POKE 23609,10¢ (press ENTER)

This effect lasts for as long as the computer is switched on or until you put a
different value in this memory address. The original number ataddress 23609 is 0;
this is the value that is put into this location when the computer is first switched on,
and the action of putting it there is controlled by a program in unalterable memory
(ROM) so that it happens each and every time.

The sounds that are produced by the BEEP instruction are put out as electrical
signals on both of the cassette leads. If you keep the MIC lead permanently
plugged in to the precious recorder that you reserve for saving and loading
programs, you can use the EAR lead to carry these sound signals to an amplifier so
that you can hear the sounds at a much higher volume than can be attained from
the built-in speaker. An alternative which is possible with some cassette recorders
is to press RECORD, with no cassette in place (you will have to press in the lever at
the back left-hand side of the recorder, where the cassette fits), and PLAY, and
then use an external loudspeaker connected to the EAR socket. Not all cassette
recorders will work in this way, because many of them use the same circuits for
recording as for replaying, and can’t operate a loudspeaker while they are
recording. A third possibility is to buy ajack socket-to-socket connector, and plug
the EAR plug into it, then a set of headphones, so linking the headphones to the
EAR socket. This gives private listening, but you have no control over the volume.

BEEP, as we have said, needs two numbers following the instruction; the first
number controls duration and the second controls frequency. Duration is
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expressed in seconds, which makes life reasonably easy, and the number need not
be a whole number; items such as 1.25 will be acceptable. Frequency is a number
based on a scale which uses both positive and negative numbers. Now at this point,
anyone with any faint memories of learning music has a distinct advantage, and
can skip parts of this, but the non-musical will need some help, because we have to
relate the frequency number to the musical scale, and if you don’t know the
musical scale, you haven’t much to relate to!

Keyboard instruments, of which the best known is the piano, use a set of keys to
obtain notes of the musical scale; one key, one note. You can’t have any notes that
are half-way between the notes that are obtained from neighbouring keys (unless
you re-tune the thing between notes!), and the keyboard is arranged with white
keys and black keys. A black key gives a note that is half-way in pitch between the
notes from its neighbouring white keys. Instruments which use strings without
keyboards can produce notes which the piano can’t, such as one lying between a
piano ‘black’ note and its neighbouring ‘white’ note. Orchestras have the problem
of ensuring that all of the instruments play the same scale of notes, and so they all
tune to a note from one instrument, usually an oboe, which has in turn been set up
from a standard tuning-fork.

Spectrum is tuned rather like a keyboard instrument, but with the ‘half-way’
notes (between piano black and white keys) available. 1t takes as its standard of
pitch the note that is at the centre of the piano keyboard, called Middle C. Its
frequency number as used in Spectrum is §§ (lower notes use negative numbers),
but we know that the note on keyboard instruments actually corresponds to 261.6
vibrations of air per second. The program in Fig. 12.1 gives you some idea of what

: CLS . FOR k=1 TO &

ég READ nE.note: PRINT &7 10,32
*Kk.n

BQ$BEEP .pote: NEXT X

4@ PRINT ALl dona.”

sp o0 TH 9999 .

&@ DATA "C",. 0, D .2
s,.0G.TL. AL BT

" \\E\\ . ¢‘. l\F L) a
i“ Y A 1=

Fig. 12.1. Demonstrating the BEEP instruction.

these notes sound like by playing a scale slowly and displaying the names of the
piano notes, Keeping to whole numbers like this ensures that the notes which you
use are piano notes, but there’s no reason why you should not use numbers which
include fractions, like 1.5. You can produce a warbling note or trill by going
rapidly between a BEEP at one note and one which is 0.5 different in pitch, for
example. These warbles, as illustrated in Fig. 12.2, are usually more attention-
getting than simple straightforward notes, and they make good warning devices,
particularly at high pitches. In the program of Fig. 12.2, the duration of the warble
has had to be set by a loop, because the duration number in the BEEP instruction
has been used to set the time of each individual note in the warble.

Though we can't produce harmony with a single channel of sound, we can
create a faint illusion of harmony by warbling between notes which if played
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16 CLS @« PRINT THRE 15 Trilts®

FQR n=31 TO 4: READ .9

20 FOR k=1 TO BH8: BEER .03, .i:
BEEP .031,.9: NEXT_ K

38 NEXT n: GO TO 8988

48 DRATR 8,.85,2,2.5,5,5.5,8.8.%

Fig. 12.2. A warbling note program.

18 CLE . PRINT TAREB 12 Harmony
. FOR n=1 TO 4: RESD 4.9

o6 FOE K=3 TO 56: BEEFR .82.,.:
REEP .02.9: NEXT Kk

IO NEXT n

40 DATH B.4.5.11,.2,.324,312,.186

Fig. 12.3. Producing an effect of harmony.

together would produce harmony. As a method, it was good enough for Johann
Sebastian Bach, so it ought to be good enough for Spectrum. Figure 12.3illustrates
some ‘harmony’ produced by this method - the time duration needs to be fairly
short to make it sound convincing.

We can tackle rising or falling notes in the same way, by setting up a BEEP
instruction whose pitch number is the counter of a FOR ... NEXT loop which in
the example of Fig.12.4 has a STEP of 0.5. Shorter STEP intervals can be used to

1@ CLS . PRINT TAREB 14 Maii"™:
FOR n=3 TG 5
20 FOR =0 T0O 16 STErFP .5: BEEF
@Y. NEXRT 0: REPR upeard stide
38 NEXT n

Fig. 12.4. A wail whose pitch ascends.

extend the slide - obviously if we had written the loop as FOR j=18 TO @ STEP
— 5, the slide of notes would have been downwards rather than upwards.

Following a score

The BEEP facility allows you to ‘write’ music (of a limited kind) into the computer
from a musical score. If the part that you are followingis a piano part, then writing
the BEEP commands should be straightforward, using the diagram of Fig. 12.5 as
a guide to translate the musical notes into BEEP pitch and duration numbers. If
you know nothing about music, then you will have to learn how the marksﬁ
(sharp - don’t omit the s!) and b(ﬂat) are used. Theﬁ sign means take the next
BEEP number up from the normal note at that position, working with whole
numbers. For example, the note C has the BEEP number §), so that C ﬁ(c—sharp)
would have the BEEP number 1. Similarly, since D has the BEEP number 2, DI)
(d-flat) also has the BEEP number of I. The fact that these two are identical is a
peculiarity of the piano scale, and there are instruments on which the two need not
be the same, but in which they are often made the same so as to agree with the
piano scale.
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If the music which you are using is not piano music, you can reasonably use
violin scores, but you have to be careful about using music written for some other
instruments. Of the instruments that are popular in schools, for example, music
for the clarinet has to be translated into Spectrum BEERs with some caution,
because the clarinet is a ‘transposing’ instrument. This means that when a clarinet
player sees middle C on a score (BEEP ) and places his/ her fingers in the correct
places, the note that sounds is NOT middle C. This has been done deliberately to
make it easier to write music for orchestras, and for musicians to play several
different instruments, but it will cause you some confusion if you are using clarinet
music as a guide to writing BEEP music. Most clarinets sound B bwhen the music
reads C, which corresponds to subtracting 2 from the BEEP pitch number.

Timing

The relative value of time of notes on a musical score is indicated by their shape,
and Fig. 12.5 also shows these times. The counts are for fairly slow music, and for
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Fig. 12.5. Translating from music into BEEP numbers.

faster pieces you would need to use half or quarter of these values, but keeping the
relationships the same. For more details on how to follow a musical score you will
have to consult a text on music (which won't tell you anything about computing!).

Finally, the program in Fig. 12.6 allows the Spectrum to simulate a sort of
keyboard instrument by producing a note for each letter key. This is a very simple
program, which searches through one string to find a match for the key that has
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5 LET a$="qawsedrftgyhujikolp
": LET b§="-6-5-4-3-2-1+f+1+2+3+
4+5+6+7+8+91H1112"
1 CLS : PRINT TAB 14:"Spusic'
: PAUSE 158
29 PRINT ''"This allows you to
use your'''"Spectrum as a music
keyboard. "'"The two middle rows
of keys,"'"except for ENTER, ar
e used as"'''note generators, and
the note" '""will repeat for as
long as "'"the key is pressed"
39 PAUSE 25f: CLS : PRINT '''"
NOW "
4 LET k$=INKEY$: IF k$="" OR
k$=CHR$ 13 THEN GO TO 40
5¢ FOR j=1 TO 19: IF k$<>a$(Jj)
THEN NEXT j
60 LET x=2*3j-1: LET y=2%7j: LET
q=VAL b$ (x TO y)
7¢%) BEEP .25,q: GO TO 4§

Fig. 12.6. Producing BEEPs from the keyboard!

been pressed, and then locates a pitch value in another string, sounds the note and
looks around for another key. You will notice that the time between repeats (when
a key is held down) is longer when the note is higher - this is because the note is at
the end of the string and so takes longer to find - I did say it was a simple program!
Another point to notice is that while the BEEP note is sounding, all other
computing activities grind to a halt, so that when you use BEEP in a program that
does other activities, its effect is very much the same as that of a PAUSE as far as
the timing of the program is concerned.
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The Leisure Section

This section of The Complete Spectrum is devoted to the gentle art of enjoying
yourself, — and if you've jugt worked your way through some of the tougher
programs and ideas in Part 2 then you may be in need of some relaxation!

These two chapters contain the complete listing for fifteen games. If you like,
just enter them (carefully!) and see how you enjoy them, but take the chance to
study the programming techniques, too, because many of the routines in these
games show how the ideas in Parts | and 2 can be used in practice. To help older
users, each game in Chapter 14 includes an outline of the program structure, but
the games in Chapter 13 are designed especially for younger Spectrum users.
They're challenging, they're fun, and they're educational, in more ways than one.
Besides learning about numbers, words, languages, and constellations, your
children will learn a lot about the computer by entering and using them. There's a
short introduction to help junior programmers at the beginning of Chapter 13,
and once they’ve worked their way through the chapter they may like to take a
crack at some of the more advanced programs in Chapter 14. In these, especially,
you'll see the graphics routines {rom Part 2 in action, and you'll also see how you
can animate user-defined characters and other graphic designs.

To give you an idea of what each game is like, a sample screen display is
included at the head of each program listing. All the programs in this section were
fully tested, in their present form, before publication, and the listings from the
operating program were then printed out on a full size printer (see Part 5). When
you are typing in these programs for yourself, remember that you will not need to
leave spaces after keywords - the Spectrum does that for you. However, there’s no
such thing as the last bugin a program, so it’s possible that even now some mistakes
still remain. All the same, if a program doesn’t work when you’vetyped it in, take a
break and then check it very carefully again. It’s all too easy to read what you think
should be there rather than what really is. Particular points to look out for are null
strings and blank spaces - have you typed as many of them as you should have
done? In Chapter 14 you'll find REM statements telling you how many spaces are
needed when it’s difficult to see for yourself. Other sources of possible error are the
‘greater than’ (>>) and ‘less than’ (<) symbols - getting them the wrong way round
will cause chaos! And don’t be tempted to change the line numbering as you type
in the program, as there are far too many pitfalls involved!

All the programs in Chapter 13 are fairly short, but some of those in Chapter 14
are rather longer. Long programs can be a chore to type in, soif you don’t want to
do it yourself, the games from Chapter 14 are also available as cassette tapes. For
full details and an order form send a stamped, self-addressed envelope to
RAMSOFT, P.O. Box 6, Richmond, North Yorkshire, DUO 4HL.



Chapter Thirteen
Games for Younger Users

This collection of programs has been written for junior users to pit their wits and
test their knowledge. We have designed these programs so you can learn how to
use your Spectrum computer by typing in your own information. None of the
programs is too long to input into your machine as the idea is to help you sharpen
up your mind — not to turn you into a typist.

Once the program is in the machine you will be able to begin answering the
questions and improving your knowledge. The faster you respond the quicker the
computer will ask you the next question.

You will be surprised how quickly you will learn how to use your Spectrum, and
how soon you will want to move on to the next program.

As soon as you know how to enter these programs — and beat the Spectrum —
you will be able to change the content in the lists and make things even more
difficult for yourself.

Things to remember

Your Spectrum works with its own language called BASIC. If you try to ‘speak’to
your machine in another language then nothing will happen, except that you will
get an ‘error message’ at the bottom of the screen.

Programming is not like writing an essay for class. Your teacher might let you
off with a mild caution if you miss out a comma - your Spectrum will not.

You have to follow, exactly, the ‘characters’ shown on the program listings in
this book. If you miss a comma, or enter a dash by error, then the program will not
work. You cannot put in any other instruction and expect the machine to work. If
you have typed in your program and the Spectrum will not ‘run’ as instructed, then
you will have to check your ‘list’ against the book for ‘bugs’. Check carefully before
you decide to throw your machine out of the nearest window!

We know that the programs listed in the book are ‘bug free’ because, not only
have we checked and double-checked them, we have reproduced them from our
Spectrum using a mechanical printer.

We did this because it makes things easier for you and also for our own printers
when they produce our books. If you are really having trouble however you can
always ask your parents. They should be able to help you.
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Cassette storage

Once you have gone through ‘inputting’ your programs you can store them on
cassette tapes for future use.

Cassette tapes will take up some of your pocket money but they mean that you
will always have quick access to your list of programs,

Having your programs on tape also means that when you have improved your
programming skills, you will be able to rewrite the programs we have given you.

|
Village

TEFR: 1

PORULRATIONM: i10@ WHEAT . 115

AEBEERERDAY

Y
i

f PeEgR le have died of
ol it

You have just been appointed the chief of a village of natives whose lives depend
on their crops of wheat. If you manage the crops properly then the village will
prosper and the population will increase but should you make a mistake then
people will starve, people will die and you will be attacked by an angry mob.

By the way, your people need about Z %, bags of wheat each to survive for a
year. Give them less and they starve and they won't like that. If you give them 5
bags each they will be pleased and may forgive you for past mistakes.

Look out as well for the rats which always attack your crops in the warehouse.
The more you store, the greater will be the losses from rats.

How to play

The screen will show you that you are in your first year as leader. You will begin
with a certain population and a certain amount of wheat. There are symbols for
people and sacks of wheat and each symbol represents ten units. The computer
will ask you how much of your wheat you wish to sow. Remember to keep some
back as it might be a bad harvest.
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ThecompuwrwﬂHhmwayouhownuwhwh&uymjMWegownandyouwﬂl @90 PRIMT IMkK 2)RT 11,1%5)CHR®
be asked how much you wish to give your people. 143
. - 294 GO SUB 309
Try and survive ten years as leader. 296 GO TO 330
a0 PRINT PAPER 65 INK 9:AT 3.
Programming notes 1 "POPULRTION: ",POFR" "
DL . ) A06 LET WHT=INT (WHT+8.52
Thexmmeuﬂum89ﬂmagmphwsymbd—honownCAPSSHIFTthyou 910 PRINT PAPER 6; INMK 3AT 3.
press 9, then 8, then 9 again, 16 "WHEAT " WHT " "

320 PRINT PAPER &1 INK ZJAT @,
12 "YEAR: " YR

Program
322 RETURM
10 REM VILLAGE 330 LET HYS=INT (RNDAQ M1
39 RANDOMIZE 332 IF HYS=)] THEN LET AS="poor
=9 FOR N=@ TO 31 "
60 RERD D 334 IF HVS=2 THEN LET R¥="fair
7@ POKE USSR "A"+M,D n
80 MEXT W 336 IF HYE=3 THEM LET Af="d9o0d
9@ DATA 24,60, 126,295,126, 102, '
192,192 338 LET M#i="The witch=doctor pr
180 DATA 24,24,60,90.24,36,36, 1 edicte & "+REB+"Marvest,': GO SUB
ae 1108
119 DRATA ©.9.60.60,60,60,60,0 349 INPUT PARPER 3 MK AT Q.
120 DATA 28.18,57,97,96,36,56. 1 P "How much aseed will dou sow? "
6 13D
138 LET SF=@ 344 IF SD4® THEM BEEP 8.%,-12
140 LET POP=108 G0 TO 348
198 LET UWHT=250 350 IF SDYWHT THEM BEEF 8.6,-1
168 LET YR=1] 2: LET MB="You do not have "+35TR
| 170 LET ANG=@ # SD+" bage!'": GO SUB 1100 GO T
180 LET RE=2,4 0D 340
199 GO SUB 599 360 IF SDyPOP THEM BEEP 8.6, -1
200 GO SUB 1990 1 LET M@="There are not eaduah
210 REM GRAPHICS "A" BELOMW Ceople Lo sow "+ETRE S0+ baws!
220 PRINT IMK 4/AT 8,14)"s84" "GN SUB 1198 GO TO 349
238 PRINT IMK 4,RT 9,13;"s a 270 LET CRP=INT (RHD¥ZFHVSHED
" 372 LET WHT=MWHT-3D
240 PRINT INK 4,AT 10,12 s 374 GO SUB 309 GO SUB 1092
a" 376 PRAUSE 239
250 PRIMT IMK 4,RT 11.12:"a 2389 LET M@="Your crof was "+2TR
i B CRP+" baf9s of wheat.": GO U
€68 PRINT IMK 4,AT 12,12;"a 1100
5 384 IF (HYS=2 0OR HMYS=3 0 FMD CRF
27@ PRINT INK 4)AT 13,131 "2 {1.5#5D THEM LET M@="Even witch
. ~dochora can be wrond!o GO OSUB

280 PRINT IMK 4;AT 14,14 "s8s" 1100



144 The Complete Spectrum

438 LET WHT=WHT+CRF

404 GO SUB 309

498 GO 3B 1090

489 PRAUSE 270

410 ITHPUT PAPER 3 INK 9:RT 9,
@1 "How much wheat will wou 3ive
o wour Peokle? "GET

411 IF ET<Q THEM BEEF @,9,-12:

0 TO 410

412 1IF ETrWHT THENM BEEP A.6,-1
2 LET M@="%You do not have "+8TR
% ET+" bae!" GO SUB 11906 PFRIM
T o+ G TO 419

414 IF ET<POPHAE THEN LET M@=
Your Peokle are hungrs ! GO SUR

11900 LET SF=1

416 IF ETXPORYAREXE THEM LET Ms
w"Your Peokle are habPpw!”: G0 SU
B 11960 LET AMG=RNG—~1

420 LET WHT=WHT-ET

422 G0 3UB 389

424 GO SUB 1epe

438 FOR J=22 TO 26 STEP 2

448 FOR K=4 TO 10

438 PRIMNT AT K, JICHRS 147

460 BEEF 9.1.9

489 PRIMT AT K. J." n

4590 NEXT K

J08 FRUSE 59

519 HMEXT J

P1le LET RTES=THNT (RHDKWHT -4

14 LET MB="Rats ste "+STRE RTS
+'" bads of wheat!'": GO SUB 1100
216 LET WHT=WHT-RTS

318 GO SUB 308: G0 SUB 1o

920 IF SF=@ THEN GO TO 708

330 LET DD=IMT (RMD¥*Q. 5% POF¥RE
~ET20+1

334 IF DD>=FOF THEM LET DD=ROF
-1

5490 LET M&E=3TRS DD+" of wour Pa
oPle have died of gtarvationt”
G0 BUB 1109

44 LET POP=FQF-~DD

w8 GO SUB 388 G0 SUB 299

wE@ LET Mé="Your pecPle are ang
ey GO OSUB 1190

Games for Younger Users

70 LET ANG=AMG+1

TR IF AMG=3 THEM LET M&="‘You
have let Loo many sbtarws, ‘e
peoPle want a new leader! Vi G
oosUB 1188 GO TO 87a

=59@ FOR J=i TOQ FOF-/10

SR8 IF Jr18 THEM GO TO 638

510 PRIWMT AT 2.0 "

Sed PRIMT  IME 1:RT 8,JiCHRE® 14

o
&3@ BEEF ©.2.-~12
540 PAUZE 3
630 PRIMT AT s,J:" "
560 PRINT  IHK 1,AT 9. JiCHRESE 14

ot

670 FAUSE 19

88 HEXT J

690 G0 T 740

700 LET PC=INMT (RMHDEWHATYA.I/RAE >
+1,

71@ LET ME=3TRSE PC+" pgofle Jdoi
ned dour villase!": GO SUB 1100
720 LET POFR=FOF+FC

73 G0 sUB 344

749 GO SUB 580

750 LET SF=@

768 LET YR=YR+1

779 LET ME="fAnother 4ear has Fas
ssed, " GO S5UB 1198

7390 IF YR=11 THEW GO TO 326
a8 GO TN 234

o9 BEEP ©.3.6

549 BEEFP 9.8,18

850 PRINT PAPER 5 IMK 25AT 17
L@ "HELL DOME! Y¥OU HAYE COMPLETE
¥ YOUR 10 YEARS IN OFFICE."
860 PRIMT PAPER S, IHMK AT 2@
;D3 "YOUR SCORE 1S " IHT CCPOP+WH
TAAE¥100: GO TO 11'5Q

a879 FOR JsPOF-10 TO 12

372 PRIMT MK 1:AT F.,JiCHR® 14
=

o

G874 PRUSE S

376 PRINT AT 9,J:" "

HPS MEWT J

880 PRIMT INK L1:AT 10,13:CHRS

145
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145 PAUSE 19
882 PRINT AT 1@,13;" :2
13@4 ggégg lémm ViAT 11, 14 CHR ° o o
2! i
RAB6 PRIMT AT 11.14;" Multlphcatlo“ and
868 FOR J=1 TO 5 Division

890 PRIMT IMK 2;AT 11,15, @"
852 BEEF ©,2,9
854 PRINT IMK '1iAT 11,15, CHRs

980 RETURM

1000 LET F#=CHRSE 146

10190 FOR J=3 TO 1%

1830 FOR K=1 TO 18

1040 IF WHT<KXL@+: J~-3 45100 THEN
LET P‘mll 1

1030 PRINT IHK 2AT J.K+20;Fs
1060 MEXT K

1970 MEWT J

1980 RETURH

1188 FRINT PAPER S INK 2,AT 19

145
896 MENT J
838 GO TO 1150 SUME ., &
900 LET PS=CHRS 149
519 FOR J=3 TO 15
530 FOR K=1 TO 1@ B Ao
P40 IF POP<KAL@+( J-5 %100 THEN X 85 = 210200 v«
LET P@=" » TE = 16018
950 PRIMT  IMK LJAT J,KiP# % L& Sa@s
968 MEXT K ’ tE b5
978 MEXT .J ¥ B4 7 EERIE

X 39 1

1

g M
P M
L

~
B
cfoag.
XL X

1]
A

XX
a
h

1
@
&
=
S
&
1

x
o
a8
i
i

x

SR ME

i;’ég PAUSE Soe \ The first thing you have to do before you begin to play this brain teaser is to put
PRINT AT 13.9," your calculators away in a cupboard and bring out your pencils and paper. This

" game is a test of your mental ability and agility. No cheating, now, by using any
1130 RETURN help.
1130 INPUT PRFER 4; INK 9; "PLAY
AGAINT " Q& How to play
1169 IF Q&1 )="pH" ISR , . : . : e
HER STfJg 10="H" OR Q@1 i="n" T dYour computer will begin by asking you if you wish to play multiplication or
ivision,

1170 CL3

1188 GO TO 130 Type M or D remembering to use the CAPS key and the ENTER key. You will

then be given a simple multiplication question such as 1436X26.
If you are correct you get a nice little tick and the score will be recorded on the
board.
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If you are wrong you will receive a large cross against your answer and the

correct answer will pop up on the screen.

The program will run for a total of twenty sums and will then give your grand

total of correct answers against attempts.

If you wish to change from one type of sum to another you can wait until you
have answered your twenty questions then press RUN or you can press caps shift
and space together, then RUN. Either will bring you back to the beginning of the

program.

Programming hints

You can make the sums easier for younger members of the family by altering lines

209 and 219.

Program

10
gl
30
49
%)
va
|a
90
19@
110
129
130

REM MULTIFLICATION AMD

REM DIVISION

RANDOMI ZE

LET SM=@

LET 3C=0

FOR M=@ 70 23

READ D

POKE USR "A"+M,D

HEXT W

DATAR @,24,1,2355,25%, 2,24, @

DATA @,1.,3,6.140.216,112, 32
DATA 197, 102,60.24,60, 102, 1

23,129

196 ITHPUT "MULTIPLICATION CR [

YIGIONT " (e

160
HEM
1635
1789
HEN
154
185
129
200
218
L2
239
249

IF CBCL=2"M" OR CHC 1 dm "
LET S®B="x"1' GO TO 199

REM 9raPhice s beloy

TF CHOLo="0" OR Cef osnegn
LET S®=m"g": S0 TO 190

GO TO 15

FEM @raPhice a below

IF Z®="a" THEM GO TO 260
LET R1=INT (RHD290QA+103
LET R2=IMT ¢ RHDX180 +1
POKE 23632, 255

LET CA=RI1%Ra

FRINT AT 21.0iR15" " gm, "

IRy ey

T
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299 G0 TO 3109

268 LET RI=IMT (RMDX10Q)+1

A7 LET RamIMNT (RMDA100 3+

289 LET CR=R1

290 PRIMT AT 21.0 R1¥R2:" " iS4,
" HJRE}H &5 ";

319 IMFUT AMS

AR PRIMNT AMS " "

B30 LET SM=mGM+1

348 IF AMB=CR THEM GO TO 320
A%8 BEEF @.9,-12

A6@ PRIMT  THK 2iCHRS 146" "
!

A64 PRIMT CH

Ara GO TO 419

300 BEEP @.3,12

399 FRIMT IMK 2)CHRS 147

4080 LET 3C0=5C+]

419 PRIMT + PRINT

420 IF SM=g2@ THEW GO TO 460
430 FRIWT FAPER 65 IHK Z:AT Q.
TaTSUMS: " SM

440 PRINT PAFER 6 IMK 3;AT 8.
17:"SCORE: " ;S0

446 FRIMT AT 1.e@"

450 GO TO 199

1G2 FRUSE 239

470 CLS

48@ PRIMT FAFPER 45 IMK 31RT 8,
A0 HAD MisCi " CORRECT AMSHER

SH

490 FRIMT PAPER 41 INK ;AT 10
SAITOUT QF 20 QUESTIOMS. "
a8 STOF

149



3
English/French

DUESTIONS: o

T 5 TH FREMC A ] =
&y T FREMCH WoR

CORRECT !

Imagine you have gone on holiday with your family to France and your Mum and
Dad can’t remember the French for an hotel. You just walk up behind them and
say ‘It’s an auberge, Dad’.

They will probably be so surprised that you could knock them down witha pain
(that’s French for a loaf of bread, but of course you will know that.)

How to play

The computer will concentrate on nouns but you can change the program later to
widen your knowledge.

Always remember when answering in French to use le or la before your word or
the computer will tell you that you have made an error. Qur computers are very
correct things you know.

Keep going with your answers, as after twenty correct answers you will get a
tasty reward.
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waawrmnmnbmwou%youﬂlAPSkmk@n%sCAPSSPHFTandZKgmhﬁﬁo JBIFBCR D
give capital letters. You may be asked questions alternately from French to 278 GO TO 1356
English then English to French. 200 BEEP 8.3.,9
290 PRINT PAPER 35 INK 9)AT 10
Programming hints ”égé Eg?ﬂggléc+1
Someoﬁhemuawehm@uwdBvayﬂmpksowmcmuhmgehwum¢onwmds 910 IF SC=29 THEM GO TO 410
to insert your own, or have someone else program, harder examples. 320 GO0 TO 159
330 PRINT PRPER 4 INK 3:AT 6.
55 "WHAT IS THE EMGLISH MWORD"
Program 332 PRIMT PAFER 4 INK 9,87 7,
10 REM ENGLISH-FREMCH 5)"FOR "JFRCRM"T "
30 RANDOMIZE 340 INPUT AS
40 LET SC=g 30 LET OGN=@N+1
5@ LET QN=g 368 IF LEM A%<10 THEM LET RS=R
70 DI ERCZ20,10) g+" " GO TO 360
80 DIM F®{20,1%) 370 IF AR=ESCR> THEM GO TO 200
199 FOR J=1 TO 20 380 BEEP ©.7,~12
119 RERD E®¢ J> 390 PRINT PAPER 35 INK 5:RT 12
120 RERAD Fad J JHIND Y aME " THE WORD IS
130 NEXT J 352 PRINT PAPER 35 INK 9/AT 13
140 INPUT "WHAT I8 YOUR MAMET 'y HIEB(R DY
s HE 490 GO TO 150
142 IF LEM M®>8 THEWM LET Nitmpis 419 PAFER ©
¢ TO0 8) 429 BORDER @
1308 PAUSE 200 430 CLS
134 CLS 44@ PRINT PRPER 5 INK SiAT 2,
16@ PRINT PAPER 6/ INK 9,AT @. 2 "CONGRATULATIONS!  YOU HAVE"
=) "SCORE: ", 8C 4590 PRIMT PAPER 9 IHK $;RAT 3.
170 PRINT PAPER 6; INK 9,RT @. 2) "ANSHWERED 20 GUESTIONS "
17 "QUESTIONS: ") QM 460 PRINT PAPER 5 INK 95AT 4,
180 LET R=INT (RMDX2@)+1 2, "CORRECTLY. HERE IS HALF A"
190 IF RHND»®.3 THEM GO TO 339 464 PRINT PAPER 5y INK 39;RAT 3,
200 PRINT FAPER 4 INK 9,AT 6, 2) "FREMCH ONION TO CHEW! "
=i "WHAT IS THE FREMCH WORD"; 470 FOR R=)] TO 36 STEP 3
202 PRINT PRPER 4 INK 9JAT 7, 480 CIRCLE IMK 6;125,7@,R
Si"FOR "JEWCRY; "7 " 490 HEXT R
210 INPUT RS S00 PAUSE @
220 LET GQM=GN+] 519 PAPER 7
230 IF LEN R®<1% THEN LET AswA 92@ BORDER 7
Bt Ui GO TO 2309 530 CLS
248 IF AE=FB(RY THEN GO TO 281 540 STOP
259 BEEP @.7,~12 608 DARTA "TABLE"."LA TRABLE"
260 PRINT PAPER 3 INK 9 AT 12 610 DATA "CHAIR","LA CHRISE"
235 "HO " MES " THE WORD IS" 620 DATA "DOOR","LA PORTE"

262 PRINT PAPER 3/ INK 98T 13 630 DATA "HOUSE", "LA MALSON"
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49
GO0
560
670
&8
eId
TE 3
78
(Y
7E0
739
V40
730
769
770
78a
750

DATA
LATA
DATA
PATH
DATA
DATA

PATA
LATA
DATH
DATA
PATH
DATA
DRTA
DATA
DATA
DATA

"DOG", "LE CHIEM"

HCH""N B ULE leHTN
"LARDEN", "LE JARDTH"
"COAT" , "LE MANTERIJ"
"HAT" . "LE CHRRERAL"
"BICYCLE", "L.A BICYCLET

"TRF"IH” ‘ IILE TRF"IH”
"STHTIDN“ F] "L_H GHREH
“BREHD“ ; MLE PHIH“
MILK" . "LE LRIT"
"CUP" L, "LA TASSE"
"APPLE", "LA POMME"
"ROARD", "LA RUE"
"MARP", "LA CARTE"
"SER"., LA MER"
"BOAT" . "LE BRTERU"

LIREARA MAJOR

GREAT B®BEAR

This is a great game for learning how to make money off your pals by asking them
at night if they know which star group is which in the sky.
It is also very handy to know your stars as you never know when you will need

to navigate your way out of a crocodile-infested swamp — or drive to London in the
dark. The star at the end of the tail of Ursa Minor, or the little bear, is called the

pole star and will always be to your North.

How to play
The computer will show you the shape of some of the main star groups to be found
in the skies around us and will give you the Latin and the common names for each
group.

The screen will then show the stars without any names and will ask you to type
in your answer in CAPS and ENTER.
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If your guess is wrong the screen will light up and show you both the names,

Press the caps shift and space key together to stop the game.
Happy stargazing.

Program

18 REM COMSTELLATIONS
28 RANDOMIZE
30 PAPER @ IMK 7' BORDER @
40 CL.S
w2 LET A=10@0: LET B=70
92 LET TT=@
€0 FOR C=]1 TO 7
G2 IF TT=0 THEW GO TO 70
64 LET R=INT C(RMDA7 2+1
66 RESTORE 19@+RK10
7@ READ X.Y
60 IF ¥==39 THEM GO T0O 140
90 IF X>199 OR X<(~-135% THEM LE
T WeER-(ZRQKSGN X0 GO TO 120
180 PLOT RA+X, B+Y
110 GO TO 70
129 PLOT BRIGHT 1)RA+X,B+Y
130 GO TO 79
149 READ M&, M
142 IF TT=0 THEN GO TO 152
144 IHPUT "WHICH IS THIS? ",RA%
146 IF AS=M® OR AS=nNE THEM BEE
F @.3,12' PRINT AT 20,4, "THAT 1%
CORRECT" ' PAUSE 12@ GO TO 17
1468 BEEP 0.9,-~12
1590 PRINT AT 4,4iM%
160 PRIMT AT 21.4,N&
179 PAUSE 1009
1va CLs
180 NEXT
1990 LET TT=1
192 GO TO 60
209 DATR ©v,0,24,12,39,9,63,10.7

-.9,303,12,297,33,~99,0, "URSAR MA
JOR", "GREAT BEAR"

€10 DATA 0,0,212.~1,3,19,13, 18,
£4,33,40,42,257,48,-99,0, "URSA M
INOR", "LITTLE BERR"

220 DATA 9,0, 6)"18/ 19;"15; 224, ~
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37.244,~28,~99,08, "CASSIOPEIAR" , "

<30 DATA 8,~1,9.4,-5,~5,~6,~35,
12,309,826, ~30,~-220,33,-99,0, "0RI
oM", "THE HUNTER"

240 DATA 0.,0.7,-2,14,~1,220.,2. 2
5,18.20,192,~99.0, "CORONA BOREALI
5", "MORTHERN CROWMN"

299 DRATA ©,8,21.-9,39,~12,38,~1
9,-99,0,"SAGITTA", "THE ARROW"

268 DRATA ©.0.,23,12,234.55.,247.,3
$:90,-9,72,8,66,15,74,32,-99,8,"
CYGHUS" , "THE SWRN"



)
Spelling Test

HIEH ZaSOEE .

mat was the Wocd7?

Well, you must have expected to find a spelling test somewhere in this section and
here it is.

How to play

Your computer will put a word on the screen for a few seconds and then blank the
screen and ask you to spell the same word correctly.

You must use lower case (small letters) for this game. Remember you can
change from small letters to capitals and vice versa by pressing CAPS SHIFTand 2
together.

Programming hints

If you think the time that you see the word on the screen is too long or too short
you can alter the pause in line 17¢. If you feel that the words are too easy for a
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bright young.thing like you then ask your parents to type in some more difficult
words from line 4§ onward. If you add more words, change the 50 in lines 79, 80,

and 120 to match the total number of words.

The computer will ask its questions at random so you shouldn’t really know

what is coming up next.

Program

18
cl
49
69
e
=17
90
Rl
110
128
130
14@
1596
n " HS
169
170
180
190

REM SPELLING TEST
RAMDOMI ZE

LET SC=@

LET HS=@

RPIM WEC S8, 107

FOR J=] TO S5

READ W J>

MEXT .J

FOR Ne=l TO &9

%ET R=INT (RMD®E3R 2+

S{C

PRIMT AT @,4; "3CORE: ";3C
PRIMT AT .16, "HIGH SCORE

PRIMT AT G, 9:MW& R

PAUSE 7@

PRINT AT 8&,5;" "
PRINT AT 16&.6i"What was the

ot T

209
=2
‘+ "
219
220
238

THPUT A%

IF LEM AS<18 THEN LET R&=f
G TO z2a2

IF RE=WSCRY THEM GO TO 276
BEEP 1,~12

FRIMNT AT 8.3 "The word was

"IUBCR Y

244

250
260
279
280
399
319
312
314

PRINT RT 16,3;"

FAUSE «<48@

G0 TO 300

BEEP Q.3.12

LET SC=3C+109

NEXT M

IF BCH»HS THEW LET HS=3C
CL.S

FPRIMT AT 8,3 "four finsl s

ore was "iSC

316

IF SC=HS THEM PRINT AT 18,
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B3:"Thie is the highest score tod
5'H.ll

320 THPUT "Flaw a9ainT"i(E

330 IF Q801 0="n" OF Q&CLo="M" T
HEN GO TO 388

340 LET 2C=0

[EB GO TO 118

388 STOP

420 DATA "auiz'".,"meagate" ., "Pave
ment,"

41Q DATAR "bicwcle","skrecial”"."b
gneath"

420 DRATA "mountain”.,"listan","s
chool"

430 DATA "tomorrow’, "buslnzas',
"addrass”

440 DATA "raralilel", "haiqht", "1
gnath"

45 DATA "ceiling","exPert".,"ke
AR v

460 DATA "eolonel", "surrrise", "
forecast”

470 DATA "attach"."riwbark"."me
ringue"

480 DARATA "daffodil", "knowledas"
s yacht”

4908 DATA "tonaue" . ."miniature"."”
dinghe "

=02 DATA "amateur","Punchual’.,"

t1logical”

510 DATA "@iraffe","Parsley” . "t
riangle"”

=20 DATA "lesible”,"mosalc”., "di
acirle”

230 DATA "amend" . . "auitar”, "bell
e

=548 DATA "station".,"Presence”.,”
saviour"

=50 DATA "alcohol","cabaret”"."s
wllable"

g60 DATA "aduatic", "Prgumatic"



SIMON

&
HHHT I8 THE AREA OF THE

MGLE

This game is a bit of a brain teaser and might drive you mad before you start to get
it right. To begin with you might even need a pencil and some paper but really that
is a bit of a cheat.

The object is to work out the total area of a rectangle and a triangle - together.
Your parents will be highly impressed when you can tell them how much carpet
they need for that funny shaped room upstairs.

How to play
You will be asked ‘One or two players? Type in | or 2 and press ENTER.
You will then be asked for the player’s, or players’, names. ENTER as before.

The computer will then show you a green rectangle with a red triangle on top.
You will be given the length of each of the sides and asked to work out the total
area.
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If you do not get the answer correct first time the computer will then ask you to
give the area of the rectangle first. If you answer this part correctly you will then be
shown the triangle again and asked for its area. If either part of your answer is
wrong the computer will give you the correct total area sum.,

If you get the answer right first time, clever clogs, you will be given two points
but if you answer in two halves you will get only one point for your correct
answers.

To help you bend the rules the formula for area is
CXB+%BX(A—C)

Program

19 REM AREAS

280 LET CP=40

22 LET LP=39

a2 DIM 52y

40 DIM PBC2,7)

S0 RAMDOMIZE

60 IMFUT "1 OR & PLAYERS? "M
70 IF ML OR WNx2 THEM GO TO 6

80 PRIMT AT 10,2 "WHAT ARE THE
PLAYERS MNAMES?"

990 FOR Jml TO WM

198 PRINT AT 12,4 "PLAYER ";J
118 IMPUT P®C U2

120 NEWT J

122 CLS

130 FOR L=1 T M

148 LET A=IMT ¢ RMND*? y+4

136 LET B=INT (RHD¥E>+3

168 LET CaINT (RMHDXS »+3

168 IF CH=A THEM GO TO 142
172 LET SA=A%Y

174 LET SB=8%6

176 LET SC=C¥%8

180 FOR J=CP TO CP~1+3C

199 PLOT LP.,J

200 DRAW INK 4;5B.9

219 MEXT J

220 PLOT LP,CP+SC

222 DRAM  INK 2:3B,SA~SC

224 DRAW IHK 2:0.,~(SA~30)
£E6 FOR J=CP+SC TO CP-1+5

228 FOR KalLP~1+8B TO LP STEP -1
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230 IF POIMT (K, Ji=) THEM LET
Kab@: GO TO 234

E32 PLOT  INK 2,K,.J

234 MEXT K

236 NEXKT

240 PRIMT AT 16-IMT A-2.13+B,A
238 PRINT AT 18, INT 11+B/2:B
26@ PRINT AT IMT 16-C-2,9;0

270 PRINT AT 20.0,P8CL 7", WHAT
IS5 THE TOTAL ARER?

2680 INPUT ANS

230 IF ANS=CHB+B-2%(A~C) THEH
20 TO 330

319 BEEP ©.8,~8

320 PRIMT AT 20,@:P#(L 7", WHAT
IS THE AREA OF THERECTANGLE?

330 IMPUT RC

34@ IF RC=C¥B THEM GO TQ 37@
35@ BEEF 0.8,-8

360 PRINT AT 20.0;"THE ARER OF
THE RECTAMGLE 15 "iC#B;"

362 PAUSE Zz2@o

364 GO TO 509

370 PRINT AT 20,0 FP8CL 2", WHAT
I8 THE AREA OF THETRIAWGLE?

38@ INPUT TG

35@ IF TG=B 2% A~C) THEM G0 TO
420

400 BEEP 0.8,~3

410 PRINT AT 28.0,"THE AREA OF
THE TRIAMGLE IS "B 2%(A~CH;"
412 PRUSE 209

414 GO TO 00

420 PRINT AT 2@,0:P8#CL )", WHAT
18 THE TOTAL ARERT "
430 IMPUT ANMS

440 IF ANS=CHB+B/2%(A~C> THEM
GO TO 479

450 BEEP 9.8, -8

460 GO TO 500

470 BEEP 0.3.8

165
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480 LET SCLy=sSCL Y+

490

GO0 TO 562

580 FRINT AT 2@,0;"THE
EA 15 ") CAB g oot Ol HE TOTAL AR

502
506
510
o990
560
w62
570
)1 1]
—8e
600

PRUSE 200

cLS

60 TO 579

BEEP 0.3,8

LET S¢L)YaSL g

CLS ,

PRINT AT 1,4:F8C15;" 19504
NIRRT SR '

NEXT L

GO TO 130

Ehlhots . = Hits !
" L} " " " [ " L} " "

"
]
"
-
)
"
[
"
"
“
"
]

You are a destroyer captain alone in a hostile sea surrounded by a pack of
submarines which are travelling secretly to a rendezvous. The submarines cannot
break radio silence or send for help and must not attack you for fear of giving their
position away but you can sink as many of them as you can - with as few depth

charges as possible.

How to play

On the screen will be shown a board divided into 100 squares. The submarine is
hiding in one of those squares. The bottom (horizontal) line is called X and the
upright (perpendicular) line is called Y.

Each line of boxes goes from 0 to 9 and you have to give the box numbers to the
computer when it asks for your entry. You will be asked to type in a number for the
X and Y lines. If you think that the submarine is in a box 8 across and 5 high then
ENTER 8 and 5 when the X and Y positions are asked for.
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Remember you must press ENTER after each number.

After the second number is entered you will hear the ‘crump’ of an exploding
depth charge. If you make a direct hit first time you will hear a ‘whooping’ sound
and the screen will show you how many tries you took to sink the submarine.

If however you miss, the computer will tell you if your shot was North, South,
East or West of the target and you must then plan your next shot.

As soon as the submarine is sunk your computer will search and detect another
target.

Special Note. Expert captains should be able to detect and sink the enemy within
four moves.

Programming notes

The square in lines 245 and 435 is a graphics symbol—hold down CAPS SHIF T and
press 9, then &, then 9 again.

Program

12 REM SUBMRARINE

39 INK 7+ PRPER @' BORDER @

32 CLS

49 RANDOMIZE

98 PRINT INK Z2iAT @,3)"Skhotse
9"

50 PRIMNT INK 2:RT 8,17:"Hits:
en

70 PRIMT AT 2.85"y"

80 PRINT AT 195,22 "x"

99 FOR J=18 TO 19
198 PRINWT  IMK S)RT 3,J3"."
119 PRINT IMK S,RT 14,0;"."
120 PRIMT IMK S9iAT 15, .J0:J0-189
130 NEXT |
142 FOR J=3 TO 14
198 PRINT  IMK 3.RT Jd.9un, "
160 PRINT INK S,RT J.2@;",."
170 HEXT J
189 FOR J=4 TO 13
199 PRINT INK 3.:AT J.8113-J
209 LET sh=0: LET ht=@
205 LET ax=@: LET ay=Q
210 MEXT J
220 LET sy=INT (RNDX1@)
230 LET ax=IMT (RMD%18)
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240 INPUT "Your shot (x,¥)7T "ia
W, a9

é42 IF ax4® OR ax>9 OR aw<8 UR
awr>9 THEN GO TO 240

245 PRINT IHNK ZJRT 13~ay.,1@+ax
J nggn

2%@ FOR J=i TO 1@

268 BEEF @.1.59-J

278 NEXT J

299 PRINT RT 18.2:"

L

308 PRINT AT 1.2

310 IF axsax AND ay=sy THEM GO
TO 420

A28 PRINT "Your shot was ";

330 IF avlsy THEN PRINT "sgouth
”j

349 IF awrsy THEN PRINT "north
”}

%@ IF ax<ax THEM PRINT "west
",l

360 IF axrsx THEM PRINT "east
”.‘

370 PRINT AT 19,2)"nf the subma
rine, Captain.”

360 LLET sh=ah+l

3998 PRINT INWK 2:ART 8.10;zh

400 PAUSE 200

418 G0 TO 239

420 FOR Jwml TO 20

430 BEEP 90.1.9

43% PRINT INK 28T 13-aw,18+ax
J n@g"

449 NEXT J

458 PRINT AT 18,2, "A direct hit
' "

452 FOR Jmd TO 13

434 PRINT AT J,18" "
456 HNEXT J ,

468 LET htshit+l

4790 PRINT 1INK 2JAT @.23)ht

472 IF ht=1@ THEN GO TO 549
480 PAUSE 300

490 PRINT AT 18,2 "Another subm
arine has besn detected!"”

169
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=10
o540
550
560
562
570
NS
280

GO TO 2209

FOR J=1 TO 10

BEEP 08.9.J

NEXT J

CLS

PRINT AT 8.8, "CONGRATULATIO

PRINT AT 1@.6)"TEN SUBMARIM

ES SUNKI"

=90
NH
600

PRINT AT 13.9)"Y0U HAVE BEE
PRINT AT 14,6 "PROMOTED TO

ADMIRAL. | "

8
Word Search
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This is a game to see how sharp your eyesight is and how quick you are at spelling
words which are hidden on the screen.

The computer will put up a selection of letters all over the screen, and hidden
amongst this alphabet spaghetti will be certain words which you will have to spot
and spell out to your computer.

How to play

When you find a word on the screen you type it in, remembering to use CAPITAL
letters. You then press the ENTER key and, if you have correctly identified and
spelled out the word, it will be picked out, in green, on your screen.

The score board will show your number of tries and the number of words you
have correctly spotted.

When you cannot find any more words you simply type in the word QUIT.
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Your computer will then blank out the words you have found and show, inred,
all the words you have missed.

Your score will be shown on the screen.

Programming hints

If the selection of words is too simple or difficult you can change the data in lines
599 to 53p. Make sure that all the words you use have exactly 7 letters.

Program

209

202
(<

204

REM WORD SEARCH

RANDOMIZE

DIM m(20

DIM bl{17>

DIM wei20,7)

DIM co 20,7 )

LET 8c®=@: LET tr=@

FOR Jm] TQO 2@

READ w®l: J >

NEXT J

PRINT AT 3.0

FOR k=1 TO 1¢

LET r1sINT (RMDAE20)+1

IF m(rid=1 THEN GO TO 110
LET m(ryl =i

LET clidk )msws(ri1 >

LET r2=:INT ¢(RNDA2Q y+1

LET blk )aprg-1

FOR 1=1 TO 32

IF 1=r2 THEN PRINT Bk 3¢
1=147

LET 1t=INT (RMNDXZ6 )+6%
PRINT CHR® ¢ 1t ),

NEXT 1

PRINT

NEXT k

INPUT "YOUR WORD? "; a8

IF a®="QUIT" THEM GO TO 48

IF a@o="a" RHD a#<="z" THEN

PRINT AT 2@.4,"USE CAPITALS PL
ERSE": GO TO 200

2095

LET trestr+q

207 PRINT AT 21,11," " "
219 FOR J=1 TO 16
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220 IF a@8=c@. ) THEM GO TO 27@
230 MEXT J

249 BEEP ©.3,-4

250 PRINT PAPER 35 INK 9)RT 21
, 123 "WURONG! "

268 GO TO 3928

279 BEEP 0.2.,4

275 PRIMT PAPER 4 IMK 3IRT J+
Z.bChyicEC )

280 PRINT PARPER 3 INK 9:AT 21
, 11 "CORRECT 1 "

283 LET c#c¢ jy=""

290 LET sc=ac+]

308 PRINT PAPER 25 INK ZiRT 8.
4;"TRIES "jtr

310 PRINT PAPER 2 IHK 9)RT @.
171 "WORDS "Jac

320 IF acd<>»16 THEM GO TO £98
338 STOP

40Q FOR J=1 TO 16 .

419 PRINT PAPER 2 INK 3;ART i+
2,0 )28 d)D

420 MEXT J

430 GO TO 338

%98 DRTA "PROMIZE".,"SPECIAL"."B®
LANKET" , "FRAGILE" . " THROUGH"

=18 DATA "ADDRESS"."CEILING".,"R
MATEUR" ., "MYSTERY" . "LEGIBLE"

520 DRTA "BELIEVE"."STRTIOM","R
HUBRRB" , "DISSECT", "SRVIOUR"

=30 DATA "RLCOHOL", "CUSHION", "8
OLDIER" , "CABRRET" , "ARAUARTIC"



9
Noughts and Crosses

7 + [
2&d 283
ERURRE & SHOURRE 9
v WHICH NUHMBER SQUARRE?

No, it's not that same old boring game that you play when it’s raining outside and
there is nothing else to do.

With our noughts and crosses you have to solve a problem before you can make
your mark on your computer’s board. You will have to decide if you can answer
the question before you choose your box.

How to play

The computer will ask for the players’ names which you type in and enter by
pressing the ENTER key.

The computer will then present you with a board and in each of the nine squares
you will find a maths sum to solve.

First choose the box you want and ENTER the number. Now you can type in
your answer and see if you get your nought or cross for the correct answer. Your
opponent must follow the same steps.
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If either player gives a wrong answer the computer moves to the opposing
player’s turn.

The game progresses until someone gets a winning line at which point you can
press caps shift and space together, then RUN to play again.

If no one can complete a winning line then the game can proceed until all the
boxes are completed and the player with the highest number of noughts or crosses
will be the winner.

Programming note

You can make the sums easier by reducing the numbers in line 20¢ or more
difficult by typing in a larger number. The squares in lines 120, 130, 160, 170, 500,
519, 520, 560, 58¢ and 6§ are all graphics squares. Press CAPS SHIFT and 9
together for graphics mode then CAPS SHIFT and 8 together for each square.

Program

1@ REM NOUGHTS AND CROSSES
39 RANDOMIZE
40 DIM NC18)
42 DIM P®(2,8)
44 DIM H(9>
9@ PRINT AT 1@.2,"WHAT ARE THE
PLAYERS MAMES?"
6@ INPUT "PLAYER ONE: ";P#¢1)
7@ INPUT "PLAYER TWO: ";P®L2%
88 CLS
110 FOR J=2 TO 19
120 PRINT INK S:AT J.9; &
130 PRINT INK S,RT J,21"@"
140 NEXT J
1090 FOR J=@ TO 239
160 PRINT IMK S,RT 6.4, "@"
170 PRIMT INK 3;AT 13, J;"@"
199 NEKT J
190 FOR J=1 TO 18
200 LET M(JOmIMNT (RHDA300 5+100
210 NEXT J
229 LET (=i
230 FOR J=g TO 24 STEP 11
240 FOR K=2 TQ 16 STER 7
2098 PRINT AT K, JJJM{C)
260 LET CmC+]
270 PRINT AT K+1i,JiM(CO
280 LET Cm(C+]
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298 PRIWT AT K.Jd+d; "

309 PRINT AT K+3,J=-2; "SAURRE "
INT CCran

18 NEKT K

320 NEXT J

324 FOR N=1 TO 2

330 PRINT AT 21,.Q:PSHCHI ", WHIC
H NUMBER SQURRET"

340 INPUT SO

341 IF SQ<1 OR SE»9 THEM GO TO
330

342 PRINT AT 21,81 "3GUARE "ok
ama INPUT "WHAT 15 THE AMSHWERT
"1 ANS

360 IF ANSaN(SAXE I+NLSEE2-172 TH
EW GO TO 428

378 BEEP 1,-8

409 GO TO 629

420 LET H{SG )=

422 BEEP 98.4.8

430 IF SAX0 AMD Si<4 THEM LET
Wemg: LET Y=SEUA7-35

440 IF SQ»3 AND SRC7 THEN LET
Welld: LET Y=(SQ-310%7~3

450 IF S@r6 AND SQ<18 THEN LET
Wm2d: LET Ye(SQ~6)%7=3

460 FOR J=0 TO 3

478 PRIMT AT J+¥.bi~2)" "
4808 NEXT J

499 IF N=2 THEW GO TO 6@

%08 PRINT  ITHK Z2)AT V+0,W; "® @'
%18 PRINT INK 28T V+1,4;" @
520 PRINT INK ;AT Y+2,u "8 &
Se@ GO TO 629

860 PRINT INK 4)RT v+0,W; "8aa"
580 PRINT IMK 4,RT Y+1.W;"8 @'
600 PRINT INK 4,RT V+2,U, "aad@"
G20 NEXT N

630 FOR J=1 TO 9

640 IF H(JI=@ THEN GO TO 324
650 MNEXT J

660 STOP

177



Chapter Fourteen

Games for Experienced Users

Don'’t be too put off by the title of this chapter. If you’ve programmed the games in
Chapter 13 without any trouble, then you shouldn’t have much more with these
games. However, most of these listings are rather long, so you will need to take
extra care about entering them absolutely correctly; before you start you might
like to take another quick look at the introduction to this section of the book.

Listing conventions

These programs have not been reproduced using the ZX Printer (like those, for
instance, in Part 1) because we wanted to lay them out in a more easy-to-read form
with lines split, where necessary, at points that preserved their syntax and blank
lines between subroutines. The listings also show how you should type the
program in, rather than how they will look once they are typed. For example, the
keywords GOSUB and GOTO appear as single words, just as they do on the
Spectrum keyboard, but you won’t need to leave spaces after these words when
you're typing - the Spectrum does that for you. In fact the only place where you’ll
have to use the SPACE key is when you want to have a space within a PRINT
statement. All characters that need to be entered in graphics mode have been
enclosed in square brackets, so if you need to type the letter ‘a’ in graphics mode
you'll see [a] in the program listing. Sometimes you will need to hold the CAPS
SHIFT down while you're in graphics mode to produce graphics characters (i.e.
the characters on the number keys). Whenever you need to use CAPS SHIFT in
graphics mode the symbol A will be printed before the number in question. For
instance, [/ 1] indicates that you should be in graphics mode, then press the 1 key
with CAPS SHIFT held down. Each program is accompanied by a set of ‘typing
tips’, so you may see this explanation repeated a couple of times.

The only problem with using a different printer is that the zeros appear without
an oblique stroke through them, but this shouldn’t cause any confusion. If you
ever need to type an upper case letter ‘O’, or ‘0’ is used as a variable name, you’ll be
alerted in the typing tips section. To avoid any confusion between the lower case
letter ‘' and the number ‘I’, every ‘I’ used as a variable name is shown in capitals.
However, you don’t need to copy this convention when you’re typingin programs
yourself.,

And now — on with the games!
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Sheepdog Trials
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If you’ve ever watched a shepherd and his dog coax a flock of sheep into a pen
you’re bound to agree that it’s quite an astounding feat. The experienced shepherd
makes it all look so effortless as he shouts and whistles commands to his dog who
obediently stands his ground or edges up a few paces or runs around the back of
the flock to head off a straggler.

This game is an extremely realistic simulation. In fact it’s so true-to-life that the
only person we know who’s scored a ‘Super Shepherd’ rating was a real sheep
farmer! Five fluffy white sheep and a black dog appear in a green field surrounded
by a picket fence - it creates just the right country atmosphere.

How to play

The object of the game is to herd all five sheep into the pen at the top left-hand side
of their field in the minimum number of moves. To do this you have to control the
dog using the arrow keys (keys 5, 6, 7 and 8). If the dog approaches too close to the
sheep they will scatter. (They also scatter randomly during the course of the game
just to complicate matters.) In normal play neither the dog nor the sheep are
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allowed to cross any fences, although when they scatter the sheep may jump out of
the pen. There will always be a total of five sheep but if they crowd very close
together they will appear to merge into one another.

Once you’ve played this game a few times you’ll realise that some strategies for
controlling the sheep will work better than others. Beginners tend to waste moves
trying to manoeuvre the dog around the back of the flock. However, to achieve the
title of ‘Super Shepherd’ or ‘Good dog’ you’ll need to make every move count.

Typing tips

Wherever you see a character within square brackets remember that this indicates
that you must use graphics mode. In this program you will find [s] in lines 1040 and
7350 and [d] in lines 1130 and 1660. The hash character used to print the fence in
subroutine 800 is produced by typing the 3 key with SYMBOL SHIFT held down.
The only other printing feature to look out for is the single space enclosed in
double quotes in lines 1610 and 7300. You may be surprised by the inclusion of
“+0’ in lines 500 and 600. This is actually an unnecessary embellishment to the
POKE USR statement and has only been included in order to make it easier for
you to pick out the shapes of the user-defined graphics. For the same reason, you

may find it easier to type these lines as they appear but if you prefer you can omit
the ‘“+0’,

Subroutine structure

500 Defines sheep graphics character
600 Defines dog graphics character
700 Initialises arrays
800  Prints fences

1000  Prints sheep

1100 Prints dog

1500 Moves dog

1700 Moves sheep and checks for end of game

7000 Move logic for sheep

7300 Prints sheep

8000 Scatters sheep

9000  Prints messages at end of game and offers another go

Programming details

Lines 7100 and 7150 check to see if the dog has approached too close to the sheep.
If he has (or if the random number generated is less than .01 - a one-in-a-hundred
chance occurrence) then the sheep scatter according to the equations in 8050 and
8070. Notice the use of ATTRibute statements in lines 1620 and 1650. They are
used to make sure that the dogdoes not move into any of the picket fences. Similar
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statements are used in lines 7170 and 7175 where they ensure that the sheep do not
move on to the dog or on to the picket fence.

Scope for improvement

If you get really proficient at this game you can try to make it more difficult. You
might increase the chance of the sheep scattering at random, by altering the value
of the cut-off point for the random number in line 7100 or you could add some
obstacles such as a pond or a river that the sheep have to avoid or cross. Another
suggestion is to modify the game to employ a time criterion, using the Spectrum’s
clock, instead of counting the number of moves needed.

Program
100 REM Sheespdos trial
500 FOKE USSR "a"+0,BIN 00000000
S10 FOKE USSR "'+l ,BIN 00000000
Be0 FOKE USRKE "g"+2,BIN 0L1LL0L0
A0 POKE USSR "a"+3,BIN 14110181
9S40 FOKE USKR "a"+4,B2IN 011111018
550 FOKE USKE "s"+S5,BIN 01121000
560 FOKE USK "s"+6,BIN 01001000
70 FOKE USKR "g"+7,BIN 01002000
HO0 FOKE USK "a"+0,BIN 00000000
HG10 FOKE USKR "d"+1,BIN 00000000
H20 FOKE USR "d"4+2,BIN 000600110
G300 FOKE USR "d"4+3,BIN 01111011
440 FOKE USSR "d"+4,BIN 01111000
650 FOKE USSR "of"+5BIN 10000200
460 FOKE USSR "o"+4&,BINM 01000010
H70 POKE USKR "d"+7,BIN 00000000
Z00 DIM « (5)
Z10 DIM w0 (5)
720 LET wm=0
800 FAFER 4TINK 4
810 CLS
820 FOR w=0 TO 15
830 PRINT AT 1d,d INK o34
840 MEXT o
S50 FOR w=0 TO 1&
40 FRINT AT y,1é8 INE 03"4"
870 MEXT
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200 FOR =0 TO 20

910 FRINT AT 4,03 INK 0
G0 NEXT w

930 FOR w«=0 TO 31

Q40 PRINT AT 0,13 TINK 0
QHO MEXT

QOO FOR w=l TO 3

70 OFPRINT AT w125 TNK
PO NEXT

1000 REM print sheep
LOLO FOR s=1 TO 9
1020 L?' w55
[
=

1030
1040
1050 MMMT &

YEM g it dog
Toowprdm b INT CRNDX
T seefm R INT O CReME®
[

1500 REM move dog

1590 LET cid=INKEY$

1400 XF og="" THEN GOTO

14610 FRINT AT wol,mci'™ v

14620 TF of$="5" AND ATTR
THEN LET sdswd-1

1630 IF cf$="8" AND ATTR
THEMN LET sof=oedtl

1640 TF es="4" AND ATTR
THEN LET silsyel+d

LS00 IF cfb="7" AND ATTR
THEMN LET wid=wd-1

;Il:l._ll; ﬁ‘r ‘,;5;3:'.;“#”

SUETEOAT 21,30 H"

0 ; ll:u:ll

e INT O CRMDX®L 0 )
A O ) s INT CRNDXE)
NT AT wis) s Cad i INK Z370s0"

32
20
FCENMT AT wodysad TN 0§V Lal"

1590

(et sef1 ) 032
Cagedpoeeft 1 )32
Cyidtl gseed )32

Coed—1 50§ )2+ 32

1660 PRINT AT v, medd INK 03" Ldl"

1670 LET m=mtl
1680 FPRINT INK 03 AT 10

1700 GOSUE 7000

s 203 "Move "im

1820 IF =0 THEN GOTO 9000

18%0 GOTo 19500

7000 REM move sheep
7000 LET f=0

7050 FOR =1 TO %

JO070 LET wawls) PLET sy

)

7080
7100

7150

140
/1 ]
Sl
7180
7190
7E60
7270
7300
7350
7360
7370

7400
7500

8000
8050

8070
a100

2000
900%

Y010
20210

PO
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IF CARBS Guled-—-mef) 2 AND

ABS (yle)-yeh)=2) OR CRND=.01) THEN
GOSUE 8000

TF ABS Gols ) »uael) #2404 INT  (RNDXK2)

O ARSCy s )Y »wed) =24 TNT  (RNDX2)  THEN
GOTO 717%

LET (e s)+80N (g ) el

LET w(s)smg(s) 480Ny (s) ~yd)

T ATTR (gd0s),;x0s2)=39 THEN

GAOTO 7150

IF hTTP w(n) s )=32 THEN

LET »0a)=miLET yia)=y(s)+l

TF u(%) L THEN LET m(s)=1

TF w(a)>1l4 THEN LET #(a)=14

TF wis)al THEN LET y{g)=1

IF wyisd=i4 THEN LET w(s)=14

FRIMT AT w,xi INK 43 v v

FRINT AT w(s),x(s)f INH 73 "Lsl"
IF w(e)=12 AND (yisd)=1l OR y(a)=g
OR w{s)=3) THEN GOQTO 7400

LT fued

NEXT s
RETURN

FEM scetlter sheep

LET »(a)=m(g)+ ({(SGN (RND~,%))x
(2+INT (RND%X2)Y))

LET w(ad=y(s)+ (SN (RND~, %) yx
(2+TNT (RNMDXZ)Y))

RETURN

FRINT a7 18,23

TF w40 THEN FRINT INK 0
"Super Shephercd! '"IGEOTO 9080
TF wmsd0 THEN FRINT INK 0
"Good Doa!!'"IGOTO 9080

TF ma920 THEN FRINT INK 03
"Meep practisine"iGOTO 2080
TF M1 20 THEN FRINT IHNK 03

"Eoetter luck next Lime"1G0TO 9080

F030
Y0840

Y050
9100
Y110
Y120

FRINT INK 0} "Hancd in your orool o
FRINT AT 20,28 TNK 03"You took "im}
"omove s

INFUT "another game (y/r) "zt

TIF s Cly="y™ THEN RUN

FabEr 73INK 0

ST

185



2
Laser Attack

You

This is a very exciting game that uses some rather unusual graphics techniques to
good effect. The screen is treated as if it were a spherical universe. So, if you go off
the top of the screen you reappear at the bottom and if you go off at the right you
reappear at the left. This game is a race against the clock. You have a hundred
seconds in which to annihilate the enemy ship with your infallible laser weapon —
the chase is on.

How to play

At the beginning of this game you have to select a difficulty factor. This governs
the unpredictability of the enemy ship’s course and the number of stars that
appear. The stars act as obstacles in this game. If you hit one you will be deflected
at random, so the fewer there are the easier it is to steer your course. Your ship
moves continuously. It is shaped like an arrow-head and can point in any of eight
directions. Every time you press any key it turns clockwise through 45 degrees.
The enemy is a revolving cartwheel-shaped disc that meanders through space. To
fire your laser press the up arrow key. Your weapon will fire in a straight line from
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the point of your arrow. If you hit the enemy ship it will disintegrate with
appropriate sound and visual effects. The time taken is constantly displayed at
the top left of the screen and when it reaches 100 your time is up.

Typing tips

Look out as usual for graphics characters enclosed in square brackets. Remember
to type the letters so indicated in graphics mode and without the brackets. Also, as
elsewhere in this book, where ‘I’ is used as a variable name, e.g. in line 2000, it has
been printed out as a capital just to avoid confusion with the number ‘I’.

Subroutine structure

20 Main play loop
1000 Fires or rotates direction of arrow
2000 Laser zap and detect hit logic
3000 Moves arrow
4000 Moves target
7000 Title frame
7500 Gets and prints time
7900 Prints stars
8000 Initialises variables and defines arrow graphics
8600 Defines cartwheel graphics
8810 Zeroes time
9000 End of game

Programming details

This is a complicated program and one that illustrates a number of novel
programming methods. Notice, for example, the way the revolving cartwheel is
produced by using two user-defined graphics characters, one a version of the other
rotated through 90 degrees, which are printed alternately. Also notice that eight
versions of the arrow graphic are used in order to allow it to be moved in any of
eight different directions - also an interesting technique. The way the direction of
movement and velocity is set using the arrays ‘w’ and ‘v’ is also worth attention.

Scope for improvement

If you feel very ambitious you could make this game even more exciting by
enabling the enemy ship to fire at random — so that you have to dodge its fire at the
same time as pursuing it.

Program
10

20
30
40
o
&0
A0
8o
90
100

1000
1010
1020
1030
1040
10E0

2000
2010
2015
2050
2060
2070
2080
2090
2100
2120
<130
21440

2100
2200
2210
SELE

R o
s A.P. 0

2230
2238
2240
2250
L2260
2270
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REM lLaser athack

GOBUER 7000

GOSUER ©000

GOSUR 7500

IF O INT L=1000 THEN GOTO 9000
GOSUE 1000

GOSUR 3000

IF he=l THEN GOTO 9000

GOSURE 4000

GOTO 40

LET af=INKEYS

IF a0 THEN RETURN

TF ad="7" THEN GOTO 2000
LET st

TF k8 THEN LET k=l

FETURM

LET el =mx8+4

LET yl=175-yx8--4

GOSUE 23500

FLOT sl pul.

LET che=0

ITF vk =1 THEN LET =285 -ul
IF vkds~1 THEN LET cfus=-ul

LET w0

TIF wky=1 THEM LET dy=-yl

IF wllk)=—1 THEN LET dy=l7S-yl.
TF vk Xw (k) =0 THEN GOTO 2200
IF ARG e alns oy THEN

LET cuy=ARS ouX86N dyd GOTO 2200
LET rhe=ABS cuyX86N o

DEAW o, iy

FLOT byl

BEEF 01,10

DREAW OVER 13, dy

ITF h=0 THEN RETURN

LET mm=nX@8443 LET my=llH-axf-4
FOR i=1 TO RNDxS+20

FLOT M, M

LET a1 0-RMDXZ0

TF by =285 OR mictdus0 THEN
GOTO 2330
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aood LET oyl 0-RMNDYED

D00 TF mydcig=lrS R gty 0 THEN

GOTO 2330

2300 FLOT miemy

2310 DRAW d 5 3%

ot BEEF L0110

2330 NEXT i

2340 FETURN

2500 LET

hqlo LET ofyms
0 LET dﬁmbw
man TF w (k) Kol G ) Xeby THEN RETL
Ea0 I ARS v(P)WSDN e (ke
OF ARG wik)IRBEN dy -
aEEm0 LET hel
2E4H0 RETURM

3000 X
a010 L
3020 l WEFRANE Q)
2030 s ) THEM LET w31
3040 l[ AL THEN LET w0
050 L owad THEN LET y=21
30& TF wxil THFN IET e ()
306 TF ATTR (y,:)<x1%S THEN BEEP
LET pinls=l g LHTO L0340
0?0 PRINT ST wyxim$E )
3080 LET nbi=0
JOVU FEETURM

F

BT sk ()
T

TF

4000 TF FMD>L0S-af /20 THEN LET
AGLO IR ze€ THEN LET =i

A0 TF mbh2=0 THEN FRINT AT a.bj
4000 LET s=atvln)

4040 LET bebtwCr)

A0%0 TF b0 THEN LET b3

4060 TF br31 THEN LET b=

4070 TF a0 THEN LET s=il

4080 TF sx2)l THEN LET a=0

408% TF ATTR (@, =x1% THEN BEEF
LET mb2=13 LET zsz+lt GOTO

4090 FRINT AT s.bhiwdr+l)

4100 LET r=NOT v

4110 LET nbd=0

4120 RETURN

prnd =0 THEN FRIMT AT wymd”

LIRN

1

e].y

wmeel

. 1 o

4010

S (k) THEN RETURN

103

103

000
010
7020
7030
70440
7050

7060
7070
7080

7090
7100

7110
7120
7130

7500

7510
7EH20

7900
7910
7920

8000
68010
8020

8030
8040
8050

8o60
8070
8080
8090
8100
8110
81290
§130
a140
B1%0
8140
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FapER 1
EORDER 5
:I. N'\ /
CLS
FERINT AT Z2,%3". & & e r At ot
FRINT AT S,08"Youw are in control
of an" '
FRINT “advancmﬁ laser attack ship in"
FRINT "purswit of s enemy craft”
FRINT ““"8hoot it down before gour
time )
FRINT TAER %Sivis up 111w
INFUT "Select the difficulty level
~o b Ceasy) Lo 10 Cdifficult) PY3df
a: afl OR af=10 THEN GOTO 7100
RETURN

g oo k"

433

LET tu(FEEK Z3672+2%546%XFEEK 23673+
HULBEXFEEK 23474) /%

FRINT AT 0,08 INT t/103" v
FRETURN

¥F.WNDF»1+df/50 THEM RETURN
FRINT AT RNDXZ21,RNDX31§ INK &3"x"
RETURN

DIM w(8)! DIM v(&)

gg?qaz(ﬁyﬁ): DIM r${8,8)

AT slelydsl,0,1,1 wdop el g
“1,0,-1,1 pdp 011,00 ,~1,-1,
FOR i=1 TO 8

READ w(i),v{i)

NEXT i

T

i

1

T

I ows=w ()

ET sdCly="00011000"
T s¢{Z)="00111100"
T a6 (3)="0114L1110"
T a$CAy="101010400n
T osgdE)="00L04000"
T addSy="0011L1 100"

T T T

M7
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§170 LET a$¢7)y="00L11100"

a1R0 LET see)="001120100"

8190 LET e Cly="122111000"

8200 LET rHd (@)= i1l o0000”

8210 LET r$(3)="11111000"

a220 LET reC4d="tliri100"

8295 LET v (S)="10111110"

8230 LET v (bdy="0001211121"

az240 LET r$(7)ﬂ“00001110“

8250 LET r$(8Y="00000100"

82460 FOR i=1 TO 8

8270 LET a=0% LET b=0t LET c=0
0279 LET 1 0 LET e=0: LET f=0
g7an FOR =1 TO 8

87290 LET a=ax2+VAL (s$(i,j))
8300 LET b= h*”*UAL (5%(P~gs1i)
8310 LET o=cxX2+VAL (s8$(j,1)?
83720 LET o=dx2+VaL (r$Ci, §))
8330 LET e=ex2+VAL (r$(9- Jei))
8340 LET f=fx2+VAL (r$(@~1,9-j))
8345 GOSUE. 7900

8380 NEXT |

8390 FOKF USR "a'+i-1,3

8400 FOKE USR "b"+8-i,a

8410 POKE USR "o'"+i~1,Dh

8420 FOKE USRKR "dg"+i-1,c

84430 FOKE USR "e"+i-1,d

8440 FOKE USR "f"+8-i,d

6450 FOKE USSR "g"+i~1,e

84460 FOKE USR "n"+i-1,f

8490 NEXT i

8500 LET m$="LclChICbICFICdILelballal"

8510 LET a=10
8520 LET b=10
8530 LET z=INT (RNDx8)+1

8600 FOKE USR "i"+0,EIN 00100000
8610 FOKE USR "i"+1,EIN 01000010
8620 FOKE USR "i"+2,EIN 00100101
8630 FOKE USR "i"+3,BIN 00011000
84640 FOKE USR "i"+4,EIN 00011000
8650 FOKE USR "i"+5,EIN 10100100
8660 FOKE USR "i"+6,EBIN 01000010
8670 FOKE USR "i"+7,BIN 00000100
8680 FOKE USR "j"+0,EIN 00001110

8690 FOKE
8700 FOKE
8710 FOKE
8720 FOKE
8730 FOKE
8740 FPOKE
8750 FOKE

8770 LET pw=
8780 INK 7

8790 LET nbl=0
8800 LET nbZ=0

8810 FOKE
8820 FOKE
8830 FOKE

USR
USR
USR
USK
Usk
USR

0

8840 LET h=0
8900 RETURN

2000 IF

P010 FRINT AT

020 GOTO 9600
2500 FRINT
9600 INFUT
610 IF a$(l)
2620 FAFER

9630 INK 0

11
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J"t1,EIN 10001000

JUHZLBEIN 10001000
JUH3S,BEIN 11111000

”J”+4,EIN 0o01t111
"G, BIN 00001001
"attb,EIN 00001001
Usr "
8760 LET wé="LilLga"

J"H7LEIN 00111000

23674,0
23673,0

23672,0

=1 THEN GOTO 9500
21,08"Youw did dt riw

AT 21,03"Your time is wp"
"Another qame W/ P"ia%

7

640 BORDER 7

2650 CLS

=My THEN RUN



3
Spectrum Dice

Before the days of the micro, family games usually meant one of two things— card
games or board games that involved dice. In our family we often could not find the
dice and we spent ages hunting through drawers and cupboards before we could
start our game. Equally often, in the excitement of the game, the dice would end up
rolling over the floor and our game would be interrupted as we retrieved it from
dark corners.

You may think there’s no place for your old games of Ludo and Monopoly now
you have a Spectrum to absorb you, but think again. They are actually very
enjoyable games for lots of players especially if you don’t have to spend so much
time hunting for the dice, or worse still, arguing about which way up it actually
fell! Such problems can be solved if you let your Spectrum join in the game and
take over from the dice.

Of course, your Spectrum Dice can become the centre of a game. You can
devise gambling games to play against the computer or against other people. After
all, dice have been around for thousands of years so there must be plenty of ideas
about how to use them.

However you choose to use the program, it will give you a large clear display on
the TV screen - colourful too if you run it on a colour set — and you’ll be impressed
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by the way it even sounds like a dice rolling over a wooden surface and actually
slows down before it comes to a final halt.

How to use the program

Using this program is simplicity itself. Type RUN and, when your Spectrum
prompts, just press any key in order to start the dice rolling and then it carries on
rolling for a random number of turns and slows down and stops when it is ready.
When you've finished with the program press the BREAK key to stop it running.

Typing tips
In the subroutine that starts at line 1000, you’ll notice that “{a]” appears a number
of times. The square brackets around the letter ‘a’ indicate that it is a graphics
character. Do not type the brackets, instead get into graphics mode, so that you
see the G cursor, (you do this by pressing the 9 key with the CAPS SHIFT held
down) and then type an ‘a’. Remember to type the double quotation marks around
it.

In line 2010, notice that you have to type 13 spaces between the quotation
marks. Count these carefully as your dice display will not work with the wrong
number.

Subroutine structure

10 Main play loop
1000 Prints and unprints dots
2000 Draws yellow square for dice
5000 Defines dot character [a] and sets colours
6000 Emits click sound

Programming details

The essence of a dice program is in generating random numbers. In fact, this
program uses random numbers in two ways. Firstly, randomness is used in the
conventional way, to determine which face of the dice will show at the next turn -
this is done in line 110, which uses the RND function to select ‘r’, a number
between one and six. This information is then used in the printing subroutine
(starting at line 1000). The program goes to one of the six line numbers 1100, 1200,
1300, 1400, 1500, 1600, according to the value of ‘r’. At 1100 one dot is printed, at
1200 two dots are printed and so on.

The other use of the random number generator is to give the Spectrum Dice
realistic suspense. When a human throws a dice it will turn just a few times or quite
a number of times and before it actually stops it will slow down. Your Spectrum
Dice copies both the features by incorporating lines 60 to 80. Another random
number, ‘", with a value between 6 and 16 is selected. This governs the number of
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turns the dice makes and each time it rolls over the pause before the dots reappear
lengthens.

This program makes use of both colour and sound. Colour is largely looked
after in lines 5080 to 5120. However, the colour that the dots will be printed in, red,
is set in line 90. The dots are actually made to disappear by overprinting them in
the dice’s background colour (yellow). This colour is determined in line 2010. You
may have to listen fairly carefully to detect the clicking sound the dice makes as it
rolls over. This is because the noise comes from the speaker on your Spectrum
which is hidden on its underside. Lines 6000 to 6020 are responsible for this very
dice-like sound.

Scope for improvement

This program could be incorporated into many self-contained games. You could

devise a gambling game where bets were placed on which face of the dice would
show.

Program

9 REM Spectrum dice

10 GOSUE %000
20 GOSUE 2000
30 INFUT
40 FRINT AT 20,03 FAFER 03 INK &)
"press any key to throw"
90 FAUSE 0
60 LET t=RNDX10+%
70 FOR i=1 TO t
80 FAUSE 1+i
20 INK 6
100 GOSUE 1000
110 LET r=INT (RNDX6)+1
120 INK 2
130 GOSUE 1000
140 NEXT i
180 GOTO 50

1000 GOSUE 4000

1010 GOTO 1000+4rXx100

1100 FRINT AT 10,153 "Cal"
1110 RETURN

1200 FRINT AT S,103"Lalv
1210 FRINT AT 1%,203"Laln
1220 RETURN
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1300
1310
14040
1410
1420
1600
1510
1600
1610
1620

2000
2010

2020
2030
2040

Hooo
G010
I FAL
B030
5S040
G050
H0460
H070
5080
H090
5100
H110
B1a0
w130
6000

4010
6020

GOSUE 1100

GOTO 1200

FRINT AT S,203"Lal"
FRINT AT 15,103 "Cal
GOTO 1200

GOSUE 1400

GOTO 1100

FRINT AT 10,103"Lal
FRINT AT 10,203"Cal
GOTO 1400

FOR d=1 .70 13

FIRINT AT 346,95 FaF
"3OREM 13 spsoes

NEXT i

LET vl

GOTG 1000

USSR "a'+0, EIN
B USK "a'el, BIN
EOUSK "a"+2,BIN
EUSR "a'"+3,BIN
EOUSR "a"+4, BIN
{E USSR "a™+0, BIN
EoUSR "a"+é6,EBIN
BOUSR "a"+7 , BIN

1.8
FAFER &
EORDER 0
RETURN

OUT 2%4,14
QUT 254,00
RETURN

it

R &3

00111100
[ W O A
O O A A I A
0 R B I
A A A A A
lTiriina
011111210
00111100

4
Rainbow Squash

This is a colourful version of the popular computer squash game - on a colour TV
you’ll find yourself playing on a white, red and yellow court with a blue border. It
is also enhanced by the addition of sound — a cheery beep every time the ball
bounces either on the sides of the court or against the bat and a dismal tone every
time a ball goes out of play. Its other feature is that as you improve in skill the
game gets more difficult and if you then start to get worse it gets easier. This means

that your Spectrum will always give you a challenge that is suited to your ability -
which makes it the perfect partner.

How to play

At the start of the game the bat is at the bottom of the screen and in the centre. You
control the left and right movement of the bat by pressing the appropriate
arrow keys (5 and 8). Every time you make two hits in succession the position of the
bat changes — it moves nearer to the top of the screen — which makes returning the
ball more difficult. If you then miss a shot the bat will move back one position,
making it easier. You score a point for every hit and you will be served a total of 10
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balls. Information about the number of balls played and hits scored is displayed
on the screen continuously,

Typing tips

The graphics characters used for the bat are solid blocks, produced by pressing
CAPS SHIFT and the 8 key while in graphics mode. Notice that in line 110 you
type double quotes, followed by one space, followed by three of these solid blocks,
followed by another space and finally double quotes. In lines 170 and 470 five
blank spaces, between double quotes, are required to blank out the bat.

Subroutine structure

5 Sets colours and initialises variables
100 Main loop — prints bat and score line
200 Gets movements of bat
300 Moves balls and controls bouncing off walls
400 Controls bounce against bat and movement of bat up screen
500 Prints walls of court
800 Sets colours of court
930 Defines graphics character for ball
2000 End of game - prints final score, offers another game and re-runs or
restores screen display

Programming details

There are some interesting uses of colour commands in this program. In lines 110
and 360 you'll find “PAPER 8”. Colour 8 is rransparent in the sense that it allows
whatever colour is already present on the screen to show through. So by using
“PAPER 8” in both the bat and ball printing routines, the background colour is
unaltered. The ball graphic defined at subroutine 930 is one that you may find
useful in your own programs.

Program
1 REM Rainbow squash

9 BORDER 1% PAFER 7! INK 0

10 LET h=0% LET ht=0% LET =194
LET ball=0

1% CGOSUE 800! GOSUE %00

20 LET ball=hall+l

30 IF bhall>1l0 THEN GOTO 2000

40 LET a=5

G0 LET =%

60
70
80
90

100
110

120
130
140
150
140
170

180
190
194
19w

200
210

£ L

230

200
210

ag0

330

a4
G
360

370

400
410
420
430
440
450
460
470

420
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LET wvui
LET wad
LET st=108 LET wme
INFUT " »

FRINT AT 21,%¢ “"ball “itballs
FRINT AT w,x; FAFER 87 TNK 03
o LAgICAgILAsT

FRINT AT 21,208 "hit "iht
GOSUE 360

GOSUE 200

IF btwdeg THEN LET wys=d!: GOTO 110
EEEF 1,0
FRINT AT w,wi FAFER 83 o "1

REM % spaces

FRINT AT byzl FPAPER 8
IF o199 THEN LET d=el+]
LET M0

GOTO 20

LET a$=INKEY$

LF as="3" AND w0 THEN LET s
TF ad="8" AND w027 THEN LET s
RETURN

FRINT AT besd FOFER 85 INK @3 ¢ »
LET amag+y

LET befadw

TF @=30 OR a=1 THEMN LET vs-y!
BEER o1

LE Dl THEN LET we-wi BEEF 01,15
LF dnbwey THEN GOTO 400

FRINT AT by s FAFER 83 "Lalv
RETURN

LET g
IF vl OR r3 THEN GOTO 360

LET  wmeyy

BEEF 1149

LET hmhelt LET hltshtel

IF hma8 THEN GOTD 260

LET b=03 LET s

FRINT AT w,xt FAFER @) o "

REM 5 spasces

GOTO 300
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S00
50
G20
wao
S490

b0
560

a0
810
820
830
a40
&850
860
870
&80
230
940
QU0
940
®71Q
Yean
00
1000
1010
1020

2000
2010
2030
2040
20%0
2060
2070
2080
2090

FOR =0 TO 31

FRINT AT 0,05 FAPER 0 " Y
MEXT 4

FOR a=0 TQO 20

FEINT AT 4,05 FAFER 03 " "3
AT d,31p "

NEXT 4

FETURM

FRINT AT 7,03

LET =23 GOSUE 850
LET c=63 GOSWHD B%0
GO >l|' @30

RETURN

FOR d=1 70 732

F 'H\'I FAFER of" Mg

I'Ul(l U‘Ei!« "at0,BIN 00111100

FOKRE USR "a™+l,BIN 011100100
POME USSR "a"+Z,BIN 101000000
FOE USR "a"+3,BIN LL110001
FOKE USR "a"+4,BIN 11111111
FORKE USK “a"+S5,BIN L1LLL11l
FOKE USSR "a'"+6,EBIN 01211211010
FORE USE "ae"+7 . BIN 001311100

FAFER 7
RETURN

TINK 0

FAFER 7

1.8

FRINT AT 10,108 "You scorec!
FRINT AT 12,1450t

INFUT "Another game v/ ? "jab
TF o as CLYy="y" THEN RUN

CLSS EBORDER 7

FRINT "By

3
Bobsleigh

mey  gsad

a

B RMR
[T

ey A

[ 151
L

LI

30
LTV T
[TV U

]
et

oS B pRBBIND
111

PGl BRER  BRBROREM
N

LIV
(11

In this game you can choose to steer your red bobsleigh down a random course
that is easy to manoeuvre or one that is difficult (there are actually five levels of
difficulty which govern the width of the course). If you crash you’ll hear a dismal

tone and that round of the game is over. Play this game to see how adept you are at
keeping on course.

How to play

The bobsleigh starts off at the top of the course and the course automatically
moves past it. You have to steer the bobsleigh using the right and left arrow keys to
ensure that you do not crash into the edges of the course. At the beginning of the
game you have to select the difficulty level for the game. This governs the width of

the course with 1 producing the widest, and therefore easiest, and 5 the narrowest,
and most difficult.

Typing tips

This game involves a user-defined graphics character and a supplied graphics
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character. Both are listed within square brackets. Do not type in the brackets.
Instead type in the appropriate letter, ‘b’, or number ‘5’ in graphics mode. Notice
that you have to type two apostrophes at the ends of lines 1320 and 3100.

Complete Spectrum

Subroutine structure

500
1000
2400
5000
7000
8000
9000

Define bobsleigh graphics character

Print track and bobsleigh
Scroll screen

Move bobsleigh

Title frame

Win/lose messages
End of game

Programming details

The impression of the bobsleigh moving down the course is actually achieved by
the course scrolling up the screen past the bobsleigh which only moves to left and

right and is at a fixed vertical position.

In line 5320 ATTRibute is used to test whether or not the bobsleigh has hit the
side wall. This is done simply by testing what colour is present at the next position
that the bobsleigh will be printed at. If the colour is not white then you’ve crashed

into the wall.

Scope for

If you find this game too fast-moving you can slow it down by introducing a

improvement

PAUSE into subroutine 2400.

Program

n

i

20
G00
B10
G20
G530
G40
baHo
H60
570
800

1000

REM Eobesledgh

GOSUR 7000

FOKE USR "h"+0,EIN
FOKE USR "b"+1,EBIN
FOKE USSR "b"+2,BIN
FOKE USR "b"+3,BIN
FOKE USR "bh"+4, BIN
FOKE USSR "bh"+%,BIN
FOKE USR "b'"+6,BIN
FOKE USSR "h'"+7,BIN
LET bl

REM print track

00100000
001031000
11101000
11111100
01111110
60141110
00011110
00001110

1610
1020
10%0
1060
1100
1140

1150
1160
1170
1200
12210
1230
1250
1240
1270
1280
1310
1320

2000

24010
3000
3100
3150
g0
3E00

5000
%100
G150
D00
BElo
HE20
HE30

HE00

7000
7010
7020
7030

7040
7050
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FAFER 73 INK 7

CL.S

LET st CRNDXLO Y +5

LET shmwtd

FOR sg=1 TO 2

FROINT AT w,mt INK 0f “L5103
AT by EHY

LET somd CBEN (RMD~,5))

TF =310 THEN LET wm=31

TF w0 THEN LET w=0

NEXT

FRIMT AT ybyxh) INK 28 "[hav
FAUSE %50

FOR 2z=1 TO 20

LET =4 (8GN (RND- %))

TF =30 THEN LET =31

IF 00 THEN LET =0

FOKE 234692,41

FRINT AT 21,5 INK 03 "L5gve
AT Ed el LS

GOSLIE %000

i

NEXT

FOR z=1 TO 20
FRINT AT 21,177
GOSUR =000

MEXT =

GOSUE 8000

REM move bobsleigh

LET a%=INKEY%$

FIRINT AT wb-1,mtag v

TF ad="8" THEN LET sbesie-l

TF ad$="g8" THEN LET sb=ubhtl

TIF ATTR (utpxt) =54 THEN GOTO 8500
FRINT AT wb,xbd INK 25 "Chav
RETURN

TNK 0

FaFER 7

FRINT AT 1,%1"E o b ¢« 1 e 4 g h"
FRINT AT 5,03:"You must steer your
bobsleigh

FEINT "down 8 danQerous course'

INFUT "Select the difficulty level -
fvrom 1 (essy) to B (difficult) Tid

205
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060 IF ol OF de=® THEN GOTO 70%0 6
/0,':0 I!I u?d
7080 RETURN Spectrum Smalitalk

G000 FRINT AT 20,135 INK 03
"Comgratulations, wou made it"

G100 LOTO 2000

gEH00 PRINT AT 20,18 INK 08 "You orashec!

8510 BEERF 1Le-10 :

PO00 INFUT "anobther aame (410" ih$ Tett me abaut wour preblems
BOZ0 IF BEdECLy="y THEN RUM

GEO0 INE O

fH1L0 FAFER 7

Puze ClLe

I have an awkuward computer

DO Ccompuiers worecy you-??
Mot atways

Give me a particutar exXxamptie
It crashed my program

Yeour Procram 7

Do you ever find yourself ralking to your Spectrum? Well, if you do you may be
disappointed that it never answers back. This program, however, changes all that
and gives your Spectrum the chance to start a conversation with you. Although it
may not be able to rival the agony aunts of the glossy magazines, your Spectrum is
anxious to hear about your problems — and has some comments to offer.

Coping with the syntax of the English language is a very complicated problem
which this program has to contend with. Programs like this one have been
developed in order to extend our knowledge of how language works and how
humans identify the key components of conversations. While these serious
purposes are usually the province of artificial intelligence it is possible to have a
good deal of fun trying to conduct a dialogue with your Spectrum.

How to use this program

The computer opens each conversation in the same way — by inviting you to tell it
your problems. You can give any reply that you wish to and after a few moments’
delay your Spectrum will respond. Try to say more than just ‘Yes’ or ‘No’ when
you make further responses but equally, don’t say too much at a time. If you type
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about a lineful each time you ought to be able to keep a reasonable conversation
going.

Typing tips

Both when typing this program in and when using it, do be careful about your
spelling. If you type in either the initial program or subsequent responses with
misspellings the computer won’t recognise your message and you won’t receive
any sensible answers. The apostrophe is the only punctuation mark that should be
used in dialogues with the Spectrum and, while typing in the program, notice its
use not only within words but also to throw lines of space on the screen - as in lines
2202, 2220 and 9830. Another point to notice in the listing is the occurrence of
(TO’ and * TOY for string slicing.

Subroutine structure

20 Main program loop
1000 Initial message and set up
2000 Input human’s sentence
3000 Divides sentences into words
3600 Changes tense/pronouns
3800 Tense/pronouns data
5000 Finds keywords in sentence
6000 Keywords data
7000 Keyword responses
9800 Prints computer’s response
9900 Requests sensible input

Programming details

This program works by taking a sentence and splitting it down into individual
words and then responding according to a list of keywords that it searches for in
each sentence. So if, for example, your sentence contains the word ‘why’, the
response ‘Some questions are difficult to answer’ will always be given by the
computer. When the computer fails to find a specific reply to a sentence one of a
number of responses is selected at random.

Although this technique sounds simple, the actual details of the program are
really quite tricky as, amongst other things, the computer has to deal with tense
changes and with the syntax of pronouns. It is therefore quite a difficult program
to write or to modify extensively. Equally, despite the apparent simplicity of its
underlying technique, it succeeds in making plausible responses on a surprising
number of occasions,
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Scope for improvement

If you wish to add to the list of keywords that the computer recognises, you need to
notice how, in subroutine 6000, the keywords are paired with the line number of
the subroutine that responds to them. Also it is important to be aware of the
priorities assigned to each keyword. If two keywords are present in a sentence then
the one first in the list will be acted upon.

Program
10 REM Spectrum smallitasll

20 GOSUE 1000

30" GOSUE 2000

40 GOSUER 3000

w0 GOSUE %B000

0 TF rmuma=0 THEN GOSUE rum
70 GOSUE 92800

g0 GOTO 30

1000 CLS
1010 FRINT AT 1,23"Hi! My name iwu
EX Gpactyium"
1030
LO40 FRINT "L would like wou to tall Lo me"
1050 FRINT "ot T dorn’t have e #ono will"
1040 PRINT "wou tuype sentences on mws"
LU0 PRINT Y"hkaubosro”
1074 FRIMT
LOZE FRINT "Don’t wse any punctustion aspapt”
10746 FRINT “"from apostrophiee which are"
LOZE FRINT "important”
1080 PRIMT
TLLO PRINT "When wow have finidshed typing®
L1LE PRINT "preass ENTERY
LL20 PRINT AT 18, 0BRIGHT ¢
"Tell me aboul wour problems”
1130 LET rgmvd
1140 LET mEw=ny
1150 LET awtn
11460 DIM n${3,22)
1170 LET m$dly="Flesse a0 on"
1180 LET n$d2)="T"'m not sups T
ciar stanc gou"
1190 LET n$ () ="Tell me more"
L1200 DIM i46(3,40)
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1210

2202

2203
2204
2200

P
2815

AR
S BN
“V

20
30
3000
300%
30140
30210
3040

anso
3060

2070
3080

LET isdl)="Let’s talk some more

about your"

LET (2 ="Earlier vou spoke of your "
LET i%(3)="Does that have arnything

to do with gowr "

9 DIM $(2,32)

LET Gl y="Are wyou just being negative"

LET j$(2)="1 geea"

RETURN

LET atw=""

LET b$=INKEY$

FOKE 23692,25%

IF b$="" THEN GOTO 2010

TF INKEY$<:="" THEN GOTQ 2025

IF CODE(h$)=13 THEN OOTO 2200

IF CODE (b$)=12 AND aswx"" THEN LET
at=as( TO LEN a%-1)13 &OTO 2090

IF CODE - bso32 OR CODE h$x126 THEN
GOTO 2000

LET z$=aft+bhé

FRINT AT 20,05a%s" "

GOTO 2010

IF as(LEN a3¢)=" " THEN

LET a$=a¢C TO LEN 8%-1)3 GOTQ 2200
IF ad=rs THEN FRINT AT 21,038 "You’re
repeating  youwrself!" 772 3160TO 2000

LET ré=at

IF a$="" THEN GQTO 2000

dOLET ab=" “"+a$

IF CODE (a$(2))<97 THEN

LET a$(2)=CHR$ (CODE (a%$(2))>+32)
FRINT AT 21,0377/

BETURN

DIM w(20,2)

LET el

LET h=0

FOR i=1 TO LEN a%

IF CasCid=""" 0OR a$(i)=",") AND t=0
THEN LET b=l

TE (e Cid" " OR 8$Cid" ") AND b=
THEN LET wip,12=i3 LET b=2

IF Ca$liy=" " UR d$(i)“”,”) AND a2
THEN LET wlrn,@)=i~1% LET m=p+ll LET b=0
NEXT i

LET wlp,2)=LEN 8%
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3600 FOR i=1 TO n

3605 RESTORE 3800

3610 READ bt

3620 IF b$="g" THEN GOTO 34690

3630 IF

DEcrad(w(i, 1) TO w(i,2)) THEN

GOTO 3680

3640 READ %

3650 LET a%$=a3%( TO wli,l)-1)+tct+
a$(wli,Z2)+1 TO )

3604 LET w(i,2)=w (i, 2)+LEN o%~LEN b$

3655 FOR

JEitl TO n

3660 LET w(j,@)mw(j,2)+LEN o$-LEN b$
36649 LET wi(j,1)=w(js1)+LEN c$-LEN b$
3665 NEXT

3670 GOTO 349

3680 READ b

3685 GOTO 36:0

3690 NEXT i

3700 RETURN

3800 DATﬁ “MS“,“HOUT*“,“Ig”HOUx”;“i”y“ﬁOU*"
3810 DATA "mum","Mother',"dad", " Father"
3820 DATA "dreams',"dreasm”,"you","Ix",

”ME‘:‘” s

”HQU*”

3830 DATA "your®, ”m*X“,”my%@lf“,”ywurﬁelf#“,
“I/M“’”‘::;C”’ TE

3840 DATA "yourself", "myselfx",
HI!MH»UBUU!ramH

A850 DATA "youre","IT mx", am", "arax"

3870 DATH i m","you rax"

2880 DATA "were',was"

3885 DATA "sre”,"am"

3820 DATA "a","s"

G000 RESTORE 4000
G010 READ b%,rmum
5020 IF b="g" THEN GOTO 5710
H02% FOR di=1 TO n

G030 IF

(Wi 1) TO wli,2))<=hé THEM

GOTO S700

2040 LET

thmabiwli 2+l TO )

G0G0 RETURN
D700 NEXT i
w705 GOTO Sol0
G710 LET rmum=0

wree IF

MEETOTHEN GOTO %800
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G730 LET ps=n$ CINT (RMDX3)+1)
H740 RETURN

BEO0LET pe=id CINT CRNDXEY+1 ) +mé
we00 RETURN

HOO0 DATA "computer" 7000, "machine",

AGO0LG DATH "like", 7100, "same" 7100,
"alike",7100

HGOZ0 DATA "if", 7200, "everbhoody . 7200

G024 DATH "can" 8200, "certainly, 8250

HO0Z2% DATEH "how" 8100, "because" 8150

H024 DATA ”t1wuw*“,?800

HUBN DATA Mevervone” 7200, "nobooaw” 7200

HA034 DATEH "was", 7500

HORE DATH "1x", 82800

A040 DAaTA "mo” 7400

HOH0 DATA "your X', 74010

AOZ0 DATH Mo raX 8000 Tuwok , 84650
AL DATA "hello" (8200, "magwhe, 83510
ALZ0 DATA YmwuXx", 8370, "me", 8420

HL30 DATH "wes" , 8250, "why", 8450

H1A0 DATA "pornaps" 8350, "sorry" 8400
ALA0 DATH "what", 85450

AP00 DATH s, 0

0040
70140
7100
J110
JE00
JE210
J300
F3L0
7400
7410
7420 TF

p$w”‘1rl whisat way 2?2V

=T om
T —1 e

=t f -
HE

=
iTE i

m M Real Ly ebger PN

L THEN GOTO 7450
imie]

T T CTY T
—

T Ddahde" one"1GO0TO 7300
7450 lZT pde b CINT CRNDXZ) 1)
JHEN K IlRN
U000 OTF dmn THEN GOTO 9900
ZELDOLET dedd
ZHLECTLF i THEN GOTO H720
ZEZ0OTF addwlisl) TO wdi,2) ) "youx"
Z7E20 LET pe="What if you were "+
SFCWwlh, @241 T Yt 2o
7E40 RETURN

|$ Do computers worry o

sy Lallk of possibilities!

af(w(i, 1) TO wCi,Z))="one" THEN

THEN GOTO

775050
P4

FH7N

7600
7605
746110

7620
7630
765440
7650
7660
7670

7680
7690
7L
7700
7710
7800
7810
7900
7905
7920

7930
sgo0o

6030
8100
8110
8150
81460
8200
8205
8210

BNEENFS SN

GOTO 5220

LET pdaPonld

"é%'tllull
Nf lHP

LET dmivl
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T w i, 20 TR THEN

wow Like to believe T
sl TO D

LFdzre THEM GOTO 7450

IF asiwli, i
GOTO 7700

TF a$lwli, 1
GOTO 7700

IF a$(w(i, 1)
GOTO 7700

IF 8¢ (wli, 1)
GOTO 7700

IF a¢lwii.l)
GOTO 7700

IF as(w(i,l)
GOTO 7700

IF as(w(i,1)
GOTO 7700

IF LEN té=10
LET p$="vour
RETURN

LET pd="Tell
RETURN

LET pé="Give
RETURMN

LET dsisd

TO wCi,2)y="Mother'" THEN
TO Wi 2))="Father" THEN
TO wii, 2))="giacter” THEN
TO wCi,2))="brother" THEN
TO wiy2))="wifa" THEN

TO wii, 2))="husbandg" THEN
TO Wi 2)) mhildrmn“ THEN

THEN LET m$=t4
' ""t,‘.'i‘@‘” <';)ll

Me more abowt wour famila"”

me g particular edsmple"

IF e THEN LET p$="Am 1 what " IRETURN
LET p$="Wh4 are you interested inm

whether I am
RETURN

"rad(wdis 1) TO )4+ oy rob?

LET p$="Do you think you sre "+

af{wli;2) TO
RETURN

)

LET pe="Why do you ask 2°

RETURN

LET pé="Tell me aboul amny other FPESGOMS

RETURN
LET dmi+]

LF il THEN LET p$="What ?"! RETURN
IF as(w(i,1) TO wli,2) ="Ix%x" THEN
LET p$="Do you believe I can'+
aECW il Z)+1 TO 24" PUE RETURN

213
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8220

8230
8250
8260
8300

82310
tERCRRRL

8360
8370

83840
8400

8410
84%0

8460
8500
8505
8510
8520

8530
8540
8550
8960
8E70
8580
8520
84600

8610

IF a$(wli,1) TO wli,2)y="youx" THEN
LET p%="Do vou believe wou can 't
ablwli,2)+1 TO »+" PUIRETURN
LGOTO H720
LET p$="You seem very positive"
RETURN
LET pé="Plessed to meet you -~ lel’s
Lalk about wour problews"
RETURN
LET psstCould wou try to be more
positive'
RETURN
LET pe="Why ave wou congerned ahout
My g
RETLITN
LET p% MY ou dorn’t have Lo spologise
to me
RETUMRN
LET pé="Gome auestions sre difficult
Lo BHSWET .o
RETURN
LET d=i+l
TE isn THEN GOTO S720
LET pd="1 &m soriy bo hesr thst gow are"
tab(w(i,1) TO wii,23)
TF a$Cwli 1) TO wii,@yy="sad" THEN
RETURN
TF a$(w(i,1) TO wCi,2))y="unnappq" THEN
RETURN
TF a¢(wii, 1) TO wii,2)i=
RETURN
TF a$(w(i,1) TO wCi,d)y="sink'" THEN
RETURN
LET p#="How have I helped wou to be "+
ab(wli 1y TO wii,2)
TF aftw(i,1) TO wii,2))="happy" THEN
FRETURN
TF a$(wli 1) TO w(i,2))="alated" THEN
RETURN
TF af(w(i,1) TO wi,2))="alad" THEN
RETURN
IF a$Cw(i,l) TO wi,2))="hetter'" THEN
RETURN
LET p$="Ts it becasuse you are "+
ad(wli,1) TO X+" vouw would like
to talk to me

"Hepressed' THEN

8620

8650
8654

B6GS
B6%G6
8660

8670

8690

8700
8800
s8a04

Ba0%
8a10

ga2n

8830
8840

2800
9810
820
5830
2840

9900
9910
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RETURN

IF i=1 THEN GOTO 86460

IF as(wdi-1,1) TO w(i-~1l,2))="arex" THEN
GOTO 8000

LET d=i+l

IF d=m THEM GOTO 9900

IF a$(wli, 1) TO wti,2))="arex" THEN
GOTO 83900

IF asdw(is,1)y TO w(i;2))="want" OR
adlwdi, 1) TO wii,2))="mneed" THEN

LET pé="what would it mean if gou got "
+adiw(i,2)+1l TO Y: RETURN

TIF a${w(i,1) TO wCi,2))="think" THEN
LET pd="do you reslly Lnink 80"3 RETURN
TF as(wCi, 1) TO wli,2)y="¢can’t" OR
af(wli, 1) TO wti,2))="canrnot"” THEN

LET pE="How ao you know goun csn’t "
dadlwCi,2)+1 TO Y RETURN

TF o addwCis 1) TO wli,2))="feel" THEN LET
P e ”tvll me more abouwt how you feel'?
RETURN

GOTO &G720

IF a-11 THEN GOTO 8805

TF ad(wdi, 1) TO wdi,2))="agm" THEN

GOTO 7900

LET d=i+]

YF odr=p THEMN LET pdo"What am L 9?73
RETURRN

TF a$wCis 1) TO wii,2))="am" THEN

LET p$="Why do souw think so P77 RETURN
LET p$="Ts that what gou think of me '"
RETURN

FOR =1 TO LEN p%

IF ps iyt THEN PRINT BRIGHT Lip$j)}
NEXT

FRINT AT 21,0777

RETURN

LET po="Flease talk sensibly '
RETURN



Part 4
Adventures with the
Spectrum
by Allan Scott



Chapter Fifteen
A Sense of Adventure

There is another type of game, not considered in the previous section, that I believe
deserves a section to itself. This kind of game often lacks the visual seduction of the
fast graphics-based arcade game, and usually involves a series of simple printouts
on screen, yet it can be more exciting, more involving, and more demanding than
even the best arcade game because it demands fast thinking rather than fast
reflexes.

Adventure games began their computerised lives on massive disk-based
systems, but ironically enough, it's now possible to buy many of these golden
oldies in versions for 48K computers! That is partly a measure of what has
happened to computers in the intervening years, and partly a measure of the
increasing ingenuity of programmers. Either way, the news is good for adventure
fans.

For those of you who haven’t played an adventure game, and who may be
wondering what all this is about, a short history lesson may be in order.

War games

The adventure business grew, originally, out of wargaming. Wargaming involves
the use of models, and model landscapes, to represent armies and battlefields.
Generally real battle situations are used, and the players refight them using their
own military skill and imagination. Each figure on the board represents an agreed
number of men, and when two groups of figures meet the combat is fought out
with dice (for the chance element) and a strict set of rules. Three hundred
barbarian tribesmen stand little chance against a disciplined force of one hundred
Roman legionaries, for instance.

Wargaming is educational and entertaining, but it can be a bit slow - in fact it
almost cries out for computerisation. Strangely enough, though, computer
adventure games owe far more to a direct descendant of ‘respectable’ wargaming
called Dungeons and Dragons, which takes wargaming into the realms of fantasy
and magic. D & D, as addicts call it, can involve as many as thirty players in
strange and mystical adventures, with a cast list including anything from bronze
dragons to malicious goblins. The object of the exercise is to win treasure, magical
weapons and objects, and undying glory. D & D isn’t really a board game. The
only man with a complete map is the dungeon master, who acts as referee, tells the
players the results of their actions (‘I look round the corner’ - “Your head is bitten
off by a dire wolf’) and keeps track of such delightful game residents as random
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monsters. If you've never played D & D it’s hard to imagine the fascination of all
this, but even seasoned players can become completely engrossed in the game. For
a few hours, they are transported to a world of caves and tunnels where magic
works, creatures out of myths are real, and almost anything can happen. They even
identify with their game characters, talking of their game adventures almost as if
they’d really happened. (I speak from personal experience!) This caused such a stir
in the Bible belt of the United States that several ministers spoke out against D &
D as a form of Satanism. (I suppose they were confused by the magical elements of
the storyline!)

In D & D, individual dungeons are created by individual dungeon masters
according to a massive book of rules laid out by the game’s creators, Gygax and
Arneson. Most of the fun of the game depends on the dungeon master — if his
imagination or his planning go awry, so does the game. So it’s not surprising some
of the early computer game designers, notably Scott Adams, saw D & D as a
valuable base for a computer game. For the first time, an individual player could
pit his wits against a totally impartial dungeon master who would provide all the
situations, all the rooms, all the treasures, and all the random monsters, according
to a completely fair set of pre-programmed rules.

It works. It works well. And it's now immensely popular.

What's it like?

Most adventure games involve pure text — no noisy flying saucers, no laser sights
swinging across the screen, no swooping smart bombs. They are less frenetic, and
many allow you to take a considerable time about making decisions. The
computer describes a place and/ or situation in words. You are invited to enter a
command describing what you intend to do about it - GO WEST, or PICK UP
SWORD, or KILL RHINOCEROS, for instance. The computer is programmed
with a ‘vocabulary’ of words it can recognise, and will respond to commands it
‘understands’ by carrying out the action within the game that you asked it to
perform. If you try to do something that isn’t possible within the terms of the
game, a message will appear to tell you so. For instance:

You are chained to a stone wall in a deep, cold dungeon. It is very dark, but a
patch of light from above glints in the puddle rapidly forming at the centre of the
chamber, and the sound of dripping water tells you that within minutes your cell
will be flooded out.

What do you do?
LOOK

There is a door to the west.
You can just see a key glinting in the light from above.
What do you do?
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GET KEY

You can’t reach the key

INVENTORY

You are carrying nothing at all.
You are wearing a leather jerkin, rough leather trousers, and boots.

EXAMINE FLOOR
There is nothing special to see.
EXAMINE WALL

The wall is made of old, crumbling stone.
You hear a scuttling sound ...

HELP

Sorry, I don’t understand that.
The scuttling is getting louder ...

PULL CHAIN

You tear the chain out of old, crumbling stone.
The room is full of rats.
What now?

As you can see, the player here responds to the descriptions given by the computer
with two-word commands (or sometimes one-word commands). The computer
recognises these (or not, as the case may be - this one wasn’t programmed to
HELP!) and responds appropriately. In this case the player may have been just a
bit too slow — wonder if he’ll escape the rats? Some computer games allow much
longer commands; in fact you can almost talk to them in English! And as you can
see from this example, many adventure games are about solving problems.

Will | like it?

I know that was the title of a book about something quite different, but even thar
could be turned into an adventure game. (You are approaching the bedroom door.
What do you do now?) Games like that exist already, and lend some substance to
the idea that adventure games are just a form of computerised fantasy that keeps
square-eyed addicts awake at night and helps to separate them even further from
the real world. This is unfair and far from true. Adventure games are about
imagination - the player’s imagination as well as the game designer’s - and people
without imagination won’t enjoy them. Not everyone likes this kind of mind-
stretching, but before you dismiss adventure gaming altogether, consider some of
the possibilities.

With adventure games, there are no limits. They can be set anywhere it’s
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possible to write about, from the stone age to the far future, from Earthin 1985.t0
Alpha Centauri in 19850, from caves under the ground to the centre of a white
dwarf star. And there’s nothing to stop them being set within the framework of an
existing story, or poem, or play, or piece of literature. One of the best known
examples of this genre is certainly The Hobbit from Melbourne House, based on
J.R.R. Tolkien’s world famous fantasy novel. But an adventure game could be
based anywhere, even within a specific historical period, with you, the player, asa
specific historical character. With good programming, an adventure game set in
the early fifteenth century could teach you more about the Hundred Yeafs War
than any number of history textbooks, and entertain you at the same tlme.‘ It
would be almost as good as a time machine! And how about revising your English
literature by starting an adventure game in the first act of Hamlet? The learning
potential isn’t confined to the arts. Imagine a game set in a research institute where
you can only get from room to room by solving scientific problems. Use any
scenario you like, from the masterspy-investigates idea to the if-you-don’t-get-to-
the-mad-professor’s-laboratory-soon-he’ll-blow-up-the-world gambit. It’s got to
be more interesting than your chemistry notes!

One thing that makes games like this simple to prepare is that adventure games
don’t generally use graphics, at least, not often and not much, though some of the
new arcade-type games actually use interactive videodisk players to create
continuous animation of everything that happens in the game. This lack of
pictures means that the player relies to a great extent on his own imaginatipn and
the wording of the game itself, which is not necessarily a bad thing for him gnd
certainly not for the poor old programmer. However, recent trends in both fashion
and programming have made pictures more common within adventure games. If
this sounds worrying, then you’ll be relieved to hear that the same trends ha\{e also
produced programs that allow you to create pictures quickly and economically!
The most notable example of such a program is indisputably The Dungeon
Builder from Dream Software. We'll be talking more about programming for
adventure games later on, but for the moment I want to concentrate on two very
important things that must come first — the idea and the storyline.

Chapter Sixteen

Telling the Story

You are lost near high cliffs, frozen and blinded by a violent snowstorm. You
stumble, fall, and pass out. When you open your eves you find yourself under a
grey and sunless sky on the brink of an ocean that stretches southwards to the far
horizen. To the north a black cliff reaches to touch the clouds, a featureless and
unclimbable wall of rock. Slow, oily waves wash bleached white flotsam onto the
dry gravel of the beach. Scattered across the beach are white, upstanding sticks
that seem to grow unmoved by the wind. To the west, in the lee of the cliff, a dark
hall stands. You hear a moaning sound, and something moves in the gravel near
vour left foot.

Visible exits are east and west.

What do you do?

Well, what would you do? Would you go on and enter your first command?
Would you shrug and pick up a book, or turn on the TV?

Adventure games, just like books and TV programmes, are mostly sold on their
first few minutes. For instance, if you picked up a story that began with the words
‘On Friday the fifth of April, at 10.30 in the evening, David decided to kill Joanna’
you might at least be curious. Who is David? Who is Joanna? Why does David
want to kill her? And what made him decide to do it at that particular time, on that
particular day?

Both that sentence and the paragraph at the beginning of this chapter are
examples of a very old literary device that I call the hook. Hooks are as old as the
ancient Greek poems, the /liad and the Odyssey, and I'm pretty sure the first
caveman storyteller used them. Milton used one for Paradise Lost and you see a
very slick modern example of the breed at the front of all those American cops-
and-robbers programmes on TV. The job of a hook is to pick up your audience by
the scruff of the neck and make them listen to you, because you’ve aroused their
curiosity too much for them to do anything else.

The unanswered question ...

If you look back at that opening paragraph you'll see that it, too, is full of
unanswered questions. Where are you? It doesn’t appear to be any normal beach!
What is the ‘flotsam’ being washed up by that rather unpleasant sounding sea?
What are the ‘sticks’, and what is in that distant hall? What is the sound - and what
is it stirring by your left foot?

The object of that opening sequence is to make the player enter that crucial first
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command, and if the pressure can be kept up while two or three more are entered,
all the better! By that time your player will be well and truly hooked - interested to
see what happens next, interested in solving the problems in his path, interested,
above all, in winning.

However, even though the hook is undoubtedly the way to start an adventure, it
isn’t the place to start writing one. In fact, I'd recommend you leave it until you’ve
finished everything else.

Drawing up an outline

When a professional writer is drawing up a book for publication, he normally
starts with an outline of what he wants to write about. This doesn’t just go for
books about computers, it goes for any kind of book, including the novel I used as
the source for that first paragraph. There are two reasons for doing it this way.
One is to make it clear to any interested buyer what you have in mind. The second,
far more important reason is to make it clear to yourself,

The temptation for any would-be writer is always to rush for his pad and his
ballpoint (or his typewriter, or his word processor - see Part 5!) and start a frenzied
orgy of writing that only stops when he realises that #e doesn’t know what happens
next! Most of the best stories in the world have benefited from a good deal of
advance planning, even Shakespeare’s (after all, he lifted entire stories from other
people and transformed them into something better). If you want to write the
world’s greatest adventure game, plan it.

To give you an example, let’s follow the development of the game outlined
above. In this case, the basic story already exists - it's called The Ice King,andit’sa
tale of supernatural forces from the Viking age, adapted here by kind permission
of the author, Michael Scot. Incidentally, if you want to adapt someone else’s
book and sell your finished game to a software house, then you must have the
author’s written permission before you start. He owns a// the rights in his book,
including computer game rights!

This particular game is based on a sequence in which the central character
searches through the nine worlds described by the Norse legends for a clue to help
him defeat the evil forces that he has accidentally unleashed. In the novel it isn’t
entirely clear if this is ‘really’ happening or not, but the character believes it’s real.
His journey takes him from the Corpse Strand (where the game starts) up the high
cliffs behind it to the roots of the World Tree, and then up inside the tree itself to
find what he seeks among the high branches. At the end of the quest he finds the
clue he needs, and is ready to return to his own world.

So how do you turn that into a game?

As a game writer, you have one or two wonderful luxuries that a novelist doesn’t
have. You aren’t just writing a story with a beginning, a middle, and an end, a story
that has to follow a single chosen track. You're creating a series of possibilities, a
series of events that are more or less likely to happen according to the choices your
player makes. The only things that are fixed about the game are the locations
where the events happen, the other characters in the game, the objects available to
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help or hinder the player, and the traps you set in his path. A really entertaining
game never plays quite the same way twice - a good example is Legend’s game
Valhalla, which has so many random possibilities built into it that it remains
endlessly fascinating and endlessly enjoyable. However, even those endless
possibilities are based on a core idea; like any game, there is some sort of objective
for the player, something he has to do. The great thing about many adventure
games is that he can only discover the objective by playing the game, but the same
shouldn’t go for the game designer. Plot out your storyline before you start
thinking about any details at all, and certainly before you get anywhere near the
computer!

The storyline for The Ice King, as for many adventure games, depends on the
player passing safely through a whole series of different locations, solving
problems and making choices along the way. He may or may not be able to escape
the consequences of making a wrong choice, and there will be several fatal traps
lying in wait for him. Adventure games are meant to be frustrating! In effect, then,
each location in the game is like a short chapter in a book, and each deserves as
much care as you can give it.

On location

Locations in adventure games are often called ‘rooms’, because in most of the
older games they are rooms. It’s important to understand that a location can be
any place, anywhere. The first location of The Ice King is a particular part of the
Corpse Strand, and there are several other locations along the Strand, including
two inside that mysterious dark hall.

The way you describe your locations is important. Your words, and your words
alone, give the player his ideas about the game landscape. If I'd described the
Corpse Strand as ‘a beach under a grey sky’ it would have sounded about as
exciting as Brighton on a wet Sunday afternoon. Take trouble with these
descriptions, and try to make them come to life. The players won’t be able to guess
what you had in mind when you wrote the game, it’s up to you to tell them. Shut
your eyes and try to imagine yourself at the location. What can you see as you look
around you? Can you hear anything? Can you smell anything (no, I'm not
kidding)? A few telling words, especially words that appeal to the senses, can make
all the difference here. For instance:

A high branch of the World Tree. Far below, whirling stormclouds conceal the
lands of men - the thunder so far away it sounds like distant drumbeats. Cloud
castles hide many surrounding branches, and a creeping fog drifts about your
ankles. Your hands are numb with bitter cold. Ahead, your path disappears
into a mist-shrouded grove.

Feeling chilly yet? If you were actually playing The Ice King, and you'd just
survived a dozen assorted supernatural terrors to get to that branch, you might feel
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different, and that fog is obviously going to be a problem. Before long you’ll be
walking blind, and that’s death in most adventure games!

The main reason for writing all this down at an early stage is to get a clear idea of
what you are letting yourself in for at the programming stage. Adventure games
have a habit of spreading themselves in a terrifyingly expansive way. Suddenly
you have a game with 310 locations and 200 objects, and a computer that might
just manage 48 locations and 20 objects! Thought at this stage will really pay
dividends! Keep a careful tally of the objects you’re placing, and a careful check on
the real usefulness of each location in game terms. Sometimes you may be tempted
to put in a location just because it seems a good idea at the time - you’re proud of
the description, perhaps, or there’s a private joke in it that you can’t quite resist.
Resist it. Does anything here advance the player’s search for his goal? Is there a
trap here that might stop a greedy or over-confident player? Can you use this
location to hide an object that the player needs? Can youuseit to misdirect him, send
him off in the wrong direction, or on a wild goose chase after something he doesn’t
actually need? If your location does none of these things, then forget it. Just as
descriptions and dialogue in fiction are boring unless they also advance the story, so
your location descriptions must have a place in the adventure as a whole, and that

means knowing exactly where they are, and exactly how they relate to each other.
The best way to do that is to draw a map.

Mapping out the game

Drawing a map for an adventure game isn’t quite like drawing any other kind of
map. For one thing, consistency is very important. If you go North from room 1 to
room 2, then going South from room 2 should take you back to room | unless
something very peculiar is happening to time and space. Yet it’s surprising how
many games are published with elementary mistakes like these uncorrected. If you
think of each location as a cube, then there are six main directions in which you
can leave it - North, South, East, West, up and down. However, many games also
use Northeast, Southeast, Southwest and Northwest, giving a total of ten
directions. How do you show this on a map?

My personal method is to use what I call ‘separated squares’ (see Fig. 16.1).
Each square can have up to eight lines radiating outward from it: if there are exits
from a square up to, say, location 19 and down to location 43 then you can simply
write in U9 and D43 to key in to your maps of the upper and lower levels. Within
the game framework two adjacent squares might actually be hundreds of miles
apart — it doesn’t matter, as long as you can keep track of the relevant entrances
and exits. To do this you can draw lines linking the squares, and use arrowheads to
show the direction in which motion is allowed. You might, for instance, be able to
go out of a building to the Northeast, but find when you turn round to go back that
the door has been locked against you. (Too bad if you forgot to pick up the key
earlier on!)

Obviously all this is going to be pretty difficult if you don’t already have a clear
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idea of your various main locations and what’s in them. That’s why I stressed the
actual writing first! By now you should have a set of location descriptions drafted
and ready to go, and the map should simply be a neat way of sorting out the final
details. If it's more than that, you may be making trouble for yourself, and you’ll
almost certainly have to redraw the map several times, which could be
very irritating. It’s usually best to start in pencil, and ink everythingin when you’re
quite sure it all checks out. This is especially useful for the first rough draft of an
adventure that may be compressed a great deal before it’s finally programmed into
the computer,

Colour coding can be very useful at the mapping stage, particularly for sorting
out the different exits and entrances from a room. No arrow from a wall means no
exit that way, but a green arrow could mean an open door, a yellow arrow a door
that only exists if certain conditions are met, and a red arrow could mean a locked
door. Yet another colour might show that the door led to a location somewhere
else on the map, rather than into the game room itself. How exactly you do this is
up to you - work out a system that you find easy. However, if the squares become
inconvenient (I use them because they’re easy to draw!) you could try the more
professional mapping method of drawing linked octagons, so that each of the
eight major directions that might be used as exits or entrances to a room is marked
by a corresponding line on the map. In big, complex adventures this could make
your job a lot easier, but you're going to have to draw the octagons yourself!

Getting started

So much for the theory. Before you actually get down to writing your first
adventure, here are a few things to think about.

First, don’t try to be too ambitious, especially to start with. While you're getting
the hang of writing adventure programs, stick to games with about twenty rooms
and about as many objects. If you have other characters, keep them simple at this
stage until you’ve mastered the programming involved. Think about the people
who will be playing your game - remember that they don’t know it as well as you
do, and a problem that looks simple to you may be almost insoluble to someone
else. If they don’t know that they have to have both the key and the book before
they can open that door in location 12, and you’ve hidden the key so cleverly they
can’t ever find it, then you may simply finish up with a very frustrated set of
players. Be fair, within limits. You're expected tc be a little sneaky! When in
doubt, always do what you think will interest the player - if you want to sell games
commercially, you must make them exciting and interesting a/l the time.

One more thought. If the entire object of the game is to achieve one goal, then
the game is useless as soon as that object is achieved. Try to keep a random element
in the game. For instance, arrange for there to be a number of possible goals, not
always achieved in the same way, or a number of different routes that each lead to
a different adventure. One quest might be for an object that will open the way to
new locations - one of the most enjoyable features of Valhalla, for instance. With
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care and thought, your game could give people a great deal of pleasure for a very
long time.

And now for the programming ...

Y ou've mapped out your game world, and written your location descriptions. You
have checked that there’s a safe way through to the final objective(s). You have a
complete list of the objects available to the player within the game. And now
you're ready to begin programming. And you may well be wondering how on
earth to start. Actually, there are three options. One is to use one of the
commercially available adventure game toolkit programs, which effectively does
most of the hard work for you, and will also save you a great deal of programming,
Second is to use a simple BASIC framework which is easy to understand and
follow, but not as efficient in its use of memory as some. Third is to use more
advanced programming techniques that will allow you to pack out your
Spectrum’s memory with room descriptions, objects, random monsters, and all
the other programming paraphernalia of the typical adventure game. It’s time now
to look at all three methods in a little more detail.



Chapter Seventeen
Programmed for Adventure

Programming an adventure game sounds very complicated. After all, there are a
great many details to take care of! The program must contain complete
descriptions of every location and every object. It must be able to recognise valid
movements from one location to another, and prevent unauthorised movements,
It must be able to recognise and act upon every command that is supposed to be
acceptable to it. It must keep track of what objects your character is carrying. It
must be able to deal with the many special situations you want to include — for
instance, arranging for interactions between the characters you control and other
characters (or creatures!) controlled by the computer. There’s no denying that all
this can take a great deal of coding, even for a fairly small adventure. Fortunately,
those of you who don’t really fancy the idea can take a perfectly respectable and
easy way out,

Introducing the instant adventure

Several of the adventure games now on sale were not programmed ‘from the
ground up’ at all. Instead, they were prepared using an adventure game ‘toolkit’.
There are two of these programs available, one called The Quill, and another
called Dungeon Builder. Programs like these take most of the hard work out of
adventure game programming, You still have all the creative work to do, and a
certain amount of careful structuring, but you do it painlessly and quickly using
special routines devised to make it as easy for you as possible — and fairly
economical on memory space, too. Both programs have their good and bad
points, and it’s worth taking a quick look at how they compare with each other.

The Dungeon Builder

This is a cheap, well designed and incredibly versatile program. Unfortunately, it’s
also very hard for a first time user to find his way around in it. Dungeon Builder
works with a series of menu-driven routines that allow you to do everything
necessary to create the adventure, including, for the very first time, a special
routine for creating pictures of the locations. There’s even a map within the
program itself (a linked octagon design complete with colour codes for different
kinds of door!) and special routines for creating monsters. Dungeon Builder is a
professional adventure designer’s dream, and was obviously intended to be — it will
even accept and interpret multi-element commands such as GET AXE AND
SWORD AND GO NORTH,; this sort of command is much less limiting for the
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player and helps to make his participation in the game more exciting and more
involving, Another valuable feature is the weight assigned to individual objects.
The built-in programming prevents a player carrying more than 50 kg weight, and
you assign weights in tenths of a kilogram from 0.1 kg to 25.5 kg.

Not all the benefits of this remarkable program are obvious when you’re using
it. Most notable in this respect is the coding that ‘compresses’ room and other
descriptions so that you can pack many more words into the game, words that
may make the difference between yet another version of Dungeons and Dragons
and a genuinely original contribution to the world of adventures. Believeit or not,
you can do this yourself using simple BASIC - Chapter 18 will show you how to
set about i,

The snag with Dungeon Builder is that it takes time and a certain amount of
effort to learn its use in practice. You can program something almost at once, but
making the program do exactly what you want it to do is a bit more difficult. If you
think you’re going to be serious about adventuring, I can heartily recommend it;
it’s just what you’ve been looking for. Almost my only complaint is the lack of a
randomising facility, so useful in adventure games to ensure that they don’t play
the same way twice. The documentation is rather heavy weather, too, but I’'ve
already found that a certain amount of work with the program does increase your
confidence and ability, so it’s worth being patient. However, I do miss the user-
defined variables offered by The Quill.

The Quill
The Quill is an excellently designed and documented program, but it’s more
expensive than Dungeon Builder, it doesn’t allow you to create pictures, and it
doesn’t include a map in the software, so you'll have to draw your own. However,
its remarkably clear structure makes a good model for adventure game design in
BASIC, so it’s worth seeing how The Quill works in practice.

After you’ve LOADed it from tape, The Quill presents you with a long menu
listing all the various components of your adventure as follows:

The vocabulary. A list of all the words you want the computer to be able to
recognise in commands.

The message table. Into this you program all the messages the computer will
give in response to specific actions: for instance, if you try to do something
impossible the computer could be programmed to PRINT the message ‘Don’t
be silly!

The location table. This is where you put your detailed location descriptions.

The movement table. This table is used to code the possible movements out of
each room. For instance, the code N19 would mean that room (or location) 19
lies to the North of the location you're programming for.

The object table. This stores descriptions of all the portable objects used in the
game.
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The object start location table. This indicates which rooms the objects are in at
the start of the game. Special codes are used to indicate objects that are worn,
carried, or ‘not created’. For instance, an open cupboard is ‘not created’ until the
door of an existing closed cupboard has been opened!

The event table is one half of the program that actually operates the game. Its
job is to translate commands from the keyboard into actions within the
program. To use it, you key in the relevant command words (The Quill
recognises only the first four letters of each word), followed by any conditions
that need to be fulfilled, and then the commands the computer needs to carry
out the action commanded. You can make several entries using the same word
or pair of words (to deal, for instance, with similar situations in different
locations), but the computer will deal with them in the order in which you
entered them.

The status table is the other half of the operating program, corresponding to D
& D’s dungeon master - here you enter commands carried out by the computer
in response to particular combinations of circumstances. For instance, if a
player is in a particular location and carrying a particular object, you can
arrange for the roof to fall on his head.

These are the main operating sections of The Quill, though several other very
useful commands are also available from the menu. However, don’t think that you
can just dive in and start writing your adventure: working with The Quill takes just
as much planning as working without it. For instance, if you try to use words in the
event or status tables that haven’t been programmed into the vocabulary you’ll get
an error message, and if you don’t have a separate list of the message, object, and
location texts then you can waste a great deal of time checking out the one you
want. The program does include a facility for printing out these tables from the
program’s own arrays, but this is only designed to work with ZX or ZX-
compatible printers, such as the Dean Alphacom.

Within the program itself, you also need to take a certain amount of care. The
order in which entries are made in the status table can affect the outcome of your
programming — The Quill deals with these entries in strict sequence. However, it
isn’t hard to learn, and before long you will be able to develop many useful tricks
to expand the basic range of facilities the program gives you.

One particularly useful feature is a set of 33 variables, some of which are
changed by normal program events such as accepting a command or describing a
location, and some of which can be programmed to change using status or event
table programming. The Quill arrives with a ready-made counter for the number
of objects the player is carrying, but using the flags you can use more sophisticated
systems. For instance, you could simulate the ‘weight’ variable system of Dungeon
Builder by arranging for each object in the game to have a weight which was added
to a variable when the object was picked up, and subtracted when it was dropped.
That way if the player tries to carry a kitchen stove, a suit of armour, and a treasure
chest you can tell him he’s broken his back. (If he were allowed to carry three
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objects, this absurd situation would pass unremarked!) Other variables might be
used to indicate the player’s own physical and mental characteristics within the
game - more about this in a moment. The Qui//l manual also gives detailed
instructions about light and dark locations — another useful trap! If a location is
dark you can arrange for most commands to fail until the player finds a source of
light!

Beating the limitations

At first sight, The Quill could seem rather limiting to experienced ad venture game
programmers. You can only use very simple low resolution graphics (or a few high
resolution graphics using user-defined characters), and it will only accept two-
word commands, usually in the form VERB NOUN (such as GET FISH, or
DROP ELEPHANT). It can also accept one-word commands for movement (N,
S, rather than GO NORTH, GO SOUTH). It can’t handle multiple commands
(GO NORTH AND GET CORKSCREW), and there is no way you can persuade
it to do so. This said, there are few other limitations for the imaginative
programmer: you just have to think! For instance, there is no obvious provision
for other characters in the game — at least, not for other characters who behave in
an independent and apparently ‘intelligent’ way - but [ have managed to simulate
it by treating such characters as a special type of object! Despite these problems,
which are often more apparent than real, I think only a real programming purist
would object to the use of The Quill! All the same, I'd like to spend a little time on a
system of BASIC adventure programming for the Spectrum. It’s not, obviously,
as fast as The Quill in action, but it can be made quite fast enough for serious
purposes; and although programs written this way may look complex when
they’re finished, the principles behind them are very simple.

Doing it yourself

The successful BASIC adventure program depends on a couple of fairly simple
programming ideas already discussed in Part | - in other words, there’s nothing
new here! If you had visions of infinite complication, forget them: adventure game
programming is very simple, there just tends to be rather a lot of it.

If you're still a little unsure of your BASIC programming, take a quick look
back at Chapters 3 and 4, which deal with variables, strings, and arrays, and also
with READ...DATA and FOR...NEXT loops. These are the prime tools of the
adventure game programmer, and to help you understand them I'll take the
various sections of The Quill described above and show how you can convert them
into BASIC. To make this as easy as possible, the numbering in the program
examples will actually work as part of a complete BASIC listing, so if you
patiently work your way through this chapter, you’ll finish up with a miniature
adventure based on three locations in The Ice King. To demonstrate the principles
here, I've rather overpacked this adventure. Normally you could get through at
least two or three locations without encountering deathtraps!
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(1) Vocabulary
The program must be able to translate commands typed in from the keyboard into
something the computer can understand. This involves the apparently tricky
business of recognising words in the first place. One simple system that doesn’t
involve too much memory space is to work with the first two letters of each word,
and restrict keyboard commands to two words - VERB NOUN - as in The Quill.
Before it can recognise command words, the computer needs to know which
words are valid. The simplest way to do this is to set up two arrays, one for verbs
and one for nouns. Figure 17.1 shows ow this can be done using READ...DATA
loops, and in this case I've called the arrays v$ (for Verb) and n$ (for Noun). A
DIMensioned array like this one is reasonably economical on memory space as
long as it’s fully packed, and youw’ll be using quite a number of other, similarly
prepared arrays in the course of the program. To save memory space in a long
adventure you can actually create these arrays in a completely separate program,
as described in Part 1, and then copy them into your main program using
commands like LOAD “verbs” DATA v$(). It’s important in adventure game
programming to use memory as economically as possible!
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Fig. 17.1. Vocabulary array using READ...DATA loop. Note that this is the first section of a
long subroutine also including the message array, the location table, the movement,
object, and object start location tables, and a routine to initialise program variables.

Once you have your arrays set up, you need a way of checking commands
INPUT from the keyboard against them. Figure 17.2 is a program that selects the
first two letters of each INPUT command word and checks them against the array.
When it finds a match, it returns the number value of that word to the variables
‘verb’ and ‘noun’ in the main program. (You can use shorter variable names to save
memory space — I've used these to make it clear what’s going on.) Because each
command must, according to the rule we’ve just set, begin with a verb, you can
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1997 REM #¥E#FEERESHEE 55 EEREEFEE
1998 REM ENTER A COMMAND

1999 REM B #5555 8505 8055 555 R RER
2000 DIM a$(14): LET verb=0: LET
noun=0: INFUT "What do you wan
t to doP"a%: PRINT ' 'a%$

2010 FOR j=1 TO 11: IF a%$( TO =
=v&ij) THEN LET verb=j: IF ver
bxd THEN GO TO Z030

2015 IF verbxd AND verb<=4 THEN
RETURN

2020 NEXT j: RETURN

2030 FOR 3=3 70 14: IF a$(j)y=" "
THEM LET b#%=a${j+1 TO j+2): 6

0 70 20350

2040 NEXT j: RETURN

2050 FOR j=1 TO 7: IF b#%=n$(j) T
HEN  LET noun=j: GO TO 2070

2060 NEXT j: RETURN

2070 RETURN

Fig. 17.2. Command entry subroutine. This simply assigns number values to ‘verb’ and

‘noun’ according to the command entered (capital letters only please!) If 'verb’ lies
between O and 6 then no noun is required and the RETURN command is executed.

then use the value of ‘verb’ to send the program to a subroutine where there is more
programming to deal with the commands using that particular verb. These
subroutines will be your equivalent of The Quill’s event table, and we’ll look at
them more closely in a moment.

This system isn’t perfect, and can be fooled - if your player enters a nonsense
word that happens to start with the same two letters as a genuine command word,
the computer can’t be expected to tell the difference! Notice also that complex
directions such as NORTHEAST must be abbreviated in use, because otherwise
they’ll be treated as simple directions (after all, the first two letters are NO, which
the computer could read as NORTH). However, I can guarantee that this system
will work most of the time, and certainly often enough to be useful!

(2) The message table

Again this is a string array, and again it can be programmed with a
READ...DATA loop like the one in Fig. 17.3. The DATA array created here -
“message” DATA m$() - will effectively leave you with a list of numbered
messages. For instance, a command to the computer to PRINT m$(1) will lead to
the message “OK - that’s done” appearing on screen. One word of warning,
though: try to keep your messages short to save memory space. If necessary, print
several short messages one after another to make up a longer one. Remember that
the array has to be DIMensioned — if you have space for 32 messages each 100
characters long, and most of your messages are about 15 characters long, then
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1097 REM ##$555Essis s s 5N 3455554

1098 REM MESSAGE ARRAY

1OQG REM 8555 305 30 58 H 855550

1100 DIM m$ (3, 1%y FOR j=1 TO Zs

READ m$ (30 NEXT j

1110 DATA "OK - that's done.","S

arry, you can’'t.","You can’'t ca

Fry 1t"

Fig. 17.3. A simple message array.

you've wasted a great deal of space! (The computer will automatically fill up all
those empty spaces with blanks, and each of those blanks is taking up memory
that you could use for something else.)
1197 REM ###E55Esiidis i sty raess
1198 REM LOCATION TABLE
1199 REM ¥¥¥$5¥£¥FaiiisndEsiiss
1200 DIM r${3,384): FOR j=1 TO 2
: READ r#${j): NEXT j
1210 DATA "You are on a beach be
neath a sunless sky on the b
rink of a vast ocean. Northwa
rds a black cliff reaches to the
clouds, - featureless and uncl
imbable. Slow, oily waves was
h bleached white flotsam onto t
he beach. Scattered across the
beach are white, upstanding st
icks that seem to grow unmoved
by the windwhile westwards stan
ds a dark hall. You hear a mo
aning sound."

1220 DATA "You stand within the
dark hall. The sound of moaning
is much louder here - it is
the cry of hundreds of tormente
d souls thatwrithe in shadow, an
d behind it you can hear the thr
eatening hiss of something th
at might be a colossal serpent.”
1230 DATA "You are on board a sm
all wooden boat,fitted with a s
hort mast. There is a skeleton
under the rowing bench, and wa

ter in the bilges."”

Fig. 17.4. The location table. Notice how much space is wasted by the description in lines
1220 and 1230!
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(3) The location table

As shown in Fig. 17.4, this can simply be a grander version of the message table,
but it poses similar problems! If your location descriptions vary wildly in length,
then you’re going to waste a good deal of space. Another method is shown in the
next chapter — it works by creating a single massive string from which you ‘slice’

the sections you need, a technique that can be used a great deal in adventure
games.

(4) The movement table
Figure 17.5 shows a movement table for this mini-adventure, and it probably
doesn’t look like very much. However, the way it works is delightfully simple. The

I

KRN RN

REM ++****%%%%%%%%%%%*%%%%%

i

id

125 F\'E?’? f’ IVER LN? TABLLE

1300 L’.L»? m(334}: FOR §=1 70 2: F
DR k=1 TO 4: READ m{j,k): NEXT
ke NEXT j

1310 DATA 0,0,0,2: REM Loc. 1
1220 DATA ©,0,1,0: REM Loc. 2
I DATE 0,2,23,3: REM Loc. 3

Fig. 17.5. A simple table for movement in four directions. Number arrays like this are only
really economical of memory space if they hold /arge numbers.

movement table actually consists of a number array. Array m(1), for instance,
gives all the different movements possible from room number 1. In this simple
program only four directions (North, South, East and West) are used, but you
could use many more. In the case of m(1) the array reads 0,0,0,2: in other words,
the only exit is West, to room 2, and all other exits are blocked. Notice that the
directions are listed in the same order here and in the vocabulary array - in other
words v§(3) is EAST (or EA, to be precise!) and m(1,3) gives the result of moving
EAST from room [. This sort of planning makes your programming much
simpler!

(6) The object table

Sorry - yet another string array (see Fig. 17.6)! With this one take care to put the
descriptions in precisely the same order as the words in the noun part of the
vocabulary, even if you have to leave blanks sometimes. You shouldn’t have to
leave many.

(6) The object start location table

Again this is a simple number array (see Fig. 17.6), with one number for each
object, and laid out in the same order as the noun and object tables. For instance,
object 2 is the noun SAIL, which appears as SA in the noun array (n$(2)), and is
described in 0$(2), as ‘A canvas sail’. Its number in the object start location table is
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1297 REM :-ﬂ-ﬁ-vb—-h-*}-(—+—;—d+++-p-%-k—»a~—k—=-ﬁ-++
1398 REM O TAELE
17299 REM %8555 Erde s s5%p
1400 DIM o%{7,33yy FOR i=1 TO 73
READ o%{j): NEXT j

i_—:-fz

1410 DATA " ": REM Boat

1420 DATA "A canvas sail"

1430 DATA "A pair of ocars"

1440 DATA "A rusty iron key"

1450 DATA "An iron-—bound steel-b

laded axe"
1460 DATA " " REM Door
1470 DATA "A heavy wooden chest”
1497 REM #¥#¥¥¥EFHFEES4FEREERBEFE
1498 REM OBJECT START LOC. TABLE
1499 REM #¥HEFRFFERREFEEFRLEFERER
1500 DIM ol7): FOR j=1 TO 7: REA
D o{j)s NEXT j
1510 DATA 55,3, 3, 255, 254,255, 25
o

Fig. 17.6. The object and object start location tables.

3, indicating that you’ll find it in location 3. I use a zero code in this table to mean
an object that is carried (since there is no location zero), 254 to mean it’s inside the
chest (!) and 255 to mean that it’s ‘not created’ — e.g. if it’s not something you can
actually pick up, or you haven’t yet done the things you must if the object is to
exist.

(7) The event table

As noted above, this is a series of subroutines reached by using the value of ‘verb’
returned from the vocabulary table. What you do in each subroutine depends
entirely on what you want to happen in the game, so I can’t lay down rules for it,
but Fig. 17.7 shows you what can happen. These subroutines form the real heart of
your program, so take trouble with them. Experiment, and keep experimenting
until you get the results you want. You can increase the spacing between
subroutines by altering the program line that calls them — some routines dealing
with vital commands could demand a great deal of programming!

07 REM $F##E¥dE5af L8855 EHHEF
2998 REM EVENT TABRLE
2799 REM REAEL¥AEFFEEENEEFEFRERE
S000 IF verb<=4 AND verb:>0 THEN
GO SUB Z100: RETURN
Z010 IF verbr6 AND noun=0 THEN
LET message=2: RETURN
S020 G0 SUB Z000+verb#50: RETURN
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2100 IF loc=3 AND ol7)=255 THEN
LET boat=1

2110 IF miloc,verb)< 0 THEN LET
loc=m{loc,verb): CLS : IF loc+

4 THEN FRINT r#$(loc): RETURN

A2120 IF loc=4 THEN CLS : GO TO

FE00

130 PRINT " ""Sorry, you can't g

o that way"’ ' '» RETURN

2249 REM #%#%%# INVENTORY %% %% % % %%

3250 LET k=0: PRINT " ""You have:

"y FOR j=1 TO 7: IF oi(j)=0 THE

N LET k=1: FPRINT o%{j)

260 NEXT j: IF k=0 THEN FRINT

"nmothing at all"

S270 RETURN

Z299 REM e 33 36 L CHO 36 96 96 38 96 9696 36 96 96 %

ZE00 LET k=0: FOR j=1 TO 7: IF o

(3)=loc OR (chest=1 AND o(j)=2%5

4 AND (o(7)=loc OR o(7)=0)) THEN
FRINT o$(j): LET k=1

310 NEXT j: IF k=1 THEN FRINT

"tan be seen"

320 RETURN

2549 REM ##%%%GET 5% 55558 %K% % %

2350 IF inventory=2 THEN LET me

ssage=3: RETURN

2360 FOR j=1 TO 7: IF co(noun)=lo

c 0OR (chest=1 AND (o(7)=loc OR
0{71=0) AND o(noun)=254) AND in

ventory<Z THEN LET coi{noun)=0: L

ET inventory=inventory +1: LET m

essage=l: RETURN

SE70 NEXT j: LET message=2: RETU

RN

3399 REM ¥¥¥E#RDROF %% %55 %55 5% 55

2400 IF chest=1 AND o(naun)=0 AN

D noun<>7 THEN LET oinoun)=254
LET inventory=inventory-1: LLET
message=1: RETURN

2410 IF o(noun)=0 THEN LET oino

unt=loc: LET inventory=inventor

y=1: LET message=l: RETURN

J4Z0 LET message=XZ: RETURN

2449 REM #%###SEX #4564 EREEXEE
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2450 IF nountd AND ofinounl=0 AND
loc=3 THEN LET boat=1: LET of
nouwn?=£55: LET inventory=invento

ry-1: LET message=1: RETURN

2460 IF noun=5 AND ofl{noun)=0 AND
loc=3 THEN FRINT “""Oops! You
‘ve just smashed the planking

on the port side. Wateris pourin

g ine..."s GO TO 000

2470 IF noun=4 AND chest=0 THEN
LET noun=7: G0 5UR Z500: RETUR

N

2480 IF noun=5 AND loc=Z AND dao
F=0 THEN LET door=1: LET mi{&,1
)y=4: LET message=1: RETURN

2490 LET message=2: RETURN

F499 REM ##%%#0FEN# %% 55655 555 %95 %
2900 IF noun=6 AND loc=2 THEN F
RINT ""What with%": RETURN

2310 IF noun=7 AND chest=0 AND {
o(7)=loc OR o(7)=0) AND o(4)=0
THEN LET o%(7)="An open chest":
LET chest=1: LET message=1: RET
URN

Z530 LET message=2: RETURN

549 REM ##%##CLOSE ##% %% %% %% ¥ ¥4 %
3950 IF o(4)=0 AND chest=1 AND (
a(7)=0 OR o(7)=loc) THEN LET c
hest=0: LET 0%(7)="A heavy woode
n chest": LET message=1: RETURN
3960 LET message=2: RETURN

Fig. 17.7. The event table - the heart of the program. Notice how it consists of a series of
subroutines keyed to individual verbs in the vocabulary array.

(8) The status table

The program will check this subroutine every time it executes a command, so to
save time I generally draw it up as a series of subroutines each keyed to a particular
location number (see Fig. 17.8). However, you can also include a short routine to
check on the player’s ‘vital statistics’ - strength, hunger, etc. For instance, if the
player’s strength is held by the program as a variable that decreases by one every
time a command is entered, you could easily create a routine to warn the player
when he needs food. In a working program you’d probably include the warning as
one of the messages in the message table.
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IFFT REM $¥E£6530 508085 E S5 HEE
2995 REM SBTATUS
2799 REM ®#x
4000 GO SUBR 400

R R

+loc#100; RETURN

4095 REM #xs##loration |##¥zrsss

A1000 IF oi7)< 255 AND key=0 THEN
LET oi4i=loc: LET key=i
4110 IF verb=4& AND beach=0 THERN
LET mi{l,2)=3¢ LET beach=1: PRI
MT 7 ""The sticks in the szand are
human arm-bones, and the

each itseif is formed from th
= crushed remains of milli

one of  bones,

4120 IF verb=& THEN PRINT "o

U can see a boat drawn up on t
he beach to the south."

4130 rETUR“

4199 REM #¥###location THEssssss
4200 LET enu*erd+1: IF end=4 THE

N FRINT "The hissing rises to
a anTenlngpitch.qn Yol are sei
zed and enwrapped by dozens o

T venomous cerpenn;...”: G0 TO %
OO0
4210 IF verb=54 AND {(gi{Z)=0 OR of
4)=0) THEW  PRINT “""You can s
& & shadowy door to the north
": RETURN
4220 IF verb=& THEN FPRINT "You
can only see dark shapes moy
ing in the shadows.": RETURN
220 IF verb=1 AND door=1 THEN
LET m{Z,1)=4: RETURN
4240 RETURN
4295 REM #####lLocation I#Edsssss
4300 IF verb=6 AND o(2)<:*loc AND
ol7)=253 THEN FRINT *"“Now th
at you’'ve moved the sail vyou ca
rn see a large wooden chestresxt t
o the skeleton.": LET ai{7)=loc:
RETURN
4310 IF o(7)« 255 AND boat=0 THE
N LET m(loc,1)=1
4320 IF boat=1 THEN LET end=end

Programmed for Adventure 243

530 IF boat=1 AMD monster=0 AND
o(3)=0 AND RND#10+5 THEN FRIN
T """A ghoulish creature is clim
bing over the side of your boat.

He looks very, very hungry..."
: LET monster=1: RETURN
4340 IF monster=1 THEM FRINT °°
"You have fallen victim to the
ghoul...": GO TO 7000
350 IF end=6 THEN FRINT "You a
re dyinge.."
4360 IF end=7 THEN FRINT "~ ""You
are very near the end...": FAU
SE Z00: GO TO 9000
47370 RETURN
Fig. 17.8. The status table. Here a variety of death-traps are keyed in to individual
locations in the game. Extra lines at 4000 could include more general things such as
strength, courage, etc.

Practical programming

Whether you're ‘rolling your own’ program or using a toolkit program like The
Quill, you must test your programming at every stage. With The Quill this is fairly
easy, and special facilities are provided to help you, including a full screen display
of the 33 variables available. With a BASIC program it’s obviously a little harder,
and you must make sure that you understand what the program is meant to be
doing in each line. The listing in Fig. 17.9, used in conjunction with the other
listings given above, will produce a miniature three-room adventure that should
give you some idea of how these programs can actually operate. From then on, it’s
up to you! However, to help you along, the final short chapter of this section is
devoted to refinements and extras that can help turn your adventure into
something a little bit special. It may also give you some ideas for more advanced
programming, especially ways to avoid wasting memory space in string arrays.

7 REM #¥%%XEFHFEEEEELFHFHEEEHHR
8 REM MAIN OFERATING FROGRAM
G REM #¥E¥EFXFHAREFEXFFFFEXERES
10 POKE 23658,8: LET loc=1l: FR
INT "You are ID:+ near high cli
ffs, frozen and blinded by vi
olent snowstorm. You stumble, f
all, and pass out. You wake in
a strange and frightening pl
ace." "1 GO BUR 1000: FRINT r3il
ocl: REM Fill arrays, describe L
ocation 1.

m

1
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20 LET message=0: GO SUR Z000:
REM Get command
20 1IF verb<»0 THEN GO SUB 200
0 IF message+« 0 THEN PFRINT ¢
m$ (message) s REM Check event tab

le

40 GO SUR 4000: REM Check stat
us table

a0 IF verb=0 THEN PRINT ° 'm$(
2y

&40 GO TO 20

1597 REM #8555 %555 05 5 K 55 FHHHF % ¥
1598 REM INITIALISE VARIABLES
1599 REM H#E#HHHHEHHHERFRFEF 5% ¥
1600 LET beach=0: LET end=0: LET
inventory=0: LET key=0: LET ch
est=0: LET door=0: LET boat=0D: L
ET monster=0

1990 RETURN

OO0 FRINT """You have joined th
e legions of the undead in Hel
" "Your bones will be washed o

nto the corpse strand and crush
ed into white shingle by the
ceaseless waves."' '"Your sp
irit will haunt the dreadfu
1 halls of Hel for ever.": STOF
??OO FRINT ' FLASH 1:"Well done
7510 FRINT “""Your skill and cou
rage have brought you safel
y through the perils of Hel. Yo
w have become a "3 FLASH 1:"fir
st-grade warrior."; FLASH O
952Q FRINT " '"A steep path is no
w visible up the cliffs to the
north. Will you have the cour
age to program what happens next
ea s STOP
9998 STOF

fig. 17.9. The three final routines needed to complete the mini-adventure. Line 9000 is
particularly final ...

Chapter Eighteen
Finishing Touches

In the previous chapter you have seen a working adventure program, complete
with death-traps, trickeries, hidden objects, random monsters and a nice,
rewarding final frame (have you got there yet, or do you keep getting killed?)
However, 1 certainly can’t pretend that even a tightly packed three-room
adventure is going to show you all there is to know about adventure game
programming. This chapter is designed to give you some more ideas to try out for
yourself; the routines within it are nor designed to be used with the game in the
previous chapter, so please don’t try to MERGE them with it or you’ll ruin a great
deal of work!

Packing it in

The main problem with string arrays, as we have already seen, is that you can
easily waste large chunks of memory. Because each array must be DIMensioned,
every string in it must be as long as the longest string, even if that means leaving
several hundred blank spaces. The program in Fig. 18.1 shows a different
approach. Here all the ‘strings’ you need actually form part of a single giant string,
and the LEN command is used to create a sort of index, which is stored in a
number array. Number arrays, too, take up space — each item in such an array uses
five bytes — but then each character in a string uses one byte, so you could easily
save the number of bytes in the array ten times over using this program.
(Incidentally, if you’re not sure what a ‘byte’ is then take a quick look at the
beginning of Part 5.) A program along these lines could be used for all the string
arrays in your adventure, meaning that ‘messages’ could range from a couple of
words to half a screen of text without wasting any more memory space than
absolutely necessary.

It is actually possible to pack strings even more thoroughly than this, by
arranging for single-byte codes to represent common groups of letters, but there
isn’t really room to deal with the necessary techniques in a book that has a fair
amount of other ground to cover! However, the short routine in Fig. 18.2 should
give you a start. The trick is that, as we have seen, all letters, numbers and
punctuation marks are handled by codes. These have numbers from 0 to 127; but
there are 127 additional codes available, used by the Spectrum for things like
command words and graphics symbols. Within a program, you can make them
stand for groups of letters of any length, or even for entire words, so saving quite
phenomenal amounts of memory. (This is how Level 9 can pack games like



246 The Complete Spectrum

10 REM String Packer

20 FRINT "This program allows
you to builda single massive st
ring that canbe used like an arr
ay. n

30 INFUT "How many entries do
you want? "in

40 PRINT ''"If you ENTER somet

hing by mistake, you can
erase it by keying in X and E
NTER."

30 LET a$="": DIM a(n+1)

&0 FOR j=1 TO n

70 INPUT "Entry number "+5TR$
J+" is?M 1%

BO IF i$="X" OR i$="x" THEN L
ET a$=a%( TO a(j~1)-1): LET j=j
=1: GO TO 70

20 IF a$="" THEN LET a(j)=1:
LET a%=i%$: GO TO 110

100 LET a(j)=LEN a$+l: LET a$=a
$+i¢

110 NEXT j: LET a(n+1)=LEN a$+1

120 PRINT *“"Final entry now re

corded. If your last entry w
as wrong, key X and ENTER to er
ase it. Any other key to cont
inue."

130 INPUT i$: IF i%$="X" OR i$="
x" THEN GO TO B0

140 CLS

200 REM String finder

210 INFUT "Entry number require
d? "sk: IF k¥n THEN GO TO 210
220 PRINT as(alk) TO a(k+1)-1)s
GO TO 210

fig. 18.1. String packing program. It effectively turns a giant string into a pseudo-array
using a number array and the LEN command.

Snowball into 48K!) If you're interested, why not try it and see how you get on?

Continued next episode ...

Another way to extend an adventure program is to create it in several parts. A
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3 REM String Analyser
10 LET a%="BOR THE HOBERIT"
20 DIM bs(12,2): LET b%{i)="0R

25 LET c$=""

30 FOR j=1 TO LEN a$

35 IF j=LEN a$ THEN GO TO 50
40 IF a%(j TO j+1)=b%(1) THEN
LET c#=c$+CHR% 128: LET j=j+l1:

GO TO 60

20 LET c$=c$+as$ (i)

&0 NEXT j

70 FRINT "The first string was
“+LEN a%$’ ' "characters long" " '"T

he encoded one was ";LEN c% ' "cha
racters long."

80 REM String Decoder

85 FRINT """The original strin
g was: """’

90 FOR j=1 TO LEN c$%
100 IF CODE c%(j)»127 THEN FRI
NT b®{(CODE c$%(j)—-127);: GO TO 1
20 ,

110 PRINT c%(j)g

120 NEXT j

Fig. 18.2. Packing even tighter! This program shows how CHR$ codes can be used to
stand for letter groups in a string, and how to decode them during a game.

number of commercial games do this, and you can easily do it too. If you are
careful, and cunning, you can even arrange for large chunks of your programming
to apply to all parts of the adventure! For instance, your verb array could stay the
same throughout, while the noun and object arrays change to suit a new set of
objects available in the second part of the game. Be careful, though - is your
character going to be carrying objects through from one part to the next? And if
you have any other ‘computer controlled’ characters, can they cross the gap as
well? Talking of characters, what about your hero(ine)?

Adventures of character

When I'm writing an adventure I always like to involve the player directly in the
game with messages like “You dissolve into a puddle of green slime’ or ‘You
discover the lost hoard of the Incas and become disgustingly, mind-bendingly
wealthy’, but there are those who prefer to have a character within the game doing
all the work. (GET GUN - Coolly Marlowe walks across to the desk and takes the
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gun.) For the novelists among you this may be rather tempting, but [ think the
majority of players prefer a closer involvement. Certainly this has always been the
main attraction of the original adventure games like Dungeons and Dragons, but
the other attraction is that players can, to some extent at least, choose what sort of
characters they want to be within the framework of the game.

In D & D this is done by throwing dice to achieve scores out of 20 for
characteristics such as strength, intelligence, wisdom, dexterity, charisma, and
magical ability. But as you already have a random number generator built into
your computer, you can quite easily do this for yourself with commands such as

LET strength = RND*20+ [

which will give you strength anywhere from 1 to 20 inclusive. This system is
impartial, but not necessarily fair — you could end up with mostly low scores. It
would be kinder, perhaps, to give the player a chance to choose his good points for
himself: for instance, by giving him 80 points to allocate as he pleases among his
six characteristics. Figure 18.3 is a short program showing how this might be done.

Having done all that, though, how do you use the figures you’ve got? In practice,
the main use for them is often in what we’ve called the status table. For instance,
you can arrange for the strength of your character to decrease a little every time a
command is entered, and a little more if he is carrying heavy objects. To rebuild his
strength he must find food, or drink, or some suitably reviving magic. Using
helpful inscriptions requires intelligence, so you might arrange for the likelihood
of finding them to depend on intelligence. Similarly, you can arrange for
programmed encounters with other inhabitants of the game world to depend on
these characteristics. A meeting with a powerful wizard may have a better chance
of success if your character has magical ability, or unusual wisdom, or unusual
intelligence. A meeting with a warrior will depend on strength and agility, or you
might outwit him with intelligence. Figure 18.4 shows one such programmed
encounter, and you can see that a strong element of chance is still involved.

Just as some abilities decrease with time, so others increase. If a character stays
alive in the game world, he must have a reasonable level of intelligence, so you can
increase his intelligence accordingly. As he grows ‘older’, his wisdom and magic
skills will also increase, and if he passes successfully to a new level then his
experience should serve him well. In D & D a system of ‘experience points’is used
- successful completion of a level increases a character’s store of these, and at the
end of the game they may increase his status, moving him up to the next ‘level’,
where he will be capable of meeting even more severe tests and even tougher
opponents. At the end of the mini-adventure you may notice that I laid the
groundwork for something like this by describing the character as a ‘first-level
warrior’, For the player this has advantages - weaker opponents are easily
disposed of — but the programmer should make sure that the character’s greater
powers also bring him up against bigger and better opponents! This isn’t difficult
to do, you can simply make the existence of such creatures in the game dependent
on the character’s abilities being well enough developed to have a chance of coping
with them, for instance with lines like:
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10 DIM a%(6,10): DIM c(b6): LET
total=0~

20 DATA "SBtrength","Agility","
Bravery", "knowledge", "Wisdom","
Charisma"

25 FOR 3
EXT j

20 FRINT "CHARACTER BUILDER"

40 FRINT *'"40 points are avai
lable to you, to be divided amo
ng the six characteristics 1
isted here. Each characterist
ic must have atleast 1 point, bu
t none may havemore than 10,"°7

a0 GO sUR 100: FOR j=1 TO &

60 INFUT "Enter your "+a${j)+"
rating.",a: IF a=INT a AND a0
AND a<1l THEN GO TO 80

70 G0 TO 60

80 IF (40-(total+a))«(6-j) THE
N  PRINT #0:"You only have ":40
-total;" points left!": PAUSE 15
0: GO 7O 60.

90 LET total=total+a: LET c(j)
=a: GO SUR 100: NEXT j: FRINT
""Your ratings are displayed in

the table above. Good luck!"

9% STOF
100 RESTORE : PRINT AT 10,03"
: FOR k=1 TO b: FRINT a%(k)s"
"ro (k) ,r NEXT k
110 RETURN

il

1 TO 6: READ a${j): N

Fig. 18.3. Character building! This program allows the playerto choose his own strengths
and weaknesses at the start of an adventure.

20 FRINT "A shambling troll is
blocking the corridor. With
out warning, it swings a massive
club. To hit back, press any
number key from 1 toc 9 - but t
he harder youhit, the more stren

gth you use up..."
23 REM s=strength, a=agility,
m=monster
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30 LET s=20: LET a=20: LET ms=
s: LET ma=a

40 FRINT AT 10,03 "Your strengt
h","Its strength"

a0 FRINT AT 11,03s:" "ymsg" "

95 IF s40 OR ms«<0Q THEN &TOF

60 LET mhit=INT (RND%%): LET m
s=ms—mhit

70 IF ma¥RND>S THEN LET s=s-1
NT (mhit/{(ms+1))

80 LET h$=INEEY$: IF INKEY$=""
THEN GO 70 80

20 FAUSE 50: IF CODE h%<49 OR
CODE h$:x57 THEN GO TO 80

100 LET hit=VAL h%: LET s=s-hit

110 IF a*RND>5 THEN LET ms=ms-—
INT (hit/(s+1))

120 IF ms<=0 THEN PRINT " ""Wel
1 fought - you've killed it."

130 IF s<=0 THEN FRINT ' '"Hard
luck - you’'ve just joined the
choir celestial..."

140 GO TO S0

Fig. 18.4. Combat with a troll. Strength and agility are set at the same levels for player and
monster here, but there is a strong element of luck (do you hit him?) and intelligent play
can easily defeat the random strikes of the computer controlled opponent.

5035 IF experience >20 THEN LET dragon=1

Because characters genuinely change in the course of a game, it may be useful to
give your player the chance to ‘rearrange’ his character. One way is to arrange for
some of those experience points to be redistributed among the characteristics,
making the character stronger, more intelligent, or whatever. If you wanted to add
more points to the charisma score you could finish up with someone irresistible to
the opposite sex, or someone who could talk anyone into anything, but beware of
allowing superpowers of any description. Characters should remain human, with
human weaknesses, or they rapidly become very boring indeed. (After all, if
SuperJane can do everything, where’s the risk of ‘death’ that gives the edge to all
adventures?) It's usually more useful to offer another short program section like
the one in Fig. 18.3 at the end of each game section. Some of the points might even
be used to let the character buy better equipment, such as armour and weapons.

Is there anybody there?

Talking of characters brings me to another important point — game characters,
These shadowy creatures only exist within the boundaries of your game, so take
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a little trouble with them, especially if the player is likely to have extensive dealings
with them. ‘You see a wizard’ is boring. ‘You see a tall, thin-faced man wearinga
white robe’ excites curiosity, and your player may not realise he’s dealing with a
wizard until the first spell is cast and battle is joined!

In the mini-adventure I deliberately didn’t describe the ‘ghoulish figure’, mainly
because I wanted to persuade excitable players to go for him with the axe, if they
had it, and so have the exquisite pleasure of sinking their own boat. Actually you
can’t escape him, because he only pops up in a section of the game where you've
already lost without knowing it! This is fair play, and sometimes allows your
players to depart in a satisfying blaze of glory! But ‘random monsters’ are a regular
and exciting part of D & D, and can be a useful addition to any game. Just
remember to play fair and keep them weak enough for the player to deal with them
under normal circumstances. A single line in the status table will actually be
enough to set up this sort of situation, with the strength of the monster keyed to the
player’s own strength, e.g.

4000 IF RND*10+1<5 THEN LET monster = |

4010 PRINT ""“You see an oozing mound of green slime moving down the
corridor towards you.”

4020 LET mstrength = INT (strength*.75)

In this case ‘mstrength’ is the monster’s strength rating, which in this case is only
three-quarters of the character’s strength. The player, however, doesn’t know this,
and may well choose to run away. (Tidy minded players may object to the idea of
cleaning green slime off their weapons.) Another useful gimmick is to describe a
creature that is actually friendly in such a way that aggressive players immediately
reach for their guns/swords/ wooden sticks/ laser tubes. As they contentedly chop
the source of some vital clue into mincemeat you can sit back smug in the
knowledge that indiscriminate violence is its own punishment. For instance, one
of my own recent efforts involves a butler who follows the main character
relentlessly around a huge house. If you hit him, he renders you unconscious, and
you lose a fairly substantial number of strength points. If, however, you behave
like a civilised human being and talk to him, he will ask politely for your hat and
coat (which, if you are very careless, you may not even know you are wearing). The
poor fellow has been following you all this while out of mere courtesy and
hospitality.

Any old iron ...

Any adventure game, even the mini-adventure, is (and should be) littered with
interesting objects. I’'m not suggesting you pack them quite as densely as I packed
mine - after all, I only had three locations — but do be imaginative. Some objects
can be useless. Some can be essential. Some can be actively dangerous, in subtle
ways (a harmless tipple early in the game may lead to a car crash later on, for
instance). And some, of course, can be lethal! Once again, be fair. No harm in
penalising the greedy or unthinking player, but make sure there is at least one safe
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way through the maze - in your enthusiasm you may have destroyed the player’s
sole chance of survival with your last, admittedly brilliant, piece of programming.
Here, once again, the value of planning everything beforehand becomes very clear,
and once you Aave planned it, resist the temptation to improve it.

Finding and using objects is part of the fun of an adventure. Finding valuable
objects and clues usually increases your score, or your experience points. Finding
valueless ones can sometimes provide both programmer and player with some
entertaining moments (after all, you want him to enjoy himself even if he’s losing!).
Imagine, for instance, a scenario in which one room contains a bottle opener,
another some distance away contains a small and apparently useless key, and a
third contains a rather dingy cupboard. However, use the key to open the
cupboard and you discover a glass and a bottle of vintage wine. Y ou will, however,
need the bottle opener to get at it, and if you are then incautious enough to enter
DRINK WINE a stern message will rebuke you for drinking fine wine out of a
bottle. As for DROP GLASS - this produces the answer ‘You’ve smashed it, you
d****d hooligan!” None of these objects need be useful, they, and the messages
they produce, are simply there for entertainment value. Do this too often and
you’'ll run out of computer, but the occasional excursion into harmless humour is
well worth it.

Traps and trickery

In the course of this and the previous chapter we've already seen a wide variety of
traps for the unwary (and even for the wary). Again, use your imagination and be
fair. In the mini-adventure, had I followed the book, anyone on the beach would
have run the risk of being grabbed and torn apart by skeletal hands growing out of
the sand. I resisted this because I felt the player needed at least one location where
he could be safe to sit and think about what to do next. A subtler trap is the boat
itself — try USEing the oars or the sail, and see what happens. In a larger game,
especially, this might seem like a logical move, a way of escaping a difficult
situation, and punishing such escape attempts is entirely fair! If a player wants to
avoid problems, he shouldn’t be playing the game in the first place.

Traps can be insidious, too. An apparently useful object may be so heavy that it
rapidly saps your strength, so rapidly, in fact, that you can’t eat or drink enough to
function normally. The player who is intelligent enough to spot the problem and
drop the object deserves something added to his score and a rise in intelligence
points! In fact, traps like this can actually work to the player’s advantage if he is
sharp enough to see what’s happening.

Beware of fatal traps. Too many, and your player will become frustrated; too
few, and he may become bored. What keeps bringing me back again and again to
some games is the sheer irritation 1 feel with myself for not being able to get past
room X without being eaten, or rendered into cutlets, or transformed into a toad.
However, if 1 can’t even reach the second room without escaping some fiendish
and totally unfathomable programming ploy I am liable to throw the game tape in
the waste bin and watch TV instead.
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Postscript

If you have just battled your way through untold horrors, and killed the master
magician in the high tower of his great fortress after a battle that has shaken the
entire planet on its axis, then you don’t want to see a pitiful little message saying
something like ‘You have defeated the magician. Well done.” Ideally you want
some flashing lights, some nice colours, and a multiple fanfare, so for your closing
sequence take a good, hard look at Part 2. Similarly, a player who has managed to
get himself killed deserves a little more than the stark ‘You are dead.’ I enjoyed
writing the little end sequence in the last chapter (I hope you found it suitably
creepy), and you can enjoy similar amusements. Take trouble over it — one of the
best adventure-cum-arcade games I've ever played, The Alchemist, is seriously let
down by a strangely unimaginative and anticlimactic ending that leaves you
wondering why you ever bothered.

I hope this short section has given you plenty of ideas of your own. Please don’t
feel you have to restrict your adventure gaming to the sort of fantasy worlds I've
often been describing here. Adventure games can be used, as I've said, for anything
from sex education to science fiction, and most stops in between. Enjoy them, and
enjoy programming them. There are few things that give more satisfaction than a
successful and well written adventure program, and programs like that will give
just as much satisfaction to the player.



Partb
Extending the Spectrum

by Allan Scott and lan Sinclarr



Extending the Spectrum

[t is perfectly possible that you find the idea of add-ons rather puzzling. Why, after
all, should you want to add anything on to a computer that already has such an
enviable reputation for features and memory size? Who needs add-ons?

You do. In fact you are using at least two of them already: your TV setand your
cassette recorder are both add-ons (the proper term, incidentally, is peripherals)
and without these peripherals you’d be pretty helpless. The computer doesn’t need
the TV set, it will function quite happily without it, but you won’t, and that’s the
main reason for buying any peripheral. A useful peripheral is one that helps you
do a particular task more easily. If it doesn’t do that then you’re wasting your
money. As to the sort of tasks that peripherals can be used for — well, you're
looking at one.

Ladies and gentlemen, a demonstration ...

This section was typed using a ZX Spectrum fitted with a Fuller FDS keyboard
and a Cub monitor and running the excellent Tasword 2 word processing
program. The completed files were stored on Microdrive cartridges - when I’d
finished with them I used a Prism VTX 5000 modem and OEL’s new user-to-user
software to send their contents down the phone line to Phil Gardner for copy
editing. (He lives 300 miles away in Leeds, and sometimes it feels further than
that.) At the other end, Phil was able to copy edit my work on Ais Spectrum and
then print out the results on his Lucas Printer using a Hilderbay interface.
Meanwhile, much of the artwork for the section was being prepared on my
Spectrum using the RD Digital Tracer, and I was printing out the results, and a
copy of the draft manuscript, using the Morex interface and a Kaga Taxan printer.
Effectively, this whole section is a product of Spectrum add-ons, and if you don’t
feel ready to write your first book at the moment, then don’t worry. That certainly
isn’t all the Spectrum can do.

If you have owned a Spectrum for some time then you probably know quite a
lot about its capabilities, and you may already know how much more is possible.
In the chapters that follow you'll find a great deal of information about all those
tempting peripherals that appear so regularly in the computer press. If you're a
newcomer to computing then this section will introduce you to a Spectrum you
may never have known existed. [t can become a high speed games machine. It can
produce high quality printing on anything from a personal letter to a full length
novel, using a comfortable custom-designed keyboard. It can access hundreds of
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kilobytes of memory, in seconds (if you're not sure what kilobytes are, take a quick
look at Chapter 19). It can talk to you, sing to you, play three-part harmonies for
you, and help you to compose the next number one hit single. It can be used to
copy photographs, drawings, original art, and your own screen designs. It can
access huge banks of data on mainframe computers for little more than the cost of
a phone call, and let you ‘talk’ to almost any other computer. It can even control
household equipment - anything from calling you up at the office to tell you the
house is on fire to operating a domestic robot.

Like any good computer, the Spectrum is a sort of ideal workman. If you give it
the right tools and the right instructions, it will do almost anything. Why? That’s a
question I'll try to answer in the next chapter, and then we’ll take a detailed look at
the tools that are available, and the jobs they can do. Before that, a few vital words
about fitting add-on units. Please read this section carefully: it could save you a lot
of money, a lot of time, and a great deal of fruitless argument with manufacturers!

® Always make quite certain that power to your Spectrum has been switched off
at the mains before connecting or disconnecting any add-on unit. Failure to do
so could damage both the computer and the add-on.

® Before plugging in an add-on unit check that the key (usually a small piece of
metal) is in place on the edge connector (see Fig. 19.10). If the key has fallen out
and a connection is made, damage could result.

® When connecting equipment of any kind to the user port at the back of the
Spectrum, make sure that the key lines up with the slot visible on the printed
circuit board inside the user port (see Fig. 19.10).

® Some of the equipment mentioned in this book was originally designed for use
with the ZX81. Edge connectors on equipment of this type are noticeably
shorter than the matching circuit board in the user port, and you should take
particular care when lining them up for connection. Check when first setting up
equipment of this type that no converter circuitry is needed. Some units are
supplied with extra connecting boards so they can be fitted to the Spectrum.

® Many add-on units have no rear connector for the addition of further units —
they have to be ‘the last in the chain’. You can beat this problem (at extra cost)
by using cables and connectors available from good computer shops. This also
solves the problem of linking up units with ZX81 and Spectrum connections,
but it’s expensive, untidy, and inconvenient.

® Don’t overload the back of your Spectrum with add-on units. It is quite possible
that one or more of them could be competing for the same area of memory, and
if this happens the computer may well ‘lock up’: the screen will go blank, or a
fixed pattern will appear, and no key will operate. If this happens to you, turn
off the power ar the mains (not at the back of the computer), disconnect one
add-on unit at a time, and try to find which two units are in conflict.
Incidentally, a lock-up only looks serious - all the same, it does mean you will
lose any data that was in the computer at the time.
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This section does not include detailed reviews of all the different add-ons
available. That would take up a book by itself. However, Appendix C does give
the names and addresses of the main add-on manufacturers and a brief listing of
the products they can supply.



Chapter Nineteen

The Spectrum at Work

What exactly is a computer?

No, it isn't a trick question. The point is that you won’t find it very easy to
understand what the hardware in the next few chapters is and does unless you have
a clear idea of what you’re pluggingit into. So even if you're sure you know exactly
what a computer is, bear with the rest of us for a paragraph or two. We’re going to
take a look at the way it works in some detail, and, incidentally, give you most of
the groundwork you need to understand the material in Part 6, the machine code
section, If that puts you off, don’t let it — the surprising thing about machine code is
its simplicity.

In the beginning, then, there is memory. A unit of memory, as far as we are
concerned, is just an electrical circuit that acts like a switch. You walk into a room,
switch a light on, and you never think of it as remarkable that the light stays on
until you switch it off. You never tell your friends, in reverent tones, that the light
circuit contains a memory, and yet each memory unit of a computer is no more
than a very small variety of switch which can be turned on or off and which will
then stay that way until it is used again. One unit of memory like this is called a bit
- the name is a contraction of binary digis.

Now let’s stick with the idea of a switch, because it is so useful. Suppose that we
wanted to signal with electrical circuits and switches. We could use a circuit like the
one in Fig. 19.1. When the switch is on, the light is also on, and we take this as
meaning YES. Turn the switch off, and the light goes out; we could take this to
mean NO. You could use any other two meanings that you wanted, so long as
there are only two. Things improve if you use two switches, two lights, two lines, as
in Fig. 19.2. Now four different combinations are possible: (a) both off (b) A on, B
off (c) B on, A off, or (d) both on. This means that we could signal four different
meanings. Using one line gives two possible meanings; using two lines gives four
meanings (2 X 2 = 4), and if you feel inclined to work them all out you will find
that using three lines will permit eight different combinations of signals and
therefore eight different meanings. Since 8 is 2 X 2 X 2, it should not be a surprise
to learn that eight lines would allow you 2 X 2 X 2X2X 2X 2X 2X 2= 256
different meanings to be communicated by means of signals. For N lines, the
number of possible signals is 2°, in fact. Any collection of eight switches, each of
which can be on or off can be set into 256 different arrangements. It’s up to us to
make some sense of how we use these signals.

One particularly useful way is called binary code. Binary code is a way of writing
numbers using only two digits, ¢ and 1. The zero is often shown crossed to avoid
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Fig. 19.1. - A single-line switch and bulb signalling system
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on | on

Fig. 19.2. Two-line signalling - four possible signals can now be sent.

confusion with the letter O. We can think of zero as meaning ‘switch off’, and | as
meaning ‘switch on’, so that 256 different numbers could be signalled using eight
switches, by thinking of the switch positions as digits, §§ for off, 1 for on. This group
of eight is called a byte, and this is why the number 256 is encountered so much in
computing. Why a group of eight? It just happened: the early calculators were able
to work with four bits at a time, and the step up to eight bits has lasted for quite a
long while. Sixteen-bit machines are still not very common.

The way the bits in a byte are arranged so as to indicate a number is along the
same lines as we use to indicate numbers normally. When you write a number such
as 256, the 6 means six units, the S is written to the immediate left of the 6 and
means the number of tens, and the two is written one more place to the left, and is
the number of hundreds. These places indicate the importance or significance ofa
digit (see Fig. 19.3). The 6 in 256 is called the ‘least significant digit’, the 2 is the
‘most significant digit’. Change the 6 to 7, and the change is one part in 256.
Change the 2 to 3 and the change is one hundred parts in 256 — much more
important.

Having looked at bits and bytes briefly, it’s time to go back for amoment to the
idea of memory as a set of switches. As it happens, we need two types of memory.
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2 5 3 a denary (decimal) number
most significant least significant
digit digit

/

I ¢ | a binary number

Fig. 19.3. Significance of digits. Our numbering system, unlike the old Roman system,
uses the place of a digit to indicate its significance or importance.

One type must be permanent, like mechanical switches or fixed connections,
because it is used to hold number-coded instructions that operate the computer.
This is the type of memory which is called ROM, the letters meaning Read-Only
Memory. The ROM is the most important part of your computer because it
contains the instructions which make the computer carry out all of its actions.
When you write a program for yourself, you store another set of number-coded
instructions in a part of memory that you will want to be able to use over and over
again. This is a different type of memory which can be ‘written’ or ‘read’, and if we
were logical about it we would call it RWM, standing for read-write memory.
Unfortunately, we’re not very logical about it, and we call it RAM (Random
Access Memory), which was a name used in the very early days of computing to
distinguish this type of memory from one which operated in a different way. We're
stuck with the name RAM now, so we’ll have to make the best of it!

Al done by numbers

Now let’s get back to the bytes. We saw that a byte, which is a group of eight bits,
can consist of any of 256 different arrangements of these bits, and that the most
useful way of using these arrangements is to make each one represent a number in
what is called binary code. The numbers are § to 255 (ot | to 256, because we need
a code for zero), and each byte of the 16,384 bytes of RAM in your Spectrum 16K
can store a number in this range.

Numbers by themselves are not of much use, and we wouldn’t find a computer
particularly useful if it could deal only with numbers between @ and 255, so we
make use of these numbers as codes. Just as your Spectrum uses each key to do
several different actions, each number code can be used to mean several different
things. If you have worked with some BASIC programming, you will know that
each letter of the alphabet, each of the digits () to 9, and each of the punctuation
marks is coded as a number between 32 (which is the space) and 127 (which is the
copyright sign on Spectrum). That leaves us with a large number of code numbers
to use for other purposes such as graphics characters, and Spectrum, like all other
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