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## Introduction

BASIC has come a long way since its first days at Dartmouth College in 1964, when because of its simplicity it helped students to learn about the computer. It has evolved in two stages. The first stage occurred in the early 1970's when minicomputers became standard fixtures in many small business, scientific, and educational environments. At that time BASIC became more than a curiosity. Because of its expanded features, particularly file management, it began to appear as the application language of choice for the popular minis.

The second stage of BASIC's evolution is occurring right now, at the turn of the decade. The popularization of the microcomputer in the last three years of the 1970's has resulted in BASIC being the de facto standard as a high-level language for these new devices. Remember that minis were used primarily in small businesses, scientific labs, and schools. The micros have come into the home, and BASIC has come, with them. Suddenly the phrase "computer power to the people" means something tangible to millions of individuals. The decade of the ' 80 s is going to see a substantial fraction of the public actively involved in developing programs for their acquisition, and most of these programs will be written in BASIC.

All this is fine, as long as this tool is used for its intended purpose, that being to entertain, educate, calculate, and manage files. However, many purchasers of microcomputers will bring it home, play a few games of Blackjack, Chess, or Star Trek, and perhaps maintain a recipe file. This is not enough. These devices are more powerful than the million-dollar computers of the 1960's, and to use them only for such trivial tasks is to waste their true potential. It's as if you were to buy a TV set and leave it tuned to just one channel. Microcomputer power should be explored and exploited to its fullest, and one way you can do so is to use it for more than repetitive execution of one or a few programs. Program it yourself.

As educators we have exposed many students to the joys of computer programming, and we are continually surprised at the variety of people who exhibit a talent for this science, or art, or craft. No general rule seems to apply; programming talent seems to appear in a fairly large and unpredictable segment of the population.

The microcomputer revolution will add greatly to the growing numbers who know how to write programs. A few of these people will become excellent programmers. Our aim with this book is to increase the ranks of better programmers by exposing them to some techniques for solving problems that are commonly found in a wide variety of applications.

When you write a program, remember that you must consider three different points of view.

1. The programmer is the originator of the program, its creator. In many situations, you will find no existing program that even remotely begins to solve your problem. This is when your skill as a programmer is tested to its fullest. You are most of all a problem solver at this stage, and your major task is to decide on the method of solution, or algorithm, for your problem.
2. The reader of your program is very possibly also its author, but may also be someone else who wishes to adapt it to his or her own application. A program's reader must understand the fundamentals of the language about as well as the programmer, but is rarely involved in its original creation. The remarks in a program are intended for its reader. During your program's development, you are also its reader, and you can use the remarks effectively to remind you of the program's logic or to help modularize it for easier alteration.
3. The user of your program is the intended target for its application. Usually, that person is naive about computers and programs. The program, its advanced techniques, and its wealth of remarks are lost to the user. But you, the programmer, must always keep the user in mind. Here's one of the few general rules that has no exceptions: All well 'written programs are easy to run.

The programs, program segments, and examples contained within this book have been tested on a Radio Shack TRS-80 Level-II system with one minifloppy disk drive. The listings were produced on an Integral Data Systems Model 225 printer. We have purposely oriented this book toward the TRS-80 for the following reasons.

1. The TRS-80 is one of the many microcomputers that use Microsoft BASIC, which is fast becoming a standard of comparison for performance and for variety of extensions.
2. The TRS-80 as of this writing is the most popular microcomputer for personal use, and its Level II BASIC is a subset of the BASIC that is implemented on its bigger brother, the TRS-80 Model II. The Model II gives all indications of becoming a very popular small business computer.
3. The TRS-80 does not have a color display monitor, so its BASIC does not have the variety of commands to manage that aspect of output. This may seem to be a disadvantage,
but the fact is that of all of the sets of BASIC commands that are available on microcomputers, those that deal with color displays are the least standardized.
4. The TRS-80 has a wide range of available peripheral equipment. In addition, the TRS-80's popularity has prompted many peripheral manufacturers other than Tandy to produce competing hardware, including hard disks with capacities on the order of 20 million characters.

We hope that you will try out all of the features that are discussed in this book. Your reward will be a deep understanding of both a fine computer programming language and some excellent programming techniques.


Decisions and
Branching

The IF-THEN and the GOTO are certainly simple to learn and understand, but as a person improves in programming techniques, the limitations of these statements become a real burden. This is where the extensions to the language are particularly rewarding. They are very easy to learn and use, and they make any program easier to read.

IF-THEN-ELSE
Primitive BASIC is limited to having just a line number following the THEN, for example:

300 IF $X=A$ THEN 820

This restriction leads to awkward programs full of GOTOs that force the reader to jump around from one line of code to another. This process of bypassing some lines and tracing the program in various sequences tends to frustrate both the programmer and the reader. As an example of this poor, and all too common type of programming, look at the program below:

```
10 'FILENAME: "CIFI"
20 'FUNCTION: TO FTNI LARGEST OF }3\mathrm{ NUMEERS (FOORLY STRUCTUREI)
30 ' AUTHOF: IFG TIATE: 12/77
```



```
50 'read three values from dete block
60 REAII AyR,C
70 IF A豈系C=0 THEN 10000
g0 'check to see if A is larsest
90 IF H P A THEN 130
100 IF C > A THEN 170
110 L = A
120 GOTO 190
130 'check to see if B is lersest.
140 IF C }>\mathrm{ E THEN 170
150 L = B
1606070 190
170 'here we know thet C is larsest
180 L = C
190 'Frint the value of L' it is the larsest
200 LFFTNT L; "IS THE LARGEST OF"多 A夕 E% C
21060T0 60
10000 ENI
3 IS THE LARGEST OF 1 2 3
3 IS THE LARGEST OF 1 3 2
33 IS THE LARGEST OF 22 11 33
33 IS THE LARGEST OF 22 33 11
35 IS THE LARGEST OF 35 15 25
35 15 THE LARGEST OF 35 25 15
```

＊Note：The LPRINT command is used here and throughout the book whenever we wish to show the program＇s output．To run the program on your computer and have the output appear on the screen，just change all LPRINT commands to PRINT．

The program C1P1 is difficult to compose，to trace，and to debug．Extended BASIC lets the programmer instruct the computer to do something after finding out that the condition is true，instead of just branching somewhere else．Look at this rewrite of the same program．

```
10 "FILENAME: "CIF2"
20 'FUNCTION& TO FTNI LARGEST OF 3 NUMEEFS (BETTEE)
30 * AUTHOR : JFG IIATE: 12/79
40
50 [1ATA 1,2,3,1,3夕2,22g11,33,22g33,11,35,15,25y35y25y15,0,0,0
60 reed three values from dete block
70 REAII A:EFC
30 IF A*BWC=0 THEN 10000
90' Store the Larsest in Ly then frint L
100 IF A>E THEN IF A`C THEN L=A
110 IF B\A THEN IF B>C THEN L=B
120 IF C>A THEN IF C>E THEN L=C
130 LPRTNT L: "IS THE LARGEST OF"% A多 E多 C
140 GOT0 70
10000 ENI
```

Notice that the decisions in this program have no branches．Each IF statement checks the truth of a pair of conditions，and the value of L is set when both conditions within the same statement are true．

But extended BASIC has even more．The THEN clause may be followed by another clause，called the ELSE clause．The resulting compound statement allows the programmer to specify one statement to be executed if the condition is true，and another statement if the condition is false．

```
50..'if discriminent Il of quadratic equation is non-nesctiveg
60 'then confute and frint the roots' otherwise frint the
70 'messeSE% "NO REAL ROOTS"
G0 [=F岍B-年A*C , calculete the diseriminant.
70 I2=2希A calculate denominator of quadratic eauation
```



```
                                    ELSE FRTNT "NO REAL ROOTS"
110
120
200 'let user stof or froceedg but acceft onls YES or NO answer
210 FRINT "DO YOU WANT TO GO ON (ANSUER YES OR NO)":
220 INFUT A*
230 IF A$="NO" THEN STOF
                        ELSE IF ASS"YYES THEN 210
```

Logical Operators

10 'if $A$ is lese then $A$ and $A$ is lese then $C$. 20 then frint $A$ as the suellest. 30 IF ACB ANI ACC THEN FRTHT A" "IS GMALLEST" 40 IF A"="YES" OR A $=$ ="SURE" OR A $\$=" O K "$ THEN 500

Program C1P3 shows how much more readable these logical operators are in a program, as opposed to nested IFs or an abundance of GOTOs.

```
10 'FILENAME: "CIFS"
20 'FUNCTION: TO FTNM LARGEST OF 3 NUMEERS (EEST)
30. AUTHOR : JFG MATE: 12/79
40.
50 DATA 1,2,3,1,3,2,22,11,33,22,33,11,35,15,25,35,25,15,0,0,0
60 read three values from deta block
70 READ AgR,C
```



```
T0 'find and print the larsest all in one shot
100 'note that the prosram occupies more space in memorsy
110% but its oferetion is vers clear.
120 IF APB ANO ACC THEN LFRTMT A" "IS THE LARGEST OF";AgByC
130 IF BPA ANL BPC THEN LFRTNT B% "IS THE LARGEST OF"%AgBAC
140 IF C.A ANI C&E THEN LFRTNT C% "IS THE LARGEST OF";Agb%C
150 G0T0 70
10000 ENI
\begin{tabular}{llllll}
3 & IS THE LARGEST OF & 1 & 2 & 3 & \\
3 & IS THE LARGEST OF & 1 & 3 & \\
33 & IS THE LARGEST OF & 22 & 11 & 33 \\
33 & IS THE LARGEST OF & 22 & 33 & 11 \\
35 & IS THE LARGEST OF & 35 & 15 & 25 \\
35 & IS THE LARGEST OF & 35 & 25 & 15
\end{tabular}
```

The logical operators AND, OR, and NOT can be used for Boolean logic operations. Study this statement:

```
10' set. A to TRUE (-1) if both conditions are true:
    otherwise to FALSE (0)
20 A=(X=Y) ANII (J.O)
```

The parentheses around each of the conditions are necessary to isolate the conditions from the assignment of the answer to A.

```
10'set the fies U to TRuE if A is not lese then B
20 V=NOT(ACE)
```

This statement sets $V$ to true ( -1 ) if the statement is true; that is, the value of A is not less than B . Notice that the statement

$$
10 \quad v=(A>B)
$$

does the same thing, and it is perhaps clearer.
There are some applications for using purely logical operators. Remember that in these cases the values in question are stored by the computer as either true ( -1 ) or false (0). Such applications lead to statements like these:

```
    10 set f to -i if X is 0 mnd vice verso
    20 F=NOT(X)
    30 IF I THEN FRTNT "TRUE"
40 IF NOT(A AND E) THEN FRTNT "NETTHEF IS TRUE"
50 IF (A OR B) THEN FRINT "EITHER ONE OR BOTH IS TRUE"
```

A third possible application of logical operators is in bit manipulation or bit comparison. This could be used in a program to identify the positions of the 1-bits in any variable, in effect representing it in binary form. The program C1P4 exemplifies the problem, converting the variable $X$ that the user input to its binary representation. The test value T starts at the value 16384 , which is two to the fourteenth power. Each time through the loop in lines $100-150, \mathrm{~T}$ is reduced by a factor of two, in effect shifting the single one-bit to the right one position.

```
10 'FTLENAME: "CIF4"
20 'FUNCTION: IISFLAY LAST 15 EITS OF INTEGER X
30 * AUTHOR : JFG IIATE: 12/77
40
50' set t to be the pirst (lersest) fower of 2
60 T=16384
70 FRINT "WHAT INTEGER IOO YOU WISH CONUERTEI (O=STOP)")
80 INFUT X
90 IF }X=0\mathrm{ THEN 10000 ELSE LFRINT }X: "IA BTNARY IS ";
100 FOR I=1 TO 15
110' iso' ste the sinsle bit from }
```

```
120 E=T ANII X
130 IF B% THEN LFRTNT "I "% ELSE LFRINT "0 ";
140
T=T/2
150 NEXT I
160 LFRTNT
170 6070 60
10000 ENII
```

| IN BTAARY | IS | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| IN BTNARY | 15 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 |
| IN ETNARY | 15 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 1 |
| TN BTNARY | IS | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| IN ETNARY | $1 S$ | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |

Some of the effects of binary operations using the logical operators can be very misleading. You should study the explanations of these operations in the Level II Manual. We include the examples below more for completeness than for clarification. We suggest that you use these operations only if you feel comfortable with binary representation of values in the computer.

|  | Instruction | Dutzut |
| :---: | :---: | :---: |
| 10 | LPRTNT 0 ANT 0 | 0 |
| 20 | LPRINT 0 And 1 | 0 |
| 30 | LPFIUT 1 ANII 0 | 0 |
| 40 | LPRTNT 1 ANI 1 | 1 |
| 50 | LFPRIT 0 OR 0 | 0 |
| 60 | LFRTAT 0 OR 1 | 1 |
| 70 | LFFRAT 1 OR 0 | 1 |
| 80 | LFERAT 1 OR 1 | 1 |
|  | LPFRINT NOT O | -1 |
| 100 | LFETNT NOT -1 | 0 |

ON-GOTO and ON-GOSUB

These closely related branching statements allow a great deal of flexibility when a program needs to perform a multiple-way branch. They both use a variable after the ON, and a series of line numbers after the GOTO or GOSUB. The integer value of the variable is calculated, and a branch is taken to the first statement if the variable is 1 , the second if 2 , the third if 3 , and so on. On the TRS-80, as on most other computers, if the integer value of the variable does not correspond to the position of a given line number, the statement following the ON-GOTO or ON-GOSUB is executed.

Example:

```
50 0N X 60T0 80:300;750: 10: 80: 900
```

60 , fell throush if $x<0$ or $x>6$

The computer obtains the integer portion of X , which must be between 0 and 255 . If the integer then the computer branches portion of X is to this line number $<0 \quad$ ERROR MESSAGE $0 \quad 60$ (the next line-no branch) 180 2300 $3 \quad 750$ $4 \quad 10$ (notice that the line numbers do not need to be in order)
$5 \quad 80$ (notice that the same line can be reached with different values of X) 900
7-255 $>=256$

60 (the next line-no branch)
ERROR MESSAGE
You could write the equivalent of line 50 above without use of an ON-GOTO like this:

```
50 IF INT(X)=1 THEN }9
51 IF INT(X)=2 THEN 300
52 IF INT(X)=3 THEN 750
53 IF INT(X)=4 THEN 10
54 IF INT ( }X)=5\mathrm{ THEN }3
55 IF INT(X)=6 THEN 900
60.
```

If the word GOTO was replaced by GOSUB, the multiway branch would become:

```
50 ON X GOSUR 80: 300; 750, 10, 80:900
6 2 \text { 'fell throush if } X 0 \text { or X\%6}
```

which is equivalent to:

```
50 IF INT(X)=1 THEN GOSUB 80 : GOTO 62
52 IF INT(X)=2 THEN gosub 300% GOT0 62
54 IF INT(X)=3 THEN GOSUB 750; gOTO 62
5 6 ~ I F ~ I H T ( X ) = 4 ~ T H E N ~ g o s u e ~ 1 0 ~ \% ~ c o r o ~ 6 2 ~
56 IF INT(X)=5 THEN gOSUE g0 : got0 62
60 TF IMT( }X=6\mathrm{ THEN GOSUB 900
6 2
```

Obviously the economy of the ON-GOTO and ON-GOSUB makes them very attractive to any programmer who has this kind of branching to perform.

One nice application of these statements is in a branch that is based on the sign of a number. Suppose your program must branch (with either a GOTO or a GOSUB) to line 50 if the value of $\mathrm{X}^{2}-4=0$, and to line 150 if $X^{2}-4$ is positive. Either one of these statements would do it.

```
20 0N 5GN(X采-4)+2 GOSUB 50, 100: 150
20 ON 5GN(X岍X-4)+2 G0T0 50, 100; 150
```

This three-way branch uses the fact that the SGN function evaluates its argument, and returns a -1 if the argument is negative, 0 if it is zero, and +1 if it is positive.

In this chapter, we have explored a few of the many extensions that provide flexibility and make the programmer's job easier and in many ways more enjoyable.


## Statements and Functions

Language features such as multi-statement lines, RANDOM, DIM, string functions, and many more are incorporated into extended BASIC to make the programmer's job easier and to provide problem solving power seen in other high-level programming languages. This chapter explores these extensions and suggests some possible applications.

Multiple Statements on a Line

Because the variable names in primitive BASIC are limited in size to no more than three characters, many BASIC programs take on the appearance of one long list of tiny statements down the left side of the screen. This is somewhat inconvenient when the screen is limited to displaying 16 lines, as on the TRS-80.

Fortunately, most BASICs allow more than one statement on a given line. The Microsoft Company (Bellevue, Washington) has been a leader in developing languages for microcomputers. Many microcomputers, including the Apple-II and the TRS-80, use some version of BASIC developed by Microsoft. For a full comparison of two popular BASICs on microcomputers, see Appendix A. All versions of Microsoft BASIC, including the TRS-80's Level II, use a
colon (:) to separate statements, but some other BASICs use other symbols. For example, DEC's BASIC-PLUS that is used on the PDP-11 series of computers uses the backslash ( $\backslash$ ). We will use the colon because it is used by Level II BASIC on the TRS-80, and it is also the most common statement separator for microcomputers.
$10 Z=0: Y=1: F=3.14159: E=E X P(1)$
$20 \mathrm{X}=\mathrm{X}=\mathrm{x}+\mathrm{J} \ddagger$ : IF I 20 THEN $\mathrm{I}=\mathrm{I}+1 \div$ GOTO 20
30 IF 31 J 2 THEN $T=31: 31=32 \div 32=T$

Note that these examples do not necessarily improve the readability of the code. In many cases where multiple statements are crowded into one line the readability suffers as far as the understanding of the program logic. This problem is often alleviated through indentation and logical grouping in its multistatement lines. Consider the two examples that follow:

```
90 'crowded --- saves space et the cost of readability
95
100 PRINT: FRINT "WHAT ACTIVITY (0=STOF)" %
110
120
    G0T0 100
90 bether -- multifle stetement lines chensed to
75, to meintein losicel flow of prosram
100 FRINT: PRINT "WHAT ACTIVITY (0=STOF)" %: INFUT A
110 IF A=0 THEN STOF
    ELSE ON A GOTO 200, 300,400
12060T0 100
```

In the first example, the IF statement is crowded into the same line as the INPUT, while in the second example, the IF statement is isolated and indented for high legibility, and the INPUT is relocated with the output to produce one line that generates the message. Note that statement 110 has a line feed $(\downarrow)$ after the word STOP instead of a carriage return (ENTER). This allows statement 110 to be spread over two lines, greatly improving the overall readability of the program.

The RND function is commonly found on primitive BASICs as well as the extended versions of the language. Usually, its argument is immaterial or even omitted, and its purpose is to return a pseudo random number between zero and one. A pseudo random number differs from a truly random number in that the former is produced
by an algorithm that uses a seed value to generate a number apparently at "random". For various reasons, most pseudo random number generators use a large prime number as a seed for the first random value, then use that random value, or some modification of it, as a seed for the second value, and so on.

Level II BASIC on the TRS-80 is similar to most BASICs in that if the RND function call uses 0 as an argument, the returned value is a positive real number between 0 and 1 .

```
10 'rendom numbers between 0 and 1
20.
30 FOR I=1 TO 5: LFRINT RNDM0)%: NEXT I
10000 ENI
.988032 .64224 .047616 .0655122 .423838
```

A useful extension to this function is its ability to return a pseudo random integer within a given range. You can return random integers between 1 and 6 with the function call RND(6) which might be used to simulate the throw of one die.


## RANDOM

A feature of pseudo random number generators is that the initial seed is always the same. If you turn off the computer, then reload and rerun the program, you get the same output.

```
10 'FTLENAME' "CRPA"
FFUNCTION: GENERATE WO GEPEATABLE RANDOM NUMBERS
    AUTHOR % JFG IATE: 12/79
'
FOR I = 1 T0 50
    LPRTNT RNL(1000):
    'return the cerriese zfter evers loth velue
                IF INT(1/10)*10=T THEN LFRTNT
80
70 NEXT I
10000 ENII
\begin{tabular}{llllllllll}
368 & 72 & 219 & 825 & 52 & 891 & 119 & 981 & 911 & 616 \\
912 & 844 & 856 & 153 & 324 & 550 & 271 & 532 & 832 & 407 \\
500 & 199 & 519 & 75 & 83 & 62 & 689 & 474 & 736 & 272 \\
219 & 470 & 92 & 866 & 677 & 290 & 178 & 867 & 173 & 697 \\
655 & 528 & 976 & 907 & 798 & 31 & 866 & 266 & 234 & 53
\end{tabular}
```

The purpose of the RANDOM statement is to seed the generator with a different value, based on some varying internal value in the computer. Add a new line

```
45 FANHOM
```

and run the program after turning off the computer and then powering it back up. Notice that the output is different.

| 250 | 669 | 426 | 63 | 16 | 733 | 905 | 368 | 147 | 718 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 255 | 913 | 75 | 201 | 849 | 923 | 798 | 494 | 334 | 705 |
| 731 | 920 | 860 | 689 | 321 | 232 | 73 | 232 | 405 | 287 |
| 840 | 658 | 317 | 465 | 741 | 461 | 752 | 345 | 299 | 345 |
| 370 | 523 | 966 | 29 | 162 | 285 | 850 | 787 | 552 | 31 |

DIM and
Subscripted Variables

BASIC is not limited to managing its variables in memory one at a time. It can allow the programmer to set up lists and tables in memory by name, and access specific positions of those lists and tables by using subscripts.

The DIM statement does two things:
(1) It names a list or table.
(2) It sizes that list or table.

Examples:
10 IIIM $\mathrm{A}(50)$
The variable named A is a list 50 values long.

## 20 IIIM X 50,20 )

## Chapter 2 Statements and Functions

The variable X is a table with 50 rows and 20 columns.
30 IIIH V1\$(30)
The string variable $\mathrm{V} 1 \$$ is a list of 30 strings.
Most people call dimensioned variables arrays, so that a list is called a one-dimensional array and a table is a two-dimensional array.

The statement
10 IITM $X(5,7,2)$
creates a three-dimensional array. You can imagine it as a cube, with 5 rows, 7 columns, and 2 ranks.


Most microcomputer BASICs, including Level II for the TRS-80, allow the creation of arrays with multiple dimensions.

When a program refers to a particular element of an array, it does so by subscript. In mathematics, a matrix element is referred to by its subscripts, such that the matrix $A$ has an element $A_{i, j}$.

In BASIC, a true subscript cannot be written below the line, so it is parenthesized. Thus the programmer can refer to the seventh element of the one-dimensional array X as $\mathrm{X}(7)$.

Examples:

```
10 IIIN A(5,20) 'set uF the array, 5 rows, 20 columns
20 A(1,12)=50 'Flace the value 50 in row 1; column 12
30 A(2,20)=A(1,1) 'cofs row 1, col. 1 into row 2, col, 20
40 X=3: Y=7: A( XgY)=8.3 'Flace the value 8.3 in row 3; col. }
50 'set all values to -1
60 FOR I=1 TO 5: FOR J=1 TO 20: A(I,J)=-1: NEXT J; I
```

Notice in line 10 the use of the apostrophe as a substitute for the REM to denote a remark. Also notice in line 20 that the apostrophe does not have to follow a colon to start a remark in the middle of a line. These niceties allow more flexibility in the practice of writing remarks.

One common use of multiply subscripted arrays is in the statistical analysis of polls and questionnaires. Suppose these are the characteristics that one wishes to analyze:

| Characteristics | Number of possible responses |
| :---: | :--- |
| Sex | 2 (male and female) |
| Age | 3 (under 20, 20 to 50, over 50) |
| Geographical <br> Location <br> Political <br> Preference | (Pacific, Mountain, Midwest, <br> South, Atlantic) |
| Answer to Poll | (Republican, Democratic, <br> Other) |
| Question | (Strongly disagree, disagree, <br> no opinion, agree, |
|  | strongly agree) |

Now suppose that 50,000 observations are made all over the country, and that they are encoded as numeric values. For example, the coded response 13225 represents a male more than 50 years old, living in the Mountain states, a Democrat, whose answer was "strongly agree", The encoded value is generated this way: The response to "sex", a 1 or a 2 , is multiplied by 10,000 . The age response is multiplied by 1000 and added to the previous number, 10,000 or 20,000 . The remaining three responses are multiplied by 100,10 , and finally 1 . The resultant integer sum lies between 11,111 and 23,535 . Note.that this encoding scheme won't work for polls of 6 or more questions, or with 5 -question polls in which the first response is greater than 3 . An interesting challenge might be to develop a coding scheme in octal integer representation, which would allow values of 37777 , or even 77777.

The results of the entire poll could be stored on one or two cassette tapes for input to a microcomputer for analysis. The program segment below transfers all of the information on tape into a 5 -dimensional array for analysis. Rather than storing one questionnaire's results as a single value, say the integer 13225, this program adds one to the tally of like responses in the 5-dimensional array. The DIM A $(2,3,5,3,5)$ statement names the array A and sizes it as $2 \times 3 \times 5 \times 3 \times 5$, or 450 values. A program such as the one below could analyze almost any number of questionnaire responses of this type, and yet run on a moderately configured microcomputer system.

The program C2P2 listed below does such an analysis. It generates its own test data, because it is the analysis technique rather than the data which is the issue here. The output that follows the program shows a sample run. Notice how difficult it is to tally like responses by scanning the sea of numbers. Imagine how error-prone such a visual analysis would be with a sample size in the thousands, instead of just 297.

```
'FILENAME: "C2P2"
'FUNCTION: quEsTIONNAIRE ANALySIS WITH LARGE arRay
    AUTHOR : JFG DATE: 12/79
MEFINT A-Z
IIM A(2,3,5,3,5), E(5)
infut from tere is simulated with artificial deta
LFRINT"TAELE OF ARTIFICIAL IIATA"
LFRINT 'essume a total of 297 responses
    FOR OBS = 1 T0 297
        G0SUB 500: LFRTNT X*'Senerste one 5-answer response
        IF INT(0BS/9)*9=0BS THEN LFRINT new line every 9th
        FOR J=5 T0 1 STEF'1 'extrect eech disit es E(J)
            E(J)=X-INT(X/10)*10: X=X/10
        NEXT J
        add 1 to froper fosition of A
            A(B(1), E(2),E(3), ... is tedious
        II=R(1):E=E(2):F=E(3):G=E(4): H=E(5)
```



```
    NEXT OBS: LFRINT: LPRINT
    'sum uf ell responses accordine to sex
    G0SUB }60
    LFRINT "SUM OF MALE RESFONIENTS ="$S1
    LFRINT "SUM OF FEMALE RESFONDENTS ="$S2
    'print user-selected elements of the arras A
    INFUUT "SEX: M=1 F=2 STOF=0"g N1
        IF N1=0 THEN 10000
        INFUT "AGE: < 30=1 30-50=2 >50=3"; N2
        INFUT "AREA: PAC=1 MTN=2 MINW=3 S=4 ATL=5"; N3
    INFUT "FARTY: REF=1 IEM=2 OTHER=3"; N4
    T=0 'totel all respondents for this cetesore
    FOR I=1 T0 5: E(I)=A(N1,N2gN3,N4gI): T=T+B(I): NEXT I
    'report the results of the tally
```



```
FOR I=1 TO 5
        LFRINT E(I); "OF THIS GROUF ANSWEREI";I
        NEXT I
```



```
        LFRINT
        GOTO 260
```

| 500 |  |
| :---: | :---: |
| 510 |  |
| 520 |  |
| 530 | RETURN |
| 600 | ＇楼粬䉼 sum the sexes |
| 610 | FOR $\mathrm{N} 2=1$ T0 $3 \quad \mathrm{~N} 2=\operatorname{subserift}$ for ese |
| 620 | FOR N3＝ 1 T0 5 $\quad$＇N3＝suberift for locetion |
| 630 | FOR $\mathrm{N}_{4}=1$ T03 3 ＇N4 subseript for fol，fref． |
| 640 | FOR MS＝ 1 T05＇ns＝subscrift for answer |
| 650 |  |
| 660 |  |
| 670 |  |
|  | RETURN |
| 1000 | 00 ENI |

TABLE OF AFTIFICIAL IIATA

| 13224 | 23321 | 13215 | 11411 | 13223 | 23524 | 22422 | 22131 | 13225 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 11122 | 23435 | 13135 | 21521 | 21321 | 23114 | 13311 | 11131 | 21224 |
| 12312 | 22322 | 23515 | 13215 | 13213 | 13512 | 11114 | 21235 | 13331 |
| 22122 | 12212 | 12525 | 23313 | 12233 | 11511 | 12533 | 21213 | 21222 |
| 22123 | 13325 | 22421 | 22434 | 22333 | 11511 | 21334 | 23324 | 12535 |
| 22421 | 12335 | 21422 | 11332 | 23231 | 13234 | 22434 | 22531 | 12411 |
| 23433 | 13335 | 21422 | 22521 | 11322 | 21435 | 13422 | 11334 | 23515 |
| 13312 | 21132 | 13531 | 12315 | 12225 | 22311 | 12211 | 23112 | 11114 |
| 13125 | 21521 | 21222 | 21135 | 13321 | 11112 | 12122 | 13134 | 12231 |
| 23135 | 21334 | 11334 | 22133 | 11113 | 22323 | 22521 | 21135 | 11533 |
| 11235 | 13431 | 22525 | 11422 | 12335 | 23424 | 13423 | 22425 | 22221 |
| 21522 | 23331 | 22134 | 12533 | 11132 | 11112 | 22231 | 22315 | 11513 |
| 13523 | 11311 | 23334 | 23532 | 13123 | 12314 | 13314 | 13421 | 21434 |
| 21313 | 11322 | 22324 | 12524 | 22125 | 21121 | 12312 | 23413 | 21211 |
| 12421 | 13521 | 11523 | 21235 | 21111 | 23523 | 11313 | 21325 | 13531 |
| 11533 | 11533 | 12231 | 23314 | 11311 | 12531 | 23424 | 23424 | 21332 |
| 12312 | 23135 | 21424 | 22134 | 13423 | 23132 | 11333 | 21412 | 21132 |
| 21312 | 12225 | 13422 | 21211 | 12534 | 11512 | 13522 | 11412 | 12535 |
| 21411 | 13211 | 21335 | 23212 | 23515 | 22134 | 23132 | 13121 | 13313 |
| 12222 | 22534 | 23125 | 12225 | 13425 | 13124 | 22425 | 11314 | 21115 |
| 11131 | 21114 | 22424 | 13111 | 13525 | 11224 | 23112 | 12325 | 21424 |
| 22213 | 23125 | 21415 | 13212 | 23521 | 23432 | 12115 | 23322 | 22123 |
| 11433 | 23132 | 11312 | 23531 | 22534 | 23125 | 11435 | 22435 | 21335 |
| 23323 | 13315 | 12512 | 11124 | 23313 | 12135 | 21121 | 13312 | 13511 |
| 23514 | 22431 | 23234 | 12435 | 11121 | 22115 | 22233 | 22425 | 23414 |
| 11423 | 11534 | 21213 | 21333 | 23514 | 13112 | 13311 | 21225 | 23511 |
| 1131 | 23415 | 11311 | 22233 | 21121 | 21421 | 22222 | 21422 | 13521 |
| 13113 | 22515 | 11424 | 13535 | 23533 | 13533 | 21522 | 13424 | 23235 |
| 12431 | 12224 | 12134 | 23524 | 22112 | 13134 | 21213 | 21434 | 22523 |
| 13124 | 11231 | 12433 | 13223 | 12335 | 21311 | 22333 | 23333 | 13324 |
| 23411 | 12435 | 22113 | 22315 | 12315 | 12122 | 21222 | 22412 | 21432 |
| 22324 | 11331 | 22233 | 23535 | 12313 | 23323 | 23215 | 21221 | 23222 |
| 12235 | 22331 | 13323 | 22321 | 13325 | 22334 | 23432 | 22135 | 21211 |
|  |  |  |  |  |  |  |  |  |
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```
    SUM OF MALE RESPONIENTS = 140
    SUM OF FEmALE RESFONIENTS = 157
    SEX=1 AGE =2 AREA = 3 FARTY = 1
    O OF THIS GROUF ANSWERED 1
    3 OF THIS GROUF ANSWERED 2
    1 OF THTS GROUF ANSWEREI 3
    1 OF THIS GROUP ANSWEREM 4
    2 OF THIS GROUP ANGWERED 5
    TOTAL OF RESFONIENTS 1 2 3 1 X=7
SEX=2 AGE = 3
    1 OF THIS GROUF ANSWEREII
    1 OF THIS GROUF ANSWEREII 2
    1. OF THIS GROUP ANSWEREII 3
    O OF THIS GROUF ANSWEREII }
    1 OF THIS GROUP ANSWEREII 5
TOTAL OF RESPONIENTS 2 
GEX=1 AGE = 1
AREA = 1
    FARTY = 1
    O OF THIS GROUF ANSWEREII 1
    2 OF THIS GROUF ANSWEREII 2
    1 OF THIS GROUF ANSWEREII 3
    2 OF THIS GROUF ANSWEREII }
    O OF THIS GROUF ANSWEREI 5
TOTAL OF RESFONIENTS 1 1 1 1 X = 5
SEX =2 AGE = 2
    1 OF THIS GROUF ANSWEREI 1
    1 OF THIS GROUP ANSWEREII }
    O OF THIS GROUF ANSWEREII 3
    0 OF THIS GROUP ANSWEREII }
    0 OF THIS GROUP ANSWEREII 5
TOTAL OF RESFONIENTS 2 2 2 2 2 X=2
SEX = 2 AGE = 3
    1 OF THIS GROUP ANSWEREI 1
    0 OF THIS GROUP ANSWEREII 2
    1 OF THIS GROUP ANSWEREII 3
    1 OF THIS GROUF ANSWEREII }
    O OF THIS GROUF ANSWEREII S
TOTAL OF RESFONIENTS 2 
```

The two programs that follow exemplify the Monte Carlo technique, which is a common way to establish randomness in a series of observations.

The first program, C2P3, demonstrates how to shuffle a deck of 52 cards quickly and effectively on the computer by picking two cards at random and switching their positions. The pick-and-switch is repeated 100 times, although fewer switches might be just as effective.

```
10 'FILENAME: "C2FZ"
20 'FUNCTION: SHUFFLE A DECK OF CARISS
30 AUTHOF ; JFG IATE: 12/79
40 IIIM C(52)
50, senerate the deck and deel it in order
60 FOR I = 1 T0.52% C(I) = I: NEXT I: GOSUB 500
70 shuffle the deck
80 FANTIOM
90' Switch two conds et rendom 100 times
100 FOR I = 1 T0 100: X= RNNIS 52): Y = FNNM 52)
110T=C(X):C(X)=C(Y):C(Y)=T: NEXT I
120 'now deel it shuffled
130 GOSUH 500: GOTO 10000
500 'deelins subroutine (4 hands)
510 FOR I=1 T0 52
520 LFRINT C(I);: IF INT(I/13) 耑 13= I THEN LFRTNT
530 NEXT I: LFRINT: RETURN
10000 ENII
```

| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 | 24 | 25 | 26 |  |  |
| 27 | 28 | 29 | 30 | 31 | 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 |  |  |
| 40 | 41 | 42 | 43 | 44 | 45 | 46 | 47 | 48 | 49 | 50 | 51 | 52 |  |  |


| 18 | 3 | 17 | 27 | 37 | 19 | 14 | 2 | 10 | 8 | 51 | 26 | 31 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 4 | 25 | 5 | 13 | 30 | 22 | 49 | 36 | 20 | 41 | 15 | 50 | 35 |
| 24 | 23 | 52 | 6 | 11 | 32 | 29 | 44 | 21 | 9 | 42 | 45 | 28 |
| 39 | 33 | 43 | 34 | 46 | 16 | 48 | 47 | 7 | 1 | 40 | 12 | 38 |

The second Monte Carlo demonstration shows how the technique can be used to balance two (or more) series of events. Suppose a record company wishes to equate as closely as possible the total playing time on each of two sides of an LP record. The first side must contain 12 selections while the second side must contain 13 selections for a total of 25 selections with a total playing time of 93 minutes. Ideally, each side should be recorded with 46 minutes and 30 seconds of playing time. The problem arises when trying to find the 12 or 13 tunes whose playing time most closely approximates that figure. The Monte Carlo technique selects 12 tunes at random, adds their playing time, and keeps the "best" schedule.

```
    'FILENAME: "C2F4"
    FUNCTION: MONTECARLO SElECTION OF gONG FROGRAMS
    'AUTHOR : JPG/JIRR 12/79
    4 0
    50 IIIM T(25), (1 25), S(25); T(25), K(25), L(25)
    60, T$= sons title M= minutes fer cut
    70'S = seconds fer cut T = time fer cut, in seconds
    80 ' K = random fointer L = second random fointer
    9 0
    100
    110
    120
    130 LPRINT "THIS ALEUM HAS"利"OF THE 25 SONG TITLES"
    140 FOR I=1 TO 25
    150 REAII T(I), M(I), S(I)
        T(I)=60*M(I) +S(I): K(I)=I
    NEXT I
    C=60000;' set smellest diff, between sides vers hish
    INFUT "HOW MANY SCRAMBIES" %NS
    LPRTNT "SELECTEI NUMBER OF SCRAMBLES="暞S
    FOR Q=1 T0 NS ' sermble sonss NS times
        FOR I=1 T0 N
            J=FND(N): Z=K(I): K(I)=K(J): K(J)=Z
        NEXT I
        sum times for sides
        Z1=0: Z2=0: N2=INT(N/2)
        FOR I=1 TO N2
            J=(1I): Z1=Z1+T(J): J=K(I+N2): Z2=Z2+T(J)
        NEXT I
            IF N/2QINT(N/2) THEN 22=22+T(N)
        E=ABS(71-72): ' }\textrm{B}=\textrm{=}\mathrm{ diff, in time between sides
            IF B%=C THEN 360:' C = Freviousls smellest diff.
        C=B: C1=Z1: C2=Z2
        FOR I=1 TO N: L(I)=K(I): NEXT I
        FRINT "LEAST=";C%"IN TRY"夕日
        LFRINT "LEAST=";C%"IN TRY";Q
        IF C=0 THEN 390 'sreat! 0 is difference!
        NEXT Q
        FRINT: PRINT 'set next shuffle of times
        LFRINT:LFRINT
        M1=INT(C1/60): S1=C1-60䊑1
    FRINT "SIME 1";M1;"!":S1: LPRINT "SIIE 1",M1;":";S1
    FOR I=1 T0 N2: J=L(I)
        FRINT T$(J)TAB(40)M(J)":"S(J)
        LFFRINT T$(J)TAB(40)M(J)":"S(J)
    NEXT I
    PRINT:FRINT:LFRINT:LFRINT
    M2=INT(C2/60): 52=C2-60*M2
    PRINT "SIUE 2", M2; "!"; S2
```

500 LFRTAT "STIE 2"; M2\% "t" ..... 52
510 FOR I=N2t1 TO N: $\mathrm{H}=\mathrm{LI}(\mathrm{I})$
520 FRTAT T制 J)TAB(40)M(J)": $5(J)$

540 NEXT I
550 IATA "MAGMA COME LOUMLY"y $2 y 45$ "CRAMF MY STYLE" y 290
560 DATA "FORKY ANI TESS":5y21;"FUSHEUTTOA FOLKA";6,23
570 IATA "THE GOMMOTHEE THE ME" 4533 "FIG NEUTON" 3.32
300 BATA "MOTE COL OFALIO" $2,43, " Y E L L O W$ FEVEF" 2,10
590 IATA "STAGNANT";3955y"NEW HAUEN NEW HAVEN", 8,23FAMANCE FTTZ PEADIEZUOUC" $3 \rightarrow 3$
620 IATA "TROU ORCHIT" 3 3 36 "FIFTY-FTRST STREET": 1.23
630 IATA "HLACK HOLE ELUES" 2.51 "YELLOW FTLLOW" 6.0
640 IATA "PINACOLATAUTLLE":29449"SALAIA CANTATA" $44^{4} 25$
550 MATA "FLORTBUNTA" 3 3.8" "TAKE THIS JOABTH SHOUEL", 3.3
660 IATA "STAR TRUCK" 3.404 "SEMTHEMTIEMTQUAVER" 2.2
670 IIATA10000 ENII
THIS aLRUM HAS 25 OF THE 25 SONG TITLES
SELECTEI NUMBER OF SCRAMELES= 50
LEAST $=46$ IN TRY 1
LEAST $=36$ TA TEY 7
LEAST= 8 IN TRY 28
SILIE 1 ..... $47: 1$
THE GOMMOTHER THEME ..... $4: 33$
HOT SNUFF ..... $5: 31$ ..... $5: 31$
IFHEGENIA IN QUEENS ..... $2: 34$
FTFTY-FTRST STREET. ..... 23
IRON ORCHII ..... 36
gal alla cantata ..... 25
FORKY ANI TESS ..... 21
FUSHEUTTON FOLKA ..... 23
BLACK HOLE BLUES ..... $2: 51$
TAKE THIS JOBBTN SHOUEL ..... -8
STAGNANT ..... $3: 55$
LIFE IN THE FAT LANE ..... $3: 21$
SIIE 2 $47: 9$
pinacolataville ..... $2: 44$
FIRST RATE ROMANCE FITZ RENDEZUOUS ..... $3: 33$
FLORTEUNDA ..... $3 \div 8$
CRAMP MY STYLE ..... $2 \div 20$
STAR TRUCK ..... $3 \div 40$
YELLOW FILLOW ..... $6: 0$
SEMIHEMTIEMIQUAVER ..... $2: 2$
NEW HAVEN NEW HAVEN ..... $8: 23$
CABTNETUORKS ..... 3 : 42
yELLOW FEVER ..... $2: 10$
FIG NEUTON ..... $3: 2$
motel coloraio$2: 43$
magma come louily ..... $2: 45$
THIS ALEUM HAS 17 OF THE 25 SONG TITLES SELECTEI NUMHER OF SCRAmELES= 50
LEAST $=200$ IN TRY 1
LEAST = 145 IN TRY 2
LEAST = 17 IN TRY 4
LEAST= 8 IN TRY ..... 14
SIDE 1 ..... $35: 11$
NEW HAVEN NEW HAVEN ..... $8: 23$
FIG NEWTON ..... $3: 2$
FORKY ANI TESS ..... 21
YELLOW PILLOW ..... $6: 0$
YELLOW FEVER ..... $2: 10$
LIFE IN THE FAT LaNE ..... 3 : 21
HOT SNUFF ..... 31
FIFTY-FIRST STREET ..... 1 : 23
SIIIE 2 ..... $35: 3$
STAGNANT ..... 3:55
CRAMF MY STYLE ..... $2: 20$
THE GODMOTHER THEME ..... 4 : 33
magma come loumly ..... $2: 45$
FUSHEUTTON POLKA ..... $6: 23$
FIRST RATE ROMANCE RITZ RENIIEZVOUS ..... $3: 33$
mLack hole blues ..... $2: 51$
motel coloraino ..... $2: 43$
IRON ORCHIII ..... 3:36

String Functions

LEN
The LEN function returns the length of the string argument．


Line 50 above pads $A \$$ with as many＂$E$＂s as it takes to make it 10 characters long，then＂adds＂（concatenates）B $\$$ to the result．

LEFT\＄and RIGHT\＄return substrings of the string argument for the length specified by the numeric argument．

LEFT\＄（X\＄，N）returns the N leftmost characters of $\mathrm{X} \$$ ． RIGHT\＄（X\＄，N）returns the N rightmost characters of $\mathrm{X} \$$ ．


MID $\$(\mathrm{~A} \$, \mathrm{P}, \mathrm{L})$ extracts a substring of the argument string A\＄ starting with the character at position $P$ for a length of $L$ characters． If the third argument $L$ is omitted，the function returns all of the string starting at position P ．

Instruction

## Outrut

－－－゙ー・ー・

| 100 | FRINT MIIS（＂AECLE＂，3，2） | CII |
| :---: | :---: | :---: |
| 110 | PRINT MILI（ $A E C I E$＂，3，3） | DE |
| 120 |  | CIE |

CIIE BCIE

If the position argument exceeds the length of the string, the returned ("extracted") string is null.


The MID\$ function is useful for searching a string for a particular character or substring. This example shows how the length of a person's first name could be determined in order to reposition the last name.

```
10 'FILENAME: "C2F5"
20 'FUNCTION: REVERSE LAST ANI FIRST NAME
30: AUTHOR:JFG LIATE: 6/79
4 0
50 CLEAR 100: INFUT "TYFE YOUR NAME -- LAST FIRST MI"gN*
60 LFFINT H:
70 FOR I=1 TO LEN(N*)
```



```
90 IF I=LEN(N+) THEN 40
```



```
10000 ENII
Clone Bozo T
Bozo T Clone
```

The ASC function returns the ASCII (American Standard Code for Information Interchange) code equivalent in decimal of the first character of its string argument, which cannot be null. See Appendix B for a complete listing of all ASCII codes.

| Instruction | Outrut |
| :--- | :--- |
| - |  |
| ASC( "ARC") | 65 |
| ASC("1979") | 49 |
| ASC("1) | 32 |
| ASC("1") | 49 |

The CHR \$ function is the reverse of the ASC function. Its argument is a value that is taken to be the decimal equivalent of an ASCII code, and the character it represents is returned.
Instruction Dutfut

50 PRINT CHR $\$(77)$ M
60 FRINT CHR $\$$ (65) A
70 FOR I=40 1063

90 NEXT I
The TRS-80 has an unusual extension to the character set. As is the case with all 8 -bit micros, the 128 -character ASCII code uses only half of the possible bit patterns, and so Radio Shack uses the values 128 to 255 for a variety of reasons. Half of these, from 192 to 255 inclusive, can be printed using the CHR\$ function, and the result is a variable-length TAB argument.

Examples-Various Ways to Tab

Thbtins without TAE
with TAB
------------------

```
10 PRINT CHFक(192+5)%"X"
50 FRTNT CHR$(255)名Y"
100 V=172: FRINT CHF$(V)%"Z"
```

10 FRINT TAB(5)9"X" 50 FRINT TAR(63)9"Y" 100 FRINT TAB(0) ${ }^{\prime \prime} Z^{\prime \prime}$

VAL and STR\$
The VAL and STR\$ are two companion functions used for string-to-numeric and numeric-to-string conversion. The VAL function uses a string as its argument. It returns the value that is represented in the string. If the string is mixed, and starts with numeric characters, the value of the leading number is returned. If the string starts with non-numeric characters the value returned is 0 .


The STR\＄function performs the opposite of the VAL function． It converts a value to a string．Its argument is a constant，a numeric variable，or a numeric expression．Note that 9－digit accuracy is maintained．

| Instruction |  |  | Outaut． |
| :---: | :---: | :---: | :---: |
| 160 | LFRTNT | STR年 5 ） | 5 |
| 170 | LPRTAT | STR（ ${ }^{\text {（123456789）}}$ | 123456789 |
| 180 | LFRTAT | VAL（STR\＄（123497699）） | 123456789 |
| 190 | LFRTNT | STRe（VAL（＂123457609＂）） | 1.23456789 |
| 200 | LFRTMT |  | 57 |
| 210 | LFRTNT |  | 5 |
| 220 | LFRTNT |  | 57 |

Note that STR\＄（5）is two bytes long，representing the sign and the digit．

FILENAME：＂C2F6＂
20 ＇FUNCTION：VERY LONG AMIITION
30．AUTHOR ：JPG
and
，
CLEAR $1000^{\prime}$ clear enoush strins space
infut both lons intesers as strinss，at and E
FRINT＂TYFE THE FIRST NEMBER：UF TO 60 IIGITS LONG．＂
FRINT＂TYFE＇STOF＇TO EXIT،＂
INFUT A年： $\mathrm{LI}=$ LEN（ $A$ ）$): \mathrm{C}=0$
IF A $=$＂STOF＂THEN STOF
FRINT＂TYFE THE SECOND NUMEER：UF TO 60 IIGITS LONG．＂
INFUT Bt： $12=\operatorname{LEN}(\mathrm{B}+\mathrm{s})$
C $\ddagger="$＂：$C=0$ ，set answer strins to null，cerry to 0
Fed both strinss at left with blanks

$\mathrm{B}=\mathrm{S}=\mathrm{STRING}(60-\mathrm{L} 2, " \mathrm{n})+\mathrm{B}$
add one disit at a time；keer track of cerrs
FOR $I=60$ TO 1 STEF－ 1

IF $5>9$ THEN $\mathrm{C}=1$ ： $\mathrm{S}=\mathrm{S}-10$ ELSE $\mathrm{C}=0$
C $\ddagger=$ RIGHT $\$(S T R \pm$（S） 1$)+\mathrm{C}$
NEXT I
＇now set rid of leadins zeros in answer
first find fosition of first non－zero character

260 ＇then concatenate blanks where there were zeros
$270 \mathrm{C}=\mathrm{STRING}(\mathrm{I}-1, " \mathrm{c})+\mathrm{RICHT}(\mathrm{C}=61-\mathrm{I})$
280 ＇Frint both the infut and the enswer
290 LFRINT＂＂ A 事：LFRTNT＂$\dagger$＂+B 事
300 LPRINT STRINGま（ $61, " . . . "):$ LFRTNT＂＂＋C
310 LFRINT：LPRINT：GOTO 20
10000 ENII
Chapter 2 Statements and Functions

```
78765498765443321254393707877654323276548765432545766565
\(+\quad 11111111111111111111111111111111111111111111111111111\)
109376609876554432365509820988765434387659876543656877676
```


## 1234567876543212345678765432123456787654321 <br> $+\quad 8765432123456787654321234567876543212345678$ <br> 9999999999999999999999999999999999999999999

777777777777777777777777777777777777777777777777777777
$+\quad 77777777777777777777777777777777777777777777777777777$
15555555555555555555555555555555555555555555555555555554

99999999979797999999999997999999999999979999999799999797

```
\dagger 1
1000000000000000000000000000000000000000000000000000000000
```

User-defined Functions

Some programs use a few simple routines so often that they are best written as single-line functions. This is possible in most versions of extended BASIC. The format for defining single-line functions is:

DEF FNX(V1, V2, . . .) = expression
or
DEF FNX $\$(\mathrm{~V} 1, \mathrm{~V} 2, \ldots$. ) string expression
The X or $\mathrm{X} \$$ is any legal numeric or string variable that will identify whether the function returns a numeric or string result. The V1, V2, and others if necessary are dummy arguments to the function definition. That is, their name is immaterial, except for type and position. They represent the type and position of the actual arguments as the function is invoked within the program. The expression shows the way the dummy arguments interrelate to produce the single answer.

There are two distinctly different occurrences of user-defined functions in any program. One occurrence is its definition, and this must precede all other occurrences, which are called its invocations. Your study of these examples will help you to appreciate this feature of BASIC.

```
5 T1=5; R7=8: 12=75
```

10 IEF FNA $(X, Y, Z)=X+Y+Z$
20 LFRINT FNA(T1,F7,F2) 88

40 LFRINT FNII T1, B2, R7)5465

60 LFRTIT FNK (T1, W2,F7) -67.6074

30 LFFINT FNX ("FINS SFLASH") FTSH

100 LFRINT FNL $\ddagger(\mathrm{R} 7, \mathrm{~B} 2)$
$+1066666666666667$
110 LFRTNT FiNA ( $45,67,89$ ) 201
120 LFRTNT FNI( $3243,234,123$ ) $-1.5408 \mathrm{E}+06$
130 LFRINT FAF $(34,567,89) \quad-558.82$
140 LFRINT FNL $\#$ (1.57)
.1428571428571429

Notice that the variables used when the function was invoked are not the same as those used in the definition, but that they are used in a one-to-one substitution.

Double precision is explained in Chapter 4, but this example is used here to show that user-defined functions can return integer or double precision answers, unlike the library functions, which return only single precision answers.

In this chapter, you have learned that strings can be manipulated in a variety of ways to ease the burden of character processing. Also, you have seen some unusual features of the TRS-80 Level II BASIC that further extend its flexibility in programming. The next chapter discusses some extensions of BASIC that the TRS-80 uses to communicate to the user through video screen and line printer.

## CHAPTER <br>  +涪:

Programmers are often quick to point out that programming a computer to process information is only one phase of the work. Often the input of data into the computer for future processing or the output of the processed information is at least as troublesome. As college teachers we have found that what is obvious to the professional programmer is not at all obvious to the beginning programmer: Good output is by definition highly readable and well organized, and requires a great deal of prior planning to produce.

In this chapter we will discuss the PRINT USING, a statement that greatly simplifies the task of making output readable. We will also discuss the PEEK and POKE instructions that read or alter memory directly, and the INP and OUT instructions that control the interface ports of the microcomputer.

Most extended BASICs have a feature that allows a message to be printed along with the usual question mark prompt upon execution of an INPUT statement. The programmer simply places the message in quotes after the word INPUT, then a semicolon and the list of variables.

Examples:
Instruction Output

| 10 | INPUT "NAME"倖 | NAME? |
| :---: | :---: | :---: |
| 20 | INFUT "WEICHT"iW | WEIGHT? |
| 30 | INFUT "SEX" 5 S | SEX? |
| 40 | tafut "value" ¢a | VALUE? |

LPRINT

## PRINT USING

One of the signs that BASIC has matured as a computer language is its ability to use an attached printer as an output device. The LPRINT command acts exactly like all versions of the PRINT command, except the output is sent to the printer. Most of the examples and programs in this book have used and will use the LPRINT as well as the PRINT.

If any one feature has enhanced the reputation of BASIC as a language in the professional community, it is the PRINT USING statement. This feature allows a great deal of flexibility in the formatting of output, and for this reason is used extensively in the printing of reports and in increasing the readability of screen output.

Some examples should clarify its use. Suppose you want to produce a chart of the values of the sine, cosine, and tangent for angles between 0 and 45 degrees in increments of 5 degrees.

```
10 'FILENAME: "C3FI"
20 'FUNCTION: CHART FOR VARTOUS FUNCTIONS
30' AUTHOR: JFG HATE: 3/30
40% print columm heedinss
50 LFRINT "IEGREES", "SINE"; "COSINE", "TANGENT"
60 FOR I = 0 TO 45 STEF 5
70, convertradians to desrees INNO Quotes"
80 A = .0174533 * I
90 LFRINT I, SIN(A), 脜(A): TAN(A)
100 NEXT I
10000 END
```

| IEGREES | SINE | COSTAE | TANGENT |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 1 | 0 |
| 5 | . 0871558 | . 976195 | . 0874887 |
| 10 | $+173648$ | . 984808 | . 176327 |
| 15 | . 258819 | +965926 | . 267947 |
| 20 | . 34202 | . 939693 | . 36397 |
| 25 | . 422618 | . 906308 | . 466308 |
| 30 | . 5 | . 866025 | . 577351 |
| 35 | . 573577 | . 819152 | +700208 |
| 40 | . 642788 | . 766044 | .8391 |
| 45 | . 707107 | . 707107 | 1 |

Wouldn't it be nice if the same chart could contain the square root and cube root of these values? Unfortunately, this would print six values causing overflow of the four 16 -column zones that make up the TRS-80 screen. The first four values would appear on one line, then the last two on the second line, as shown here.

| hegrees | SINE | COSTNE | tangent |
| :---: | :---: | :---: | :---: |
| So ROOT | CUBE ROOT |  |  |
| 0 | 0 | 1 | 0 |
| 0 | 0 |  |  |
| 5 | . 0871558 | . 996195 | .0874887 |
| . 295407 | . 443557 |  |  |
| 10 | . 173648 | . 984808 | . 176327 |
| +417772 | . 558847 |  |  |
| 15 | +258819 | . 765926 | . 267949 |
| $\dot{20}^{511663}$ | $\begin{array}{r} .63972 \\ .34202 \end{array}$ | . 939693 | .36397 |
| . 590818 | . 704103 |  |  |
| 25 | . 422618 | .906308 | . 466308 |
| . 660555 | . 758471 |  |  |
| 30 | . 5 | . 866025 | . 577351 |
| . 723601 | . 805996 |  |  |
| 35 | . 573577 | . 819152 | .700208 |
| .781579 | . 848494 |  |  |
| 40 | . 642788 | .766044 | .8391 |
| +835543 | +887114 |  |  |
| 45 | +707107 | .707107 | 1 |
| .886227 | . 922635 |  |  |

A clever programmer could use the TAB function and a rounding function to produce some much better looking output. Consider this alteration of the program.

```
10 'FILENAME: "C3F2"
    20 'FUNCTION: FRIMT NEAT TARLE WITH NOT- SO-NEAT FROGRAM
    30 * AUTHOR : JPG IATE; 4/80
    40 * Frint column heedinss
    50 LPRTNT "IEG"; TAR(10)% "STNE"; TAE(20)% "COSTAE";
    60 LPRINT TAB( 30)多 "TANGENT"多 TAE(40)% "SQ ROOT";
70 LPRTNT TAR(50)% "CURE ROOT"
80 FOR I=0 T0 45 STEF 5
90 A=.0174533*I , convert radians to desrees
100* convert ell values to 3-flace numbers
110 X=STN(A): G0SUB 170: S=x
120 X=COS(A): GOSUB 190: C=X
130 }x=T\mathrm{ TAN(A): GOSUB 190: T=X
140 x=5QR(I): GOSUB 190: U=X
150 X=1[(1/3): GOSUB 190: V=X
160 * note the minimel Functuetion
170 LFRINT I TAB(10)S TAB(20)C TAE( 30)T TAB(40)U TAB(50)U
180 NEXT I: GOTO 10000
170 X=INT(1000界X+.0005)/1000
200 RETURN
10000 END
```

| IIEG | SINE | COSINE | TANGENT | SQ ROOT | CUBE ROOT |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 1 | 0 | 0 | 0 |
| 5 | .087 | .996 | .087 | 2.236 | 1.709 |
| 10 | .173 | .984 | .176 | 3.162 | 2.154 |
| 15 | .258 | .965 | .267 | 3.872 | 2.466 |
| 20 | .342 | .939 | .363 | 4.472 | 2.714 |
| 25 | .422 | .906 | .466 | 5 | 2.924 |
| 30 | .5 | .866 | .577 | 5.477 | 3.107 |
| 35 | .573 | .819 | .7 | 5.916 | 3.271 |
| 40 | .642 | .766 | .839 | 6.324 | 3.419 |
| 45 | .707 | .707 | 1 | 6.708 | 3.556 |

The real problem with this kind of programming is not that it doesn＇t do the job．Rather，the job it does is not obvious to the reader of the program．One doesn＇t＂see＂the layout of the output line by studying the program．Also，a small change in layout format would be difficult to implement．

The PRINT USING statement allows the programmer to define an image of the output line as a string variable，and then print the variables using that image．There two ways this can be done：
（1）The PRINT USING statement can contain the image （without any variables）．
（2）The PRINT USING statement can contain a string variable that defines the image．
The image is a string that acts as a mask for the output line．

There are five possible contents to an image statement．
（1）Spaces，used to spread out the values of the variables．
（2）Literals，used to place headings or messages．
（3）Digit specifiers（\＃），used to mask digit positions．
（4）String specifiers（ $\%$ and ！），used to mask characters in a string．
（5）Special characters（．，$\$^{*+-}$ ），used to designate punctuation， fill characters，signs，or exponents in scientific notation．

See Table 3.1 for a summary of these image specifiers and their effects．

The PRINT USING statement has the following form：

## PRINT USING string；values

where string is the image，either as a string constant or variable，and values is the list of variables or constants to be printed．

The following examples show the use of spaces，literals，and digit specifiers．

```
SuFFose A=25; E=368, and C=71904
```

Inctruction

30 PRINT USING＂\＃\＃\＃すき＂乡A





80 FRINT USING A\＃\＃A，B，C

90 FRINT USING E\＄कAgB
95 C $\ddagger=$＂Values：＂
100 FRINT USING C

Outrut
－－－－．．－
25 368 71904
$25 \quad 368$
$25 \quad 368 \quad \% 71904$
$\begin{array}{lll}25 & 368 & 71904\end{array}$
$\mathrm{A}=25 \quad \mathrm{H}=368$
VALUES： $25 \quad 368 \quad 71904$

| SFECIFIER | CHARACTER | FUNCTION | EFFECT |
| :---: | :---: | :---: | :---: |
| ニニニニニニニニニ <br> Srace | $\begin{aligned} & ============= \\ & (\mathrm{sF}) \end{aligned}$ | spreeds outrut． | a sfece |
| Literal | any frinteble character but． \＃or sfecial characters | arfeers exactly <br> in imese | the literal itself |
| SFecial <br> Characters | ＊ | marks a disit Fosition | disit or 2 spece |
|  | ， | sefaretes every three disits in the correct Fositions （475，346，257） | ，or a blank |
|  | ＊ | merks the fosition of the decimel foint in a numeric field | the ．is <br> alwess printed |
|  | \＄ | prints e floetins doller sisn | printed just． <br> in front of the <br> first disit in <br> the numeric field |
|  | ＊ | sives check protection | is printed instead of the leadins zeros or spaces |
|  | t | prints correct sisn of the followns number | ```positive value Frints e t nesetive value prints a -``` |
|  | －？ | Frint a－if value is nesetive | fositive value frints a space； nesative value prints a－sisn |
|  |  | four of them denote scientific notation usins exponents | the letter E flus the sisn of the exfonent flus two exponent disits |
|  | \％ | marks the bounderies of an elfhenumeric field | allows strins varizales to be used in the imase |
|  | ！ | marks the fosition of a character | allows sinsle characters |

Table 3．1 Image Specifiers and Their Effects

A number of features enhance the value of the PRINT USING．
（1）It prints the value even if it is too large for its corresponding image．
（2）Formats can be changed during the execution of the program．
（3）Trailing zeros are printed．
（4）Values are printed in rounded form．
（5）If the number to be printed is too large for its image，the entire value is printed，but with a leading percent sign to signal the user that the number was too large for its image． An example of this was shown in the output from line 70 in the above examples．For more，see the following examples．

| Instruction |  |  | Outzut |
| :---: | :---: | :---: | :---: |
| 10 | FRIAT USTNG |  | \％450．00 |
| 20 | FRTHT USING |  | \％830．38 |

Punctuation，such as decimal points，commas separating thousands and millions，plus and minus signs，dollar signs，and fill characters，can be inserted in an output field with very little trouble．

| SuFFose $E=2.718282, G=-65.432, H=7492835$, and $P=3.141593$ |  |  |
| :---: | :---: | :---: |
|  | Instruction | Outrut |
| 10 |  | 2.7183 |
| 20 |  | 7：492，840．00 |
| 25 | Aすご戠も如＂ |  |
| 30 | FRINT USING A\＄9G | $\%-65.43$ |
| 40 | FRTNT USING A ${ }^{\text {a }}$ F | 3，14 |
| 45 |  |  |
| 50 | FRINT USING E\＄9G | 65．43－ |
| 60 | PRTIT USING C\＄5G | 65．43－ |
| 70 | FRINT USING Eq9P | 3.14 |
| 80 | PRINT USING Conf | 3.14 ＋ |

The examples above show that when a plus sign is placed at the end of a digit specifier field, it forces the printing of a sign at that position: + for positive numbers and - for negative numbers. When a minus sign is placed at the end of a digit specifier field, it forces the printing of a space for positive and a-for negative numbers.

Now let's look at that table-printing program again, only this time it will have a PRINT USING statement.

```
10 'FILENAME: "C3F3"
20 FUNCTION: FRINT A TARLE WITH FRTNT USING STATEMENTS
30' AUTHOR : JFG LATE: 4/80
40, print columin hesdinss cOs TAN SQ RT CU RT"
60' define the imese for the table
```



```
80 FOR I = 0 T0 45 STEF 5
90 A=,0174533*) , convert radians to desrees
100; note the minimel functuation
110 LFRINT USING A$; I,SIN(A),COS(A),TAN(A),SRR(I):IL(1/3)
120 NEXT I
10000 ENII
```

| IIEG | SIN | COS | TAN | SQRT | CU RT |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0.000 | 1.000 | 0.000 | 0.000 | 0.000 |
| 5 | 0.087 | 0.796 | 0.087 | 2.236 | 1.710 |
| 10 | 0.174 | 0.985 | 0.176 | 3.162 | 2.154 |
| 15 | 0.259 | 0.766 | 0.268 | 3.873 | 2.466 |
| 20 | 0.342 | 0.940 | 0.364 | 4.472 | 2.714 |
| 25 | 0.423 | 0.906 | 0.466 | 5.000 | 2.924 |
| 30 | 0.500 | 0.866 | 0.577 | 5.477 | 3.107 |
| 35 | 0.574 | 0.819 | 0.700 | 5.916 | 3.271 |
| 40 | 0.643 | 0.766 | 0.839 | 6.325 | 3.420 |
| 45 | 0.707 | 0.707 | 1.000 | 6.708 | 3.557 |

The output of program C3P3 shows the advantage of the PRINT USING in printing trailing zeros to fill the image. The computer prints the sine of $30^{\circ}$ as 0.500 , and not just 0.5 .

You can build image strings during execution of the program that depend upon certain features of the variable values to be printed. For example, suppose your program is to print an amount with varying size embedded within text without any extra blanks. Study the following program to see how this is done.

```
10 'FILENAME: "C3F4"
    20 'FUNCTION: ANOTHER EXAMFLE OF HOW IMAGES CAN BE USEI
    30 : AUTHOR : JPG LIATE: 4/80
    40 ClEar 300
    50 Infut "amount TO EE Embenmen (nollars and cents)";X
    60 IF }X=0\mathrm{ THEN 10000
    70 F末="": A末=STRo(X): L=LEN(A⿻⿳一一𠃌丨()
```



```
90 F:="事"+計",##"
100 LFRINT "OUR ACCOUNTS SHOW yOU TO BE IN ARREARS"
110 LFRINT USING "BY THE AmOUNT OF "+F$+" DOLLARS"; X
120 LFRINT " FOR THE MONTH OF AUGUST."
130 GOTO 50
10000 ENI
OUR ACCOUNTS SHOW YOU TO BE IN ARREARS
EY THE AMOUNT OF $ 4338,24 IOLLARS
    FOR THE MONTH OF AUGUST.
OUR ACCOUNTS SHOW YOU TO EE IN ARREARS
BY THE AMOUNT OF $ 1,23 HOLLARS
    FOR THE MONTH OF AUGUST.
When very large or very small values are to be printed，it is sometimes better，either for convenience or for appearance，to print these values in scientific notation．The up－arrow（ \(\uparrow\) ）indicates the exponentiation operation in BASIC，but in a PRINT USING statement it also serves as an image specifier for the exponent portion of a number．Four up－arrows（ \(\uparrow \uparrow \uparrow \uparrow\) ）are used in an image that serves for scientific notation output．
The first \(\uparrow\) masks the letter E．
The second \(\uparrow\) masks the sign of the exponent．
The last two \(\uparrow \uparrow\) mask the value of the exponent．
Study the following examples to see how very large values can be printed．
```


## Instruction

－－－－－－－－－－－－－

10 CLEAR 200
$20 A=6.023 E-8: B=.000000000012345$
$30 \mathrm{C}=5.43 \mathrm{E} .12$ ： $\mathrm{I}=4920450000000000$


$60 \mathrm{E}=$＝＂
70 FRINT USING 5 S $5 \mathrm{~A} \quad 0.000000060230000000$
75 FRTNT USING $5 \ddagger 5 \mathrm{E}$
80 FRINT USING EFFA
85 FRINT USING E $\$ 5 \mathrm{E}$
90 PRINT USING L\＄कC
95 PRINT USING L末！
100 PRINT USING E 5 © $C$
105 PRINT USING Estil

The $\$$ and＊characters can be used as fill characters in an image statement．This is useful in payroll programs that contain a check protection feature．


Inctruction








 100 PRINT USING＂車㕿事＂YますE

Outrut．
＊＊＊＊＊3．75

草米当类－4．86
料䊑草4，86－
－\＄4．86
$\$ 4.86-$
\＃．-4.86
＋ $4.86-$

糢莱料4．86－

String specifiers in a PRINT USING image statement can control the positioning of strings．There are two string specifiers：
！is used to denote a single character．
$\% \%$ is used to denote an enclosed string．
The ！specifier positions just the first character of a string．

```
Instruction
DutFut．
```


20 FRIAT USING I象A
30 PRINT USING＂！＂梠 X
40 FRINT USING＂！！＂解g梠 AX

60 FRINT USING＂！！！！＂；＂BOZO＂：＂＂＂THE＂，＂＂

```
70 FRINT " CLONE"
B．T．CLDNE
```

The \％\％specifiers are always used in pairs，each pair enclosing the string that it is masking．The spaces between the $\%$ characters， plus the $\%$ characters themselves，provide the mask．

Instruction

$100 X^{2}="$ MONTANA＂：Y$=" O H I O "$
110 PRINT USING A事埕事 MONTA




The four features that follow－INP，OUT，PEEK，and POKE－ are not found just in the TRS－80 Level II BASIC．This is why they are explained in this chapter．However，the reader should be cautioned that some microcomputers handle these features in slightly different ways than the TRS－80．We have explained them as they operate on the TRS－80 because that is the target system for this book．

The INP is a function that returns a single byte from the TRS－80＇s I／O（input／output）port specified in the argument．For example，the statement
$30 \quad X=1$ INF（127）
returns the byte that is at port 127 and stores it in the variable X. The expansion interface is necessary to make full use of this function.

The OUT statement acts much like the INP, but in reverse. It requires two values, the first being the port number in decimal and the second being the byte that is to be transmitted to that port. For example, the statement

40 OUT 127960
transfers a 60 to port 127.

## PEEK and POKE

The PEEK function and POKE statement are very much like the INP function and OUT statement respectively. The difference is that they pick up or deposit single bytes in memory, rather than at the I/O ports.

The function PEEK has a single argument which is a decimal memory address. An example statement using the PEEK function is

50 A $\operatorname{FPEEK}(14520)$

This statement causes the variable A to take on the value of the byte stored at the decimal address 14520 .
The statement
60 PRINT FEEK(16650)
prints the byte at memory address 16650 .
The statement
$70 \times=\operatorname{FEEK}(15360+\mathrm{I})$
places in X the value at location 15360 displaced by an increment I.
The POKE statement has two arguments, an address and a value. For example, the statement

80 POKE 15650:65
places the character " $A$ " in a location of memory which happens to be in the portion of memory that is displayed on the video screen (see Appendix C for a complete memory map for the TRS-80).
The memory positions with addresses 15360 to 16383 represent the 1024 specific positions on the screen, that section of memory which
serve as a buffer to the screen. The image of the screen at any time is in memory at those addresses, and a programmer can "read" the screen with a PEEK or "write" to the screen with a POKE into that area.

This program accesses (and does a quick read/write check of) the memory addresses 17129 to 20479, the 3300-byte area of memory that a 4 K Level II system has reserved for user programs.

```
10 FILENAME: "CZFS"
20 'FUNCTION: MENORY TESTER
30. AUTHOR : JPG LATE: 4/80
40 FOR I = 17129 T0 20479
50 X = PEEK(I): Y = X
6 0 ~ I F ~ I N T ( I / 1 0 0 ) * 1 0 0 = I ~ T H E N ~ P R T N T ~ I * ~ \$
70 POKE I,Y: Y = FEEK(I)
80 IF X > Y THEN FRINT "SOMETHING WRONG AT":%I
90 NEXT I
10000 END
```

This chapter concludes the coverage of the extensions of BASIC that are commonly found on most microcomputers. The following chapters discuss in detail the extensions of BASIC that are found in the TRS-80's version of Microsoft BASIC.


## Variables

Long Variable Names

Level II BASIC on the TRS-80 is rich with features that makes it perform like other popular high-level languages. This chapter will discuss how variables can be used in various ways to make them more appropriate for their application.

Most BASICs hold to the rule of letter or letter-and-digit as the only permissible variable names. This stringent requirement reduces the total possible number of variable names to 286. ( 26 for A to Z , 26 for A0 to Z0, .. , 26 for A9 to Z9). A serious flaw with this scheme is that it greatly reduces the meaning that can be attached to a particular variable. For example, the high-level language COBOL allows up to 30 characters per variable name, so that names like NET-AFTER-TAXES, NAME-TABLE-POINTER, and DEPRECIATION are allowed. FORTRAN allows up to 6 characters, and names like SUM, SPEED, and BALNCE can be used in programs. The majority of BASIC programs, because of the variable naming limitation, are terse and harder to understand.

Many of the best modern BASICs for microcomputers have incorporated the feature of allowing long variable names. Microsoft's

BASIC, as incorporated in the TRS-80's Level II, has adopted a compromise. A variable name can be a single letter, or it must begin with a letter and be followed by either a letter or a digit, so there are exactly 962 possible distinct variable names. Level II BASIC allows longer names, but only the first two characters are used by the computer to distinguish between variables. Also, a Level II reserved word cannot be contained within a variable name. Appendix D has a full list of all reserved words in TRS-80's BASIC.
Examples:
Legal in Level II
X
V7
AB
ABC (same as AB)
SUM
SUPER (same as SUM)
SHUPER

Illegal in Level II
8J (digit first)
STAB (contains TAB)
COST (contains COS)
IRON (contains ON)
STIFF (contains IF)
POST (contains POS)
FORMIDABLE (contains FOR)
The programs in this book will use names of one or two characters only, except for a few carefully chosen names that are longer when their use clarifies the meaning of the programs significantly.

Variables are named according to their application by using a type declaration character as part of the variable name. The string variable $\mathrm{A} \$$ is distinct from the numeric variable A because it is declared as a string by the dollar sign (\$), which is its type declaration character.

Integers in Level II BASIC use the percent sign (\%) as a type declaration character. Integers are whole numbers that vary in size between -32768 and +32767 inclusive.

| Examples: |  |
| :--- | :---: |
| Integer variables | Typical values |
| X\% | 5 |
| SUM\% | 0 |
| NUM\% | -8 |
| I\% | 7982 |
| J2\% | -3000 |
| COUNT\% | -1 |

Single Precision Real Variables

Single precision real variables use the exclamation point (!) as a type declaration character, or they use nothing at all, since numeric variables are declared by default to be single precision real variables. These variables are accurate to seven digits, and vary in size from

$$
\begin{array}{ll}
\text { about }-1.7 \times 10^{38} \text { to about }+1.7 \times 10^{38} . \\
\text { Examples: } & \\
\text { Single precision real variables } & \text { Typical vall } \\
\text { A } & 372.871 \\
\text { V7 } & -6.5 \\
\text { XX } & -.09 \\
\text { J! } & 142 . \\
\text { B2! } & 4 \mathrm{E}-12 \\
\text { GROUP! } & 2.5 \mathrm{E}-34
\end{array}
$$

Double precision real variables use the pound sign (\#) to signify the ability to represent 16 decimal digits of accuracy. Like single precision values, they vary from about $-1.7 \times 10^{38}$ to about $+1.7 \times 10^{38}$ in magnitude.

Examples:
Double precision real variables

| F\# | 32984532891.77 |
| :--- | :--- |
| V8\# | 3.141592653589793 |
| JA\# | .3333333333333333 |
| GR\# | 1.000000000000001 |
| NUM\# | 2.718281828459045 |

The flexibility of programming that these three numeric precision types allow is bought at a price. Integer variables have a limited range; single precision real variables are accurate to just 7 digits; and double precision real variables take up more than twice as much memory as single precision variables. Each type has various characteristics, favorable and unfavorable, as table 4.1 shows.

The conversion of a constant to internal representation can be a time-consuming process, and a good programmer should always be on guard for ways to speed up particularly slow sections of code. This is where some basic knowledge about the particular characteristics for the TRS-80 and its Level II BASIC can be very helpful.

The program below does some simple additions in a loop that can be varied in the number of times it is executed. Both constants and variables appear in the calculations within the loop. The timings for the program's execution are shown in table 4.2.

| Tipfe | Inteser | Sinsle Precision | Houble Precision |
| :---: | :---: | :---: | :---: |
| Heclaration cherseter | $\%$ | ! (defoult) | * |
| Fense | $\begin{gathered} -32767 \\ t 0 \\ +32767 \end{gathered}$ | $\begin{gathered} 1.701411-\mathrm{E} 38 \\ 60 \\ 1.701411+\mathrm{E} 38 \end{gathered}$ | $\begin{gathered} 1.70141183460469221-\mathrm{E} 38 \\ 60 \\ 1.70141183460469221+\mathrm{E} 38 \end{gathered}$ |
| Size: butes | 2 | 4 | 8 |
| Frecision (stored disits) | $\begin{aligned} & \text { all in } \\ & \text { rense } \end{aligned}$ | 7 | 17 |
| Precision (primied disits) | $\begin{aligned} & \text { all in } \\ & \text { rense } \end{aligned}$ | 6 | 16 |
| Run lime memors ellocetion | 5 | 7 | 11 |
| Conversion time to bineryy meec | .05-. 1 | 5-10 | 500-1000 |

Table 4.1 Variable Types and Their Characteristics


```
    FOR I=1 TO N
    ON TY GOTO 210:220:230%240:250.260
    GOT0 40
                X%=X%+1: GOTO 270
                X%=x%+M%: GOTO 270
                X=x+1.1; GOTO 270
                X=x+5: GOTO 270
                X#=x变+123456789012345;" GOT0 270
                X#=X+tII## GOT0 270
    NEXT I
    * Frint the values end the current time.
    FFTNT XX, X: X*
```



```
310 GOTO 50
```

10000 END


Table 4.2 Timings from Program C4P1, in Seconds
Notice that the time it takes to deal with double precision is negligible, so long as conversion is kept to an absolute minimum. This can be achieved by doing all arithmetic within the program on values that are stored as variables. For example, both of these program segments produce double precision answers to the same problem, but their execution times are vastly different. The first one, which executes a loop that contains some double precision conversion, executes in 80 seconds, while the second, which contains only previously defined variables, executes in 2 seconds.

```
10 FRINT TIME*
20 B早=1.0000000000000001
25
30 FOR I=1 T0 100
40 S*=St+.1000000000000001
5 0 ~ N E X T ~ I ~
60 FRINT 5#, TIME$
10000 ENI
```

10 FRINT TIME
$20 \mathrm{~B}=1.00000000000001$
$25 C \#=+100000000000001$
30 FOR $I=1 \quad$ TO 100
$40 \quad 5 \geqslant=5 \neq \mathrm{C}$
50 NEXT I
60 PRINT S*, TIME
10000 ENII

## Chapter 4 Variables

A program may have numerous statements that mix different types of variables, and a programmer who writes such mixed mode expressions and statements must be able to predict exactly what the computer will do in all circumstances.

These rules show how the TRS-80 will treat various constants that appear in the program, either as a part of an expression or as created during the actual execution of an expression. Notice that in general, the precision of an answer maintains the maximum precision of any operand.

Rule 1: Any constant with more than 7 digits, with a \# type declaration character, or with a $D$ exponent forces storage as a double precision value. In the examples that follow, the values in the PRINT statement are first converted as necessary, then operated upon and stored temporarily, and finally printed as shown.

|  |  | Instruction | Output |
| :---: | :---: | :---: | :---: |
| 10 | FRINT | $12345678+12345$ | 12345678.12345 |
| 20 | FRIAT | $12345110+12345$ | 12345.12344797611 |
| 30 | FRINT | 123.45678 | 123.45678 |
| 40 | FFIAT | . $0000000000001 *$ | 111-13 |
| 50 | FRTMT | -60000000000001 | -60000000000001 |
| 60 | PRIHT | 5000000000000 | 5000000000000 |
| 70 | $x+50$ | 000: FRTMT X ${ }^{\text {P }}+.00005$ | 50000.000049999995 |

Rule 2: Any non-double precision constant less than -32768 or more than +32767 or containing a decimal point forces storage as a single precision value.

|  |  | Instruction | OutFut |
| :---: | :---: | :---: | :---: |
| 10 | FRINT | 123454.12345 | 12345.1 |
| 20 | FRINT | 123.456 | 123.456 |
|  | FRINT | 123.4567 | $123+457$ |
|  | FRINT | -81245 | -81245 |

Note that if a value that is printed cannot be represented with either six digits for single precision, or sixteen digits for double precision, the value is printed in scientific notation. The following examples show this.

| Instruction | Outrut |
| :--- | :--- |
| 10 FRTNT $.0000000000001 *$ | $111-13$ |
| 20 FRINT .00000000000012345 | $1.2345 \mathrm{E}-13$ |

Rule 3: Any constant between -32768 and +32767 inclusive not containing a decimal point and not declared single precision with a ! or double precision with a \# is stored as an integer value.

Memory Storage After Mixed Operations

When an operation is performed on two or more operands in a statement, the result must be predictable even though the operands are not all the same type. Microsoft's Level II BASIC is not only predictable, but it usually produces the result that a programmer would have liked to get.
(1) Most Precise Operand Rule

The result of a,+- , or * operation has the precision of its most precise operand.


Note that when two different precision operands are compared, the computer actually compares temporary versions of the operands, and these temporary versions have a precision of the most precise operand.

Instruction
Output

10 IF 2=2.00001 THEN LFRINT "YES"
ELSE LPRTNT "NO"
NO
20 IF $2.5=2.5000000000001$ THEN LFRINT "YES"
ELSE LPRINT "NO" NO
30 IF $2=2,00000000001$ THEN LFRINT "YES"
ELSE LFRINT "NO"
NO
(2) No Integer Division Rule

The result of a division obeys the Most Precise Operand Rule, except that when it is indicated between two integers, both operands are converted to single precision before the division is performed.

| Instruction |  |  | Output. |
| :---: | :---: | :---: | :---: |
| 10 | PRTMT | $2 / 3$ | . 666667 |
| 20 | FRINT | 2\%/3\% | . 666667 |
| 30 | PREAT | 2/3\% | . 666667 |
| 40 | PRINT | 2/3.5 | - 571429 |
| 50 | FRTNT | 2/3,12345678 | . 64031620760893 |
| 60 | PRINT | 3,5/4,12345678 | . 848802397293467 |

Comments
----m------

INT/INT $->$ SNG
INT/TNT -> SNG
INT/INT $->$ SNG
INT/SNG $->$ SNG
INT/IIBL $->$ IELL
SNG/IDL $->$ IEL
(3) Integer Truncation, Otherwise Rounding Rule

During conversion from single precision to an integer, a number is reduced to the largest integer not greater than the original number, exactly as the INT function does it. During conversion from double precision to single precision, the number is rounded up. Conversion from double precision to integer goes through conversion to single precision.

(4) Integer Boolean Operations Only Rule A Boolean AND, OR, or NOT between two unlike operands forces conversion to integer first. This rule is included here only for the sake of completeness. It is unlikely that you would ever need to use this feature.


DEFINT, DEFSNG, DEFDBL, DEFSTR

Level II BASIC allows a programmer to reserve sections of the alphabet for various types of variables. This is in effect a form of implicit type declaration. Instead of having to type a \# character at every occurrence of a double precision variable, the programmer can declare any variable starting with that letter of the alphabet to be double precision.

The general form of these statements is

## DEFtyp letter-range

where $t y p$ is:
INT for integer,
SNG for single precision real,
DBL for double precision real, or
STR for string variables.
and letter-range is:
a single letter from A to Z,
two or more letters separated by commas,
two letters separated by a hyphen, or
any combination of the above.
These statements are normally used at the beginning of a program.

## Examples:

## 100 IEFTNT I-N

All variables beginning with any letter I through N are integer, such as I, J2, I8, MM, NICE.

## 110 IEFIDL By Cy II

All variables beginning with the letters $\mathrm{B}, \mathrm{C}$, or D are double precision, such as DIG, C, COUNT, BB, B5.

## 120 IIEFSNG $X-Z ; V_{9} R$

All variables beginning with the letters X through $\mathrm{Z}, \mathrm{V}$, or R are single precision. Note that single precision is the default condition of the computer, so this statement is not necessary except as a reminder to the programmer, unless it is used to override a previous declaration.

## 130 IEFSTR A: F

All variables beginning with the letters A or P are strings, even though they are not followed by a $\$$.

```
140 IEFTNT I; K゙-R; T-Z
150 IUEFSNG A: C, T-Z
160 IIEFIRL IIEE
170 IEFSTR H-0
180 IEFTHT A-Z
```

The use of the DEF statements does not preclude the use of type declaration characters. For example, if your program has the statement:

## 25 IEFIIEL II

the variable D in the program is double precision, the variable $\mathrm{D} \%$ is a distinctly different integer variable, $\mathrm{D} \$$ is a string, and D ! can be used for single precision. If the program uses $D \#$, it will be considered the same variable as D when it is used.

Hexadecimal and Octal Constants

Radio Shack's Disk BASIC allows the programmer to define constants in hexadecimal (base 16) or octal (base 8) as well as decimal. This feature is convenient for dealing with memory addresses or for manipulating specific bytes in memory.

The prefix $\& H$ signifies a hex constant and the prefix $\& \mathrm{O}$ or \& (the O is optional) signifies an octal constant. These constants represent signed integers in memory, so they are two bytes (16 bits) long. See table 4.3 for examples of this feature.

| Constant' |  | stored 35 | decimal |
| :---: | :---: | :---: | :---: |
| (actel) | (hex) | her butes | equivelent |
| 80 | \& $\mathrm{HO}_{0}$ | 0000 | 0 |
| \& | $8{ }^{\text {d }}$ | 0001 | 1 |
| \&17 | \& HF | 000 F | 15 |
| 820 | 5H10 | 0010 | 16 |
| 8255 | \&HAII | 00AII | 173 |
| \& 377 | dHFF | OOFF | 255 |
| \& 77777 |  | 7 FFF | 32767 |
| \&100000 | aH8000 | 8000 | -32768 |
| \& 100001 | \& 48001 | 8001 | -32767 |
| \&100002 | \&H8002 | 8002 | -32766 |
| \&177776 | \&HFFFE | FFFE | -2 |
| \& 177777 | \& HFFFF | FFFF | -1 |

Table 4.3 Octal and Hexadecimal Conversions

The following example illustrates the use of hex conversion as a possible aid in program writing. If you become more familiar with the hexadecimal representation of certain memory addresses, such as hex 3C00 being the first address of the screen buffer area, you may take advantage of this feature as illustrated here.

Exemfle
110 FOR $\mathrm{I}=(\mathrm{AH} 3 \mathrm{COO}) \mathrm{TO}$ ( AH 3 FFF ) 120 POKE I, RNIM 64 ) +127
130 NEXT I

Result
The screen buffer is et memors addresses from 3 coo to 3FFF, so this sesment flaces a random srafhic cheracter (see the next chafter) on every fosition of the sereen.

This function of Level-II BASIC returns the address of its argument. The argument is a variable name and if it has not been defined, the computer prints an error message.

When the argument's variable is numeric, whether it is integer, single precision, or double precision, the address that is returned is that of the least significant byte (LSB) of the variable. The other bytes are from 1 to 7 bytes past the returned address, with the address of the most significant byte (MSB) being the largest.

When the argument of the VARPTR function is a string variable, the value returned is the address of the length of the string and the two-byte address for the string itself is in the next two bytes.

The VARPTR function is useful for passing the addresses of variables back and forth between assembly language routines and BASIC programs, but it finds little use elsewhere.

With what you know now about the screen's buffer area and the computer's memory representation of variables, you are ready to explore graphics, which many programmers consider to be the most exciting challenge in a microcomputer. The following chapter discusses graphics in detail, and includès a wealth of examples for you to try.


## Graphics

Line Printer
Graphics

There are three distinctly different ways to produce pictures on the screen of a TRS-80. The first is as old as computers; lines are printed one at a time on the screen, just as if it were paper. The other two methods are more accommodating to the programmer, allowing considerable flexibility and some rather stunning graphical displays.

This chapter will discuss all three methods and show by example what can be done with a little care and imagination.

Line printer graphics is called what it is because anything that can be done on the screen can also be done on a line printer. It can be used on almost any computer and with most computer languages. In many ways it is the most powerful method of graphing. We propose to show you by example some of the various pictures that can be produced with line printer graphics.

Problem: Represent the sine and cosine functions graphically for all values between 0 and 360 degrees.

```
10 'FILENAME: "CSFI"
20 'FUNCTION: GRAFH STNE ANTI COSTNE FUNCTTONS
30 'AUTHOR : JFG IIATE: 12/79
40
50'K=conversion constant for desrees to rediens
60 k=3.1415%/180
70 ' drow zxis of velues -1 to 1
80 LFRINT " "%
70 FOR I=-1 T0 1 STEF +2
```



```
110 NEXT I: LFRIMT
120 'frint S for sine; C for cosine et apropriate fosition,
130 'eech foint is 10 desrees efert.
140 FOF I=0 T0 360 STEF 10
150 'convert degrees to rediens
160 F=[妻采
170 determine fositions of the S and C cherecters.
130 S=25茾SIN(R)+32; C=25类C0S(R)+32
190, if ensle is e guedrent divider then frint its value
200' and print the srid line
```



```
220'if cosine is less, frint. C then Sy otherwise reverse,
230 IF C<S THEN LFRTNT TAB(C)"C" TAB(S)"S"
                    ELSE LFFTNT TAB(S)"S" TAB(C)"C"
240 NEXT II
250 STOP
260 LFRTNT TAB(5);" "%
```



```
280 LFRINT "t"; RETURN
10000 ENII
```


90

c
C

## C

5 5
$c^{c}$ 5 ${ }^{\text {C }}$ $C$
$+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots+\cdots$
$c$ 5
C C 5 5 C

270


Another way that tabs can be used in a design is to symbolize them in a list of data statements．The program below was written by Steve Grillo to draw the Starship Enterprise．We have included just a portion of its three pages of data statements．Note that the program analyzes the data that it reads and executes its LPRINT statements according to the contents of the DATA statements．

```
    10 'FILENAME: "C5F2"
    20'FUNCTION: PRINT A FICTURE OF THE USS ENTEFFRTSE
    30: AUTHOR : SFG HATE: 6/77
4 0
50.
60
70
30
70
100
110
120
130
140
150
160
170
180








```

1080 IATA 宗 M M O

```

```

    Here are e few remerks concernins the frosrem:
        About the dete stetements;
            T10 = TAE (10)
        ANY STRING = Frint the followins text
            F = Cerriese Feturn
            0 = Left Bracket
            W = Risht Eracket
            A = ToF to bottom diesonel (ofrosite of "/")
            H = A comme (y)
            S = A cuotetion merk (")
    CLEAR 300% IEFTHT A-7.
    REAII A*: IF A$="ENII" THEN STOP
    IF A韦="F" THEN LFFINT CHE变(13):% GOTO 160
    REAI E*: IF E$="ENI" THEN STOF
    ```











```

    *
    * This is only e fertiel dete lisiins
                for the Enterrrise
    ,
    ```

 \(\qquad\)


-0000 ..**
 *******)


Using Memory to Hold the Picture

Problem: Display the thermal gradient at equilibrium throughout a water-carrying rectangular copper pipe held at \(0^{\circ} \mathrm{C}\) if it is covered with a heated lid at \(100^{\circ} \mathrm{C}\), and contains a rectangular heater at its center heated at \(200^{\circ} \mathrm{C}\).


This problem is a modification of an old FORTRAN problem found in A Guide to FORTRAN IV Programming, Daniel D. McCracken, p. 98 (Wiley, 1965).

Solution: (1) Consider the pipe's dimensions to be 40 units wide and 30 units deep; both sides and the bottom are the cold copper, and the top is the hot heating element. (2) Reserve a 30 x 40 integer array X in memory, with \(\mathrm{X}(0,1)\) to \(\mathrm{X}(0,39)\) held at a value of \(100 ; \mathrm{X}(30,0)\) to \(\mathrm{X}(30,40), \mathrm{X}(0,0)\) to \(\mathrm{X}(0,30)\), and \(X(0,40)\) to \(X(30,40)\) held at a value of 0 . These are the edges of the pipe. The 6 -unit wide by 4 -unit deep center heating element is held at 200 degrees. (3) Proceed throughout the array wherever there is water, from \(\mathrm{X}(1,1)\) to \(\mathrm{X}(1,39)\), then \(\mathrm{X}(2,1)\) to \(\mathrm{X}(2,39), \ldots\) through \(X(29,1)\) to \(X(29,39)\), modifying each point on the basis of its neighbors according to the formula:
\[
\mathrm{X}(\mathrm{I}, \mathrm{~J})=(\mathrm{X}(\mathrm{I}-1, \mathrm{~J})+\mathrm{X}(\mathrm{I}, \mathrm{~J}-1)+\mathrm{X}(\mathrm{I}+1, \mathrm{~J})+\mathrm{X}(\mathrm{I}, \mathrm{~J}+1)) / 4
\]

This formula calculates the temperature of a point by averaging the temperatures of that point's four neighbors. (4) Repeat Step 3 for as many iterations as the user wishes. (5) Convert all numeric values of X, one 64 -character line at a time, from numeric to graphic symbols using this chart of symbols to indicate various temperature
ranges.

Integer value
\begin{tabular}{ll}
\(0-9\) & A \\
\(20-29\) & B \\
\(40-49\) & C \\
\(60-69\) & D \\
\(80-89\) & E \\
\(100-109\) & F \\
\(120-129\) & G \\
\(140-149\) & H \\
\(160-169\) & I \\
\(180-189\) & J \\
200 & K
\end{tabular}

All temperatures in the unspecified intervals are symbolized with a blank. (6) Paint the picture on the screen one line at a time.
```

10 'FILENAME: "CSF3"
20 'FUNCTION: SHOW THERMAL GRAIIENTS USING RELAXATION
30 ' AUTHOR : JPG LIATE: 3/80
40 CLEAR 300: IIEFINT A-Z 'all inteser meth
50 IIEF FNA(X)=5* X/12 'FNA is frofortion of fipe width
60 IEF FNB(X)=7茾X/12 'FNB is profortion of Fipe depth
70 IT = 100
'IT is totel iteretions
MEPTH = 30: WIITH = 40 'set uF sraph size
LL = FNA(WIITH): LR = FNE(WIITH) 'set four corners of FiFe
LT = FNA( IEFTH): LE = FNE(IEFTH)
INFUT "LII, EIGE, CENTER TEMFERATURES",\&ID,EIGE,CENTER
LFRINT "TemFerctures: Lid ="iLIIMTAB(26)"EdSe =";EIGE;
LFRINT TAB(43)"Center ="9CENTER
LFRINT
LFRINT
LFRINT "Nimensions: Mefth =";IEFTH;
LPRINT TAE(26)"Width =";WIMTH;TAB(39)"Iterations ="gIT
LFRINT
IIM X(IEPTH,WIITH); S$(21) 'S$ is ssmbol for temperature
FOR I = 0 T0 20 STEF 2: REAII S\$(I): NEXT I
lita A, B, C, In, E, F, G; H, I, J, K
evers other ssmbol is blank
FOR I = 1 TO 19 STEF 2: St(I) = " ": NEXT I
set startins temperature from user
INFUT "INITIAL TEMPERATURE (O TO 200, NEG" = RANIOM)";T
IF T=0 THEN 310
270' set temperature to random - besin
280 FOR I=1 TO IIEFTH-1: FOR J=1 TO WIITH-1: X(I,J)=RNIN 200)
290 NEXT JyI: GOTO 330

```

540 LFRINT TAB(15)"OutFut Grafh"
550 LPRIAT TAB(15)"---------"TAR(43)"Tteretion"

570 RETURN
10000 ENI
\begin{tabular}{|c|c|c|}
\hline \multicolumn{3}{|l|}{Temperatures: Lid \(=100\) Edse \(=0 \quad\) Center \(=200\)} \\
\hline \multicolumn{3}{|l|}{Iimensions: pepth \(=30\) Width \(=40 \quad\) Iterations \(=30\)} \\
\hline \multicolumn{3}{|l|}{Dutput GraFh Iteration} \\
\hline AFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFFA & 10 & 0 \\
\hline ACIII & 10 & 1 \\
\hline AB ¢ \(\operatorname{cccccccccccccccccccccccccccccccccc}\) BA & 10 & 2 \\
\hline A EBE BEB A & 10 & 3 \\
\hline AAA AA & 10 & 4 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 5 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 6 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 7 \\
\hline AAAAAAAAAAAAAAAA \(\quad\) A AAAAAAAAAAAAAAAA & 10 & 8 \\
\hline AAAAAAAAAAAAAAA E E AAAAAAAAAAAAAA & 10 & 10 \\
\hline AAAAAAAAAAAAAA EC IMIM \(C\) A \({ }^{\text {a }}\) AAAAAAAAAAAA & 10 & 10 \\
\hline AAAAAAAAAAAAA ECDE FF EIIC AAAAAAAAAAAAAA & 10 & 11 \\
\hline AAAAAAAAAAAA BCE HHHH IICE AAAAAAAAAAAAA & 10 & 12 \\
\hline A AAAAAAAAAAA E E KKKKKKGE E AAAAAAAAAAAAA & 10 & 13 \\
\hline AAAAAAAAAAAA HK\#\#\#\# E AAAAAAAAAAAAA & 10 & 14 \\
\hline  & 10 & 15 \\
\hline AAAAAAAAAAAA E ECKKKKKKKGE AAAAAAAAAAAAA & 10 & 16 \\
\hline AAAAAAAAAAAA BCII GHHHHG IICE AAAAAAAAAAAAA & 10 & 17 \\
\hline AAAAAAAAAAAAA ECDE EIC AAAAAAAAAAAAA & 10 & 18 \\
\hline AAAAAAAAAAAAA BC [ IMI C B AAAAAAAAAAAAAA & 10 & 19 \\
\hline AAAAAAAAAAAAAA E E AAAAAAAAAAAAAAA & 10 & 20 \\
\hline AAAAAAAAAAAAAAAA EBE AAAAAAAAAAAAAAAA & 10 & 21 \\
\hline AAAAAAAAAAAAAAAAAAA AAAAAAAAAAAAAAAAAAA & 10 & 22 \\
\hline AAAAAAAAAAAAABAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 23 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 24 \\
\hline AFAAAMAMAMAAAAAAAAAAAFAAAAAAAAAAAAAAAAAAAAA & 10 & 25 \\
\hline AAAAMAAAAAAAFAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 27 \\
\hline AAAMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 28 \\
\hline AAAMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 29 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 10 & 30 \\
\hline
\end{tabular}

Output Gramh


Dutput Graph
\begin{tabular}{|c|c|c|}
\hline & Iteration & \\
\hline ACII & 30 & 0 \\
\hline  & 30 & 1 \\
\hline \(A\) B CCCCCCCCCCC \({ }^{\text {A }}\) & 30 & 2 \\
\hline AA HBE CCCCCCCCCC \({ }^{\text {CCCCCCCCC A A }}\) & 30 & 3 \\
\hline \begin{tabular}{lcc}
\(A A A\) & \(B B B B B E\) & BEBEBEB \\
AAAAAA AAA
\end{tabular} & 30 & 5 \\
\hline AAAAAAAAAA EBE CCCC EBB AAAAAAAAAA & 30 & 7 \\
\hline AAAAAAAAAAA & 30
30 & 8 \\
\hline AAAAAAAAAAA E C IUEE EED C F AAAAAAAAAAAA & 30
30 & 9 \\
\hline \(\begin{array}{lllll}\text { AAAAAAAAAAAA } \\ \text { AAAAAAAAAAA } \\ \text { BCIIE } & \text { EF } & F & H \\ H & \text { EIC AAAAAAAAAAAA }\end{array}\) & 30 & 11 \\
\hline  & 30 & 13 \\
\hline AAAAAAAAAA & 30 & 14 \\
\hline AAAAAAAAAA C FHKKKKKKKHF B AAAAAAAAAAA & 30 & 15 \\
\hline AAAAAAAAAAA ECIE H H EICE AAAAAAAAAAA & 30 & 16 \\
\hline AAAAAAAAAAA H CIEF FEI B AAAAAAAAAAAA & 30 & 17 \\
\hline AAAAAAAAAAAA E II EEEE II \(B\) A AAAAAAAAAAA & 30
30 & 18 \\
\hline AAAAAAFAAAAA \(B\) C IIII C HB AAAAAAAAAAAAA & 30 & 2 \\
\hline AAAFAAAAAAAAA B CCCC E AAAAAAAAAAAAAA & 30 & 2 \\
\hline AAAAAAAAAAAAAA EBEBFBEBE AAAAAAAAAAAAAAA & 30 & 2 \\
\hline AAAAAAAAAAAAAAAA AAAAAAAAAAAAAAAAA & 30 & 23 \\
\hline AAAAAFAAAAAAAFAAAAAAAAAAAAAAAAAAAAAAAAAAA & 30 & 24 \\
\hline AAFAAAAAAAAAAAAAAAFAAAAAAAAAAAAAAAAAAAAAA & 30 & 25 \\
\hline AAAAGAAAAFAAFAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 30 & 26 \\
\hline AAAAAAAAAAAAAAAAAFAFAAAAAAAAAAAAAAAAAAAAA & 30 & 27 \\
\hline AAAAAAFAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 30 & 8 \\
\hline AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA & 30 & 29 \\
\hline AAAAAAAAAAFAAAAAAAAAAAAAFAAAAAAAAAAAAAAAA & 30 & 30 \\
\hline
\end{tabular}

The previous output shows the effect of starting the pipe's water temperature at 0 degrees. In McCracken's original work, no mention was made of initializing the water at any other temperature. We tried it at an average setting, that is, half way between heater and edge, then at random settings from 1 to 200 degrees. Although the latter case is not realistic, it seems to be the most effective in reaching equilibrium quickly. Remember that the goal of this problem is to produce a visual representation of the equilibrium condition in the pipe, so the starting temperature can be anything, even an unrealistic random value.
\begin{tabular}{rlrl} 
Temferatures: Lid \(=100\) & Edse \(=0\) & Center \(=200\) \\
Iimensions: Iefth \(=30\) & Width \(=40\) & Iterations \(=30\)
\end{tabular}


\section*{Output Grafh}

\begin{tabular}{cc} 
& \\
Iteration & \\
20 & 0 \\
20 & 1 \\
20 & 2 \\
20 & 3 \\
20 & 4 \\
20 & 5 \\
20 & 6 \\
20 & 7 \\
20 & 8 \\
20 & 9 \\
20 & 10 \\
20 & 11 \\
20 & 12 \\
20 & 13 \\
20 & 14 \\
20 & 15 \\
20 & 16 \\
20 & 17 \\
20 & 18 \\
20 & 19 \\
20 & 20 \\
20 & 21 \\
20 & 22 \\
20 & 23 \\
20 & 24 \\
20 & 25 \\
20 & 26 \\
20 & 27 \\
20 & 28 \\
20 & 29 \\
20 & 30 \\
&
\end{tabular}

Output Graph


Histograms or Bargraphs
Month Inches of rainfell
 ..... 5.23
 ..... 5.79
 ..... 3.02
 ..... 2.44
 ..... 2.62
 ..... 3.97

4.75
4.75
 ..... 
\(4+20\) ..... 
\(4+20\)


2.01
2.01

3.49
3.49

4.21
4.21
 ..... 4.05

3.82
Twelve month totel ..... 45.80
Another bargraph could be arranged so that the bars are vertical, which is the more typical display. The following program does this, and also shows the use of a list of sentinels, or flags, in the FLAG array.
Solution 2: Vertical arrangement of bars.
```

'FILENAME: "CSFS"
FONCTION: REVISEII RAINFALL GRAFH
AUTHOR : JPG GATE:
IATE: 4/80
IIM FLAG(13), 椋(13), R(13)
, read in the deta
FOR I=1 T0 13: REAII MO(I): NEXT I
FOR I=1 T0 12: REAI R(I): NEXT I
mata Jen, Feb, mer, afry Mesy Jun
mata Jul: Aus, Sefg Ocl, Novy Hec, Ave
IIATA 5.23, 5.79,3.02, 2.44, 2.62,3.99
IIATA 4.75, 4.20:2.01, 3.47, 4.21, 4.05
LFRINT TAR(20),"Reinfell be month"

```

```

    LFRINT
        calculate constant for keepins the heisht under 20 lines
        L=0
        FOR I=1 T0 12: IF L&R(I) THEN L=F(I)
        S=StR(I) 'calculate the sum
        NEXT I: K=L/20; R(13)=5/12
        FOR J=20 T0 1 STEP -1
        FOR I=1 TO 13
        220 IF R(I)<J*K THEN 250
        230 IF FLAG(I)=1 LFRINT TAB(I*4-4 USING "% % "tM$(I); ; GOT0 250
        240 IF FLAG(I)=0 LFRINT TAB(I*4-4 USING "#,# ";R(I);: FLAGC(I)=1
    250 NEXT I: LFRINT
260 NEXT J
10000 ENII

```

\section*{Rajificll be month}


Many graphic designs can be summarized in the form of a table of starting addresses and lengths. For example, the design of the numeral 1 could be stored in a two-dimensional integer array \(\mathrm{D}(12,2)\) in which the first subscript represents the starting column and the second subscript represents the string length. The following program prints the numeral 1 shifted right approximately 30 spaces.
```

10 'FILENAME: "CSF6"
20 'FUNCTION: TABLE-IRIUEN IIGIT
30' AUTHOF:JFG IIATE: 12/79
40 IIEFINT A-Z: IIIM I(12,2)
50 FOR I=1 T0 12: FOR J=1 T0 2; FEAIl I(I,J): NEXT J,I
60 IATA 31, 3, 30, 4, 29, 5, 31, 3, 31,13, 31, 3
70 IATA 31, 3, 31; 3; 31; 3, 30; 5; 30, 5, 30, 5
80 FOR I=1 TO 12
90 LFRINT TAR(IN(I,1)); STRING和(1(I,2);"*")
100 NEXT I
10000 ENI

```

The graph of this digit is hardly representative of the many such designs that could be done，particularly since it is solid throughout； each printed line is made up of just one string．The Starship Enterprise printing program shown earlier（program C5P2）includes a number of features that lend flexibility to this technique．That program requires the printing of one or more strings per line，so it uses a signal value which has to be included in the table．This table is really a series of DATA statements，and the signal value tells the computer to return the cursor for the production of another line．

Picture Within Program

The simplest procedure for painting a picture is to contain the design itself within the program．For example，the output of program C5P7 is obvious．

This technique wastes memory，because each line that is printed is stored in its entirety．However，it can be useful as an intermediate tool to develop pictures，from which data tables can be designed．

Program C5P8 is one last example of table driven graphics．It was written by Steve Grillo and his goal was to write a program that would produce banners of his choice on the screen．It does this，and more：You can select whether you want the banner displayed on the screen or printed on paper，and you can select the width of the letters．The output hints at the power of the program．

\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|l|}{10 'FILENAME: "CSFB"} \\
\hline 20 & 'FUNCTION: TO FRINT MESSAGES OA THE SCREEN OR PRTNTEF \\
\hline 30 & - AUTHOR : SFG IATE: 6/79 \\
\hline \multicolumn{2}{|l|}{40} \\
\hline 45 & , dete lines: 1000-1070 \\
\hline 50 & mejor subroutines: \\
\hline 60 & 2000 converts the decimel number to biners and \\
\hline 70 & Flots the froper fixels on the sereen \\
\hline 80 & 3000 Flots \(e\) lerse word (Es) on the sereen et X,Y \\
\hline 70 & 4000 initislize metrix \(\mathrm{F}(\mathrm{Na} \mathrm{H}) \mathrm{usins}\) the detz \\
\hline 100 & 5000 stores 6 fower of 2 in erres 0 \\
\hline 110 & 6000 accepts a temporery strins from the user and \\
\hline 120 & \multirow[t]{2}{*}{, \({ }^{\prime}\), desiredy cofies the soreen to the frinter} \\
\hline 130 & \\
\hline 500 & CLEAR 200: IEFSTR A: TEFTNT E-7: ITM F(91.8) \\
\hline 510 & G0SUR 4010: G0SUB 5000 \\
\hline 520 & CLS: IAFUT "WOULII YOU LIEE A SAMFLE MESSAGE" if \\
\hline 530 & IF A×"YES" THEN 700 \\
\hline 600 &  \\
\hline &  \\
\hline &  \\
\hline & INPUT 5 S \\
\hline 700 & \(Y=0: \mathrm{H}=0\) : CLS \\
\hline 710 & FRTHT " Note:" \\
\hline 720 & PRTHT " To print lower cese messeses; hold the" \\
\hline 730 & PRINT " shift key while turins." \\
\hline 740 & FRINT \\
\hline 750 & \(\mathrm{H}=\mathrm{H}+1 ;\) IF HYS THEN 810 \\
\hline & \multirow[t]{2}{*}{ELSE LINE INFUT "TYFE IN THE WORI ('ENI' TO STOF): "\#Es H):} \\
\hline & \\
\hline 760 & WIIITH(H)=0 \\
\hline 770 & INFUT "WHAT WIITH (1-4) WOULI YOU LIKE";UIITH(H): \\
\hline & IF WIIITH(H)=0 THEN WIITH(H)=1 \\
\hline 780 & \(\mathrm{X}(\mathrm{H})=0\) \\
\hline 790 & INFUT "FIRST HORTZOATAL. FOSITION OF THIS WORI \((\geqslant=0) " 幺(H)\) \\
\hline 800 & PRTMT: G0TO 740 \\
\hline 810 & PRIAT: FRINT \\
\hline 850 & FRINT "IO YOU WANT THE MESSAGE SENT TO THE FRIATER" \\
\hline 860 & IHFUT " \(\quad 1=\mathrm{YES}\) 2=NO"险 \\
\hline 700 &  \\
\hline & G0SUB 3000: \(Y=Y+9 \%\) HEXT I; GOSUR 6000 \\
\hline 910 & GOTO 520 \\
\hline 920 & lines 1000-1070 hold ell of the dote \\
\hline 930 & for the cherseters \\
\hline 940 & \\
\hline
\end{tabular}
```

1000 IATA -2;-2;-2;-2;-1.95,-1,7;-2;7;-1,20:127,20:127,20;
-1,4,42,127,42,16,-1,67,32,19,8,100,2,97,-1,48,74,6%,18,32,649
-1,4,2;1;-1,28,34,65,-1,65,34,28,-1,34,20,127,20,34,-1,8,8,127%
0,8,-1;60,56,-1,8,8,8,8,-1,32,80,32,-1,64y32,16,8,4,2,-1

```

```

70,-1,53564,1,7255,74,49%-1,16,6%20.2,125416,-14,39,6495,64,5%
64,57,-1,48,72,4,74,1,72,485-1,65,32,17,8,5,2,1,-1,54,73,-2,739
2,73,54;-1,647,64,41;16,9,6y-1,34,85;34,-1,90,33,26,-1
1020 IATA B,-2,20;-2,34,-2,65;-1,20,20,20,20,-1,65,-2,34,-2,20,

```

```

18,20,120,-1,65,127,73,73,54,-1,62:65,65:65,34;-1,65,127,65,65,
62,-1,127,73,73,65,-1,127,9,9,1,-1,62,65,65,81,50;-1
1030 IATA 127,8,8,127;-1.65,127,65,-1,40,64:65,63,1:-1,127,4,89
18,32,65,-1,127,64,64964,-1.127,2,4,8,4,2,127,-1,127,2,4,8,16%
32,127,-1,62,65,65,65,62,-1,127,9%9,6;-1,62,65,65,17,33;
94;-1!127,9%25,38.64;-1.
1040 IATA 38:73,73,73,50,-1,1,1,127,1,1,-1,63,64,64,64,63,-1,
15,16532;64,32,16,15,-1,63,64,32:24,32:64:63:-1,65,34,20;8,20;
34;65,-1,1:2;4,120,4,2,1, -1,65,32,81,8,69,2,65, -1.4,6,127,6,4,

```

```

1050 IATA 62,65,-2,89,84,14,-1,32,84,84,94;40;-1,127,68,68,68;

```

```

126,5,1,2,-1,72,84,84,849106,-1,127,4,4,4,120,-1,68,125,64,-1,
32:64:64;64;61:-1,127;8,20;34,64:-1:65:127,64
1060 IIATA -1,124:4;120,4:120;-1:124,4;4,120;-1;56,68,
68,68,56;-1:124;20:20:20:8,-1;56,60;68:20;36,88;
-1,124:4:4.4:8

```



```

2000 ' subroutine to chence decimel * to binery
2010, हnd flot the discrete pixels on the sereen

```

```

2030 II=T1-U
2040 FOR R=1 T0 WIITH
2050 IF Y+R<128 ANII Y-UT7<48 THEN 2070

```

```

2070 SET(X+RyY-V+7)
2080 NEXT R
2090 NEXT U: X=X+WITITH-1; RETURN
3000, subroutine to flot e word (Et) on the screen at XaY
3010 FOR G=1 T0 LEN(E\$): M=ASC(MIM\&(E多G:1))-31: B=0
3020 E=B+I: IF P(H,E)=0 THEN 3030 ELSE II=F(H9E): X=x+1:
GOSUH 2000: GOTO 3020

```
```

3030 X=x+5: NEXT G: RETURN
4000' subroutine to initialize metrix F(N,B) usins
4005, the dete in lines 1000-1070
4010 CLS: E=0: FRINT: FRINT "LOAIING CHARACTER - " %
4020 FOR N=1 T0 91
4030 REAII C*: C=UAL(CW): IF C\$="-1" THEN 4050 ELSE
IF CO FRINTEO5,CHEN(N+31):
4040 IF C=-999 GOT0 4070 ELSE B=E+1: F(N:E)=C; 60T0 4030
4050 E=0
4060 NEXT N
4070 RETUEN
5000, Subroutine to store 6 fowers of 2 in arres 0
5010 FOR M=1 T0 7; O(\#)=2((7-M): NEXT M: RETURN
6000 FRTHTG950""<CRO"乡:TNFUT 5*
6010 IF F1=2 THEN RETURN ELSE FRTNTO950:" ":
6020' the next line sets the IF-225 printer to 16.5 cpj
6030 LFRINT CHFO(31)
6040, cofy the sereen srephics to the frinter
6050 FOR Y=0 T0 47; FOR X=0 T0 123
6060 IF POINT(X,Y) THEN LFRTNT "来" ELSE LFRTNT " ";
6070 NEXT X: LPRINT " "% SET(0.Y): NEXT Y: RETURN
10000 ENII

```
```

索 数

| 料 | ＊ |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 䋓 |  |  | ＊＊＊ |  |  |
| ＊ | 䗇 | 䋛 | ＊＊ | 稴 | ＊＊ |
| 楼 | 粎 | 楼 | ＊＊ | ＊＊ | ＊ |
| ＊ | ＊＊ | 粎 | ＊＊ | 鞢 | 類 |
| ＊＊ | ＊ | ＊＊ |  | 粎 | 䊩 |


| 䊬 |  |  | 紜米 | 䊩枋 | 䋓类 |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 档㫧 |  |  | 䩵索 |  | 䋛隺 |  |  |  |
| 粹当 |  |  | 紜䍗 | 䋛楼类类 |  |  |  |  |
|  |  |  | 紜寀 | 䋛 | 䋛絭 | 䋛寀 | 楼䅈 | ＊＊＊ |
| 継 |  |  | 䊝＊ | ＊＊＊ | 䋛类 | ＊＊＊ | 䋛＊＊ |  |
| 䋛米 | ＊＊＊ | 䊅 | 楼类 | ＊＊＊ | 楼業 | 縤尞 | 䋛冓 |  |
| 粬 |  | 楼党 |  |  |  |  |  |  |


|  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  | 䩤教家 |  |  |  |
|  |  |  |  |  |
|  |  | 鞅事或 | 靿糔 |  |
|  |  |  |  |  |
| 㱏为家家 | 䩳紻 | 䗇米克 | 蚛当家 | 靿蝶 |
| 具䋛 |  |  |  |  |



```
PRINT @
```


## PRINT @ <br> The PRINT @ instruction uses the screen address to position the leftmost character to be printed. Caution: The @ symbol is represented differently in memory when the shift key is depressed, so be sure to use the unshifted @, otherwise a syntax error results when the program is executed.

10 FRINT E O,"X"
20 PRINT [ 95,"ZOT"
30 FRINT E 510,"ZOTZOT"
40 PRINT E 1023:"Z";

```

Instruction
```

```
Inglructian
```

```
```

Inglructian

```

Outrut
```

```
X at the tor left of the screen
```

```
X at the tor left of the screen
ZOT centered on the second line
ZOT centered on the second line
ZOTZOT centered on the screen
ZOTZOT centered on the screen
Z}\mathrm{ at the bottom risht of the screen
```

```
Z}\mathrm{ at the bottom risht of the screen
```

```

The second major graphical method is character graphics. This method is realized on the TRS-80 through the use of the PRINT @ instruction which can address any of the video screen's 1024 positions. The positions in the screen's top row have addresses 0 to 63 , the second row 64 to 127 , the third row 128 to 191 , and so on until the last row, which has addresses 960 to 1023 .

If the PRINT@ instruction ends with no punctuation, the cursor returns to the beginning of the next line, and this may produce undesirable results. If the address is between 960 and 1023, the string prints on the last line of the screen, then the screen scrolls one line. The effect of a PRINT @960 is the same as a PRINT @896, which of course is not what was intended.

If the PRINT @ instruction ends with a semicolon (;) the result is predictable. We recommend that you always end all PRINT @ instructions with a semicolon.

STRING \(\$\)
A Level II BASIC function which is useful in graphing is the STRING\$ function. This function has two arguments: The first is the number of characters desired, up to 255 , and the second is the character itself.


AAAAA
Cursor moves down 8 lines: ositions itself at left of \(15=\) cerfisse/cursor peturn froduced bs the ENTER Kes (/EN/). 27.7. + 7.77 (64 of them) on Two rows of 95

Note: Since the computer builds the string in its memory first before displaying it, your program may require additional string space to be reserved for it. Use the CLEAR instruction to allow for more string space.

A look at Appendix B reveals that the TRS-80 has a total of 256 possible characters, and the effect of each can be displayed by using the instruction PRINT CHR \(\$(\mathrm{~N})\) where N is a number from 0 to 255. A few of these values of the TRS-80's character code have no effect on the TRS-80, but most do, and they are certainly more numerous than would be necessary for just the alphabet, digits, and special characters that BASIC needs. The table below is a summary of the expanded table in Appendix B.

Code Function
\begin{tabular}{ll}
\(0-7\) & None \\
\(8-31\) & Carriage/Cursor Control \\
\(32-47\) & Special Characters \\
\(48-57\) & Digits \\
\(58-64\) & Special Characters \\
\(65-90\) & Alphabet (Upper Case) \\
\(91-95\) & Carriage/Cursor Control \\
96 & Lower Case @ \\
\(97-122\) & Alphabet (Lower Case) \\
\(123-127\) & Lower Case of Codes 91-95 \\
\(128-191\) & Graphics Characters \\
\(192-255\) & Tabs for 0 to 63 Spaces
\end{tabular}

The last two groups of codes represent half of the possible printable characters，and they deserve special mention．The last 64 codes allow tabbing without the TAB function．
```

Instruction
Outrut
10 FRINT CHR年(202)!"糘"
20 A⿻三人=CHR$(192+I): FRINT A$\&"宗"

* in the 10th fosition
* in the Ith fasition

```

These codes make possible some very simple graphics programs， such as the one below．Note that this technique is restricted to screen graphics because printers don＇t respond to the tabulation codes．
```

10 'FILENAME: "CEF'"
20 'FUNCTION: IRAW A VERY SIHFLE CHRISTMAS TREE
30' AUTHOR : JFG LATE: 6/79
40 CLEAR 200
50 M=32
60 FOR I=1 TO 12
70 IF I>1 THEN M=M-FHI(3): R1=FNM(5)-3: R2=RNIM(5)-3

```

```

90 L=65-M娄2+R2
100 FRINT F*⿱夕夕㐄
110 NEXT I
120 PRINT TAR(29)"MERRY"
130 FRINT TAB(29)"XMAS!"
140G0T0 140 , freeze the screen
10000 ENI

```
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Graphic to Binary Conversion

The codes from 128 to 191 are graphic characters that are made up of six small rectangles, or pixels, arranged in three rows and two columns for each character. Each character entirely fills one of the 1024 print positions on the screen. Each pixel is either on (bright) or off (blank), depending on the code. For example, the graphic character 134 looks like this:

where
is off, and
and \(\square\) is on.

The result of PRINT CHR \$(134) would be the graphics character shown above.

Each character code can be thought of as a visual representation of a six-bit binary number from 000000 to 111111 , corresponding to all 64 possible combinations of bits. The character's code value can be computed by translating each off pixel to a 0 and each on pixel to a 1. Then the positions of the 1 s can be masked into the six-bit

Chapter 5 Graphics
binary number. The value of that number plus 128 is equal to the code value.

\[
\overline{32} \overline{16} \overline{4} \overline{1}
\]

Thus the graphics character whose code is 134 is

and so the statement PRINT CHR \(\$(134)\) produces that graphic symbol. The graphic character whose code is 191 is the one in which all pixels are on, resulting in a large rectangle of light. This graphic symbol is one of the most useful, as shown in the following discussion.

Uses for Graphics Characters

All pictorial printer graphic applications that have been mentioned so far in this chapter are fair game for these characters. For example, the histogram application (program C5P4) requires this line change and all LPRINTs to be changed to PRINTs to modify the output dramatically.

Program C5P4 will now produce output like:


Other programs can be changed very simply, and their output reflect the use of graphics characters.

Program C5P6 with the change

yields output like:


Chapter 5 Graphics

Program C5P9 with the modification


Cartooning is possible with these graphic characters. This technique requires very fast display rates, so the POKE commands should be used to transfer the characters directly to the screen. POKE is about six times faster than PRINT, so it's worth the effort.

To give the semblance of motion, it is necessary to display a sequence of slightly altered pictures in rapid order. The time it takes to plan this sequence is truly imposing.

The following program uses the character graphics, and its purpose is to draw a full screen of digits on the screen very quickly. The digits are made up of four screen positions each, so they appear larger than normally printed character digits. We show you this program and its output here to prompt you into thinking of uses for this "enhanced digits" display.
```

    *FILENAME: "C5F10"
    FONCTION: FRTHTS IIGITS USTNG CHAFACTEE GRAPHTCS
        AUTHOR % JIRF IIATE: 9/79
    CLS: DEFINT A-Z; CLEAF 100; IIM Ho(10)' initiajize
        comfose strins to linefeedy then becksface twice
    ```

```

        this loof forms zll of the ten disits
        FOR I=1 TO 10: A F=""
    ```

```

        IF J=2 THEN A ={种+E事' edo LF & becksFece twice
                        NEXT J
    ```

```

        [ATA 23;43;13;14,47:0,15,15,51,5%,13,12
        IATA 51,53,12;15%21,48%3,15%55%51,12,14
        IATA 53,48,13,14,3,27,10;0,55;57,13,14,55,59,0,15
        print the disits on the sereen rendomls
        FOR K=0 T0 62 STEF 3
        FOR Y=K TO 9%6tK STEF 128
        C=FNM(10)-1: FRTATEY,I事(C+1)%
    200 NEXT Y
    210 HEXT K
220 GOTO 220' freeze the screen
10000 ENII

```


The output of the following program should look familiar． This program＇s output is used as the chapter heads，or first page illustrations．
```

FMLENAME: "CEF10A"
FUNCTION: CHAFTER HEAD FROGRAM USING CHARACTER GRAFHICS
AUTHOR : JMR DATE: 10/79
FANDOM: IEFINT A-Z; CLEAR 100: IIM IN(10)' iniliclize
compose strins to linefeed, then becksFace twice
E$=CHR$(26)+CHF$(8)+CHF$(8)
compose strins for simple desisn
G$=CHR$(191)+CHF$(191)+E$+CHF$(143)+CHF$(143)
this loof forms 2ll of the ten disits
FOK I=1 T0 10: A\#=""

```


```

            NEXT J; [O(I)=A⿱⿻土一⺕龰⿱一𫝀口
    NEXT I

* dete for disits 0-9
INTA 23;43:13,14:47:0,15:15,51:59,13.12
|IATA 51,53,12,15,21,48,3,15,55,51,12,14
NATA 53,48,13,14,3,27,10,0,55,59,13,14,55,59,0,15
mein loof for printins 10 chafters is below
FOR K=0 T0 9: CLS
* frint hesdins on left fortion of screen
FRINTE138;"CHAFTER";: FRINTC205,I\#(K+1)㓪
* loofs to frint desisns on the screen
FOR I=1 T0 8: E=ABS(I+I-3): E=I+9-INT(I/8)
FOR J=E TO E

```

```

    NEXT J
    NEXT I
loor to frint disits on the screen
FOR J=1 TO 19: R=RNM(8)
B=ABS(R+R-3): E=R+9-INT(R/B): S=E-1+RND(E-B+1)

```

```

NEXT J
hold the screen before settins next chafter
FOR I=1 T0 1000: NEXT I
set next chefter
NEXT K

```
10000 ENI


The third major technique for programming graphic displays is pixel graphics, so-called because the programmer controls the on-off state of every single pixel. Whereas the screen contains 64 columns and 16 rows of characters, whether they are script or graphic, the same screen contains six times as many pixels. There are 128 columns and 48 rows of pixels, and their screen addresses are radically different from the addresses of the graphic characters they generate. A programmer can address a single pixel with X and Y coordinates, using the column numbers 0 to 127 for X and the row numbers 0 to 47 for Y .

SET
The SET command turns on the pixel whose screen address is in \(\mathrm{X}, \mathrm{Y}\) coordinate form in parentheses immediately following the word SET.

Instruction
\(10 \operatorname{SET}(0,0)\)
\(20 \operatorname{SET}(2,4)\)
\(30 \operatorname{SET}(127,47)\)
\(40 \operatorname{SET}(0,47)\)
\(50 \operatorname{SET}(127,0)\)
60 POKE 15360, \(128+21\)
\(70 \operatorname{SET}(0,0): \operatorname{SET}(0,1): \operatorname{SET}(0,2)\)

Output
-------

The last two statements above have the same effect, except that the POKE is much faster. Both light up the top left pixels like this:


The RESET command turns off the pixel whose screen address is in \(\mathrm{X}, \mathrm{Y}\) coordinate form.

```

10 PRIAT ©0: CHE (1.91)
$20 \operatorname{RESET}(1: 0)$

```

```

10 'FILENAME: "CSF11"

```
10 'FILENAME: "CSF11"
20 'FUNCTION: SHOOT A IIIAGONAL LINE ACROSS THE SCREEN
20 'FUNCTION: SHOOT A IIIAGONAL LINE ACROSS THE SCREEN
30' AUTHOR : JFG LIATE: 6/79
30' AUTHOR : JFG LIATE: 6/79
4 0 ~ C L S ~
4 0 ~ C L S ~
50 FOR I=0 T0 119: X=I: Y=T*,4: J=I-10: K=,耑.4
50 FOR I=0 T0 119: X=I: Y=T*,4: J=I-10: K=,耑.4
60 SET(X,Y)
60 SET(X,Y)
70 IF T>9 THEN RESET(J,K)
70 IF T>9 THEN RESET(J,K)
80 NEXT I
80 NEXT I
10000 ENII
```

10000 ENII

```

The program above "shoots" a line from the top left to the bottom right of the screen. Try it.

The POINT function returns a zero (false) if the pixel at the \(\mathrm{X}, \mathrm{Y}\) coodinates that make up its argument is off, and a -1 (true) if that pixel is on. Thus it is useful when testing if a particular spot is on or off.

10 IF POINT 0.0 ) THEN RESET(0.0)
20 IF FOINT \(X, Y\) ) THEN SET( \(X+1, Y+1\) ): RESET( \(X, Y\) )
Pixel graphics give the programmer a true graphing capability on the screen with 128 -column, 48 -row resolution. This may not be the finest resolution you can find on the graphic terminals and computers, but the latter generally cost about five times as much as a TRS-80. With pixel graphics you can draw horizontal, vertical, and angled lines, and even graph geometric shapes.
```

10 'FILENAME: "C5F12"
20 'FUNCTION: IRAW A HORTZONTAL OR VERTICAL LINE
30. AUTHOR : JFG [IATE: 6/79
40 CLS
50 INFUT "HORTZONTAL (1) OR VERTICAL (2)"; A
60 INFUT "STARTING COORITNATE"名 :
70 CLS: ON A goto 80:90: garo 50
80 FOR X=0 T0 127: SET(X,B): NEXT X: GOTO 50
90 FOR Y=0 T0 47: SET(ByY): NEXT Y: GOTO 50
10000 END

```

```

10 'FILEMAME; "C5F13"
20 'FUNCTION* IRAW AN ANGLEII LIHE (FOLAR METHON)
30 ' AUTHOR : JFG LIATE: 6/79
40 CLS
50 INFUT "X ANI Y OF ORIGIN" % X:Y
60 INFUT "ANGLE IN IEGEEES";TH: A=TH/57.3: S=SIN(A): C=COS(A)
70 INFUT "LENGTH";F
80 CLS
70, draw the line
100 FOR N=1 T0 K

```

```

120 NEXT N
130 GOTO 130, freeze the screen
10000 ENII

```

```

"FILENAME: "C5F'14"
FUNCTION' DRAW ANY LTME BY CARTESIAN METHON
GUUTHOR : SPG IATE: 5/77
CLS: INFUT " FOTNT OF ORIGIN (X;Y)" %X1,Y1
INFUT" FOINT OF TERMINATION (X;Y)"\$X2,Y2
CLS
0' switch verizbles if needed to reverse direction
80 IF Y2<Y1 THEN X3=X2: Y2=X1; X1=X3: Y3=Y2: Y2=Y1: Y1=Y3
90, checks for a verticel ansle and acts accordinsly
100 IF X1<<2 THEN 180
110 IF Y14Y2 THEN ST=1 ELSE ST=-1'
120, loof to drew verticel line
130 FOR Y=Y1 T0 Y2 STEF ST
140 SET (XI,Y)
150 NEXT
160 GOTO 260
170, takes care of all other ensles
80 M=(Y2-Y1)/(X2-X1)' colculate slofe of znsle
190' set stef size
200 IF M<-1 OR M>1 THEN ST=1/M-1/(M⿱宀⿱二小欠{0) ELSE ST=SGN(M)
210 IF ST=0 THEN ST=1' set stef size if M=0
220; drew line between foints
230 FOR }X=0 T0 X2-X1 STEF ST
240 SET (X+X19M芼X十Y1)
25 NEXT X
200 GOTO 260' freeze screen
10000 ENI

```


10 'F ILENAME: "CSF15"
20 'FUNCTION: IRAW A CIRCLE USING SINE ANI COSTNE FUNCTIONS
30 ' AUTHOR : JFG DATE: 10/79
40 CLS
50 THFUT "RAMIUS"施: INFUT "CENTER COORITNATES"; XI,Y1
60 CLS
70 FOR TH=0 TO 6.3 STEF \(1 / \mathrm{F}\)

90 NEXT TH
1006070 100' freeze screen
10000 END


In many games, as well as in serious graphing applications, you will want to have a dot move in a straight direction until it meets an obstacle and keep moving in a new direction. Consider the possible bounces:

Vertical Wall Collision


Each moving dot changes its X direction by an amount DX, and its Y direction by an amount DY. In all the conditions above, the Y direction increment DY never changes sign. In conditions 1 and 2, DX starts as positive, but changes sign to negative on the bounce.

If you investigate the four possible bounces from a horizontal wall, you will find that, as expected, the only change is the reversal of the sign of DY.

This understanding is all that is necessary to graph a moving and bouncing dot. The dot is a pixel drawn with a SET command. The coordinates of the SET are X and Y . The movement is provided with a SET at a new position \(\mathrm{X}+\mathrm{DX}, \mathrm{Y}+\mathrm{DY}\) followed with a RESET of the old dot at \(\mathrm{X}, \mathrm{Y}\).
```

100 SET(X,Y)
110 X=X+DX: Y =Y+1IY
120 SET(X:Y)
130 EESET(X-IIX:Y-IIY)
140 GOT0 110

```

To bounce the dot off the wall, you must "feel" ahead to see if any part of the surrounding territory is occupied. It is not enough to just sense the status of the next point. For example, suppose the dot is moving up and to the right, and it encounters a horizontal wall.


If the "next place" is the only point that is considered on a bounce, the computer couldn't tell if the wall were horizontal or vertical


The only way to judge which direction increment, the DX or the DY, needs to change sign is to sense in all four directions.

Examples:


There is something above the dot, so reverse the sign of DY

.


This program bounces a dot off any wall set up in either a horizontal or vertical position. It allows DX and DY to be defined for any value between 1 and 2 , and builds its walls on the four sides of the screen.
```

10 'FILENAME; "CSF16"
20 'FUNCTION: BOUNCING IOT FROGRAM
30' AUTHOR : JFG MATE: 2/B0
40 INFUT "MX; IY RETWEEN 1 ANII 2 THCLUSTUE";IOX:IY
SO TNFUT "STARTING COORHTNATES"晾Y: CLS
60. FOR I=0 T0 127 ' this loof drews horizontel bounderies
70
SET(1,0): SET(I;1): SET(T;46): SET(I;47)
NEXT I
FOR I=0 T0 47' drew verticel boundories
100 SET(0,I): SET(1;I): SET(126:I); SET(127,I)
110 NEXT I
120 SET(X,Y)' Fut e foint et location X,Y
130 ' chense direction of dot if necessery
140 IF FOINT(X+[IX,Y) OR FOINT(X-MX;Y) IXX=-IXX
150 IF FOINT(X,Y+IIY) OR POINT( X,Y-IIY) IIY=-IIY
160 X=X+IIX: Y=Y+IIY: 60T0 120
10000 ENII

```


A very nice program that actually served as an inspiration for the discussion above is the one that Steve Grillo wrote as an exercise in visual graphics. He calls it "The Happy Hopi" for obvious reasons.
```

"FILENAME; "WEWH"
FUNCTION' CREATING COAFUTEF ART
AUTHOR : SPG MATE: 2/7%
next line initializes veriealest clears sereen
RANIOH: CLEAK 1000: IEFSTR A; IEFTNT B-Z; E=1: F=-1: CLS
CLOSE: FRINT " FRESS:"
FRTAT " L- TO LOOK AT OLI FTCTURES"
FRTNT " M- TO CREATE NEW FICTURES"
A=INKEY事; IF A=*" THEN 90
IF A="L" THEN 7%0

* user wants to crebte new art
CLS
the next loof drews 6 random lines on the screen
(3 verticel, 3 horizontel)
FOR T=1 TO 3
set ur rendom verizbles

```


```

            drow the lines usins the variobles
        FOR H=EO TO E1: SET(N,B2): NEXT
        FOE H=C TO C1: SET(C2,N): NEXT
        NEXT T
            the next two lines initialize the direction of the dot
        S=INT(RUDN(100)/50): IF }5=0\mathrm{ THEN }5=-
        T=INT(RND(100)/50): IF T=0 THEN T=-1
        * the next two lines draw a boundars around the screen
        FOR N=1 T0 125: SET(Ny3): SET(N;47): NEXT
    FOR N=4 T0 46; SET(1,N): SET(125yN): NEXT N
    , next line sives the foint e stertins spot &
    ```

```

        Frint the commend stetement on the screen
        FRTNTE 10:"COMmAND(F;S% qFyE): "%
        *
        *
            the rest is the mein fortion of the frosrom
        next 4 lines chense the direction if necessary
        IF FOINT(X+1yY) THEN S=-1
        IF FOINT(X-1,Y) THEN S=1
        IF FOINT( }X,Y+1) THEN T=-1
        IF FOINT(X,Y-1) THEN T=1
        Frevious Foint is talanked if F=1
        IF F=1 THEN FESET(X,Y)
    ```
        Chapter 5 Graphics
```

    440, next 4 lines actually tell the dot where to move
    450 IF S=1 THEN X=X+1
    460 IF S=-1 THEN X=X-1
    470 IF T=1 THEN Y=Y+1
    490 IF T=-1 THEN Y=Y-1
    490' next line ercees foint if it wes white and E=1
    500 IF FOINT(X,Y) ANI E=1 THEN RESET(X,Y) ELSE SET(X,Y)
    510' the next line checks to see if a kes was pressed-
    520" if not, then so back to the mein frosram
    530 A=IMKEY$: IF A="n THEN 380
    5 4 0 \text { ( Frint the letter thet wes pressed in the corner}
    550 FRTNTE 30:A⿱⿱亠䒑日心
    560% execute the commend
    570, reverse the dot?
    580 IF A="R" THEN T=--T: S=-5: coT0 330
    590, erese the dots trail?
    600 IF A="F" THEN F=-F: G0T0 330
    610' erese the dot when it runs over another?
    ```

```

    630. Stor the motion of the dot?
    640 IF A`" " THEN 670
    650 A=TMKEY韦: IF A="" THEN 650 ELSE 330
    660. store the ficture on disk?
    670 IF A`"S" THEN 330
    680' store the file usins random eccess
    690 OFEN "R",1,"SCRNGRFH/LAT"' ofen the file for sccess
    700 FIELII 1, 255 AS E$: M=LOF(1): I=1535% inilislize
    710 A="": nullif! A$
    720, the next 5 lines cors the sereen to disk
    730 I=I+1
    740 IF LEN(A)<25S THEN 770
750 M=M+1: LSET E軒A: FUT 1,M
760 IF M/4=INT(M/4) THEN 60 ELSE 710
770 A=A+CHR$(PEEK(1)): FOKE I,46: GOTO 730
700 ' this fortion cories the ort on disk to the screen
790 OFEN "R";1,"SCRNGRFH/IAT" ; FIELI 1: 255 AS E*
800 IF LOF(1)<0 GOTO 830
810 PRINT "SORRY, BUT THERE IS NO ART ON FILE... SCR%";
820 A=INKEY`: IF A="" THEN 820 ELSE 60
830 CLS
840 FOR C=1 TO LOF(1) STEF 4
850 FOR IL=0 T0 3: GET 1,C+II; FRTNT E$: NEXT I
860 FRTNT E970;" <्CRO";
870 A=INKEY事: IF A="" THEN 870 ELSE FRTNT
880 NEXT C
10000 ENII

```



The last program produces graphic designs that are familiar to all mathematicians：These are variously called roses，limacons， lemniscates，or Lissajous figures，and they are not difficult to produce．The following program allows the user to select a pattern， choose its density，then produce the output on either the screen or both the screen and the line printer．We have included a number of examples to show you its flexibility．
```

10 'FILEHAME" "C5F18"
20 FUNCTION: FRODUCE INTERESTING FATTERNS
30:AUTHOR : SFG
TEFTNT X:Y:Z,Q:K゙
DEFINT K;Q:X,Y:Z; F2=6:203: Z=23: K=2% C=62* T=3
60 THFUT "FIRST VARIABLE (0<XC10)" \#A
70 TAPUT "SECOND VARTABLE (GREATEF THAN THE FTRST VARTARLE)" %B
80 INFUT "OUTFUT TO FRTHTEF (I=YES)"\&F
90 THFUT "IENSITY (1=SUFER IENSE; EUT SLOW% 200=SCATTERED)" SST
100 ST=ST/1000' comFute ster size
110 CLS
120; crecte the ficture
130 FOR TH=0 TO F2 STEF ST

```

```

150 SET(X,Y)
160 NEXT TH
170 IF FQ THEN 300' diG the user went it cofied?
180; Frint velues for two mein verisbles
170 LPFTNT CHE\$(27)' normel frinter densits (10 cFi)
200 LFFTNT TAR(12)"First Veriable="\#A%
210 LFRTMT TAB(44)"Second varienle="名
220 LPRTHT
230 LFRTHT CHFक(31)' set frinter densits to 16.5 cri
240, cory the screen to the frinter
250 FOR Y=0 T0 47
260 FOF X=0 T0 123
270 IF FOINT(X:Y) THEN LFETNT "絭" ELSE LFRINT " n%
2g0 NEXT X: LFRTAT " ": SET(0yY)
290 NEXT Y
300 GOT0 300' freeze the sereen
10000 ENI

```




Graphing techniques are supremely rewarding to both the programmer who masters them and the program user who delights in their visual effects. They often transform a dull program into an exciting one, and provide the user with pictures, generally known to be worth a thousand words each. Sometimes, though, words are the stock in trade for the computer, as in the many word processing applications indicate. When this is the case, BASIC's ability to handle strings is of paramount importance, and this capability makes it a language chosen by many. String handling will be discussed in the next chapter.



I/O, Strings, and Disk BASIC

As good as Level II BASIC is with its graphics and enhanced string handling capabilities, the TRS-80 Disk Operating System or TRSDOS, includes some embellishments that further increase the power of the language. These additions to the language are supplemental to the 12 K ROM (Read Only Memory) BASIC, and occupy RAM (Random Access Memory). You may refer to the memory map in Appendix C for a visual explanation of the way these enhancements use the RAM.

This chapter discusses the Disk BASIC features that don't deal with tape or disk I/O, since chapters 7 and 8 cover those topics thoroughly.

These two language features are very closely related. The DEFUSR corresponds to a DEF FN, except that it refers to a user-defined machine language function, and the USR corresponds to the invocation of that function.

The DEFUSR defines the entry point to a machine language routine as an address, and it also associates that routine with a number from 0 to 9 , which allows up to 10 machine language
routines to be called within a program.
```

10 DEFUSR0=32000' Eech of the four arsuments is in
20 MEFUSR1=32100, decimbl (bs defeult).
30 IEFUSR2=32200
40 DEFUSRZ=32300

```

The four lines above could just as well have defined the machine language subroutine entry points in hexadecimal.
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline 10 & IEFUSRO \(=8\) H7100 & & 7100 & HEX \(=\) & 32000 & IECIMAL \\
\hline 20 & IIEFUSR1=8471164 & & 71164 & HEX \(=\) & 32100 & IIECTMAL \\
\hline 30 & IEFUSR2=A \({ }^{\text {a }}\) (IIC8 & & 71150 & HEX \(=\) & 32200 & IIECTMAL \\
\hline 40 & IEFUSR3=8H7E2C & & 7E2C & HEX \(=\) & 32300 & TECTMAL \\
\hline
\end{tabular}

You may wish to define a machine language subroutine's entry point in hex depending on which way it is convenient for you to think of addresses in the computer's memory. In this example we have assumed that the four programs have been loaded into the appropriate places, and that each one is less than 100 bytes long. Note that when BASIC is loaded and asks the question "MEMORY SIZE?" you should respond 31999 (or less) to prevent your BASIC program from using the area above 32000, which is the portion of memory in which the machine language subroutines were loaded.

The USR instruction is really a function, and in TRSDOS BASIC it must have a suffix digit of 0 to 9 corresponding to the DEFUSR statement that specifies the entry point. There is but a single argument to the function, and as with all functions it returns only one value. Both the argument and the returned value are integers.

Examples:
```

500 X=USR3(J+1)
600 Y=USR7(RNIN(99))
700 Z=USR6(-5)

```

If you are interested in writing an assembly language routine that can be placed in memory for use with USR and DEFUSR, we refer you to your local Radio Shack store, on whose shelves you will find several books dealing with this subject. Below are some examples of functions that could be written in assembly language (for speed), and are therefore suited to the DEFUSR-USR approach.
(1) The argument is the screen address ( 0 to 1023) for the cursor. The value returned is the length of the nonblank string of characters to the right (or left) of the cursor.
(2) The argument is a distribution specifier for a random variable. The value returned is a random variate of the specified distribution (Poisson, normal, or other).
(3) The argument is a coded musical note. Ten thousands \(=\) port number (1,2, or 3 ). Thousands \(=A\) to \(G(A=1000, B=2000\), etc.) Hundreds \(=\) Octave \((100=\) lowest, \(800=\) highest \()\). Tens \(=\) time
\[
\begin{aligned}
& (1=32 \text { nd note, } 2=16 \text { th, } 3=8 \text { th, } 4=4 \text { th, } \ldots) . \text { Ones }=\operatorname{sharp}(1), \\
& \text { natural }(2) \text {, or flat }(3) . \text { The value returned is the specified note for } \\
& \text { the specified time on the specified port. }
\end{aligned}
\]

POS，INSTR， and MID\＄

Although the POS function can be used with Level II BASIC without having to use TRSDOS BASIC，it is closely related to the other topics of this chapter．It is a function that returns the position of the cursor on the line，a value from 0 to 63 ．The argument of the POS function is a dummy．It must be there，and can be any numeric expression．

Examples：

\section*{10 FRTAT＂A＂TAB（FOS（0）＋10）＂E＂TAE（FOS（0）＋10）＂C＂}

There will be 10 spaces between the \(A\) and the \(B\) ，and 10 spaces between the \(B\) and the \(C\) ．
```

10 FOR I=1 T0 100: INPUT X串
20 IF POS(0)HLEN(X %) =63 THEN FRINT
30 FRINT X%\&" "*
40 NEXT I

```

This loop reads text one word at a time and prints the words side by side，separated by blanks．A word will not be divided between two lines．

The INSTR function searches one string to see if it contains another．Like the MID\＄function，it can have either two or three arguments．The function is written

INSTR（p，string \(1 \$\) ，string \(2 \$\) ）
where the optional variable \(p\) indicates the byte position at which the search is to begin；string \(1 \$\) is the string expression being searched； and string \(2 \$\) is the string expression being sought．

The value returned is the starting position of the substring that was found in the target string，or zero if it wasn＇t found．If the optional starting position for the search is not specified，the search begins at byte 1 ．
```

Instruction
OUGFUS
－－－－－－－－－－－－－
－－…．．．．．．

```
```

10 A\$="NOT WITH A BANG% BUT A WHIMPER"
20 FRINT I\#STR(A⿱***" n)}
30 FRINT INSTR(5,A⿻⿱一口丨女力"" ")}

```

```

50 PRIMT INSTR(A音;"J")}
60 FRINT INSTR(4;A末;"T")}2
70 FRINT INSTR(A⿻⿱口口丨刃""WITH")
80 FRTNT INSTR(2:A⿻⿱口口丨心㇒" A ") }

```
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The INSTR function can simplify the neat printing of inputted text, as in the example for the POS function.
```

10 "FILENAME: "C6F!"
20 'FUNCTION: mENONSTRATION OF STRTNG FUNCTMONS
30 * AUTHOR ; IPG IATE; 6/79
40 CLEAF 3000; IIM Bts 50); I=1' initielize veriebles
50 THPUT "TYPE TEXT (NO COMMAS)": A⿻** LFRTHT AS

```


```

80 TF LEN(B\$(T))<60 THEN 50.' beck if strins short enoush
90, loof to find first (rishtmost) sfece < 60 cherecters
100 FOR J=60 TO 1 STEF -1% X=TMSTR(J\&Bt(I)\#" ")
110 IF X=0 THEN NEXT J' Keef checkins for e spece
120 'found one. edust strinse eccordinslys then so beck

```

```

140 T=1+1: 60T050
150, Frint the finel cofs
160 FOR J=1 TO I: LPRTAT B\$(J): NEXT J
10000 ENII
The frosrem which is responsible
for zllowins the user to
modits e record's contents
should be feirly simFle yet requires sreet cere in its desism.
Consider the fields of the
record end the effect thet
e chense would heve
on eech of them.

```

```

    The frosrem which is resfonsible for allowins the user to modify
    e record's contents should be fairls simfle yet reauires sreat.
    care in its desisn. Consider the fielos of the record and the
    effect thet e chense would heve on eech of them.
    ```

In the example above, notice how in line 130 the two-argument MID\$ function acts like a RIGHT\$ function, but instead of the numeric argument being a length, it is a starting position. The INSTR can take advantage of this feature of the MID\$ in a name reversal subroutine, such as the one below. Compare the following program to program C2P5 in chapter 2. This example is typical of many applications, such as mailing lists or accounting, in which the name on a record is its key and it is arranged last name, then first but it is used in the order first, then last name. For example, a stored record might contain:

MINDERBINDER MILO
and the output should be:
MILO MINDERBINDER
```

10 'FILENANE: "C6F2"
20 'FUNCTION: REUERSAL OF NAMES
30' AUTHOR : JFG LIATE: 7/79
40, the next lines use the subroutine
50 INFUT N$: LFRINT N$

```

```

70 GOSUB 80: LFRINT N\$: GOTO 50
80' the next line does the reversal

```

```

100 RETURN
10000 ENI

```
Bleeux Jo
Jo Eleaux
Farnsworth Ferdinend
Ferdinand Fernsworth
Bedinase Billybob
Billybob Badinase
事和ND

A one－line user－defined function could do all that this subroutine does，but it leaves much to be desired in clarity．

```

    f" "+LEFT$(NकgINSTF(倖," ")-1)
    ```

The INKEY\＄string function is a very powerful part of LEVEL II BASIC．It does not have an argument．You can think of it as a single－character input function that doesn＇t need an enter keystroke． When the INKEY\＄function is executed，it＂strobes＂，or scans，the keyboard checking for a depressed key．If no key is depressed，the string returned is a null string，＂＂．If a key is depressed，the string returned is that keystroke，even if it is a control key such as the backspace or the ENTER key．Because the keyboard scan occurs so fast，when INKEY\＄is executed it must be given multiple opportunities to execute in order to find．a key that is depressed．For this reason the INKEY\＄is always placed inside a loop．

Example：
```

100 X ==INKEY名: IF X X="" THEN 100
110 PRINT [ 960,䄼%

```

This program segment strobes the keyboard repeatedly．When a key is depressed，the keystroke isn＇t null， \(\mathrm{X} \$\) isn＇t＂＂，so line 110 is executed and prints that character at the bottom of the screen．Note the＂；＂punctuation at the end of the PRINT＠．Remember that it keeps the carriage／cursor from returning so that what was printed on the bottom line stays on the bottom line without the standard single－line scrolling of the screen．
\(100 X \$=\) TUKEY末 \(\ddagger\) IF \(X="="\) THEN 100


When a key is depressed the ASCII code value for the depressed character is printed at the upper left，immediately followed by the character itself．
```

100 FRINT "TYPE JUST IIGITS"
110 X = =INKEY\$: IF X 溸" THEN 110
120 IF Xक<"O" OR X %>"g" THEN FRTNT "ERROR": GOTO 100
130 FRINT E 0,X拝: G0T0 110

```

The two following subroutines might seed a fertile mind with ideas for other uses of their capabilities．
```

10 "FILENAME: "CGF弓"
20 FUNCTION: UGING INKEY事 FOF NUMERTC VARTARIES
30 AUUHOR : IPG IIATE: 7/79
40, Foutine to test the infut subroutine
50 CLS: PETHT "TYFE AN TNTEGER vALUE (0=STOP)"
60 GOSUB 1000: FRINT: FRTMT A
70 IF A=0 THEV 10000
O0 60T0 00
1000 subroutine to floce an all-disit fositive value
1010 ( into e strins (A")
1020 A䋆"" , null the strins
1030 X =TNKEY悪 IF X韦"" THEN 1030, weit for fressed kes
1040 IF X生=CHR (13) THEN A=UAL(AD): RETURN, /EN/ KEY?
1050'make sure kes is e disit.g then add strinss \& so beck
1060 IF X X ="0" ANII X\&G="O" THEN

```

```

1070 * Frint error messese (at not lesal kes) and so beck

```

```

1070 GOTO 1030
10000 ENTI

```
```

10 'FILENAME: "CGP4"
20 'FUNCTION: FLASH A FROMFT WHILE KEYING TN A STRTNG
30 ' AUTHOF ; SFG IATE: 1/80
40, test the subroutine
50 F'榇NAME: " , this will be fleshed on the sereen
60 GOSUR 1000: PRINT: FRINT; FRINT A\#
70 STOP
9 0
100
110
120
130
1000 CLS: I=30 % meke sure frolmFt sets printed soon
1010 X X=INKEY\&: IF X %="" THEN 1050 'weit for mressed kes
1020 IF ASC(Xb)=13 RETURN, lezve routine if done enterins
1030 ' कdd strinss end print the strins on the sereen

```

```

1050 I=It1 , increment the timins varioble
1060 ' Fut fromFt on screen. \& reset timer if necessery
1070 IF I=20 THEN I=0; FRINT Q 128.F多%
1080, blank out the fromFt if it is time to do sot
1090 IF 1%7 ANI T<l3 FRTNT E 128; STRTNG軒LEN(P\$);" ");
1100 G0TO 1010
10000 END

```

LINE INPUT

The commonly used INPUT command is quite flexible，but it has its limitations．You can＇t input commas or quotes，and if you try to input a string with leading blanks，BASIC does you the questionable favor of eliminating them to shorten the string．Also， a question mark is printed on the screen every time the INPUT is executed，sometimes leading to awkward－looking displays．

The LINE INPUT command overcomes all of these difficulties at the minor expense of being able to input only one variable at a time，which must be a string．Probably the most useful feature of the LINE INPUT results from the fact that if you input a null string （hit the ENTER key）it is inputted，whereas this action is ignored during the usual INPUT operation．

The following examples should serve to show the power of this very useful command．

Assume this statement is executed：
10 LINE INFUT＂TYFE A LINE：＂；X\＄：PRINT Xt：GOTO 10
Study this dialog to see how the LINE INPUT works． （The／EN／signifies the ENTER stroke）．

TYFE A LINE：79，282．44／EN／
79．282．44
TYFE A LITNE：HE SATI；＂HI！＂／EN／
HE SAII：＂HI！＂
TYPE A LTHE \(\ddagger\) CENTEREN TITLE／EN／ CENTERED TITLE

The next program segment illustrates a useful feature of LINE INPUT：it accepts a new value as input，even if a null string is entered．Note that the INPUT statement cannot accept a null string． If a null string is INPUT，the previous INPUTted value is used．
```

10 INFUT A*; IF A$="" FFIMT "NULL A" ' tsFe ABC (no outFut)
20 INFUT E多: IF Bo="" FRINT "NULL. B" ( tsFe IIEF (no outFut)
30 INFUT A咅: IF A⿻="" PRTMT "NULL A AGATN"
    ELSE FRINT LEN(A")解 ' LSFe ""q outFut is 3 ABC
40 LINE INFUT X"* IF X$="" FRTAT "AULL X" ' tsFE XYZ (no outrut)

```

```

60 LINE INFUT X尔* IF X\$="" PRTNT "NULL X AGAIN"
ELSE FRINT LEN(Xt)%梙 ' tyfe "ng outfut is NULL X AGAIN

```

This feature of the LINE INPUT is quite useful in file editing． In the example below，the array \(\mathrm{X} \$\) contains the names，street addresses，city，state，zip code，and phone numbers of some data that is on file，and this subroutine allows the user to update the data．
```

10 'FILENAME: "COFS"
20 'FUNCTION' MORE EXAMPLES OF USING LINE INFUT
30 * AUTHOR : JPG IIATE; 9/79
40 CLEAR 1000: IIM X (20,6)'meke lots of room for strinss
50, Xt(I,1) is name Xt(I,2) is street X年(I,3) is city

```

```

70, mein frosrom besins here
80 N=3: GOSUB 100: GOSUB 100: GOCUB 100
90 STOF
100' subroutine for ufdete of records
110 FOR J=1 T0 6: REAL F央 J): NEXT J: FESTORE
120 FOR I=1 TO N:CLS: FOR J=1 T0 b
130 FRINT [04*J,P轫J); X\$(I,J);

```

```

150 NEXT J.I: RETURN
160 IIATA NAME,STREET,CITY,STATE,ZIF;FHONE
10000 ENI

```

The LINE INPUT in the subroutine uses an ENTER stroke on the keyboard as an indication that there is no change in the filed data. Otherwise, the user types in the new information and it replaces the old information in the array.

MID\$ for
Replacement

Our previous encounter with MID \(\$\) showed it to be a powerful function that would extract one string from another.

For example, if \(\mathrm{A} \$=\) "ABCDEFG" the statement:

copies the two characters of A\$, starting at the fourth, into X\$.
With Disk BASIC, the MID\$ function can disobey the usual rule that functions must appear to the right of the equal sign. If MID\$ appears to the left of the equal sign, it is a replacement function instead of an extraction function. It copies any portion of the string to the right of the equal sign into the string argument of MID\$ beginning at the position specified by the middle argument for the length specified by the third argument.
```

SuFFOSE X%="ABCIEFGH"

```

Instruction




Outrut
---------

This function is powerful in text editing programs. The example below searches the 64-character string \(\mathrm{X} \$\) for the specified target string T\$. If T\$ is found in \(\mathrm{X} \$\), it is changed to the new version \(\mathrm{N} \$\). For example, the string might contain a line of text and the user could change an occurrence of the misspelled word "COERTION" to the proper spelling "COERCION".
```

1.0 FILENAME: "CGFO"
20 'FUNCTION: TO SUBSTITUTE WITHIN A STETHG
30 AUTHOR : JFG [IATE: 3/80
40.
5 0 ~ C L E A R ~ 2 0 0 : ~ C L S ~
60 IIM X$(20)
70 mata "zntelofe elund dikdik imfale sazelle serenuk"
g0 DATA "couser tiser Lion leoferd jesuar lunx"
70 FOR T=1 T0 2
75 READ X$(I): FRTHT Xक(I): GOSUB 1000
100 HEXT I: GOT0 10000

```
```

1000 '宗奚索孚 Subroutine to substitute
1010 LTAE TNFUT "tuFe torset etrinsf "gTos

```

```

1030 IF LEN(N+)PLEN(T*) THEN PRTNT "tOO lons"* GOTO 1020

```


```

1070 NEXT J; FRTUT X婁(T)
1080 RETURT
10000 ENI

```
```

mbelofe elund dikdik imFsle sezelle serenuk
tsre tarset strinst elund
\spe new (reflecement) strinst elend
znteloFe elend dikdik imFele scelle serenuk
couser biser lion leoferd sesuer lenx
tyFe tarset strins; cousen
tsfe new (reflacement) strins: couser
cousar tiser lion leoferd jesuer lunx
REAMY
>

```

TIME \(\$\) is a variable that is defined by the computer when it is turned on and Disk BASIC is loaded．If this statement is executed：

\section*{500 FRINT TIME}
the output is the system date and time．That is，whatever date and time was typed in when TRSDOS was initiated is displayed as

\section*{MM／DD／YY HH：MM：SS}

This 17－character string is initialized automatically to
00／00／00 00：00：00
if the TIME and DATE DOS commands were not used to accurately set the internal clock and calendar．

The TIME \＄string is useful in two very important application areas．First，the date portion can be used in programs for account ageing，proper billing，inventory reorder，and all the other business applications that require action on particular dates．Second，the time portion can be used by a programmer for timing program loops and user responses．The two programs below illustrate this use．

```

10 'FTLENAME: "CGPG"
20 'FUNCTIOA: SIMFLE MATH PROGEAM USTNG TMMET THFUTS
30, AUTHOR: JFG IIATE: 7/79

```

```

5 0 ~ C L S ~
60, time user resfonses to 10 seconos or less
70 A=RNM(100): E=FNIM(100)
80 FRINT E 520; Ag"+"的多"="方
90 GOSUB 170: TI=T% Y\$="n"

```

```

110 GOSUN 170: IF T-T1<10 THEN 100
120 FRINT: FRINT "SORRY -- OUT OF TIME": GOSUE 210: GOTO 70

```

```

140 C=UAL(Y直): PRTNT
150 IF C=AtB THEN PRINT "CORRECT!!"
ELSE PRTAT "SORRY, THAT IS INCORRECT:"
160 GOSUE 210: CLS: GOTO 70
170 ' TIMING SUBROUTINE
130 H=FIT(11,1): M=FNT(13.2): S=FNT(16.2)

```

```

200, hold screen for z few secondsy then so beck
210 FOR I=1 T0 400: NEXT I: FETURN
10000 ENI

```
```

    32+80=
    SORRY -- OUT OF TIME

```

If you need more accurate timing of a routine or of a response from a user, you may access the running clock of the computer from BASIC by PEEKing at (decimal) addresses 16448 through 16450. Try this program to test this feature.
```

10 'FILENAME: "CSF'9"
20 'FUNCTION: USE COMFUTEF AS STOFWATCH (TO 10OTHS OF SECONIS)
30 ' AUTHOR : SPG [IATE: 7/79
40 CLS: M=16450: S=16449: F=16443 'clock locetions in memory
50 INFUT "TYFE 'ENTER' TO EEGIN";A"
60% set orisinal timins values
70 CLS: M1=FEEK(N): S1=PEEK(S): P1=PEEK(P)
80 INFUT "PRESS /EN/ AGAIN TO STOF THE TIMER";A\$
90, set final timins velues
100 M2=FEEK(M): S2=FEEK(S): F2=FEEK(P)
110' compute the elefsed time
120 E2=M2*15300+S2*255+P2; E1=M1*15300+S1*255+F1
130 PRINT:PRINT
140. chanse the time to seconds
150 ET = (E2-E1)/255
160' print the elafsed time in seconds
170 FRINT USING "ELAFSEL TIME WAS ABOUT \#\#\#,\#\# SECONIS";ET
10000 ENI

```

This chapter has explored a number of niceties that Radio Shack's TRS-80 provides the programmer. These features give a flexibility to BASIC that tends to make it more acceptable as a language to be used in most application areas. But it is the ability to deal with files that makes BASIC particularly useful in business, education, scientific, and home applications. The file handling capabilities of the microcomputer will be discussed in depth in the next chapter.


\section*{Sequential Access File Processing}

The next three chapters will differ from those that have gone before because they cover the BASIC commands, statements, and functions that deal with cassette and disk files. This chapter will cover the subject of sequential files on tape and on disk.

Commands for
Program Files

SAVE, CSAVE
Files on tape or disk can be either programs or data, and in most instances both kinds of files will reside on a given medium. When a program is stored on disk or tape, it is copied directly from memory onto the medium as a whole. The command to do this is CSAVE for a tape file and SAVE for a disk file. The name under which the program is stored is written within quotes immediately following the SAVE or CSAVE command. The names of programs stored on tape are limited to a single character, but the names of programs on disk can be from one to eight characters long, as discussed in the TRSDOS manual. Just remember that the SAVE command does not store data

LOAD, CLOAD

KILL, RUN
files, just program files. The SAVE command can store a program on disk in ASCII character format by placing a comma and the letter A following the file name.

The reverse of the program saving process takes programs stored on disk or tape and copies them into the computer's memory. The commands that effect this transfer are LOAD for disk programs and CLOAD for cassette tape programs. The file name must be specified for a disk load. If the file name is not specified for a tape load, the computer will load the first program it encounters on the tape.

Disk BASIC has three more commands that manage program files. The KILL command is used to delete a file from the disk. It is the same command that TRSDOS uses (see Appendix E for a list of all TRSDOS commands), except that the file name must be enclosed in double quotes. The RUN command can be used to run the program in memory, or in Disk BASIC it can be used to load a specified program, then run it. In Disk BASIC the LOAD command can also copy the named program into memory and run it if the command ends with a comma and the letter R.

Examples:
\begin{tabular}{|c|c|}
\hline 10 LOAII "Progi" & Disk BASIC command within a frosram. After loedins the prosrem, the computer returns to the commend mode ( REALI ). \\
\hline 20 RUN "PROG4" & Load the named prosram from disk and besin its execution. \\
\hline 30 LOAII "PROG4"9R & This effect is identical to line 20. \\
\hline LOAII "Frocen" & Losd the prosram from command mode. \\
\hline RUN "Prog3" & Load the frosremg then run it. \\
\hline LOAII "PROG3", R & This commend is jdenticel to RUN "FROG3" . \\
\hline SAVE "frocs & Save the prosrom in memors to disk under the name "Procs". \\
\hline KILL "PROG6" & Nelete the file called "procs" from the diskette. \\
\hline CSAVE " \({ }^{\text {c }}\) & Save the frossam in memory to cassette under the name "B". \\
\hline
\end{tabular}
\begin{tabular}{|c|c|}
\hline Cloall "X" & Loed the prosram "X" from cossette to memors. \\
\hline CLOAII & Load the next prospem on the cescette to memors. \\
\hline RUN & Execute the frosrem in memors. \\
\hline SAVE "PROGS"; \({ }^{\text {a }}\) & Seve the prosram in memory onto disk in ASCII (cheracter) formet.g one record fer line. \\
\hline
\end{tabular}

MERGE
This command combines a program in memory with a program on disk. The program on disk must have been SAVEd in ASCII format with a SAVE "filename",A command. The result of the combination is left in memory. The MERGE command meshes together, or merges, the two programs according to their respective line numbers. If the disk program has a line number that is not present in the memory version, that line is added to the memory version. If the line number is present in both versions, the line from the disk version replaces the line in memory.

Examples:
Assume the disk file's name is "TESTSUB", and the command is MERGE "TESTSUB"
\begin{tabular}{ccc} 
Memory & Disk & Result in memory \\
10 A & 15 B & 10 A \\
20 A & 25 B & 15 B \\
30 A & & 20 A \\
& & 25 B \\
& & 30 A
\end{tabular}
\begin{tabular}{ccc} 
Memory & Disk & Result in memory \\
10 A & 30 B & 10 A \\
20 A & 40 B & 20 A \\
& & 30 B \\
& & 40 B
\end{tabular}
\begin{tabular}{ccc} 
Memory & Disk & Result in memory \\
10 A & 20 B & 10 A \\
20 A & 30 B & 20 B \\
30A & 40 B & 30 B \\
& & 40 B
\end{tabular}

The MERGE command is nice for adding commonly used routines to various programs. For example, suppose you have a good sorting subroutine that is numbered from 1000-1999. You can

MERGE it into a number of programs without having to reenter it line by line in each program.

Data files are entirely different from program files. For this reason very few commands work for both kinds of files. The KILL command is one of the few exceptions that doesn't discriminate. It can delete both program files and data files.

A data file is a collection of records. Each record is a related set of data. For example, you could have a data file of rainfall for a given year. There might be 12 monthly rainfall records, each one containing between 28 and 31 data values for the daily rainfall. Or maybe there would be 52 weekly records, each with 7 daily data values. You could even arrange the data to be hourly (if needed) so that each of the 365 records contains 24 values. It is the programmer's decision to arrange the data and records. The commands that manipulate data files are of two types: Either they deal with the entire file as a unit, or they manipulate records one at a time. You have already seen the KILL command, which deals with the entire file.

The records on a disk data file are inaccessible unless the file is opened for use. Also, some records on a file may be lost if that file is not closed when processing is complete.

The OPEN command has two primary functions:
(1) It identifies the mode of the file. That is, the OPEN statement prepares the file for (a) input, in which records can be transferred sequentially from file to memory; (b) output, in which records can be transferred sequentially from memory to file; and (c) random, in which the transfer can occur in either direction.
(2) It associates the name of a file with a file number, so that commands using the file need only refer to its number once the file has been opened.
The OPEN command has the format:'
OPEN m \$, n, filename\$
where \(m \$\) is either "I".for input mode, " O " for output mode, or " R " for random access mode. The next chapter, which discusses direct access files, will cover the case where \(m\) \$ is " \(R\) ". n is a numeric expression from 1 to 15 , which is the number that the program uses to refer to the file. filename \(\$\) is a standard file name.
Once the records on a file have been read, written, or modified, the file must be closed. The command

CLOSE \(n\)
closes the file numbered \(n\). The CLOSE command can have more
than one argument separated by commas, or it can be just the word CLOSE. In the latter case, all opened files are closed.

When a program deals with tape files, OPEN and CLOSE commands are not used.

Examples:


40 CLOSE
50 CLOSE \(1,2,3\)
60 CLOSE: OFEN "T";15."ACCRCUB/IAT"



Sequential File INPUT and PRINT

Sequential files, whether they are on cassette tape or floppy disk, are accessible with only two commands that actually read or write records once the file is opened. They are the INPUT \# n. If n is -1 , the cassette drive is accessed, otherwise n must be between 1 and 15 inclusive, and it corresponds to the file number that was assigned with the OPEN statement.

Two variations to the INPUT and PRINT are available for record input and output. These are the LINE INPUT \# and the PRINT \#, USING. The formats of the two statements are:

INPUT \# n, v1, v2, ...
LINE INPUT \# n, v1, v2, . . .
PRINT \# n, v1, v2, ...
PRINT \# n, USING f\$; v1, v2, . .
With the LINE INPUT \# statement, there can be only one string variable name following the command.

Examples:



80 LINE INFUT \(\# 1,9{ }^{2}\)

\begin{tabular}{|c|c|c|c|}
\hline Command & File medium & File transfer & Variables \\
\hline INPUT \# n, & disk & file to memory & string and numeric \\
\hline PRINT \# n, . & disk & memory to file & string and numeric \\
\hline INPUT \# -1, & cassette & file to memory & string and numeric \\
\hline PRINT \# -1, & cassette & \begin{tabular}{l}
memory \\
to file
\end{tabular} & string and numeric \\
\hline LINE INPUT \# n & disk & file to memory & one string only \\
\hline PRINT \# n, USING & disk & \begin{tabular}{l}
memory \\
to file
\end{tabular} & \begin{tabular}{l}
any, \\
formatted
\end{tabular} \\
\hline
\end{tabular}

Table 7.1 Sequential File Commands

The following program illustrates first the output of numeric variables to cassette tape, then the input from that same tape.
```

    10 'FILENAME: "C7Fi"
    20 'FUNCTION: STORE A NUMERIC MATRIX ON TAPE
30' AUTHOR : JFG MATE: 8/79
40 IIM X(30,5)' define matrix as 30 elements bs 5 elements
50 'fill metrix with random velues from 1001 to 999%
60 FOR I=1 T0 30: FOR J=1 T0 5
70 X(I,J)=RNIL(B999)+1000: FRTNT X(I,N)%: NEXT J.I
80 , now store the metrix on tare
90 FRINT "Rewind the tare and set fest the leadery"
100 INFUT "them prese/EN/"gA\$
110 FOR I=1 70 30

```

```

130 NEXT I
140 INFUT "Rewind esemn mress fles, then prese/EN/"觡
150 FOK I = 1 T0 30: INFUT \#-1. AgB,C,II%E
160 FRINT "REC \#"; I,"CONTAINS"乡AgB%C;I%E
170 NEXT I
10000 END

```

The next program represents a disk-based game that uses a sequential file called "GEOG/DAT". The point of the game is to challenge the computer in a dialog to see if the computer's "memory" contains the name and description of a geographical location that the player knows.

The program uses a data structure that is known as a binary tree. Each record has two elements of string information, the name of the geographical location, and the characteristic that distinguishes it from the previously reached location. Each record also has two pieces of numeric information, YES and NO links to further locations. Thus each record has four fields.
\begin{tabular}{ccll}
\begin{tabular}{c} 
Variable \\
name
\end{tabular} & \begin{tabular}{c} 
Field \\
length
\end{tabular} & Type & Description \\
L1 & 4 & Numeric & YES links, 0 to 999 \\
L2 & 4 & Numeric & NO links, 0 to 999 \\
A1\$ & Not limited & String & Location name \\
Q\$ & \(240-\operatorname{len}(A \$)\) & String & \begin{tabular}{l} 
Distinguishing \\
characteristic
\end{tabular}
\end{tabular}

Table 7.2 GEOGRAPH Record Layout

The program "learns" new geographical locations and their characteristics from the player. It starts the play with the question, "ARE YOU THINKING OF A GEOGRAPHICAL LOCATION?" There are five possible responses:
1. A YES response elicits a very specific location, for example, "IS IT LAKE ERIE?"
2. A NO response is refused, and the computer displays the message, "YES, LIST, SAVE, OR DEBUG". Later on in the game, a NO response elicits a very general characteristic, for example, "IS IT A LAKE?".
3. DEBUG displays a table of links, locations, and characteristics. It is used only for debugging purposes.
4. LIST displays all locations that the computer "knows".
5. SAVE transfers all records, both those that were initially loaded into memory from the file, and those that the computer "learned" during the play.

Consider the sample dialog below:
are you thinting of a ceocraphical locatione yes
IS IT A LAKE? NO
is it a mountain? yes
IS IT MT, FOPOCATAPETL? NO
IS IT IN AFRTCA? YES
IS IT MT . KIL MANJAROT YES
-
-
I THOUGHT 50 .
are you thinking of a geonraphical locationt yes
IS IT A LAKE? YES
IS IT LAKE ERTE? NO
IS IT In EuROFE? No
WHAT WAS THE FLACE YOU WERE THIHKNG OF? LAKE TITTCACA
type a charactertstic which would misthuguth lake titicaca
From lake geneva
? IS IT IN SOUTH AMERTCA
ARE YOU THINKTNG OF A GEOGRAPHICAL LOCATION?
Table 7.3 shows the contents of a file record by record after one typical session of this game.
\begin{tabular}{cllcc} 
Record \# & A1\$ & Q\$ & L1 & L2 \\
& & & \\
1 & LAKE ERIE & IS IT A LAKE & 4 & 2 \\
2 & MT. SHASTA & IS IT A & 6 & 3 \\
& & MOUNTAIN & & \\
3 & CINCINNATI & WHAT ABOUT A & 7 & 999 \\
& & CITY & \\
4 & LAKE & IS IT IN SOUTH & 4 & 5 \\
& TITICACA & AMERICA & \\
5 & LAKE GENEVA & IS IT IN EUROPE & 5 & 9 \\
6 & MT. EVEREST & IS IT IN ASIA & 8 & 999 \\
7 & WASHINGTON & IS IT A CAPITOL 7 & 999 \\
8 & MT. FUJI & IS IT VOLCANIC & 8 & 999 \\
9 & LAKE MEAD & IS IT DAMMED & 9 & 999 \\
10 & END & END & 0 & 0
\end{tabular}

Table 7.3 Example Record for GEOGRAPH

This table can be represented as a binary tree structure, which indicates how the two links L1 and L2 tie the array together.


Figure 7.1 GEOGRAPH Binary Tree Structure
10 'FILENAME: "C7F2"
20 'FUNCTION: GEOGRAFHY QUTZ GAME
30 ' AUTHOR : JFG DATE: \(6 / 79\)

50 'Li=left linky \(\quad L 2=\) Fisht link, \(N=n u m b e r\) of fleces

70 , set up first record if needed
30 INFUT "HOES THE LIATA FILE EXIST"解

\(N=1\) : AD ( 1 )="LAEE ERTE"
100
' set all filed sites
110 CLOSE 1: OFEN "I"y 1 "GEDGMAT" \(1=0\),

130 IF Q \(\$\) (1) \({ }^{2}\) "ENI" THEN 120
\(140 \mathrm{~N}=\mathrm{I}-1\) : INFUT "/CR/"解
150 IF W50 THEN FRINT "CAREFUL! MORE THAN 50!"
160
170
180 CLS: THFUT "AEE YOU TH
190 IF A"=" 19 TH THEN K=1
IF AO="LIST" THEN K=1
200 IF \(A \$=" Y E S\) " THEN \(K=2\)
210 IF A \(\ddagger=\) "IEEUG" THEN \(K=3\)
220 IF A \(\ddagger="\) SAVE" THEN K=4
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230 ON K 605UB 270:300y600.630
240 IF K\ ANI K`5 THE\ 100 250 INFUT "YES% LIST; SAVE% OR TEDUG /CR/"%At" GOTO ISO 260 * "LIST" ROUTINE 270 FRIHT "THE FLACES I KNOW ARE **" 280 FOR I=1 T0 N% FRIAT AL$(I):% NEVT I 290 INPUT " /CR/"铻产 EETURY 300 310 320 PRHAT Qक(I)%: TNPUT A S 330 IF A$="YES" THEN 410 340 IF A&`"NO" THEN 320
350 ' NO, not the listeg cherecteristic so if risht link
360 ' is null use it --. otherwise get new site's deteils
370 IF L2(I)\999 THEN T=12(I)% 60TO 320
ELSE COSUR 540
380, set uF zll links and get e new locetion
390 L2(I)=N+1: GOSUD 500% RETURN
400; क5k if this is the correct chereceristic
410 FRINT "IS IT "能生(I)%% IHPUT A*
420 IF A⿻丷"YES" THEN 460
430' Bes, the computer suessed it (mmint the messese)
440 FRINT: FRINT: PRTNT "*** I THOUCHT SO:"
450 FOR X=1 T0 400% NEXT X% RETURN
460 IF A\$> "NO" THEN 410
470 % set next locetjon if left link isn't mull
480 IF I<LI(I) THEN I=LI(I)* GOTO 320
4 9 0
500 GOSUA 540
510, set uF ell new links and get next locetion
520 L1(I)=N+1: G0SUB 580: RETURN
530 % IIALOC
540 INFUT "WHAT WAS THE FLACE YOU WERE THTNKING OF" %A⿻三丨口
550 FRTNT "TYPE A CHARACTERTSTIC thet WOULT ILSTTNGUTSH "

```

```

570 , new locetion links

```

```

    , "HEBUG" routine --- disfless all linksy dete
    FRINT"I Q(I) A1$(I) LI(I) L2(I)*
    ```

```

    INPUT "/CR/";A*& RETURN
    "Save" routine
    FRTNT "REC+#"名 CLOSE i: OFEN "O"g1%"GEOG/DAT"
    FOR I=1 T0 N
    ```

```

    PRINT T:* NEXT I
    PRIAT #1:"ENI!" "0%"ENII%"%
    INFUT "/CR/";A%; RETURN
    10000 ENII

```

The following program demonstrates two software techniques． One of these，the Shell－Metzner sort，is also used in a later chapter． The other technique，that of merging two sequential files，is the primary reason for including the program here．

The program has three parts．Part 1 creates a number of files， that number determined by the user，and all files are of the same size，again determined by the user．Part 2 sorts each of the files in memory，then rewrites the files in sorted order．Part 3 merges all the files into one which is in sorted order．

Since the program＇s purpose is to demonstrate a technique rather than to produce output for some more useful reason，the output that follows the listing should be considered in that light． The first part of the output shows three unsorted files．The second part shows those three files，each in sorted order．The last part shows the single file that results from the merge operation．Note that this sorted output could not have been produced nearly as quickly had the sort been conducted any other way．
```

'FILENAME: "C7P3"
'FUNCTION' SORT-HERGE OF SERUENTIAL FILE
AUTHOR ; JPG DATE: 11/79
CLEAR 2000: DEFINT A-Z: CLS: IMM NOS0)

```

```

INPUT "How mans files";NF
INFUT "How mans entries will be in ecch file"ssmze
ITFUT "File sroup name";F%
FRINT "0=Shuffle 1=Crecte 2=Edit 3=Sort"
INPUT "4=Merse 5=Stop"\# Y
ON Y+1 G05UB 110;170,230;320:480: 60T0 90

* shuffle the entries in all of the files
FOR W=1 TO NF: FL F=Fक+FIGHT$(STE$(W):1)
K=1: gosue 630
FOR J=1 TO SIZE: A=RNIN(SIZE ): E=FNIN SIZE)
T$=N$(A):N$(A)=N$(B): Nक(E)=T$: NEXTJ
LFRINT "File"; FL串 " in orisincl order,"
GOSU8 670: N=SIZE: GOSUB 720: NEXT W: RETURN
create the files
FOR W=1 T0 NF: FL &=F施IGHT$(STR\#(W):1)
FOR J=1 TO SIZE: FRINT "FILE \#"娮", ENTRY "多J;
INFUT Nक(J): NEXT J: FRINT
k=1: gosus 670 ' write out nemes on file
NEXT W: RETURN
edit entries within a file
FOR W=1 TO NF: FL\&=F+FFTGHT\#(STE\$(W):1)

```

```

    FOR J=1 TO SIZE
        FRINT No(J), TAB(30)9"!";
        INFUT NE*: IF LEN(NE ) 人O THEN N$(J)=NE$
    NEXT J
    gosus 670 , write out edited file
NEXT W: RETUFN

```
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    , sinsle file sorb
    CLS: FOR W=1 T0 NF: FL事FFक+FIGHTक(STR束(W):1)
    K=1: GOSUR 630 , reed the file
    H=SIZE
    M=THT(H/2): FRINT M&: IF M=0 THEN FRTNT; GOTO 440
    K=STZE-M + J=1.
    I=\
    L=ItM; IF Nक(I)<=N(L) THEN 430
    ```

```

        IF I`=1 THEN 410
    J=J+1: IF J<=K THEN 400 ELSE 380
    LFRINT "File "% FL&क " in Eorted order:"
    N=SIZE: GOSUB 720, Frint the sorted file
    K=1: GOSUB 680' write out sorted file onto disk
    FRINT: PRINT: FRTUT: FRTNT: NEXT U: RETURN
    * merse the files
    ```


```

    FOR W=1 TO NF: OFEN "I",W!Fक+FIGHTक(STF#(W):1)
    INFUT 责, N&(W): K(W)=1: NEXT W
    CN=0: 5=0: FLUG%="ZZZZZZ": GOSUB 590
    ```


```

    N#(M)=FLUG$:S=S+1!IF SGNF THEN GOSUE 590:GOTO 540
    ```

```

    N=SIZE: GOSUR 720: 5IZE=SIZE/NF: RETURN
    , find the smellest of NF Etrinss
    ```


```

    NEXT U: RETURN
    , loed e dete file from diskette
    OFEN "I",N゙9FL*
    ```

```

    CLOSE: RETUFN
    seve z dete fileron diskette
    OFEN "O"gK゙gFL事
    FOR J=1 T0 SIZE
        FRTNT #K% N$(J)斿g"%
    NEXT J: FRINT: CLDSE: FETURN
        Frint e file from memors
    M1=INT(N/Z): FOR J=1 TO N1
    ```

```

    750 NEXT J: LPRINT: RETURN
    10000 ENII
    ```
```

File testl in orisinel orger,

```

```

    2 FISTULA FELICITY o FONTIAC CARLO }10\mathrm{ mmOMAly ANTHONY
    3 EELLER ELLERY }7\mathrm{ SITHLE STBILANT II LAvORTS mORRTS
    4 HEGIRA IRA a farsley felvis }12\mathrm{ UuUla ursula
    File test2 in orisinal order:
1 LANCASTER EART }5\mathrm{ GROMMET ANDROMEDA }9\mathrm{ SImMHARTHA CHAUTAM
2 SITHLE SIMEON G CuErvO CEFVESA
3 farvenu marvin }7\mathrm{ monaco monica
4 ASININE ARNOLII 8 FOWER CYCLONE
10 ALIQuot AlicE
11 UERMIFORM UERNON
12 LOOSELIFS LINIA
File test3 in orisinal order.
1 GABLE MARK
2 SITHLE SAmantha
3 ENEma anOmiE
4 MUSHMOUTH MUNGO
5 LANCHESTER ELSIE
6 Fatella feter
7 MERGER MARGINAL
S SITHLE SYBIL
9 rubella ella
10 HARSHEARCER HERSCH
11 BANIERSNATCH FRUMI
12 aNOmaly anNaEELLE
File testi in sorted order.
1 ANOMALY ANTHONY }5\mathrm{ HEGIRA IRA }9\mathrm{ FONTIAC CARLO
2 belleg Ellefy
6 LAVORIS MORRIS
3 FISTULA FELICITY }7\mathrm{ MINIEFRINIER MILO
10 SALIVA TELLY
11 SITHLE SIBILANT
4 GNASHGNAT NATHANIE
8 FARSLEY felvis
12 uUULA urSULA
File test2 in sorted order.
1 ALIQUOT ALICE 5 LANCASTER BART
9 POWER CYCLONE 2 ASINIME ARNOLI 6 LOOSELIFS LINIA
3 cuervo cervesa 7 monaco homica
4 GROMWET ANORGMEDA 8 Farvenu marvin
10 SIMIHARTHA GHAUTAM
11 SITHLE SIMEON
12 UERMIFORM VERNON
File test3 in sorted order.

```

1 anomaly anmabelle 5 harshbarger hersch
2 BANMERSNATCH FRUMI 6 LANCHESTER ELSIE
4 GAELE MARK

7 MERGER MARGTNAL
8 MUSHMOUTH MUNGO

9 Fatella peter
10 Rubella ella
11 SITHLE SAMANTHA
12 SITHLE SYBIL
```

Mersed file 'NEW'.
1 aliguot alice
2 ANOMALY ANNABELLE
3 ANOMALY ANTHONY
4 ASTNINE ARNOLI
5 bandiersnatch frumi
6 EELLER ELLERY
7 Cuervo cervesa
3 ENEMA ANOMIE
9 FISTULA FELICITY
10 GABLE MARK
11 GNASHGNAT NATHANIE
12 grommet aniromelia
13 HARSHEARGER HERSCH
25 Fatella feter
14 HEGIRA IRA
15 Lancaster bart
16 LaNCHESTER ELSIE
17 Lavoris morris
18 Looselifs LINIA
19 merger marginal
20 minnerbiniter milo
26 FONTIAC caRlo
27 FOWER CYCLDRE
28 RUEELLA ELLA
29 Saliva telly
30 SIIIHARTHA GHAUTAM
31 SITHLE SAMANTHA
32 SITHLE SIEILANT
33 SITHLE SIMEON
34 SITHLE SYBIL
35 UVUL. A URSULA
36 VERMIFORM VERNON

```

The last program in this chapter illustrates the use of sequential ASCII files in one very common and necessary application, the renumbering of a BASIC program. It contains many advanced BASIC programming features, such as variable dimensioning, input and output mode sequential files, MID\$, and INSTR.
```

10 'FILENAME: "C7F'4"
20 'FUNCTION: RENUMEER IISK BASIC FROGRAMS FROM BASIC
30 ' AUTHOR : SFG ILATE: 1/13/79
40 CLEAR 1000: IIEFINT A-Z
50 CLS: PRINT: FRINT
120 PRINT " Chense all such lines to:"
130 PRINT " IF X=Y THEN 100"
140 PRINT " c. Ans prosrem statements within a strins"
150 FRINT " will be renumbered."
160 FRINT " (ExamFle: 10 FRTNT "GOTO 240')"
170 FRINT: FRINT "/EN/";
180 T T=INKEY\&: IF T末="" THEN 180
190 CLS: PRINT: FRINT
200 FFINT" After this frosram is finished renumberins"
210 PRINT "your frosram, the new renumbered version will"
220 FRINT "be under the file neme RENUM/IAT"
230 FRINT
240 FRINT " If at ans times this prosram is stoffed before"
250 FRINT "the comFlete renumberins; your frosrem will still"
260 FRINT "be saved under its old file nome (this frosram"
270 FRINT "doesn't chanse your frosram at all'; it creetes ä"
280 FRINT "comfletels new file)."
290 FRINT: FRINT "/EN/"
300 T $=INKEY$: IF T ="" THEN 300
310 CLS: FRINT: FRINT
320 FRINT" How many lines are in the frosrem that you"
330 INFUT "want renumbered (affroximately)"gh
340 M=M+20; IIM E1(M): H2(M)
350 INFUT "What should the new line increment be" ix
360 INFUT "What should the first line number be"sY: Y=Y-X
370 IF Y<0 THEN FRINT ">> Error <<< Try asein": g0TO 350
380 INFUT " What is the name of the frosrem"gE\$
390 OPEN "I",1,E\$

```
EOF (1) THEN CLOSE: FRINT: GOTO 460
430 LINE INFUT \(\ddagger 1, A \neq\)
```



```
450 , open both files
460 OPEN "I", 1,E \(\$\) : OFEN " 0 ", 2, "RENUM/IAAT"
470, mein routine immediztels below
\(480 \quad \mathrm{I}=\mathrm{I} 1+1\)
490
500 I
510 LINE INFUT \(\# 1\), A \(\$\) : GOSUB 580 , read and chense á line
520 , save \& frint the lineg then so back for another
530 FRINT \(\ddagger 2\), A \(\$\) : FRINT A \(\$\) : COTO 480
```



```
550 '* routine to chanse the line number of a line \(*\)
560 '* and chense all reference numbers followins commends 䍗
```



```
\(580 \mathrm{H}=1\) : GOSUB 830' chanse the line number of this line
590 , skif the remark lines
```




```
620 RESTORE, reset the data pointer
630 'data of the list of commends to check for
640 IIATA GOTO,GOSUB,THEN,ELSE,IONE
650 , set next command
, if done, check for ON. . .GOTO's and ON. ..GOSUR's
REAII \(N\) : \(H=1\) : IF \(\mathrm{N}==\) IIONE" THEN 760
\(H=I N S T R(H, A \neq N \$)\) ' is the commend in the line?
IF \(H=0\) THEN 670'if not, then so back to set next commend
N\$ was found in the line!
\(H=H+L E N(N \$)\) 'H is where the next fossible line number is
IF VAL (MIIO \((A ⿻=0, H))=0\) THEN 680 ' not a number after \(N\)
GOSUB 830: \(6070680^{\circ}\) chense the number after \(N \$\)
, subroutine to chanse the numbers in all
, "ON...COTO...'S and ON...GOSUR...'s
H=INSTR( \(A \$^{\prime \prime}\) "ON")
IF \(H=0\) THEN RETURN, ON not found, so so beck
, if no commas, then chanses alreads done. return
\(H=I N S T R(H, A \$, ", ")+1\) : IF \(H=1\) THEN RETURN
' chanse the line number after the commag and check more COSUE 830: GOTO 790
, routine to chense first line number ofter \(H\) in \(A\)
```



```
\(H 1=R\)
```



```
IF T1>47 ANI T1<58 THEN NEXT R
\(V=V A L(M I I S(A \$, H 1, R-H 1))\) ' \(V\) is the line number
```

```
880', check to see if }V\mathrm{ is a velid line number
890 FOR T=1 T0 M
900 IF V=E1(T) THEN 940
9 1 0 ~ N E X T ~ T ~
920 GOSUB 950: RETURN , not a velid line #
930 ' ses, a sood #, chanse the number and return
```



```
950 , error traffins subroutineg not found line number
960 PRINT: FRINT: FRINT
970 PRINT " I'm sorry, but I cen't find"
980 PRINT "line f"gV""Enswhere in the frosram.
9 9 0 ~ F R I N T ~
1000 FFINT "It is referenced in this line:"
1010 PRINT A$: FRINT
1020 FRINT "These zre sou choices et this point:"
1030 FRINT " 1. Continueg leavins this line es it is (or)
1040 FRINT " 2. Stof execution of this renumberins frosram"
1050 FRINT
1060 INFUT " Which do you went. lle to do"isJ
1070 IF J=0 THEN RETURN
1080 FRINT "0.K.,' your Frosram is unchensed under the old"
1090 FRINT "file name of "$Es;"*"
1100 FRINT
1110 FRINT "Fress /EN/ and I will delete the other unmeeded"
1120 INFUUT "file";T
1130 KILL "RENUM/IIAT"
10000 ENII
```

Sequential files are useful in applications that require the processing of most or all of the records on the file. Also, sequential files must be processed one record at a time in their physical order, and that severely limits the use of this method of file management. In the next chapter, you will discover the advantages that direct access file processing can offer.


Direct Access<br>File Processing

A computer without the ability to manage files is just a glorified calculator. Can you imagine the tedium of retyping the same long program every time you want to run it? Programming and files go together, because the importance of saving them, then having the computer be able to load them directly into memory, increases as the programs get larger and more sophisticated. But sequential files are at times rather cumbersome. Their structure dictates that on the average half of the file must be read to find a desired record, even if its position in the file relative to all of the others is known.

Direct access files allow the programmer to read from or write to any one of the records on the file without any intermediate read or write operations. This is the reason for the access method having the name "direct access". If one specific record is desired and its position is known, you can issue a command in BASIC that fetches the record without any unnecessary inputs of other records. The savings in time alone make direct access file processing a tempting method of data management. This chapter will review the programming techniques used for input and output of data on a direct access storage device, specifically the TRS-80 mini-floppy disk.


Figure 8.1 TRS-80 Disk Drive

FIELD
A programmer using sequential access techniques on a disk file is not concerned with the length of the record in a PRINT \# statement. Put another way, the logical record (the set of related data items in the PRINT \#) can vary in length; when the system calculates that over 256 bytes of records are ready to be stored, it writes out a physical record (one complete sector of bytes) to the disk.

When a program uses direct access (also called random access) files, the output statement PUT does the actual transfer of information from memory to the disk. Contrary to the system doing the transfer as in sequential processing, the programmer is responsible for this operation. The record that is PUT onto the disk is again a 256-byte physical record. However, the logical record size is also determined by the programmer and it can be as large as 255 bytes.

The purpose of the FIELD statement is to define the layout of the 255-byte record to TRSDOS, the operating system. Not all 255 bytes need to be defined, but in every case the FIELD statement starts in the first byte of the 255 -byte physical record.

With direct access file processing, the program prepares a special area of memory called the sector buffer, or just buffer, 255 bytes at a time. Data transfer to the disk is a three step affair: First, the buffer is described with the FIELD statement, then the variables in memory are placed in this buffer by using the LSET and RSET statements, and


Figure 8.2 Schematic of Data Transfer to Disk
last, the entire buffer is copied onto the disk with the PUT command. Figure 8.2 illustrates this three-step transfer.

Note that the variable names in memory and the buffer are different in figure 8.2. This is because they are physically located in two different places.

The format of the FIELD statement is:
FIELD fn, len 1 AS var1, len2 AS var2,...
The FIELD describes the buffer in all of these ways:

1. (fn) File number or specifier, as defined in the OPEN statement, from 1 to 15 . fn is any numeric expression, such as $1,2, \ldots, 15, \mathrm{~A}, \mathrm{X}, \mathrm{I} * 2, \ldots$
2. (len1) Length of the first field, in bytes.
3. (var1) Name of the first field, any legal Level II BASIC variable name.
4. (len2, var2, len3, var3, . . .) Lengths and names of all subsequent fields in the 255 -byte buffer. The sum of all lengths (len $1+\operatorname{len} 2+\ldots$ ) cannot exceed 255 , but it can be less.

## Examples:

500 FIELII 1: 255 AS N
The entire buffer of File \#1 is just one field, a string 255 bytes long. Suppose the program has OPENed file \#1, then the FIELD statement above is executed, then a specific record is read into the buffer with a GET (to be discussed later). Then the program has available for inspection and processing the 255 -character string N\$.


The buffer for File \#2 is partially used, with only 148 bytes of the 255 bytes being fielded as three variables $\mathrm{X} \$$, D \$, and J\$. D\$ might be an 8-byte double precision numeric variable stored as a string to conserve space. See the discussion on the conversion functions in this chapter. Note that all data fields that are described in the form of strings: Each integer value is fielded as a 2-byte string, each single precision value as a 4-byte string, and each double precision value as an 8 -byte string, compared to sequential files, in which the value 1.23456789012345 takes up 18 bytes, including the leading and trailing blanks.


This series of statements describes a single 255-byte buffer, but each statement is responsible for one fourth of the record. Since 255 is one less than $64 * 4$, the last FIELD statement cannot describe 192+64, but only 192+63. This layout is shown in figure 8.3.


Figure 8.3 255-Byte Buffer Description by Four FIELD Statements

The fields B2\$, B3\$, and B4\$ are dummy fields that will not be used. Their purpose is to reposition the location of the first fields $N \$(2)$, $\mathrm{N} \$(3)$, and $\mathrm{N} \$(4)$ further down the buffer. The four statements could also have been written as a single statement:

```
500 FIELD K: 32 AS No(1): 20 AS St\1): 12 AS Co(1),
    32 AS N#(2): 20 AS 54(2), 12 AS CN(2);
    32 AS N(3): 20 AS 5車(3), 12 AS C(#),
    32 AS N(4),4 20 AS St(4), 11 AS C$(4)
```

The dummy field must be used to describe some buffers whose item-by-item descriptions would exceed the 256 byte limit on the length of BASIC statements. For example, suppose you wish to store 125 two-byte integers on each record. You have to field the array so that it would look like this:

| $\mathrm{X} \$(1)$ | $\mathrm{X} \$(2)$ | $\mathrm{X} \$(3)$ | $\mathrm{X} \$(4)$ | $\ldots$ | $\mathrm{X} \$(125)$ | (unused) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 2 | 2 | 2 | 2 |  | 2 | 5 |

You cannot write this as a single statement:
500 FIELII 1,2 AS X制1): 2 AS X $\mathrm{X}(2), \ldots$
because that statement would be more than 1000 characters long without any blanks! But this little program segment can do it:

100 FOR $\mathrm{I}=1$ T0 125

120 NEXT I
This program segment describes the 125 different fields for 2-byte integers in the buffer. The variable $\mathrm{D} \$$ is a dummy variable, whose sole purpose is to displace the location of the FIELDed integer two bytes further down the record.

The GET statement transfers the information from a record on disk to the buffer in memory. It uses just two arguments, and one is optional. The form of the GET statement is:

```
GET fn
GET fn, rn
```

or

The fn is a numeric expression that corresponds to a value from 1 to 15 , indicating the file number. The rn is an optional numeric expression that corresponds to the record number, from 1 to the last 255 -byte physical record number. If the record number is not specified in the GET, the next record on the file is read and its

## contents are transferred to the buffer． <br> Examples：

100 GET 1： 2
Copy the contents of the second record on File \＃1 into the corresponding buffer．

100 GET 2，J
Copy the Jth record to the buffer for File \＃2．
100 GET K，L W3
The record number is $L^{*} 3$ and its contents are copied to the buffer of File \＃K．

100 GET 3；LOF（3）
Get the last on file（LOF）record from File \＃3．See the discussion following．

LOF

LSET and RSET
The LOF function returns the number of the last physical record of the file specified by its argument．

Examples：
20 IF $X$ LOF（1）THEN GET $1, X$
If the value of X has not reached the file＇s limit，read the Xth record．
50 FRINT＂FILE＂解＂HAS＂解OF（J）＂RECORIS＂

The variables that are specified in a FIELD statement are in the sector buffer，which is a location different from the other variables in the program．They are not alterable in the same way that ordinary string variables in memory can be modified by BASIC．For example， in the sequence of statements below，the record that is written back onto the disk is completely unaltered，because line 130 affected some strings in ordinary memory whose names were the same as those in the buffer．

```
100 OFEN "R"g1,"TEST"
110 FTELII:10 AS X', 20 AS Y束: 30 AS Z韦
120 GET 1:1
```



```
140 FUT 1.S
```

To transfer information to the buffer from memory you must use one of two instructions，the LSET or the RSET．These commands transfer strings to the fielded buffer．LSET left justifies a string in memory into a fielded string variable，and RSET right justifies a string in memory into a fielded string variable．

Examples：


```
20 LSET A#="ABC"
30.J事="XYZ": LSET E#=, \$
40 LSET C$="ABCIEFGHI\"
```

The result is：
ABC．．XYZ．．．ABCDEFG
$\mathrm{A} \$ \quad \mathrm{~B} \$ \quad \mathrm{C} \$$
where the periods represent blanks．
Note that all strings are left justified in their fields，and that in the case where $\mathrm{C} \$$ was fielded，the string being placed in the buffer was truncated to the right．

The output statement for direct access files is the PUT．Like the GET，it has two arguments，the file number and the physical record number，or sector number，with the last being optional．If the record number is omitted，the record in the buffer corresponding to the file number is written at the current record number position．

Examples：
100 FUT 1： 4
Write a record into the fourth position of File \＃1．
100 FUT L；J－1
Write a record into the $\mathrm{J}-1$ position of File \＃L．
100 FUT $5, \operatorname{LOF}(5)+1$
Write a record on File \＃5 just past the end of the file．
100 FUT 5
Write a record into the current record position of File \＃5．
100 FIELII 1． 255 AS A 4
110 GET 1，N：AI事领：GET 1；F

Switch the contents of the Nth and Pth records of File \＃1．

Chapter 8 Direct Access File Processing

MKI\$, MKS\$, and MKD\$

When numeric values (constants, variables, or expressions) are fielded into a direct access file buffer, they must be converted to strings. Integer values are converted to two-byte-long strings with the MKI\$ function, single precision values are converted to four-byte strings with the MKS \$ function, and double precision values are converted to eight-byte strings with the MKD\$ function. It may help to think of these functions as "MaKe Integer String", "MaKe Single precision String", "MaKe Double precision String".

Examples:



40 LSET XIO = MHO (PI

Line 10 fields the File \#1 buffer to store three strings of two, four, and eight bytes.

Line 20 first converts the value X to a two-byte string X \$, assuming the value of $X$ lies between -32768 and +32767 inclusive, else an error would occur. Note that if X is not an integer, its fractional value is dropped, in effect converting X to an integer. Then line 20 transfers the string X\$ to the two-byte field XI\$. After this conversion to string, either the LSET or RSET instruction can be used, since the two-byte string fits exactly into its two-byte buffer space.

Line 30 converts the single precision value 3.27 to a four-byte string and transfers it directly into the file buffer.

Line 40 converts the double precision value at PI\# into an eight-byte string directly into the file buffer.

If this statement were executed

## 50 LSET XHOHMO (5)

the two-byte string equivalent to the integer value 5 would be transferred into the leftmost two bytes of the eight-byte buffer field called XD\$. Not only would this waste space, but it would make the subsequent proper reconversion of XD\$ to its original value of 5 extremely difficult.

To show you the advantage of these three conversion functions in saving space, compare the storage space used in two possible cases:
(1) three values, $-32767,-2.71828 \mathrm{E}-14$, and -3.141592653589793 are stored as strings of characters, each character representing a single digit;
(2) the same three values are converted with the MKI\$, MKS\$, and MKD\$ functions to two, four, and eight byte strings.
ase 1: Conversion to character strings, then storage in the buffer.

```
10 FIELII 1; 6 AS I$, 12 AS S%; 18 AS II*
20 LSET I =STR末(-32767)
30 LSET S = =STF$(-2.71828E-14)
40 LSET [$=STR$(-3.141592653589793)
```

The result is:

$$
\begin{gathered}
-32767-2.71828 \mathrm{E}-14-3.14159263589793 \\
6 \text { bytes 12bytes } \quad 18 \text { bytes }
\end{gathered}
$$

In case 1, the total amount of record space used to store these three values is 36 bytes.

Case 2: Representation of values as direct copies of memory storage.

20 LSET 1 $\$=$ MKI $\$(-32767)$

40 LSET II $4=$ KKIN $(-3.141592653589793$ )
The result is:

| $\mathrm{I} \$$ | $\mathrm{~S} \$$ | $\mathrm{D} \$$ |
| :--- | :--- | :--- |
| 2 | 4 | 8 |

In case 2, the total amount of record space used to store the same three variables to the same accuracy is just 14 bytes, a saving of more than $150 \%$.

When a direct access record is read into a buffer with a GET, the numeric values are most likely in 2-, 4 -, or 8 -byte string form as a result of MKI\$, MKS\$, or MKD\$ functions. These strings are not printable, and they are not convertible with a VAL function. The functions that are used to reverse the process of the MKI\$, MKS\$, and MKD\$ functions are CVI, CVS, and CVD, the ConVert to Integer, Con Vert to Single precision, and ConVert to Double precision. They take two, four, and eight byte buffer fields and convert the strings to numeric values.

## Examples：

```
510 FIELII 1;2 AS N事: }8\mathrm{ AS X事;4 AS A$
5 2 0 ~ G E T ~ 1 : L ~
530 A%=CUI(N事)
540 E=CUS(A⿻⿱口一口⺕)
550 C%=CUIL(Xt)
560 PRTMT A%%E;CH
```

In the program segment above，the buffer is described as having three strings， $\mathrm{N} \$, \mathrm{X} \$$ ，and $\mathrm{A} \$$ ．Line 520 fills that buffer with the first 14 bytes of the Lth record．Then lines 530－550 produce three numeric values $\mathrm{A} \%, \mathrm{~B}$ ，and C \＃that correspond to the strings $\mathrm{N} \$, \mathrm{~A} \$$ ， and $\mathrm{X} \$$ ．

Direct Access
File Creation

The steps involved in creating a direct access file are more involved than those used in creating sequential access files because the programmer is responsible for opening the file，converting values to strings，filling the buffer，and finally writing the record．The order of these steps is important，so they are listed below，in the order in which they must appear in the program．

1．Open an existing file or open a new file，entering its name in the TRSDOS directory（in effect creating it）．

OPEN＂R＂，n，＂filename＂
2．Describe the records of the file with the FIELD statement． FIELD n，len 1 AS var1 \＄，len 2 AS var2\＄，．．．
3．Load the buffer with just strings． LSET var 1 \＄＝exp
or
RSET var $1 \$=\exp$
4．Write the record at the desired location． PUT nfile，nrec

A complete program may best serve as an example of the process．Suppose the problem is to create a direct access file called MASTER containing this information：amount owed（AM\＄），date of last purchase（PU\＄），date of last payment（PA\＄），and amount of last payment（AL\＄）．Table 8.1 supplies the buffer field information．

Since each one of these logical records is less than half the length （ 256 bytes）of each physical record，it would be economical to include two logical records for each physical record．To allow for possible growth of these records to include more fields，we can start the second logical record half way down at byte 129 of the 255 byte buffer．

Once the file has been opened and its buffer described，the user can enter information starting where the file ends．


Table 8.1 Buffer Field Information


```
240, if this record hen't been written set.g do so now
250 IF I=2 THEN GOSUR 500
260, close uf the fileg then stof
270 CLOSE: 60TO 10000
200, btheruise, besin fillins the buffer with text
```




```
310 LTNE TRPUT "CITY-STATE--ZIF: "镂: LSET CZ*(I)=A⿱⿱亠䒑日心
```



```
330 INFUT "AMOUNT OWEI"; A : LSET AM$(I)=隹S$(A)
340 INFUT "IATE LAST FURCHASE (mMmY)"{A: LSET FU#(I)={KTC(A)
350 INFUT "DATE LAST FAYMENT (MMDIY)"{A: LSET FAD(I)=MKI*(A)
```



```
370, if 2nd sub-records seve thet records
300' then clear the dick buffer end return
390 IF I=2 THEN GOSUS 500; GOSUR 600
400, so beck for enother record from the user
4 1 0 ~ P R I N T : ~ F R I N T : ~ F R T H T : ~ G O T O ~ 2 0 0 ~
420, Seve the buffer onto disk
500 FUT 1:INT((N-1)/2)+1: FETURN
510' this loof clears the buffer to keep thinss strestht.
600 FOR J=1 T0 2
610 LSET NAF(J)="": LSET SAD(J)="": LSET CZ&(J)=""
620 LSET PH&(J)="": LSET AM&(J)="": LSET FUD(J)=""
```



```
640 NEXT I: RETURN
10000 EMI
```

Direct Access File Processing

The creation of a direct access file must precede any other activity that deals with the file，so it is important to understand this technique．However，the reason for a direct access file＇s existence in the first place is to provide a way to input any one of its records into memory for processing．This is done with the GET instruction， along with a number of other instructions and functions，just as the PUT instruction cannot operate alone．The usual order of execution for the instructions that load variables from a direct access disk record to various memory locations is as follows：

1．Open the file．
OPEN＂R＂，n，＂filename＂
2．Describe the records of the file with a FIELD statement．
FIELD n，len 1 AS var1 \＄，len 2 AS var $2 \$, .$.
3．Read the record into the buffer GET nfile，nrec
4．Transfer the buffer＇s contents into memory，converting numeric variables if necessary．

Note that for writing a record，the order is：

```
FIELD .. .
LSET . . . = MKt$(. . .)
PUT . . 
```

where the t in MKt\＄indicates type，for example S，D，or I． For reading a record，the order is：

FIELD ．．．
GET．．．
$\ldots=\operatorname{CVt}(. .$.
where the t in CVt indicates type．
The following program fetches the Nth record from the file MASTER that was created in the previous program C8P1，then allows a change in that record，then rewrites it in updated form． This program exemplifies what is meant by the term＂direct access＂． Note that the user of the program enters the actual entry number （logical record number），and the computer determines which physical record to GET and where in that record the entry is located．

```
10 'FILENAME: "CSP2"
20 'FUNCTION: IIRECT ACCESS FILE UFIATE
30 AUTHOR : JPG NATE: 4/80
40 CLEAR 200: CLS
50 OFEN "F",1%"MASTER": GOSUR 220
70 TAFUT "LOGICAL RECORI NUMEER ( O=ENII)"#N
80 IF N=0 THEN CLOSE: GOTO 10000
90 GET 1,INT((N-1)/2)+1
100 I=INT(N/2)*2-N+2'I=1osical recond *
110 PRINT "ENTER NEW INFO. OR /EN/ = NO CHANGE"
120 FRINT "NAME: "{NA末(I);
130 LINE INPUT A$: IF A$<>"n THEN LSET NA$(I)=A$
140 FRINT "STREET AIMRESS: "; SA$(I);
150 LINE INPUT Aक: IF A$`"" THEN LSET SA$(I)=A⿱
160 FRINT "CITY-STATE-ZIF: "; CZ#(I);
170 LINE INFUT A$: IF A$`"" THEN LSET CZ$(I)=A⿻
180 FRINT "FHONE : "; FH$(I);
190 LINE INFUT A$: IF A$>"" THEN LSET FH$(I)=A$
200 PRINT: FRINT "/EN/": LINE INFUT A⿱士⿻三丨口巾
220 FIELII 1, 24 AS NA#(1);20 AS SA$(1);
26 AS CZ#(1); 12 AS PH$(1),
    4 AS AM$(1); 2 AS FU$(1),
    2 AS FA$(1), 4 AS AL$(1)
230 FIELII 1, 128 AS IIF, 24 AS NA$(2), 20 AS SA$(2),
26 AS CZ$(2), 12 AS FH$(2),
    4 AS AM$(2), 2 AS FU$(2),
    2 AS FA\mp@code{(2), 4 AS AL$(2)}
240 RETURN
10000 ENII
```

Program C8P2 is noteworthy because it uses the LINE INPUT to advantage by allowing the user to enter a /EN/ (ENTER keystroke) as a null response if no change is necessary. This speeds up the response time considerably over having to enter a "NO", a digit, or even a blank, as a null response. Another possible technique could have been used to update this file, and that is to display the entire record in menu format down the screen, then allowing the user to select a field for change. For example, the list below could be displayed:

```
1. HAME HARSHBARGER HERSHEL
2. ALHRESS }97\mathrm{ KNOWNOTHING ACRES
3. CITY-STATE-ZIF SHOWME MO 72787
4. FHONE 123-456-7890
```


## 5. NO FURTHER CHANGE

```
ENTEF SELECTION BY IIGTT
```

The user could type the digit, immediately followed by the new information, for example:

```
2451 INANITY AVE.
3IULLARII CT 42177
5
```

The screen would show the entire record again.

```
1. NAME HARSHEARGER HERSHEL
2. AIMRESS 451 INANITY AVE.
3. CITY-STATE-ZIF IULLARII CT 42179
4. FHONE 123-456-7890
5. NO FURTHER CHANGE
ENTER SELECTION BY MIGIT
```

The menu could be modified by allowing the user to enter a 6, which would ask for a new record number to give the user an opportunity to change another record.

As a last example, we include a program that might brighten a morning by selecting some random "Message of the Day" from a
file that is easy to run and expand. The idea is simple: Have the user come in and type

RUN "MESSAGE"
from BASIC. The computer randomly accesses a single record from a file of jokes, sayings, greetings, and potpourri of other messages. It displays the record on the screen, gives the user a chance to add a new message, then branches off to a master menu of activities for the day.

```
10 'FILENAME: "C8F3"
20 'FUNCTION: mESSAGE FILE EUTLIER ANI ACCESSER
30 AUTHOR : JFG IIATE: 4/80
40 CLEAR 300: IIEFINT A-Z: CLS
50 OPEN "R": 1; "MESSAGE/MAT" : FIELII 1; 255 AS AD
60 LAST=LOF(1)
70 IF LAST=0 THEN LSET A⿻="THE FUNGO BAT IS IN TOLEMO.":
    FUT 1, 1
80 GET 1: RNIN(AST): FRTNT E 520, a*
90 LINE INFUT "Your turn: "䭄
100 IF E+>"" THEN LSET A"=B## FUT 1; LAST+1: COTO 60
110 CLOSE: RUN "mENU" ( some other mester menu disflas
10000 ENII
```

A typical dialog with this program could go something like this, with the user's entries followed by /EN/.

## RUN/EN/

THERE ARE 336 IIMFLES IN THE STANDARII GOLF GALL.
marth vaier is alive and well in uruguay $/$ /en/
the fungo bat is in tolemo.
OCT 9: Cabbage \& lime Jello SIt mown IINaEr./EN/
/EN/

This chapter has introduced the techniques that programmers use to read and write records using direct access files. The techniques for file management-those that deal with overall file design and access algorithms--will be introduced in the next section.


## Conversational Programming

When computers did their jobs at a distance through batch processing with punched cards, no one really cared about the quality or quantity of messages that the programs wrote to the operator at the console typewriter. After all, one of the skills that the operator learned was to decipher the terse and arcane jargon of the operating system.

When timesharing became popular in the early 1970's, programmers realized that a user at the terminal was more likely to enjoy the session if a dialog could be established to "humanize" the computer. The users would accept mild rebuke from the computer. Since that time programmers have developed many techniques to promote proper responses from the users. This chapter discusses some techniques that have been found effective.

User Prompts and Menus

It is up to the programmer to let the user know what a proper response should be. This is the reason for BASIC allowing a string to be printed along with the question mark with an INPUT statement. The prompt should also be used whenever a list of values or strings is to be inputted from the terminal. For example, suppose
a dialog has proceeded to the point shown below, with the user's responses underlined:

## HOW many hata values are there? 15

## enter each data value

? 140
? 220
?
-

Notice that although the first response, the 15 , was cued well with the question
HOW many mata values are there?
all the other entries are just cued once. Then the user must keep track of the number of entries that are typed. If a double carriage return is entered (the ENTER key was hit twice, or the keyboard suffers from bounce) that's just too bad, because as chapter 6 pointed out, that just enters the previous entry again. Also, notice that the question mark prompt is artificial; it is the result of an INPUT being executed, not a question being asked.

A much better dialog would be:
how many iata values are there? 15
TyFE IATA VALUE 1? 140
type iata value 27220
$+$
$+$

This dialog is produced with the statement:
100 PRINT "TYFE LATA UALUE"itit INFUT X(I)
At least the dialog reminds the user of which value to enter. However, it still suffers from the question mark being printed, and from an accidental double /EN/ causing false input.

The next sample dialog is made possible by using the LINE INPUT statement.
how many hata values are there? 15
type iata value 1: 140
TYFE IATA VALUE 2: 220
-
-
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If the user accidentally double strokes the /EN/, a good program should be able to discover the mistake. Also, since the input variable is a string, the program must be able to check it for illegal characters, because the computer won't give any automatic second chances for input with a? REDO message, as is normally the case with numeric input.

Here is a subroutine that acts like the line

## 100 FRINT "TYFE IIATA VALUE" $\boldsymbol{g I}$ : $: ~ I N F U T X(I)$

except that it uses LINE INPUT and translates the string to a value after checking to see if it is an integer between 0 and 200 inclusive.

```
800' infut subroutine
810 PRINT "TYFE NATA VALUE"行": ";
820 LINE JNFUT A$: N=LEN(A*): V=VAL(AD)
```



```
840 IF Cक<"0" OR C&`"9" THEN 870
850 NEXT J
860 IF UG=200 THEN X(I)=U; COTO 880
970 FRINT "*** ERROR ON INFUT ***"
380 RETURN
```

Another useful technique that should accompany data input is echo checking, which involves the display of all data entered in one session. This may be sectioned in such a way as to simplify the process of updating any value that was entered in error.

The INKEY\$ is useful when the responses are limited to single characters, because the user is saved the trouble of pressing the ENTER key after every stroke. But be careful about mixing INKEY\$, LINE INPUT, and INPUT. As the programmer, you are responsible for making data input and interactive dialog as easy to understand and use as possible, and that includes being consistent.

A menu is the display of a list of commands with a convenient way to access the commands. Some examples of menus are shown below.
(1)
accounts receivarle package:

1. AIM ACCOUNTS
2. IELETE ACCOUNTS
3. FOST FAYMENTS
4. POST CHARCES
5. AGE ACCOUNTS
6. BILling fun
7. SUMMARY REPORTS

ENTER THE ACTIUITY OF YOUR CHOTCE BY NUMBER:
(2)

Stetistics Feckese:

1. Build dete file
2. Sort detafile
3. Create test deta file
4. Edit dete file
5. Chi-Square
6. T-Test
7. Meseriftive
8. Correlation
9. Anove
10. Frobebilities
11. Curvilineer resression

Enter choice of activits:
(3)

GAMES:
C Chess
A Animel
B Ereakout
I Ivanhoe

```
    N Nim
    E Enems Relou
    T Tic-Tec-Toe
    W Hunt the Wumpus
    0 0thello
    F Rocket
    k Kinskons
    S Stertrek
Enter sour choice bs its first letter:
```

ERR, ERL, ON ERROR GOTO, and RESUME

Not many versions of BASIC, even the better versions found on the newest microcomputers, have user-defined error trapping. This is one of the TRS-80 Level II BASIC's outstanding features. In general terms, it allows the programmer to branch to specific lines of code when an error during the execution of a program.

The ON ERROR GOTO statement enables you to branch to a segment of code that checks for possible program recovery in case of an execution time error. This statement must be executed before the error occurs, otherwise the computer generates the usual error message and terminates execution. If the line number specified is 0 (ON ERROR GOTO 0 ) the error trapping feature is disabled and BASIC will print an error message as it usually does.

The RESUME command returns control of the program to any line after an execution time error has occurred. The RESUME can be written in any one of three ways:
(1) RESUME (no line number)
or RESUME 0
returns control to the statement that caused the error.
(2) RESUME line-no
(3) RESUME NEXT
returns control to the specified line number.
returns control to the line following the one that caused the error.

Example:

```
10 ON ERFOR GOTO 9000
.
+
50 X=Y/N
60 FRINT "X="苟
*
+
9000'N must not be zero --- if it is, chense it
9010' into a very smell number
9020 N=1E-20
9030 FRINT "却 CHANGEO FROM 0 TO IE-20"
9040 RESUME
```

The effect of this program is to prevent termination of the program's execution due to a division by zero in line 50 . A message is printed to indicate the change that was necessary to keep the program running. Notice that line 9040 could have been written as either of the following:

```
9040 RESUME 0
7040 RESUNE 50
```

There is a particular advantage to the RESUME or RESUME 0 , and this is that it allows a single error handling routine, like lines 9000-9040 above, to manage the possible occurrence of errors in many places within the program. For example, the example above could have contained the line
$200 \mathrm{~A}(\mathrm{~F})=2+\mathrm{V} / \mathrm{N}$
If this line were executed with $\mathrm{N}=0$, the error trap would function just as well, and the RESUME statement would return execution to the next line.

The ERR and ERL functions allow the programmer to use some very specific error traps. ERL returns the line number in which the error occurred, and the ERR returns a value related to the error code. Both functions need no argument.

The value that ERR returns is related to the error code this way:
ERR/2+1=Code value
or
ERR $=2$ * Code value -2
Appendix F lists all of the error codes that Level II BASIC and Disk BASIC can generate.

The following example shows various ways that the ERR and ERL functions can serve to isolate specific errors.

```
10 ON ERROR GOTO 9000
20 INFUT "ARRAY SIZE (ROW: COLUMN)"钟:C
30 IIIM X(R,C)
40 FOR I=1 TO R
50 INFUT "ENTER";C%"VALUES FOR ROW"9I
60 FOR J=1 TO C: INPUT X(IEJ): NEXT J,I
70 PRINT "aNY values to CHANGE (0,0=NONE)"
80 PRINT "ENTER ROW, COLUMN";
90 INFUT RI,C.
*
*
7000, error code 7 = out of memory
9010 IF ERLQ30 OR ERR/2+1%7 THEN 9050
```



```
9030 frINT "RERUN FROCRAM ANI REIUCE ARRAY SIZE"
9040 STOF
9050, error code 10 = subscrift out of rense
9060 IF ERL. 90 OR ERR/2+1>10 THEN }910
9070 FRINT "宗䒺 SUBSCRIFT OUT OF BOUNMS 䠔""
7080 FRINT "TRY AGATN - - THAT FOSITION IS NOT LEGAL."
9070 FESUME 80
glo0' no idee whet's soins on -- better
9110, let PASIC hendle the froblem
9120 ON ERROR GOTO O
```

Anticipating
User Responses
It is always a pleasure to interact with a computer through a well thought out program，one that was written with the user in mind．Many users，especially novices，regard any such interaction with trepidation because they know the computer is a machine． Either through fear of doing damage or through anxiety caused by the unfamiliar nature of this form of communication，these users dread the sessions and commit blunders．Good programming practice includes anticipating user errors and if possible correcting them or certainly allowing the user a second chance．Whatever approach is taken，you should always try to create a friendly and informative dialog with the user．
Consider these two dialogs：

## －

－
NAME？KUMRUAT：KATHY
NAME？ 14 FUNCTILIOUS FLACE
NAMET FERSIMMON：ALASKA 98765
NAME？878－787－8／hreek／

The user has realized that the computer ignored all of these entries. The clue was the repeated prompt NAME? which the user remembers (too late) should change to

## STREET?

CITY STATE ZTF?

FHOAE?
The user's action of interrupting the program's execution with a /BREAK/ is rather excessive, because now the program may have to be restarted. The dialog could have been:

```
*
+
NAMET MOMESATH: FOMEROY
NAMET MOMERATH FOMEROY
STREET? 291 OUTGFABE ALLEY
CITY STATE ZIF'? BRTLLIG: VEFMONT 24938
CITY STATE ZIFT BRTLLTG VEFMONT 24938
+
+
*
```

At least the program was kept running, and the user realized that the repeated prompt meant that something was wrong with that entry. But how did the user know? The dialog didn't say that commas weren't allowed, yet obviously that's what was wrong. As soon as commas were removed, the program proceeded nicely.

The example above shows rat maze behavior on the part of the user (try, try again-when you get it right, maybe you'll remember it) and sadistic behavior on the part of the programmer. After all, if the program was clever enough to determine that there was a comma in the entered data, certainly it should be clever enough to remove the comma, and kind enough to remind the user to omit commas between entries. The following dialog is nicer in all respects.

```
*
*
NAmE? BACTLLUS: VACMLlA
    Flease Omit commas in mata maput
Name? bactllus vactlla
STREET AMLRESS? 66 SEPSIS ST
CITY? WOUNG
STATE ZIF? WEST VIRGMNIA: 4922B
    NO COMASg FLEASE, YOU KNOW I HON'T LIKE THEM!
STATE ZIFT WEST UIRGINTA 4g22g
FHONET 49%-994-4949
.
,
,
```

This dialog is polite (note all the PLEASEs) and varies even if the same input error is committed.

Check Digit Calculations

When specific numbers are used in a record as a code and their accuracy is imperative, such as serial numbers, account numbers, and other unique identification numbers, a check digit is often employed to verify the number. A check digit is a single digit added to the code number to make that code number self-checking. It has a unique relation to the rest of the code number and the way it is calculated determines the types of errors that can be detected by it.

The four kinds of errors that a check digit can detect are:
(1) Transcription: A wrong number is written, such as a 1 for a 7 or a 5 for a 0 .
(2) Transposition: The correct numbers are written but their positions are reversed between neighboring columns, such 41582 for 41852.
(3) Double transposition: Numbers are interchanged between columns other than neighboring columns, such as 41582 for 48512.
(4) Random: A combination of two or more of the above, or any other error not listed.
The use of check digits involves the computer's initial calculation and storage of the digit with its corresponding code number as the number gets filed initially. For example, as a file of accounts is built, the account numbers become the access codes to
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to the file which will incorporate the check digits. As each new account is entered, its access code is generated from the account number followed by the calculated check digit. This access code becomes a permanent part of the record. When an access operation is performed on the file, it is done by access code, including the check digit. If there is any error in either the account number portion or the check digit portion of the access code, the user is warned that the code doesn't exist, and should try again.

Check digits are related to their code numbers through any one of various methods of calculation. Some methods of calculating check digits are rather poor, detecting only some of the possible errors that occur. We will show you one of the best, and for that reason the most popular: the modulus 11 procedure. The method of calculation is the same as that which is used for detection. That is, when an access code is checked, its check digit is recalculated and compared to the one that was originally attached. If it is different, the user is warned of an error.

## Modulus Eleven Check Digit Calculation Method

1. Multiply each digit in turn with its corresponding weight. The weight is simply the digit's position in the code number from right to left, plus one. For example, for the code 32604: 3*6 2*5 6*4 0*3 4*2 $\begin{array}{lllll}18 & 10 & 24 & 0 & 8\end{array}$
2. Add the resultant products. $18+10+24+0+8=60$
3. Divide the sum by the modulus (in this method it is 11 ) and keep the remainder. $60 / 11=5$ with a remainder of 5 .
4. Subtract the remainder from the modulus, and the result is check digit. 11-5 =6. If the remainder is 0 the check digit is 0 . If the remainder is 1 , the check digit is 1 . If the remainder is 10 , that account number must be rejected.
Therefore the access code is 326046 .
Examples:
5. Code number 421865
$4 * 7+2 * 6+1 * 5+8 * 4+6 * 3+5 * 2$
$28+12+5+18+10=105$
$105 / 11=9$, remainder $=6$
11-6=5
Access code $=4218655$
6. Code number 2493
$2 * 5+4 * 4+9 * 3+3 * 2=59$
59/11=5, remainder 4
$11-4=7$
Access code $=24937$
7. Code number 2653
$2 * 5+6 * 4+5 * 3+3 * 2$
$10+24+15+6=55$
$55 / 11=5$, remainder 0
$11-0=11$ : special case: checkdigit $=0$
Access code $=26530$
8. Code number 4653
$4 * 5+6 * 4+5 * 3+3 * 2=65$
$65 / 11=5$, remainder 10
Reject this account number. Do not allow it in the system, and choose the next code number, 4654 . It's check digit is 0 , making the access code 46540 .
9. The access code that the user gave is 26214 . Is this a proper access code? (Does the check digit of 4 correspond to that calculated for code number 2621?)
$2 * 5+6 * 4+2 * 3+1 * 2=42$
$42 / 11=3$, remainder 9
$11-9=2$
The access code 26214 is improper since 2621 has check digit 2, not 4. An error message should be issued to the user.

Instead of recalculating the check digit, the computer program that verifies the accuracy of the input access code can multiply all digits of the access code by their weights, using a weight of 1 for the check digit itself. When the sum of all of these products is divided by the modulus, the result should be zero.

The modulus 11 check digit calculation procedure can detect all of the user's transcription and transposition errors, which account for $95 \%$ of all the errors that users commit. The method also detects $90 \%$ of the random errors. Thus the modulus 11 method can detect $99.5 \%$ of all errors. If even more accuracy is needed, the method can be modified by using prime numbers larger than 11 for a modulus. For example, the modulus 37 method detects $99.987 \%$ of all user errors.

Check digit calculations impose a penalty in calculation time, but that penalty is not severe when the application involves a single user on the computer.

The following program attaches a check digit to a six digit account number.

```
10 "FTLENAME* "C9P1"
20 FFUNCTION：CHECK ITGIT CALCULATOR：
30 IAUTHOR ：JPG \(\quad\) IATE： \(4 / 80\)
50 FRINT "To stof; fress /break/; otherwise enter"
60 FRINT "en eccount number (ene number of disits)"
70 FRIHT: LINE INFUT "Flesee enter the number % "out
00 S=0, reset the sum to zero
90, the followins is e loof for sdoins the velues and
100' multiplsins the Ith disit bs its weisht.
110' while keefins e rummins totel of the sums so fer
```




```
140 NEXT
150 set modulo eleven from the sum
1.60 M=5-TNT(S/11)*11
170, sdd the frofer check disil to the number
```



```
                                    ELSE N$=䄈串年0"
170; if acct. & is soogy frint itg otherwise
200 ( Frint reject messese
2 1 0 ~ I F ~ M = 1 0 ~ T H E N ~ F R I N T ~ " A c C t . ~ r e j e c t e d " ~
                                    ELSE FRTHT "ACCL. # is "%N*
10000 ENII
```

Praise and Chastisement

One of the most irritating forms of dialog is that which is made up of uniform words of praise．Consider this dialog：

WHAT IS $2+2$, JOHNNY？ 4
GOOI！WHAT IS 5＋7，JOHNNY？ 12
GOOI！WHAT IS $6+19$, JOHANY？ 25
G0011！．．．
coon！：．

Johnny is by now well beyond reading the computer＇s dialog，and merely looks at the digits to make the proper response．If that＇s the case，the program should do away with the words entirely． Praise does work，though，and if handled properly it can act as a strong stimulus for proper user behavior whether the user is a child being drilled in arithmetic skills，a bookkeeper posting payments，or an executive studying stock portfolios．The secret of using praise with the computer is to randomize it．Consider this dialog：

```
WHAT IS 5+7: JOHWNY? 12
G00II WORK.
WHAT AROUT 8+17% JOHNNY? 23
YOU mISSEI THAT ONE, RETTER LUCK NEXT TIME.
CAN YOU COMFUTE 8+17? 25
SUFER!
```

TRY AMMING 22+17? 39
VERY GOOI!
-
+

These kinds of messages are fun to create in a program, fun for the user to receive, and significantly improve the user's performance in whatever task is being tried. The technique relies on generating entire sentences from randomly chosen phrases in two phrase pools: one pool is for praise and the other for chastisement, or scolding. The following program illustrates the technique.

```
10 'FILENAME: "COF2"
20 'FUNCTION: IlluSTRATE FRAISE ANII SCOLIING
30. AUTHOR : JPG LIATE: 6/80
4 0 \text { CLEAF 1000}
50 R=20, numbers will initially be between 1 and 20
60 CLS: INFUT "What is your neme";No
80 X=RNM(R): Y=RNIMR): S=X+Y 'Get the random numbers
90 FRTNT "What is";X;"+";Y%", ";N$g
100 INFUT S1
110 IF S1>S THEN COSUE 150: G0T0 90
                                    ELSE F=Ft1: GOSUR 120: GOTO 80
120 FOR I=1 T0 10: FEAII Y$: NEXT I
130 GOSUB 150: RETURN
140' subroutine to print the messases
150 GOSUB 170: A$=X \: G0SUB 170: B 
160 FRINT A$+", "+B$: RESTORE: RETURN
170 J=RNM(5): FOR I=1 TO J: REAI X$: NEXT I
180 IF J<S THEN FOR I=J+1 T0 5: REAII Y*: NEXT I
190 RETURN
200 mata You missed, Ead news, Ush, Too bed, Yuch, klutz!
210 MATA nerd!, turkes!, buffoon!, dolt!, Good, Excellent
220 llata Fine, Nice, Great.; You sot it, You're risht
230 lata Just fine; Keef it up, Surer
10000 ENI
```

Informing the User During Processing

Communication with the user is more than just asking for data and giving answers. It also involves informing the user about how to perform a task, such as running a program or managing a file, and informing the user that something is happening during some process in a program's execution.

Suppose, for instance, the dialog proceeds in this fashion:
Io you went to:
(1) sort (2) updete (3) reneme a file? 1

Whet is the neme of the file? Mayaccts
(A pause while the file is opened)
On whet key do you wich to sort?
(1) neme
(2) eccount number
(3) dete of last service
(4) emount Fest due

```
Enter sour choice bs disit: 2
```

Outrut on (1) screens (2) printer, (3) file? 3
(A very long pause while the file is being sorted. There may be much hissing and clacking of drives, to the possible dismay of the user)

Ilone.
Consider the concern of the novice user during the sorting process. Is there something wrong because of all the noise? Why isn't anything happening? Is it sorting the file, and creating a new one, as it should be? How long does this go on? Should I turn off the computer before it breaks?

The programmer can do a lot to ease the user's anxiety by printing simple intermediate messages during processing to keep the user informed about what is going on. The last program in chapter 7 shows how to use a simple PRINT statement during a sort to let the user know how it is progressing. When a sort takes hours, as it may if the number of elements to be sorted is in the thousands, a PRINT strategically placed within the sort can help the user greatly. It can tell:
(1) Whether the sort is working.
（2）Approximately how long it takes．
（3）What stage of the sort is being performed．
Another use of the process－time message is to keep the user from doing something during critical times，or to inform the user of abnormal events．For example，a process may turn the disk drive on and off with long pauses when internal processing takes over and the drive is off．The user should be given some message，such as：


䩳素 TO NOT OFEN THE TRTVE IOOR！楼类
Another case in point is in the instance when one drive gets full，the program senses it，and opens a new file on another drive．The user may be caught by surprise，and absolutely mustn＇t disturb the process．A helpful message might be：

## ION＇T WOREY ABOUT ACTIUITY ON OTHER IRIUES． <br> YOUR FILE WAS TOO LARGE FOR ONE DRTVE． <br> 嘒当 IIO NOT OPEN ANY IRTVE HOORS＊＊＊

Such messages as these often spell the difference between a happy user who is pleased to work with the system，and an anxious user who can＇t wait to get away from the machine．

Obviously，the programmer must be aware of the user＇s point of view when the program is still in its initial stages of composition． This technique of user－proofing a program is not trivial．It requires both the knowledge of programming techniques and considerable imagination in trying to anticipate user responses．

The technique that follows in the next chapter is an aid to the programmer rather than to the user．As you will see，it involves the overall design of programs to make them more readable and easier to alter．


## Structured Programming

The number of programmers that use BASIC will increase greatly during the 1980s, primarily due to the rising popularity and falling price of microcomputers. Many of these new programmers will commit the same fundamental errors in technique that were committed ten and twenty years ago by today's professionals. Unless these new ranks of programmers learn the proper ways of programming, their level of frustration will increase in proportion to their level of productivity.

By the late 1960's the speed and memory capacity of computers had increased to such a point that it was economically unwise for a programmer to "fine-tune" his or her product to run a little bit faster or to fit into a slightly smaller area of memory. The programmer's time was worth more than any possible gain in machine time or memory use. Aside from this economic consideration, the number of programmers was rising, and the ability to communicate the contents of a program to new members of the staff became a very valuable asset.

Programs got more complex as they dealt with more file storage hardware. With some of these programs, as their complexity grew, their reliability dwindled, sometimes to the point of complete failure.

Some of these aging and dying programs represented large investments in time and money, yet because of their great complexity, their slightest alteration risked severe and unexpected complications.

During the 1970's, programmers developed various techniques to design their product from the beginning as a set of independent modules, each of which could be altered without affecting any other. Also, new and independent modules could be added to the program without the risk of creating a bug in a previously tested and debugged module.

These techniques yielded three immediate benefits:
(1) Programmer productivity increased due to a better understanding of the fundamental problems that were being solved.
(2) Program debugging and testing was simplified. A new module could be tested independently of all others.
(3) Program maintenance was simplified as a result of the ease of module addition, modification, and deletion.
These three factors made programs more flexible and extended their useful life. As the environment and the computer hardware changed, these modular programs had a much better chance of surviving and being productive than their predecessors.

Program Planning

Students in most introductory programming classes are taught that a program is written in five stages:
(1) Understand the problem.
(2) Formulate and flow chart an algorithm, or method, for its solution.
(3) Code the program.
(4) Test it and debug it.
(5) Document the program and its output.

The first stage is intuitively obvious. How can any problem be solved without a thorough understanding of its nature? A programmer usually understands the problem when he or she understands the four major phases of input, processing, storage, and output, clearly. This overall view usually determines the format of most of the program's outputs.

The second stage normally involves a rather detailed design of all records: input, transaction, storage, and output. The algorithm is usually flowcharted using some variation of the standard ANSI (American National Standards Institute) symbols.

The third and fourth stages are often performed simultaneously. The key ingredient in the testing phase is imagination. The programmer must be able to anticipate as many of the user's responses as possible. This phase was discussed in some detail in the last chapter.

Documentation is the fifth phase, and this subject is covered in the next chapter.

In this chapter we will consider program planning to include both the first and the second phase.

Phrase Flowcharts

ANSI Flowcharts
When one thinks of flow charts, what usually comes to mind is a map-like drawing full of variously shaped symbols and arrows. This is not necessarily the case. A flowchart is a step-by-step representation of a problem's method of solution (an algorithm), and it is often just a set of English phrases and notes in some semblance of the order of solution. This is a phrase flowchart. It is easy to understand, and it is a more natural product of the programmer than a symbolic flowchart, particularly during the initial stages of the program's creation. As an example of a phrase flowchart, we have included here the original phrase flowchart for the Sort-Merge program in chapter 7.
(1) Create 4 files, fill with random alphanumeric data, 50 records with 30 characters per record, list them.
(2) Sort each file.

Repeat the next four steps four times.
(a) Load file into memory.
(b) Sort.
(c) Close: open.
(d) Write out.
(3) Merge.
(a) Read 1 record into each of four buffers. Start each of 4 counters at 1 .
(b) Scan top of stacks, write out smallest to 1 file, read new one, add 1 to proper counter.
The usual approach to making phrase flowcharts is to state in phrase form what is to be done in a series of steps, and to number each step. The final product vaguely resembles a set of broadly worded instructions. Its chief advantages are simplicity and familiarity to the program's creator.

Since the 1960 's, the computer industry has made efforts to establish some standards that would cover the wide variety of products of the technology. The organization that has had the most impact has been the American National Standards Institute (ANSI). This body has established industry-wide standards for computer languages, methods and codes for machine-to-machine communication, and even the symbols that should be used for flowcharting.

ANSI symbolic flowcharts are what comes to mind when flowcharts are mentioned. They are symbolic; that is, they are made up of connected diagrams that represent various segments and processes of the program. The five basic ANSI flowchart symbols are shown in figure 10.1. These five symbols are interconnected with straight lines. The chart is read from top down and to the right


Process Any processing function


Decision
Any kind of branching operation

Connector

Connection between parts of a flowchart

Figure 10.1 Basic ANSI Flowchart Symbols
unless an arrow indicates a different direction of logic flow.
Consider the problem of inputting an all-digit answer with the INKEY $\$$ function, as programmed in chapter 6. First, we will show you a phrase flowchart of the problem's solution, then an ANSI symbolic flowchart.
(1) Null the input string.
(2) Input a character with INKEY\$.
(a) Return if /EN/ stroke.
(b) Print error message if out of range, then get new character (step 2).
(c) Add to input string if OK, then get new character (step 2).

Symbolic Flowchart for Digit Input Subroutine


Symbolic flowcharts can be very specific; that is, every symbol can represent a single instruction, such as the flowchart above. Or they can be very broad; that is, every symbol represents a large set of instructions. The following example is a broad symbolic flowchart.

Symbolic Flowchart for a Statistics Package


All programs and their included parts can be broken down into one or more of three basic structures.

1. The Sequence Structure consists of a set of imperative program statements that are executed in sequence. For example, this program segment is a sequence structure.
```
*
*
200 OFEN "R", 1, "RANKEN"
210 FIELII 1, 255 AS X $
220 LAST=LOF(1)
230 GET 1, LAST
```

2. The Selection Structure, or the IF-THEN-ELSE Structure, represents a choice between two and only two actions based on a condition. If the condition is true, one action is performed; if it is false, the other action is performed. Consider the following sequence of code as an example.

- 

3. The Iteration Structure, or FOR-NEXT Structure, provides for executing a function as long as a condition is true. When the condition is no longer true, the program performs the next function in sequence. A common alternate form of the iteration structure allows the function to be executed until the condition becomes true. In BASIC the FOR-NEXT is the standard iteration structure, in some cases the IF-THEN-GOSUB can act as an alternate form. Here are some examples of the logic of iteration structures.
```
150 NEXT I
```

- 
- 
- 

```
*
*
200 IF A THEN GOSUB 500: COTO 200
*
*
4
.
*
300 IF X<Y THEN GOSUB 500: coto 300
*
-
*
"
*
200 IF NOT A THEN GOSUB 500: GOTO 200
*
*
*
    *
```



```
    300 IF }X=Y\mathrm{ THEN GOSUB 500: 60T0 300
    *
    *
```

Figure 10.2 shows the symbolic flowcharts for each of these structures and will help clarify the differences in their actions.

Sequence Structure


Selection Structure


Iteration Structure


Figure 10.2 Symbolic Flowcharts of Programming Structures

The term GOTO－less programming has been associated with Edsger Dijkstra of the University of Eindhoven，who in 1965 suggested that any program could be written without using GOTO statements．He said that GOTOs in a program decreased a program＇s clarity and one＇s ability to test and maintain it．

In practice the GOTO is permitted in structured programs so long as it is used as an exit from a module．When BASIC allows multiple statements per line，the form：
$\ln 1$ IF condition THEN GOSUB $\ln 2:$ GOTO $\ln 1$
is well suited as an iteration structure，even though it contains a GOTO．Many texts would have you overcomplicate code in order to maintain conformity to a standard that was established for COBOL．We feel that BASIC＇s concise coding can clarify rather than complicate the logic of a program．

The practice that should be avoided in BASIC is the use of GOTOs followed by line numbers to the point where the reader loses the program＇s continuity．If you need to get back to a previous statement，you might find a way to GOSUB to the set of statements above the GOTO，and replace it with a RETURN．For example， consider this little program that calculates the mean and standard deviation of a sample．

```
1% "FILENAME: "ClOPI"
20, FUNCTHON: IEHONGTRATION OF FOOR STRUCTURE
30% AUTHOR % PFG
40 I=1:5=0: 52=0
50 PRTNT "NUMEER"OIF` INFUT X
60 IF X>O THEN 80
70 60T0 90
80 1=It1: S=5tx: 52=52+X娄: 60T0 50
90 M=5/I: FRTNT "MEAN="今暞
100 PRTNT "STIT, IEV.="$50R((52-5**)/(I-1))
110 INFUT "ANOTHER SAMFLE"gA⿱⿱亠䒑日\zh20
120 IF A&`"YES" THEN 10000
13060T0 40
10000 ENII
```

This program is a trivial example that is quite easy to follow， even if it has been written with as many GOTOs as possible．The first and most obvious step is to get rid of all simple GOTOs immediately after the IFs．The following program is an improvement．

```
10 "FTLENAME: "C10F2"
20 'FUNCTTON' EETTER STRUCTURE THAN FREUTOUS FROGRAM
30 A AUTHOR : JFG
40 I=1; 5=0; 52=0
50 FRTHT "NUMEER" %I# % THFUT X
60 IF X<0 THEN T=1+1% S=5+X; 52=52+X*X: GOTO 50
    ELSE I=T-1" #=S/I% PRTNT "MEAN="前:
    FKTHT "STH. MEV*="乡gQR((S2-5*M)/(I-1))
70 INFUT "ANOTHER SAMPLE" %A"
00. IF A串="YES" THEN 40
10000 ENIL
```

This is a much better program．It is clearer，even though its selection structures，the IF－THEN－ELSE statements，are rather complex．

Now consider the following program．Its single GOTO is a part of the UNTIL iteration structure．The only other references to line numbers are in the GOSUBs．Subroutine 60 is clearly the main subroutine，and subroutines 200,300 ，and 400 perform the initialization，input，final calculations，and print－out functions．

```
10 'FILEMAME: "Clof3"
20 FUNCTION: SAME FROGRAM WITH gOON STRUCTURE
30'AUTHOR: JFG DATE: 9/79
40 THFUT "IO YOU WANT STATISTICS (YES OR NO)"gA$
50 IF A*="NO" THEN STOF
    ELSE GOSUB 60: gOTO 40
60 GOSuE 200 , initielize veriebles
70 GOSUB 300 , infut dete
80 COSuB 400 , celculete meen and std, dev.
90 G0SuE 500, print std, dev, and meen
100 RETURN
200 5=0: 52=0: M=0: RETURN initielizins routine
210. subroutine for date infut
300 INFUT "HOW MANY OBSERUATIONS"gN
310 FOR I=1 T0 N
320 FRINT "TYFE VALUE NO."tI% ; INFUT X
330 S=S+X: 52=52+X岍
340 NEXT I
350 RETURN
360' subroutine for celculetions
400 M=S/N: SII=SQR(S2-S*Wi)/(N-1)) FETURN
410' subroutine to print results
500 PRINT "MEAN="g#
S10 FRINT "STI, IEV.="gSI
520 RETURN
10000 ENI
```

Top-down Programming

At this point you may be wondering what advantage this program could possibly have over its simpler-looking predecessors. The key is in its ease of modification and growth potential. For example, if you wanted to calculate the range of the sample, you could alter the input subroutine to keep track of the lowest-seen and highest-seen values, and do so knowing that whatever you do there cannot affect the other modules. If you wanted to add a new feature, you could just add a new subroutine.

The entire subject of GOTO-less programming is but a facet of of the area of structured programming. However, it leads naturally into the area of program design, top-down programming, and modular programming. It is the segmentation of the logic of a program into its parts.

Top-down programming involves the overall design of a program into a series of modules arranged in a hierarchical order. That is, the primary objective of the program is incorporated into its first module or section, the secondary objectives are next, and the subordinate objectives are below those. The previous program is an example of top-down programming. There is a clearly identifiable main module and a number of subordinate modules, the subroutines.

A good way to visualize the design of a structured program is with a hierarchy chart or structure chart. This is a structure chart of program C10P3.

Structure Chart for Program C10P3


The structure chart shows all of the modules in the program and the relationships between these modules. Input and output functions are distinguished from processing functions. It is easily generated before any actual coding is done. In contrast to the symbolic flowchart, which is more of a representation of an existing program, the structure chart serves best as a design aid.

A major advantage of the structure chart over a programmer's informal phrase flow chart as a program design tool is the structure chart's capacity for modification and growth. Let us consider the previous statistics program as a kernel for a much larger system of programs for statistical analysis. Suppose you want to add these features:

1. Input of data by groups.
2. Each element of a group can have more than one observation.
The new structure chart could be:


This major change was incorporated by adding another level to the existing structure chart. This added level describes the new modules that will be necessary to implement the changes. The programmer could write new subroutines, numbered in the 1000's, with no more change to the existing modules than some new GOSUBs in the level 1 modules.

The program planning and design aids we have shown in this chapter can greatly increase programmer productivity and enhance
program clarity. You can rewrite existing programs in a more structured style, and in so doing, very likely breathe new life into those programs. The chapter that follows will show you how to prepare associated documentation with your programs. It is the documentation that usually spells the difference between an easily usable program and marketable program, and one that no matter how fine it is technically, just doesn't seem to be popular with its users.


## Documentation

Documentation is often considered to be the programmer's bane and burden, the cross to bear for writing good programs. It is unfortunate that this attitude exists, because it tends to reduce the amount of documentation that needs to be created in many programs.

In fact, documentation should be treated as the chef treats his or her pots, pans, and cookbooks. Accumulating the proper ingredients is only part of the preparation of a fine dish, just as coding the proper algorithms is only part of the production of a good program. A program must display its author's pride and skill in both its execution and its documentation.

In this chapter, we will discuss a wide variety of techniques that fall into either one of two broad categories: internal or external documentation.

Internal<br>Documentation

As a class of techniques, internal documentation includes all methods of explaining a program's workings from within the program itself. You will see that it means more than a liberal dose of REM statements, although that is an important consideration. write a comment about a statement or program structure without altering the program's execution. The first few lines of any sizeable program should include the following information in the form of remarks:

1. Program ID-file name and brief statement of function.
2. Author ID-name and date of program creation.
3. Revision ID-name, date, and number of revision.

In many microcomputers, including the TRS-80, REM statements suffer the disadvantage of occupying valuable memory space. Many programmers keep two versions of their working programs: One is rich with comments and highly readable, and it is generally kept on file; the other is stripped of all REM statements, and used for execution only. When a change must be made in the program, the programmer lists the well documented program as an aid in locating the area of change. The appropriate changes are made in both programs, and when the undocumented version runs properly, the documented version is restored on file.

REM statements come in a variety of forms. The most familiar one is the single line that is dedicated solely to a remark.

```
10 REM FROGRAM TO COUNT UIRUSES
*
500, SUBROUTINE TO CONUERT SPEEII OF LIGHT
510. TO FURLONGS FER FORTHIGHT
*
,
3000; REMOVE UNWANTEI RECORIS
*
+
*
```

Other REMs appear as last statements in multistatement lines.

```
*
*
50 A=A+1: REM COUNT THIS VIRUS
*
+
550 V=2*x+R, CALCULATE UENOUS FLOW
.
*
2250 X(I)=X(I)-N, REIUCE VOLUME CALCULATET
```

A word of caution concerning remarks in a multistatement line: Take great care to avoid inserting a remark between two statements on the same line. It is easy to do this in Level II BASIC because the line's length can be up to 255 bytes, and the down-arrow ( $\downarrow$ ) provides a neat way to return the carriage and provide a line-feed without generating the /EN/ (hex 0D) character that marks the end of the line. But a REM between two statements on the same line makes all statements after the remark a part of the remark. For example, don't do this:

## 

The statement $\mathrm{Y}=\mathrm{Y}+1$ is seen by BASIC as a part of the remark following the statement
$x=x+1$

Right-justified or indented REM statements are often more easily distinguishable from the active BASIC statements. Consider the two following examples:

```
10 IIM X(100): CLS
```



```
30 INFUT "GFOUP STZE"%N * SIZES FOF THE SAMFLE
4
+
5 0 0
510 FOR I=1 TO NG
520' TFEAT EACH GROUF SEPARATELY
530 S(I)=0: 52(I)=0
*
4
4
```


## Windowboxes

A very distinctive form for remarks is called the windowbox. This form visually isolates titles, and is particularly effective for major program headings and structure and subroutine titles.

| 10 | , |  |
| :---: | :---: | :---: |
| 20 | , | * FILE EITTING |
| 30 | , |  |
| 40 |  |  |

```
2000
2010
2020
2030
2040
2050 .
2060.
2070
```

```
崇
```

崇
䒺崇宗索䒺崇

```
            䒺崇宗索䒺崇
```








```
        系宗宗宗家家
```

        系宗宗宗家家
            崇
    ```
            崇
```



Blank Lines and Text Formatting

A lot of information about a program＇s structure and logic can be conveyed without words．In some cases，the insertion of a blank line（actually there＇s an apostrophe as a first character）is enough to demarcate one program structure from another．In other instances， a programmer can tell a lot about the program＇s actions by indenting certain lines．

## Examples：



```
1010'* FIELI RECORISS*
```



```
1030'
1040 FIELII 1: 255 AS X $
1050
1060 FIELII 2, 4 AS F1t% 4 AS F2t, 4 AS F3事,
    4 AS F4束, 4 AS F5叓, 4 AS F6事:
    4 AS M青
1070
```

```
NOR I=1 TO NG , HO EY GROUFS
110 FOR J=1 TO N(I) , NO EY OBJECTS
120 --...---
130 --..-----
140 ----.---
150 NEXT J
160 -------
170
    ---------
180 NEXT I
```

```
50 IF F&Q THEN X=X+1: L=SRR(M)
ELSE J(I)=0
```

300 IF A B THEN IF $\mathrm{E}<\mathrm{C}$ THEN $\mathrm{Q}=\mathrm{V}$
ELSE $\mathrm{Z}=\mathrm{V}$

Grouped
Line Numbers

External<br>Documentation

One of the most obvious signs of a programmer's attention to the clarity of the program's logic is the proper selection of line numbers to be grouped within structures. For example, during the initial stages of program design you should try to group the Level 0 structure, the main or driver portion of the program, within lines 1 to 999 . Then you can reserve blocks of line numbers for various other structures: Lines numbered 1000 to 1999 for the first module of Level 1, 2000 to 2999 for the second module, and so on. Then the second level can be blocked into the ten thousands. This makes any modification to the program fairly simple.

A number of commercially available line renumbering programs can be very useful for grouping line numbers. It is possible to selectively renumber lines past a certain value with these programs. This allows you to modify one structure at a time, starting with a low level and working up.

Structure Charts

The first documentation of a program is a set of written notes, possibly a phrase flowchart. Its purpose is to organize on paper some of the structural requirements of a program. This should be replaced immediately with a general structure chart for the program. The structure chart can be modified as the program is composed and tested, but its overall design should remain essentially constant.

Symbolic Flowcharts

Run Books

## Help Files

Chapter 11 Documentation

## WORII PROCESSING SYSTEM

1. GENERATE FAW IDCUMENT FILE
2. EIIT RÂW DOCUMENT FILE
3. LIST RAW nocument file
4. RUN FINAL HOCUMENT GENERATOR
5. EIIT FINAL IOCUMENT
6. FROIUCE N FINAL NOCUMENTS
TYFE IIGIT OR 'HELP' OR 'HELP N':

If the user is not sure of the overall purpose and actions of the system, entry of the word "HELP" as an answer opens a file of text that is displayed on the screen. If there is doubt about how to run any one of the six listed modules, the user can type the word HELP immediately followed by the digit corresponding to the desired activity. For example, the response HELP 5 would open a file of text that explains how to list a raw document file.

Documentation and program structuring techniques, as discussed in this and previous chapters, represent an important aspect of the programmer's craft. Equally important is a working knowledge of the techniques that a programmer uses to structure and manage the various files that the programs access.
$14$


File Manipulation Techniques

Programs that deal with files must be thought out very carefully because they use data that is stored in some fairly permanent fashion. The files are not just an extension of the computer's high-speed memory. They provide a method of computer-accessible storage for masses of data that sometimes represent months or years of accumulated work.

The records in a computerized file are managed much as records in a manually maintained file in some office's steel cabinet. This chapter will discuss some of the various techniques of building, accessing, modifying, deleting, and sorting sequential and direct access files.

Building
The first phase in any dealings with computerized files is building them. They have to exist on the disk before they can be accessed in any way for any purpose.

Building Sequential Files

Sequential disk files, as you remember from the discussion in chapters 6 and 7, require special handling. String variables that are printed next to each other must be separated by a comma.

You may use the PRINT \# statement either as part of a subroutine or within the main flow of the program. As an alternative method to the usual PRINT \# statement followed by a series of variables names, you may build a single long string variable to be decomposed into its component variables on input.

A typical file building subroutine is shown in program C12P1, starting at line 1000 .
'FILENAME: "C12P1"
20 'FURCTION: IEMONSTRATE HOW TO BUILI A SEQUENTIAL FILE
30' AUTHOR : JPG 【IATE: 6/80
40
50 'user will suffly $\hat{N}$ sets of memes eech set up to 50 names
60 CLEAR 2000: IEFINT A-Z: CLS: IIM $\$$ ( 50 )
70 INPUT "HOW MANY SETS OF NAMES" ON
gO IMPUT "HOU MANY NAMES IN EACH SET":S
To infut brres of names into memors one at a time
100 FOR K=1 10 N

120 INFUT "WHAT IS FILE NAME" 5 Fo
130 G0SUR 1000 'FILE ARRAY ONTO IITSK
140 NEXT K: G0TO 1070
1000 'subroutine for buildins seauential file
1010 CLOSE: OFEN "0"giof $\quad$ 'Fo is file neme
1020 'let user see whet sets stored
1030 FOR $\mathrm{I}=1 \mathrm{TO} 5$
1040 FRINT It Nक (I)

1060 NEXT I: CLOSE: RETUFN
1070 ENII

Sometimes it is desirable to prepare the sequential output variables as a string separate from the actual file building subroutine. Program C12P2 below shows how a string array N\$ can be used to hold logical records that contain both numeric and string variables. It uses the identical builder subroutine starting at line 1000 as in the previous program.


Building Direct Access Files with Hash Addressing

```
    FILENAME: "C12P2"
    Function: anOther way to Euilim sequential files
    ,
    CLEAR 2000; IEFINT A-Z: CLS: IIM N$(50)
    infut arras of composite strinss
    OR I=1 T0 50: FRINT "NAME ('ENI' TO STOP)":II
        FUT A$
        sccert rest of dete onls if not end
        SEX (M OR F):S车: INFUT "PT SCORE"穂T
        build composite strins
        NEXT I
        FRINT "ONLY 50 STRINGS ALLOWEI IN THIS FUILIER"
        PRINT "YOUR 50 ENTETES WILL BE SAVED."
        N=50: g0SUR 1000: g0T0 1080
        'sequentiel file buildins subroutine
        N = number of losicel records
        COSE; OPEN "0"g1,F% 'Fo is name of file
        let user see whet is stored
        I=1 TO N
        FRINT #1:CHEO(34); N(N(I); CHF$(34);
        ENII
```

The TRS-80 disk system allows two basically different methods to build direct access files. The first method is universally permissible on any computer system with direct access files: You PUT the records to the file one at a time in sequence, with the first PUT placing information on record \#1, and the Nth PUT placing information on record \#N. The second method of direct access file building is not always available on a given computer. It allows you to PUT a record into the Ith position of the file without having written any of records 1 through I-1. This latter method makes hash addressing easy to implement. A hash address is a calculated record number that is generated from a record's key, that part of the record which uniquely identifies it. Since the first method was amply demonstrated in chapter 8 , we will include here an example of the second technique.

Suppose you want to build a file of names in which the names are the unique keys. The following are the assumptions and conditions for the program:

1. The number of names is exactly 45 . They are to be found in a sequential file generated by the merge operation described in chapter 7 .
2. There is room for a direct access file of up to 75 records.
3. The key of the record is the name itself. That is, once the direct access file is built, the name will be used to access the proper record directly.
4. The record number (the record's position on the file) will be calculated by the program as a unique number between 1 and 45 inclusive. If one name happens to generate the same record number as another name, the second record will be placed in the overflow area, which consists of positions 46 through 75 in the file.

Figure 12.1 shows a structure chart for this direct file builder program C12P3.


Figure 12.1 Structure Chart for Program C12P3

```
    10 'FILENAME: "C12F3"
    20 'FUNCTION: IIRECT ACCESS FTLE FUMLIER
    30% AUTHOR : JPG
    40
    5 0
    CLS
    60'set neme of secuentiel file used for infut
    70 TNFUT "whet is infut (senuentiel) file neme";FIt
    80 OPEN "I"g1,F1*
    90 set neme of direct eccess file used for outFut
    100 INFUT "whet is output (direct ecess) file nome";F2$
    110 OFEN "R",2,F2&: FIELII 2, 2 AS NN$: 30 AS NA
    120 "利事 is record number" Nat is stored neme
    30 set uf loor to reed ell 45 records from infut. file
    140 LPRTNT "SA# neme"%
    150 LPRTMT TAR(30)t "hesh rec, contents",
    160 LPRINT TAE(52)t "written on"
    170 FOR I=1 T0 45
    180 INFUT #1:锖
    190 LPFINT I! TAR(5): 䇆,
    200 G0Sus 1000
    hes sodress besed on neme
    cosus 2000 'fetch the hached address record
        if record not on file (RQN) write rec, in prime aree
        if on file ( }\textrm{F}=\textrm{N}\mathrm{ ) wrile rec, in overflow aree
        IF R=N THEN GOSUB 4000 'set overflow adoress"
        gosus 3000 'write recard
    NEXT I
    G0TO 10000
    , Senerete a hash address
    S=0
    FOR J=1 TO LEN(N+N): S=StASC(MMM$(N+, I:1)): NEXT I
    K=5/45: N=(K-INT(K))*45: N=INT(N+1.1) 'to neerest int. +1
    LFRINT TAE(30): N:
    RETURN
        set heshed record
        GET 2gN: R=CUI(NN$)
        IF RON THEN NE$="serbese"
```




```
        RETURN
        write record
        LSET NA$=N$: LSET NA末=#KI$(N): FUT 2,N
        LPRINT TAE(59)年
        RETURN
        senerate overflow aree address
        FOR J=46 T0 75
        GET 2,J: JJ=CUI(NN$)
            IF JJ=J THEN NEXT J 'this record is occupied
        N=|
    LPRINT TAE(53); "oflow";
    RETURN
    CLOSE: ENII
\begin{tabular}{|c|c|c|c|c|c|}
\hline SAF & neme & hesh & rece contents & written & 36 \\
\hline Sh & aliquot alice & \[
26
\] & 0 serbese & & 26 \\
\hline 2 & ANOMALY ANNABELLE & 34 & 0 serbsse & & 34 \\
\hline 3 & ANOMALY ANTHONY & 27 & 8370 garbese & & 27 \\
\hline 4 & ASININE ARNOLI & 10 & -6683 serbese & & 10 \\
\hline 5 & EANIERSNATCH Frumious & 14 & 10981 sarbese & & 14 \\
\hline 6 & beller ellery & 32 & 13088 sarbese & & 32 \\
\hline 7 & cuervo cervesa & 32 & 32 BELLER ELL & of 10w & 46 \\
\hline 8 & ENE.MA ANOMIE & 22 & 13618 serbase & & 22 \\
\hline 9 & FISTULA FELICITY & 45 & -6683 serbese & & 45 \\
\hline 10 & gaEle mark & 4 & -6683 gerbese & & 47 \\
\hline 11 & GNASHGNAT NATHANIEL & 10 & 10 ASININE AR & of low & 47 \\
\hline 12 & GrOMmet andironelia & 8 & 8250 serbase & & 37 \\
\hline 13 & HARSHEARGER HERSCHEL & 37 & -24031 ¢ & & 48 \\
\hline 14 & HEGIRA IRA & 10 & 10 ASININE AR & of low & 48 \\
\hline 15 & Lancaster bart & 9 & -6683 serbese & & 23 \\
\hline 16 & Lanchester elsie & 23 & -6683 5arbese & & 18 \\
\hline 17 & Lavoris morris & 18 & 12628 serbese & & 18 \\
\hline 18 & LOOSELIFS LINIA & 11 & -13569 sarbese & & 11 \\
\hline 19 & MERGER MARGINAL & 35 & 4215 sarbese & & 35 \\
\hline 20 & minderbinier milo & 6 & -13569 serbese & & \\
\hline 21 & MONACO MONICA & 17 & 17744 sarbese & & \\
\hline 22 & MUSHMOUTH MUNGO & 12 & -14533 serbise & & 12 \\
\hline 23 & FARSLEY felvis & 9 & 9 Lancaster & of low & 49 \\
\hline 24 & parvenu maruin & 4 & 4 GABLE MARK & flow & 50 \\
\hline 25 & fatella feter & 32 & 32 HELLER ELL & flow & 1 \\
\hline 26 & pontiac carlo & 28 & 8224 serbese & & 28 \\
\hline 27 & FOUER CyClone & 10 & 10 ASINIME AR & of low & 52 \\
\hline 28 & rubella ella & 28 & 28 PONTIAC CA & of low & 53 \\
\hline 29 & sal. iva telly & 20 & -6683 sarbese & & 20 \\
\hline 30 & SIIIHHERTHA GHAUTAMA & 44 & -6683 serbase & & 44
54 \\
\hline 31 & SITHLE SAMANTHA & 44 & 44 SIIILHARTHA & & 55 \\
\hline 32 & SITHLE SIBILANT & 8 & 8 GROMMET AN & oflow & 55 \\
\hline 33 & SITHLE SIMEON & 4 & 4 GABLE MARK & oflow & 5 \\
\hline 34 & SITHLE SYEIL & 22 & 22 ENEMA ANOM & oflow & 57 \\
\hline 35 & UUULA URSULA & 6 & 6 MINIEEEINI & of low & 58 \\
\hline 36 & VERMIFORM VERNON & 30 & 8250 sarbese & & 30 \\
\hline 37 & WEEDEATER WANIIA & 23 & 23 LANCHESTER & of low & 59 \\
\hline 38 & WHEREWITHALL WILLY & 41 & -6683 serbese & & 41 \\
\hline 39 & WOMEAT WILLY & 37 & 37 HAFSHBAREE & oflow & 60 \\
\hline 40 & WOMEAT WILLY & 37 & 37 HARSHEARGE & oflow & 61 \\
\hline 41 & ZOTZOT XAUIER & 12 & 12 MUSHMOUTH & of low & 62 \\
\hline 42 & zotzot zelila & 7 & 14396 sarbese & & 63 \\
\hline 43 & ZOTZOT ZEFFO & 37 & 37 HARSHBARGE & of low & 63 \\
\hline 44 & zotzot ziggy & 33 & 14936 serbese & & 64 \\
\hline 45 & ZOTZOT ZIFFO & 41 & 41 WHEREWITHA & of low & 54 \\
\hline
\end{tabular}

\author{
Accessing Sequential Files
}

The process of accessing a record involves reading the record from the direct access or sequential access file，and storing the information on the record into memory．

Sequential access files can be loaded into memory one record at a time，or they can be copied into an array in their entirety．The GEOGRAPH program uses the latter technique to fill the record pointers，location names，and location descriptors．

\author{
Accessing \\ Direct Access Files
}

Direct access files may be read either sequentially one record at a time from the first to some desired key，or directly by accessing a specific record according to its calculated hash address．The two programs that follow show both techniques．
```

10 'FILENAME: "C12F4"
20 'FUNCTION: IIRECT ACCESS In SERUENTIAL ORIEE
30' AUTHOR : JFG [IATE: 6/80
40
50 CLEAR 2000: CLS
60 TNFUT "Existins direct access file name";F2\$
70 OPEN "R";2,F2$: FIELII 2, 2 AS NN$; 30 AS NA\$
80 'reed all records in order, print blenk line when no record
90 LPRINT "All records on file": LPRINT
100 FOR I=1 TO 45
110 GET 2:I: N=CUI(利年)
120' if N is not I then record position is not used
130 IF N=I THEN LFRINT I INA末
ELSE LFRINT I名""
140 NEXT I
150 'reed averflow erea
160 FOR I=46 T0 75
170 GET 2.I: N=CUI(NN\$)

```

```

                                    ELSE LFRTNT I%" "
    190 NEXT I
10000 CLOSE: ENI

```
```

All records on file
1
2
3
4 GAELE MARK
5
G MINDERBINIER MILO
7 ZOTZOT ZELIA
8 GROMMET ANIROHEIIA
7 LANCASTEF BART
10 ASTNINE ARNOLI
11 LOOSELIFS LINIA
12 MUSHMOUTH MUNGO
13
14 BANIERSNATCH FRUMIOUS
15
16
17 MONACO MONICA
13 LAVORIS mORRIS
1 9
20 SALTVA TELLY
2 1
22 ENEMA ANOMIE
23 LANCHESTER ELSTE
2 4
25
26 ALTQUOT ALICE
27 ANOMALY ANTHONY
28 FONTIAC CAFLO
29
30 VEFMIFOFIM VERNON
31
32 HELLER ELLEFY
33 ZOTZOT ZIGEY
34 ANOMALY ANNABELLLE
35 MERGER MARGINAL
36
37 HARSHBAFGER HEFSCHEL
38
39
4 0
41 WHEFEWITHALL WILLY
4 2
4 3
44 SIIIHHARTHA GHAUTAMA
45 FISTULA FELICITY

```
```

46 CUERVO CERUESA
4 7 GNASHGNAT NATHANIEL
4g HEGIFA IRA
49 FARSLEY PELUIS
50 FARUENU MARUIN
51 PATELLA FETER
52 FOWER CYCLONE
53 FUBELLA ELLA
54 SITHLE SAMANTHA
55 SITHLE SIBTLANT
5 6 ~ S I T H L E ~ S I M E O N ~
57 SITHLE SYETL
58 UVUL. A URSULA
5 9 WEEIIEATEF WANIIA
60 WOMEAT WILLY
S1 WOMEAT WILLY
62 ZOTZOT XAVIER
63 ZOTZOT ZEFF'0
64 ZOTZOT ZIFFO
65
66
67
68
6 9
7 0
7 1
72
73
74
75

```
```

10 'FTLENAME: "C12PS"
20 'FUNCTION: ITRECT ACCESS EY HASH AIMRESS CALCULATION
30 AUTHOR : IFG IIATE: 6/80
40
45 CLEAE 2000: CLS
50 THPUT "Existins direct access file neme";F2\$

```

```

70 set mome from user
O0 TNPUT "nbme ('end' to stof)"紂

```

```

70 IF N\$="end" THEN 10000
ELSE GOSUR 1000'set hesh zdoress
100 GEY 2\#N; L=LEN(N*)

```

```

                                    G07070
                                    ELSE GOSUE 2000 'read oflow zree
    140 IF RQ0 THEN LPRTNT TAD(40)% " found on overflow "*F
ELSE LPRTNT TAR(40)多 "not on file"
15060TO 70
1000; semenete hesh edoress
1010 5=0
1020 FOR T=1 T0 LEN(H\&)
1030 S=StASC(MIID(NS,IF1))
1040 NEXT I
1050 K=S/45: N=(K-TNT(K))䒺45: N=TNT(N+1+1)
1060 RETUR:
2000' reed overflow aree
2010 FOR J=46 T0 75
2020 GET 2,J

```

```

                                    ELSE NEXT J
    2040 E=0 'not on file
2100 RETURN
10000 CLOSE: ENII

```
```

neme sousht is mINIERETNIER MILO
neme sousht is SITHLE SIBILAdTT
nome sought is mERGER MARGINAL
neme EOUSht is SURLTMTNAL SAMUEL
nome soushi is UUULA URSULA
neme sousht is end

```
```

on record * 6
found on overflow \$ 55
on recond * 35
not on file
found on overflow * 58

```

Direct access files have a major advantage over sequential access files when you have to modify just one record. Consider the process that is required when modifying a sequential file:
1. Open old file for input. Open new file for output.
2. Read all records on old file and write out on new file until proper record is found.
3. Change the record that needs modification.
4. Write out changed record on new file.
5. Read the rest of the records from the old file, and write them out onto the new file.
When one record of a direct access file needs modification, it can be done without reading any other records, and without having to create a new file.

Of all the operations that can be done on a file, its arrangement into some predetermined ascending or descending order seems to be one of the most common and troublesome. You can sort a file using any of three basic approaches:
1. In-memory sort
a. Read the file into an array in memory.
b. Sort the array in memory.
c. Write the memory array back out onto the file.
2. Record-by-record sort

Rearrange the records on file by reading them two at a time, and switching their positions when necessary.
3. Sort-merge
a. Read the file a portion at a time into an array in memory, sort each portion in memory, and create a series of new sub-files.
b. Merge the sub-files into a single large file.

In all three approaches, the key operation is the sorting operation itself, which rearranges the records into the desired order. The choice of sorting algorithm to do this is critical to the overall
speed of the operation. We will discuss this choice of algorithms shortly, but first you must consider which type of program you should use: In-memory, record-by-record, or sort-merge.

The in-memory sort is by far the fastest, if you have the memory space. The array in memory must be able to hold the entire file, and in the case of 255-byte logical records that occupy the entire physical record, this could mean that the file would have to be quite small. Consider the case where the sorting program itself, not including the array, occupies 2000 bytes. In a 16 K disk system, the memory that is left for the sort is only about 3800 bytes. In a 32 K system, the space is a more respectable 20,000 bytes. And in a maximum system of 48 K , the total space free for the array is roughly 36,400 bytes. Study of the table 12.1 will give you a feel for the effect of memory size on the computer's capacity to sort arrays of records. Table 12.1 points out a rather disturbing fact: If you have a 16 K system, you cannot store more than 14 physical records of 255 bytes each in the computer's free memory. However, all is not lost. If your file is longer than the 14 maximum records, it can still be sorted. This is because it is a direct access file and it can be sorted record-by-record. However, this second technique is between 100 and 1000 times slower than an in-memory sort!

We suggest that whenever the file is too large to fit into memory to be sorted there, you should use a combination of the in-memory and record-by-record sorts, which is the third technique, the sort-merge. We have discussed and demonstrated the sort-merge in chapter 7 when it was shown operating on a sequential file.
\begin{tabular}{|c|c|c|c|c|}
\hline Losical & " & & Size (free & memors) \\
\hline Record Size & " & 161 & 32 K & 48K \\
\hline in Hutes & " & ( 380 & (20,000) & (36,400) \\
\hline \multicolumn{5}{|l|}{} \\
\hline 255 & " & 14 & 78 & 142 \\
\hline 128 & " & 29 & 156 & 284 \\
\hline 64 & " & 59 & 312 & 568 \\
\hline 32 & " & 118 & 625 & 1137 \\
\hline 16 & " & 237 & 1250 & 2275 \\
\hline 8 & " & 475 & 2500 & 4550 \\
\hline 4 & " & 950 & 5000 & 9100 \\
\hline
\end{tabular}

Table 12.1 Number of Records That Can Be Sorted in Memory

\author{
Sorting Algorithms
}

\section*{Exchange Sorts}

Aside from the medium on which the array to be sorted is located, which is either memory or disk, the single most important factor that determines the speed of the overall operation is your choice of sorting algorithm. The choice is rather large and varied, but there are some algorithms that are clearly better than others.

The class of sorting algorithms known as exchange sorts includes the bubble sort, delayed exchange sort, and direct exchange sort. They are all very slow and unfortunately are often found in many otherwise good systems of programs.

The better sorting programs all use binary sorts of one form or another. These algorithms rely on the fact that one can sort two sets of 50 elements with subsequent merging faster than one sort of 100 elements; one can sort twenty sets of five elements with subsequent merging faster than five sorts of twenty elements; and one can sort 50 sets of two elements with subsequent merging faster than 25 sets of 4 elements. It is the comparison and subsequent rearrangement, or switching, of the elements that takes the time, and not the merging.

We will show you two recommended methods for sorting: the Shell (really, a variation called the Shell-Metzner) and the Quicksort (one word). The Shell-Metzner sort was used previously in the Sequential File Sort-Merge program in chapter 7. We will not explain how these two sorts work, but we will show each of the sorts in two forms: Symbolic flowchart and BASIC subroutine. For those of you who are curious about the techniques of sorting and wish to study how they work, we suggest that you investigate Knuth's Volume 3 of the Art of Computer Programming: Sorting and Searching.


Figure 12.2 Shell-Metzner Flowchart


Figure 12.3 Quicksort Flowchart

Program C12P6 demonstrates three sorts：exchange， Shell－Metzner，and Quicksort．The program times the sorts，so you can get a sense of their relative efficiencies．
```

10 'FILENAME: "C12F'6"
20 'FUNCTION' TO IERONSTRATE SORTING ROUTINES
30' AUTHOR : JFG IITE: 7/80
40,
50 CLEAR 300
60 DEFINT A-Z: IIM X(1000): STK(700)
70 INPUT "how mens numbers to sort"垌
80 FOR I=1 T0 N: X(I)=RNIM 900)+99: NEXT I
90 FRINT "choose sart." F FRTMT "1 exchense"
100 FRINT "2 Shell-Hetzner": FRINT "3 Quicksort"
110 INFUT "which one"{C
120 g05UB 160: HowTIME*
130 ON C COSUB 1000, 2000. 3000
140 C=\$=TM欮主 GOSUB 160
150 FRINT C*: FRINT Bas: GOTO 70
160 FOR I=1 TO N: FRTNT X(I)\&: NEXT I: PRINT: RETURN
1000 * 棉exchense sort鞠
1010 FOR I=1 T0 N-1
1020 FOR J=I+1 T0 N
1030 IF X(I)`X(J) THEN T=X(I): X(I)=X(J): X(J)=T
1040 NEXT J
1050 NEXT I
1060 RETURN
2000, 彞暞ll-Metzner sort**
2010 m= =
2020 M=INT(H/2)
2030 IF M=0 THEN 2120
2040 K=N-M: J=1
2050 I=J
2060 L=I+M
2070 IF X(I)EX(L) THEN 2100
2080 T=X(I): X(I)=X(L): X(L)=T: I=I-M
2090 IF I>=1 THEN 2060
2100 J=J+1
2110 IF J<<K THEN 2050
EL.SE 2020
2 1 2 0 ~ R E T U R N

```
\(3140 \quad\) GOTO 3020
3150 RETURN

Table 12.2 below summarizes a few observed sorting times using program C12P6.
\begin{tabular}{|c|c|c|c|c|}
\hline \(N\) & " & Exch. & 5-h & 0 \\
\hline 20 & " & 5 & E & 5 \\
\hline & & & 5 & \\
\hline 50 & " & 24 & 16 & 16 \\
\hline 100 & " & 94 & 33 & 29 \\
\hline 200 & " & 382 & 93 & 73 \\
\hline 500 & " & 2217 & 303 & 184 \\
\hline
\end{tabular}

Table 12.2 Sort Times in Seconds

Direct Access File
Statistics Program

Program C12P7 is included here to show the techniques that have been explained in this chapter. We have selected statistics as an area for data management because its records are often created, edited, deleted, and sorted, as well as having various statistical operations performed on them.

\section*{Structure Chart for Program C12P7, Statistics System}


The user of this program selects an activity from a menu that is displayed by the program's first module. The main activities are independent of each other, but subordinate to the main module. The menu display looks like this:


```

170 FRTMT "4 sort dete arres"
180 PRINT "S descriptive statisiics"
190 PRINT "6 correlelion coefficient metrix"
200 PRINT "7 disFles dete"
210 FRTMT " }8\mathrm{ stone dete on diek"
200 FRTAT "% EloF"
2 3 0 ~ P R T M T * ~ F R T N T ~ " s e l e c t ~ y o u r ~ c h o i c e ~ b s ~ d i s i t " ~
240 INFUT A*: SF=UAL(A*)'SP for subroutine Fointer
250 IF SF<1 OR SF%% THEN 130
260 ON SF GOSUE 1000.2000%3000.44000.5000;
6000%7000.8000%.7000
270 GOT0 110
200* utility 5ubroutines
290 * Chense all LFRTATS to PRINTS
300 FOKE 16422.58: FOKE 16423:4: RETURN
310, restore ell LFRTHTS to LFRINTS
320 FOKE 16422:141% POKE 16423%5: RETURE
330, chense oll FRTNTS to LFRINTS
340 FOKE 16414:141% FOKE 1641595% FETURN
350 % restore oll FRINTS to PRTNTS
360 PORE 16414:80: POKE 1641594% RETURN
30 : FromFt mnd sereen hold
300 INFUT "/EN/ to continue"; A⿻⿱口口丨女* RETUNN
390, Lo\&d deta file from disk
400 INPUT "file name"外事
410, Sel number of srouFs mnd verizbles first
420 OPEN "T"gIgF*" INFUT 变: NG% NU
430* Set number of subjects fer srouf next
440 FOR K=1 T0 NG: THPUT \#1, Nm(K)% NEXT K ** fen sF
450 FOR K=1 T0 NG 'first he srouF;

```

```

470 FOE J=1 T0 NV 'and lesi bs veriable
400 TNFUT \#1: X(K゙yd:I)
490 NEXT J:I长: CLOSE* FETURN
500, Store dete arras onto disk
Sl0, Seve number of srouFs and number of veriables
520 OPEN "0",15F事: FRTAT \#1: NGyNU
530* then seve number of subjects fer srouf
540 FOF K=1 T0 NG: FRTHT \$1: Nm(K): NEXT K
550 FOR K=1 T0 NG
560 ( and last; the ohservetions themselves
570 FOR I=1 T0 NM(K)
5 0 0 ~ F O R ~ J = 1 ~ T O ~ N U ~
FRINT \#1g X(KyJyI)
NEXT J,I,K
CLOSE: RETURN

```
```

1000 ' Creete artificizl dete
1010 CLS: INFUT "how meny srouFs (to 3)" inG
1020 INFUT "ranse of subjects Fer srouF
(1 to 20 -- tuFe low \& hish)"ynl.N2
1030 INFUT "how meny variables per subject (to 4)"gNU
1040 FOR K=1 T0 NG 'K is sroup index
1050 Nm(K)=RNIN N2-N1)\&N1
1060 PRTHT "srouF"多利 Nm(K)"subjects"
1070 FOR I=1 T0 NM(K) 'I is subject inde%
1080 FOR J=1 T0 NU 'J is variables index
X(Kg|yT)=FNIM(70)+9% FRTAT X(KgayI)%
NEXT J: FRINT:
HEXT I: FRTNT: GOSUR 370
NEXT K: RETURN
IEtz inFut
CLS
INPUT "dete on file (ses or no)"qA末
IF A籼ses" THEN GOSUB 390: RETURN
INFUT "how mens sroufe (to 3)"\#NG
INFUT "how mens observetions fer subuect (to 4)"{NU
FOF }k=1 T0 N
PRTMT "how mens in srouF"就; INFUT Nm(K)
FOR I=1 T0 NM(K)
FRINT "enter"; Nu; "values for subject \#\#" I
IF NU=1 THEN TAFUT X(K゙g1gI): GOTO 2140
IF NU=2 THEN INFUT X(Ky1gI)sX(K,2,I): GOT0 2140
IF NU=3 THEN TAFUT X(K,1,I);X(K,2,I)%X(K,3,I):
G0T0 2140
INFUT X(K;1gI),X(Kg2gI);X(Kg3,I)%X(K,4,I)
\EXT I\&K
INPUT "seve on file (ses or no)"乡A"
IF A"="צes" THEN GOSUB 500
ELSE RETURN
2170 RETURN
3000, Edit datafile

```

```

3020 IF NG=0 THEN FRINT "no dete!": GOT0 3130 'return
3030 FRINT NG "srouFs"
3040 FOR K=1 TO NG
3050 FRINT
"subju, ver+1 var+2 ver+3 var. 4"
3060 FOR I=1 TO NM(K)
3070 FRINT USING FTS*
I; X(K゙y1;I); X(K゙y2,I), X(Ky3yI); X(K,4,I)
3080 NEXT I
3090 LINE INFUT
"chanse which subject (/EN/=no chanse)";A\$
IF A$@"* THEN INFUT "which var to what"$J11;X2:
X(K゙ッJ1:VAL(A\$))=X2; G0TO 3090
ELSE 3110

```
```

3110 NEXT K: INFUT "seve this version (ses or mo)"gat
3120 IF A\$="YES" THEN GOSUR 500 'so to SAVE subr'.
3130 FETURN
4000. sort dete usins Shell-metaner sort

```

```

                                    INPUT AD
    4020 IF A\$=" 2ll" THEN N1=1: N2=NG; COT0 4040
ELSE MK=VAL(AS)
4030 IF NK=0 THEN 4200
ELSE N1=NKK: N2=NK
4040 FFINT "on which kes (1 to"gitvi")"g% INFUT Q
4050 FOR K1=N1 TO N2: M={\#\#(K1)
4060 M=INT(H/2): FRTHT E 245yM%
4070 IF K=0 THEN 4190 ELSE 4080
4080 K=N(K) K1)-M: J=1
4070 I=,J
4100 L=I+M
4110 IF (<K1,RgI)<=X(K1,g口L) THEN 4170
4120 FOR }31=1.T0 \U
4130 T=X(K1,J1,I): X(K1.,J1,I)=X(K1%,J1,L):
X(KIGJ1,L)=T
NEXT J1
I=I-M
IF I>=1 THEN }410
J=J+1
IF J<K THEN 4090
ELSE 4060
4190 NEXT K1
4200 RETURN
5000, Tescriptive statistics
5 0 1 0 ~ I N F U T ~ " o n ~ s c r e e n ~ ( 1 ) ~ o r ~ p r i n t e r ~ ( 2 ) " ; A
5 0 2 0 ~ I F ~ A = 2 ~ T H E N ~ G O S U B ~ 3 3 0 ~ ' s e t ~ f o r ~ f r i n t e r ~
5030 FOF J=1 T0 NU: }53(J)=0: NEXT J 'srand sums
5040 FOR K=1 T0 NG 'srouF bs srouf calculations
5050 CLS: FRINT "srouF ""夕Ky NM(K)
5060 FRTITT "VAR","SUM";"MEAN","STL, IEV."
5070 FOR J=1 T0 NU: S(KsJ)=0: S2(K.J)=0
5080 FOR JJ=1 T0 NU: R(K\&J,JJ)=0: NEXT JJ
5090 FOF I=1 T0 Nm(K)
5100 S(KyJ)=5(kyJ)+X(KyJyI) sums
5110 S2(K.J)=52(KyJ)+\chi(K゙yJI)数(KgJyI)
5 1 2 0 ~ F O R ~ J J = 1 ~ T 0 ~ N U ~ ' c r o s s f r o d u c t e s
5130 F(K;J;JJ)=R(K,gyJJ)+X(KgJ,I)*X(K,JJ;I)
5140 NEXT JJ
5150 NEXT I
5160 M(K,J)=S(K゙yJ)/NM(K゙) 'means
5170 V=(52(K,J)-5(K゙yJ)䒺\#(K゙yJ))/(NM(K)-1) vers.
5180 M(K)J)=SQR(V) 'stenderd devietions
S190 FRTNT J; S(K,J); M(KyJ); M(KyJ)

```
\begin{tabular}{|c|c|}
\hline 5200 & \(53(J)=53(J)+5(k y)\) 'stend Eums \\
\hline 5210 & NEXT J + \(\mathrm{N}=\mathrm{N}+\mathrm{Nm}(\mathrm{K})\) \\
\hline 5220 & IF A 2 THEN GOSUB 370 \\
\hline 5230 & NEXTK \\
\hline 5240 & FRTAT "GRANII MEANS="\% \\
\hline 5250 &  \\
\hline 5260 & IF A=2 THEN GOSUS 350 'reset for sereen \\
\hline 5270 & IF A 2 THEN GOSUR 370 'Fromrt ta continue \\
\hline 5280 & RETURN \\
\hline 6000 & Correletion coefficients \\
\hline 6010 & INFUT "on screen (1) or frinter (2)"\%A \\
\hline 6020 & IF \(A=2\) THEN GOSUE 330 'set for printer \\
\hline 6030 & G0SUB 5030' 'set descriftive statistics \\
\hline 6040 & FOR \(K=1\) T0 NG \\
\hline 6050 & FOR J=1 T0 NV \\
\hline 6060 & FRIMT "ver * "; J \\
\hline 6070 & FOF \(J J=1\) TO NV \\
\hline 6080 & IF \(J=J J\) THEN \(\mathrm{F}(\mathrm{K} q \mathrm{~J}, \mathrm{JJ})=1\) : G0T0 6120 'diss. \\
\hline 6090 &  \\
\hline 6100 &  \\
\hline 6110 & R(K゙g J.JJ) \(=T / \mathrm{E}\) \\
\hline 6120 &  \\
\hline 6130 & HEXT JI: FRINT \\
\hline 6140 & NEXT J: PRINT \\
\hline 6150 & NEXT K \\
\hline 6160 & IF A=2 THEN GOSUB 350 'reset for soreen \\
\hline 6170 & IF A 2 THEN GOSUE 370 'Fromft to continue \\
\hline 6180 & RETURN \\
\hline 7000 & list dete erres \\
\hline 7010 & IAFUT "on screen (1) or frinter (2)"iA \\
\hline 7020 & IF \(\mathrm{A}=2\) THEN GOSUS 330 'set for frinter. \\
\hline 7030 & ```
CLS: FRINT NG "ErOUFS":
    NU "varizbles fer subject"
``` \\
\hline 7040 & FOR \(K=1\) T0 NG \\
\hline 7050 & FRINT NM(K) "subjects in srouF *"K \\
\hline 7060 & FOR I=1 T0 NMKK) STEF 2 \\
\hline 7070 & FOR J=1 T0 NV \\
\hline 7080 &  \\
\hline 7090 & HEXT J: FRIMT, \\
\hline 7100 & FOR J=1 T0 NV \\
\hline 7110 & FRINT X(kydy +1 ) \\
\hline 7120 & NEXT J: FFITHT \\
\hline 7130 & NEXT I: FRINT \\
\hline 7140 & IF \(A=2\) THEN GOSUR 350 'reset for sereen \\
\hline 7150 & IF A¢ 2 THEN GOSUB 370 'fromFt to continue \\
\hline 7160 & RETURN \\
\hline 8000 & store dete on disk \\
\hline 8010 & INFUT "filename"ift' G0SUB 500: RETURN \\
\hline 9000 & closins routine \\
\hline 9010 & close \\
\hline 9020 & ENII \\
\hline Chapt & er 12 File Manipulation Techniques 209 \\
\hline
\end{tabular}
```
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This chapter has shown by example several techniques that are commonly used to manage, or manipulate, the records that exist on sequential or direct access files. So far, we have assumed that the information of the records is independent of the file's structure. That is, no record has any information that relates to its position on the file, or to the position of any other record on the file. We have introduced one exception to that scheme, and that was the direct access file structure generated by hash addressing, each record of which had its record number embedded within the record as a data entry.

In the next chapter, we will expand on the idea of a record containing some information about its position on the file. You will discover fast accessing methods, sorts that don't rearrange keys, and a process for arranging the data file so that these techniques and others are a part of the overall package.

Through development of a parts inventory system we will use most of the ideas discussed in the previous chapters of this book. The system is based on the Binary Sequence Search Tree structure which has been thoroughly explained in Microcomputer Power: Guide to Systems Applications.


Inventory System Application

The discussion and program listings that follow are all part of an existing, working system that uses Binary Sequence Search Tree file organization and structure. It is a generalized inventory system that maintains the data file's entries, whether they relate to shoes, ships, or sealing wax. The programs are written to be non-specific so that the reader may adapt them to whatever record-keeping functions are desired.

Each record of the file occupies 63 bytes of a 256 -byte physical record, or sector, on a direct access disk file. The records consist of 13 fields and are detailed in table 13.1.

The last record on the file has only three fields:
Field 1 (integer) is the root record number for the tree structure.
Field 2 (integer) is the total number of records.
Field 3 (string) is a file description.
\begin{tabular}{|c|c|c|c|c|}
\hline No. & Type & \[
\begin{gathered}
\text { Size } \\
\text { (bytes) }
\end{gathered}
\] & Varizhle Neme & Inescrimtion \\
\hline 1 & Int. & 2 & LL & Left link of ESST \\
\hline 2 & Int. & 2 & RL & Fisht link of ESST \\
\hline 3 & Str. & 12 & FT \({ }^{\text {b }}\) & Fart number or neme \\
\hline 4 & Str. & 25 & Iess & Hescriftion of Fert \\
\hline 5 & Sns. & 4 & IF ! & Heeler frice; Fer unit \\
\hline 6 & Sns. & 4 & LP! & List friceg fer unit \\
\hline 7 & Int. & 2 & OH & Units on hand \\
\hline 8 & Int. & 2 & 00 & Units on order \\
\hline 9 & Int. & 2 & 5 E & Minimum stock cuentits \\
\hline 10 & Int. & 2 & M & Units sold in fest month \\
\hline 11 & Int. & 2 & \(N\) & Units sold in pest 3 \\
\hline 12 & Int: & 2 & 0 & months
Units sold in Feet 12 \\
\hline 13 & Int. & 2 & F & \begin{tabular}{l}
months \\
Units sold in Fest 24 months
\end{tabular} \\
\hline
\end{tabular}

Table 13.1 Inventory System Record Description
\begin{tabular}{|c|c|c|c|c|}
\hline * & Name & Purpose & Hutes & Lines \\
\hline 0 & Thumatn & Mein oriver prosrem & 700 & 0 \\
\hline 1 & INUPRE & Ado a Fent to a file & 4300 & 110 \\
\hline 2 & INUFR2 & List Ferts (sorted) & 1800 & 50 \\
\hline 3 & INUFRS & Helete a fert from a file & 3300 & 90 \\
\hline 4 & THUFS 4 & Chense a Fart deceriftion or informetion about a fert. & 3600 & 110 \\
\hline 5 & INUFRS & List the records in entered order & 1200 & 40 \\
\hline 6 & INUPRS & List deleted farts in z file & 1100 & 30 \\
\hline 7 & INUFR7 & Ealance Bsst tree links & 4500 & 120 \\
\hline 8 & INUFR8 & List files in use & 700 & 20 \\
\hline 9 & TNUPR9 & Ielete efile & 1700 & 30 \\
\hline 10 & INUFRE10 & Shou ell informetion on \(a\) selected Fert & 3600 & 80 \\
\hline
\end{tabular}

Table 13.2 Index to Programs in Inventory System

The entire system of programs runs from one central menu driver program that both displays the list of activities and branches to the program that performs the selected activity.

There are ten programs subordinate to INVMAIN in the inventory system. Each one was designed to perform a different task. Table 13.2 is an index to those programs, including their names, purpose, and approximate size in bytes (to the nearest hundred), and length in number of lines (to the nearest ten).
```

10 'FILENAME: "INUMAIN"
20 'FUNCTION: IRIUER FROGRAM FOR ESST INUENTORY SYSTEM
30' AUTHOR : SFG [LATE: 1/12/79 REV: 7/80
4 0
50'*** disfflay menu
60 CLS: PRINT: PRINT: FRINT
70 PRINT "ON-LINE INUENTORY SYSTEM"
80 PRINT:FRINT
90 FRINT "1 add farts 7 balence ESST tree file"
100 PRINT "2 list farts (sorted) 8 list files in use"
110 PRINT "3 delete a fart g delete a file"
120 FRINT "4 chense fart desc, 10 set info on e fart"
130 FRINT "5 list all records 11 stof"
140 PRINT "6 list deleted farts"
150 FRINT
160 LINEINFUT "Select your activity by number: "; A\$
170 IF A*="" THEN 50
180 IF A \#="11" THEN STOF'
190 IF VAL(A$)<1 OR VAL(A A ) >10 THEN 50
200 F$="INUPR"+A$: RUN P$
210 ENI

```

The output of the INVMAIN program is the menu display. Here is what it looks like.
```

ON-LINE INUENTORY SYSTEM
1 add parts 7 belance ESST tree file
2 list farts (sorted) 8 list files in use
3 delete e fort g delete efile
4 chanse fart desc. 10 set info, on a fart
5 list all records 11 stor
6 list deleted parts
Select your activity by number: it

```
```

1000 "FILENAME: "INUFRI" (CALLED EY "INUMATN")
1005 'FUNCTION: AIII AN TTEM TO THE INVENTOFY
1010, AUTHOR : SPG IIATE: 1/19/79 REV.7/80
1015,
1020 IEFINT A-Z: CLEAR 1000: FIRST=0
1025 CLS
1030 '宗宗 Set file name - FL串.
1035 FL束=""
1040 FRTNT "Flease tufe either:"
1045 FRINT " the file name of an old file"
1050 FRTNT " or"
1055 FRINT " 'helF' for e list of the files in use"
1060 PRTNT " orn
1065 LINE INFUT "'0' for e new file: "% FL串

```

```

1075 IF FL\&`"0" ANI FL\&\$""" THEN 1175
1080 IF VAL(FL事)O THEN 1030 try asein.
1085, newfile. set its name:
1090 INFUT "Whet is this new file's name (to 8 chers,)";FL名
1095 IF FL事="" THEN 1030
1100 ' Store new fileneme into file "FILENAME".
1105 CLOSE: PRINT "stend hy \&"": OFEN "R",1;FLS
1110 IF LOF(1)<Q0 THEN FRTNT "Fjle "趹多多" alreeds exists";
GOTO 1030

```

```

1120 OPEN "R";1"FFILENAME": FIELII 1; 255 AS A*
1122 '夏** seerch for risht file.
1125 5=5+1
1130 IF LOF(1)=5-1 THEN E年=1%: L=1: GOT0 1145
ELSE GET 1,S
1135 FOR L=1 T0 255 STEF 8
1140 IF MIIt(A⿻\&L:1)<"" THEN NEXT L: GOTO 1122

```

```

1145>宗宗
store file descriftion.

```


```

1155 CLOSE: OPEN "R";1%FL.*
11.60 GOSUR 1800
1165 IF IEN=0 THEN IEN=1: GOTO 1225
1170, set lest record on file.
1175 '串* ofen the file labeled FL*,
1180 CLOSE: OPEN "F",1,FLS
1185, check to see if file exists --
1190' if not. so beck to besinnins.
1195 IF LOF(1)=0 THEN FRINT " no such file +.""; GOT0 1030
1200' set record thet has the root, etc.
1205 IF IEN=0 THEN IEN=1
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```
```

1210 GOSUR 1700
1215 GET 1.LOF(1)
1220 R=CUI(ROOTt): NM=CUT(NM*): FL束=IESC* \& IEN=LOF(1)
1225 CLS; PRTMT "Tiskette file descriftion is "gFL?
1230 '䒺夏 Set new Fert number F1事:
1235 I=F: F1杖"
1240 LTNEINPUT "Pert number (/EN/=return)t "乡F1.⿻
1262 '䒺希 redefine fert number.
1265 FI柞IGHTक(" "+F1$912)
1270' is F1$ null?
1275 IF RIGHTक(F1$%2)<" 0" ANI RIGHT*(F1$g1)人," " THEN 1285
1280 IF LOF(1)=1 ANII FIFST=0 THEN 1422
ELSE 1392
'崖宗 set links to 0.
1290 IF I=0 THEN R=1: RL=0: LL=0: GOT0 1327
1295'宗家 read dete record%
1300 FTFST=1: GOSUE 1600
1305 IF F1$>F2年 THEN 1317
1310 IF P1%=F2$ THEN FRINT "alreads on file": GOT0 1225
1315 IF LL=0 THEN LSET LL.क=\#NI榇IEN): FUT 1%I: GOTO 1327
ELSE I=LL: GOTO 12%5
1320 GOSUR 1800
1325 IF FL=0 THEN LSET RL事=HKI婁(JEN): FUT 1gI
ELSE I=RL: GOTO 1295
1327 '㑊 set new links to 0.

```

```

1335, set. other deteils on the fert.
1340 INPUT "Short Fert deseriftion"inS % LSET IES事=[S象
1345 INPUT "Ilealer frice";SF!; LSET IIP京MKS央(SF!)
1350 INFUT "Ljst frjce";XF!; LSET LF'=\#\#KS事 XF!)
1355 TAFUT "How mens on hend"%OH: LSET OHF=MKT采(OH)
1360 INFUT "What is minimum stock"gSB% LSET SH==mKI\#(SE)

```

```

1370 LSET F'$=勆
1375 NM=NM+1 , increase no. of ective records.
1380 IF R=0 THEN K=1, if root is 0 make it 1,
1385'
                                    Fut the new record on file.
1390 PUT 1. IEN: IEN= LOF(1)+1: GOTO 1225
1392 '宗类 field dete on the last record,
1395 GOSUR 1700
1400; Fut the new date into the record buffer +
1405 LSET IESSC=FLS
1410 LSET NHO=MKI$(NM)

```

```

1420 PUT 1, LOF(1)+1, Fut last record onto file.
1422 '禿累 return to menu displey.
1425 INFUT "/EN/"; A \$ = RUA "INUMAIN"
1600 '䒺萝 subroutine to reed a record.
1610 GOSUE 1800

```
```

1620 GET 1gI: LL=CUI(LL\&); RL=CUI(RL\&); F2串=FT\$
1630 FETURN
1700 '䒺* routine to field root record,

```

```

1710 RETURN
1800 䒺䒺 routine to field dete record,
1805 FTELI 1, 2 AS LL事, 2 AS FLL婁; 12 AS FT%, 25 AS IES急,
4 AS IIF多; 4 AS LFF% 2 AS OH\#; 2 AS OO\$,

```

```

                                    2 AS F$
    1810 RETURN
1820 ENO

```

This is the dialog that INVPR1 produces as the user executes it．
```

Fleese tufe Either:
the file name of en old file
or
'help' for a list of the files in use
Or
*0' for' z new filet fertse
Miskethe file descriflion is Ferts
Fert number (/EN/=return): 1984
Short Fert descriftion'? unflansed srommet
Dealer Frice? ,13
List Frice? .39
How mens on hend? 6979
Whet is minimum stock? 1000t

```

INVPR2
，

The INVPR2 program performs a traversal of the binary sequence search tree structure which allows the listing of all parts in sorted order．
\begin{tabular}{|c|c|}
\hline 2000 & ＇Filename：＂INupr2＂（CAllem by＂taumatn＂） \\
\hline 2010 & ＇FUNCTION：LIST parts in sorten order \\
\hline 2020 & AUTHOR：SFG IIATE：1／19／79 REV： \(7 / 80\) \\
\hline 2030 & \\
\hline 2040 & nefint A－z． \\
\hline 2050 & CLEAR 500\％UIM STK 100 ）CLS \\
\hline 2060 & FRINT＂SORTEI ORIER TRAUERSAL＂ \\
\hline 2070 & Et＝ \\
\hline \％ &  \\
\hline 2080 & \\
\hline 2090 & ＇姯真 ofen approprjete file： \\
\hline 2100 & CLOSE \\
\hline 2130 & INFUT＂Neme of file（helm＇＝list of files）＂的L \\
\hline 2135 &  \\
\hline 2140 &  \\
\hline 2150 & OPE社＂R＂， 19 FL （ \\
\hline 2160 & IF LOF（1）＝0 THEN FRTAT＂no such file：＂ 60702090 \\
\hline 2170 & now field lest（root）record． \\
\hline 2180 &  \\
\hline 2190 & GET 1，LOF（1）：F＝CUI（ FOOT（） \\
\hline 2200 & initielize ordered treversel． \\
\hline 2210 & \(\mathrm{F}=\mathrm{E}: \mathrm{T}=0\) \\
\hline 2220 & G0SUB 2500 \\
\hline 2230 &  4 AS LIF？ 4 AS LEF \\
\hline 2240 & ＇紗 traverse： \\
\hline 2250 & \(T=T+1: S T K(T)=F\) \\
\hline 2260 & IF POO THEN G0SUB 2600： \(\mathrm{F}=\mathrm{LLL}\) ；G0T0 2240 \\
\hline 2270 & \(\mathrm{T}=\mathrm{T}-1\) \\
\hline 2280 & IF \(T=0\) THEN 2350 \\
\hline 2290 & \(\mathrm{P}=\) STK（ \(T\) ） \\
\hline 2300 & G0SUB 2600 ，set Fth record and its links． \\
\hline 2310 &  \\
\hline 2320 &  \\
\hline 2330 & \(\mathrm{P}=\mathrm{FL}: 60702240\) \\
\hline 2340 & \\
\hline 2350 &  \\
\hline 2360 &  \\
\hline 2370 & FRTNT＂file is of the class＂\％ \\
\hline 2380 & GET 1，LOF（1） 5 Fownesco \\
\hline 2390 & PRINT Fs \\
\hline 2400 & INFUT＂／EN／＂；A \\
\hline 2405 & ＇家当档委 return to menu． \\
\hline 24.0 & RUn＂tnumain＂ \\
\hline
\end{tabular}
```

2500 '宗宗宗系家 Frint heedins for table,
2510 CLS: FRINT
FART\# IIESCRIFTION L.FF: II.FR:"
2515 LOOF=0 , zero the counter verieble Loof
2520 RETURN
2600 '夏絭宗索 set dete frombuffer.
2605 GET 1,FF: LL=CUI(LL\&); RL=CUI(RL\#)

```

```

2620 RETUR社
2630 ENT

```

This is what the output looks like from a typical run of the traversal program．

```

3000 "FILENAME \# TNUPRZ" (CALLEII EY "TAUMAIN")
3010 FUNCTJON: TO IELETE ITEMS FROM THE FTLE
3020 A AUTHOR : SFG IIATE: 1/19/79 REU. 7/80
3030
3040 IEFTNT A-Z: CLEAR 500: CL.S
3050 '䒺系
3060 CLOSE
3070 PRTNT "What is the file's neme"
3080 TMFUT "(tufe 'helf' for the list of files)"; FL串
3090 TF FL. ="=" OR VAL(FLL事)>0
THEN FRINT "invelid entrs*": gOTO 3050
3100 TF FLq="hElF" OR FL串="HELF" THEN RUN "INUPRS"
3110 OFEN "R"g1gFL事
3120 IF LOF(1)=0 THEN FRINT "no such files"; GOTO 3050
3130 60SUR 3850: GET 1,LOF(1): R=CUT(FOOT$): N=CUI(标年)
3140
3150 '崇 set newnemey Nt事, set W to letest root.
3160
3170 INFUT "Fert to be deleted --- '0'=return"; NIs: W=R
3180 N1%=LEFT$(N1%g12): N1\$=FTGHT年" "+N1事,12)
3190, if no more deletions, reflece Fi on last record.

```

```

3210, set root, if deletion is not root, seerch on,
3220 I=F: G0SUB 3800; LL=CUI(LL"): FL=CUT(FL.\&)
3230 IF N1+QPT\$ THEN 3320
3240; if no risht brenchg new root is left link.
3250 IF RL=0 THEN F=LL: GOTO 3580
3260% if no left brench; new root is risht link.
3 2 7 0 ~ I F ~ L L = 0 ~ T H E N ~ R = F L : ~ G O T O ~ 3 5 0 0 ~
3280, neither link is null. new root is risht link,
3290 F=R: F=FL; }S=
3295 崇索 set Ith. record,
3300 IF W=0 THEN INPUT "FERt not on file. /EN/"sA⿻一未丷
3310
3320 '崇自 this neme is not root. look some more.
3330 I=W: G0SUE 3800: LW=CUI(LL婁): FW=CUI(FL.事)
3340 IF N1$=FT\ THEN 3590
3350, name still not found. look asejn.
3360 F=W
3370 IF N1S&FT$ THEN G=1: W=LW: GOTO 3295
ELSE S=0: W=FW: GOTO 3295
name js found! check links LW and RW.

```
```

3390 '目* if zt leest the left link is nulls check FU:
3400 IF LW=0 THEN 3500
3410 , left link is not null, whet about risht link?
3420 IF FW=0 THEN 3550
3430 , neither link is null, set fether record,
3440 I=F: GOSUR 3800
3445 IF S=0 THEN LSET RL音秋T生(RW)
ELSE LSET LL事=MKI$(RW)
3450, once new risht link is zttechedg rewrite on file:
3460 FUT 1!I: Z=FW
3470 '采奚 reset new null link,
3480 I=7: G05UB 3800; LZ=CUI(LL&)
3490 IF LZ=0 THEN LSET LL$=HKT$(LW): GOTO 3580
                                    ELSE Z=L7: GOTO 3470
3500 '崇希 left link is null, whet about risht link?
3510 IF RW=0 THEN 3550
3520, set father recordy write with new risht link.
3530 I=F: GOSUB 3800
3540 IF S=0 THEN LSET RL.क=MKI央(RW): GOTO 3580
                                    ELSE LSET LL事=*KT$(FW): GOTO 3580
3550 '宗希 set fether; reset lefi link with this risht.
3560 I=F: G05UB 3800
3570 IF S=0 THEN LSET RL事=傺I抽)
ELSE LSET LL蓑=MKT$(LU)
3580 '䒺 苃 rewrite both new recordsg return to search.
3590 N=N-1: PUT 1.I: I=W
3600 GOSUB 3800
3610 LSET IIF#=#KS事(-IF!): FUT 1,I
3620 60T0 3150
3700 '崇定累系 Foutine to rewrite new root recordt
3710 605UA 3850
3720 GET 1gLOF(1): LSET ROOT&=MKI$(R): LSET NM= =MKI寺(N)
3730 FUT 1:LOF(1)
3740 RUN "INUMAIN"
3800 '絭系䅴 routine to fetch the Ith+ record.
3810' set. Ith. record.
3820 G0SUE 3900
3830 GET 1;I; FT$=F1$; IF'!=CUS(IFP)
3840 RETURN
3850 '絭䏝索 routine to describe the root record.
3860 FIELII 1, 2 AS ROOT象 2 AS NH⿱幺小, 25 AS IESC事
3870 RETURN

```

```

3910 FIELII 1, 2 AS LL\&y 2 AS RLS, 12 AS F1\$, 25 AS IIFS*,

```

```

2 AS SHS; 2 AS M多; 2 AS N串; 2 AS 0古;
2 AS F'S
3920 EETURN
3930 ENII

```

The dialog between the user of INVPR3 and the computer is shown below.
```

What is the file's name
(tsee 'help' for the list of files)? ferts
Fert to be deleted -- '0'=return? 7a90
Fart not on file, /EN/?
Fart to be deleted -... '0'=return? }78
Fert to be deleted -- '0'=return? 565z
Fert not on file./EN/?
Fart to be deleted -- '0'=return? 565b
Fert to be deleted -- '0'=return? +

```

INVPR4
```

4000 "FILENAME; "TNUPR4" (CALLEM EY "TMUMATU")
4005 'FUNCTION: TO CHANGE AN INUENTORY RECORT
4010 ' AUTHOR * SFG TATE: 1/19/79 FEV.7/80
4015 CLEAF 500: IEFINT A-Z: CLS
4020 '宗索 OFen a detafile.
4025 INPUT "File name --- ('helF'=115t of files)"\&FL*
4030 IF FL\&="helF" OR FLq="HELF" THEN RUN "INUPRG"
4035 IF FL\&="" THEN FRINT "Ged file neme"* GOTO 4020
4040 OFEN "F"g1,FL事
404% IF LOF(1)=0 THEN FRTNT "no such file" ( GOTO 4020
4050 FIELI 1;2 AS ROOT事; 2 AS NM%% 2S AS DES事
4055 GET 1,LOF(1)
4060 R=CUI(ROOT ()
4065 FRTMT " file deseriftion is "gILS*

```

```

                                4 AS IIF*: 4 AS LPF; 2 AS OHt: 2 AS 00$;
                                2AS SB=% 2 AS Mby 2 AS Nby 2 AS Oty
    2 AS PG
    ```
4075
4050
4035
4090 N1事=""
4095 IHFUT "Fort number -- /EN/Fno further chanses";N1

4105 IF RIGHT ( \(\begin{aligned} & \text { (1क } \\ & \text { 2) } 2)=" ~\end{aligned}\) "
    OR RIGHT(N1\%g1)=""
        then run "invmain"
4110. 5eerch for fert number N10,
4115 I=R: GOSUE 4770
4120 '崇
                                    start access of tree.
4125 IF U15>PT\$ THEN 4140
4130 IF N1\$FFT\$ GOTO 4160
4135 IF LL®O THEN I=LL: GOSUB 4770: GOTO 4120
4140 '䍗类 check risht link.
4145 IF RLCO THEN I=FL: GOSUB 4770: GOTO 4120
\(4150 \mathrm{I}=0\)
4155 IF I=0 THEN FRINT "Fart no, "9N1क" was not found."
    INPUT "/EN/";A事: COTO 4080
4160'** ***record was found! 䗇
4165, set the rest of the information out of the buffer.


4175 FRINT "RECORII \#"多
4180

```

4190 PRTNT "1 descriplion 5 nü on order"
4195 FRTNT "2 dezler frice 6 no. there shoulo be"
4 2 0 0 ~ P R M N T ~ " 3 ~ l i s t ~ p r i c e ~ ( 7 ~ s e l e s ~ n i s t o r s ~ i n f o . " ~
4205 FRTNT "4 no. on hend ( }4\mathrm{ no more chanses"
4210 INPUT "Which Eclivits"夕A\$
4215 IF A尔"" THEN FUT 1.I; GOTO 4080
4220 IF VAL(A*)<1 OF VAL(A⿻⿻一𠃋十人) % THEN 4185
4225 IF VAL(A⿻⿱⿱一口⺕亅八⿱丶万一⿰夕㐄
4230 ON VAL(A⿻) GOSUB 4300.4350,4400,4450,4500,4550,4600
4235 GOT0 4185
4300'宗宗素索 subroutine to chense deecriftion.

```

```

4320 INFUT A\$
4330 IF LEN(A 事)>0 THEN LSET IIES和事
4340 FETURN
4350'家宗自采 Subroutine to chanse desler frice.
4360 FRINT "dEzler frice="㽞F!
4370 INFUT IF!
4380 IF IF!<< THEN LSET IF事雜S溸(IF!)
4390 FETUR祀
4400 '类索索絭 subroutine to chense list frice.
4410 PRINT "list frice=" |LF!
4 4 2 0 ~ I N F U T ~ L F !
4430 IF LF<> THEN LSET LF紬KS$(LF!)
4440 RETURN
4450 '䒺索㒸䒺 subroutine to chanse # of units on hend.
4460 PFTNT "no. on hend="$OH
4470 INFUT OH
4480 IF OHOO THEN LSET OH事祙係(OH)
4490 FETURN

```

```

4510 FRINT "no. on order="$00
4520 INPUT 00
4530 IF 00@ O THEN LSET 00$=TKKI\$(00)
4540 RETUEN

```

```

4560 FFINT "no. there should be (stock limit)=";SB
4570 INFUT SB
4580 IF SB`O THEN LSET SH事=NKI事(SE)
4590 FETUR:N

```

```

4610 FRINT "seles histors informetion:"
4 6 2 0 ~ P R I N T ~ 1 ~ T A B ( 5 ) ~ M ~ " u n i t s ~ s o l d ~ i n ~ t h e ~ f a s t . ~ 2 ~ m o n t h s . " ~
4630 PRINT 2 TAR(5) N "units sold in the fost 6 months*"
4640 FFINT 3 TAE(5) 0 "units sold in the FESt. 12 months."
4650 PRINT 4 TAR(5) F "units sold in the Fast 24 month5,"
4660 A得": FRINT

```
```

4670 INFUT "which do you went to chense (/EN/=none)";A⿻土一\mp@code{*}

```

```

4690 C名="": FRINT
4700 INFUT "What is the new number"; C%
4710 ON VAL(A⿻) GOSUB 4730:4740:4750,4760
4720 RETUR\

```






```

4770 RETURN
4800 ENII

```

User interaction with INVPR4 looks like this．
```

File name -- ('help'=list of files)? forts
file descriflion is ferts
Pert number --- /EN/=no fur ther chanses? 1984
FECORI \# 22

1. descriftion 5 no. on order
2 decler price % no. there should be
3 list frice 7 saleshistors info.
4 no. on hend }8\mathrm{ no more chanses
Which activity? 1
deseription=unflansed srommet
? reflansed srommet
1 description 5 no. on order
2 dealer frice t no. there should be
3 list frice 7 seles history info.
4 no. on hand }8\mathrm{ no more chanses
Which activity? \&
```

The INVPR5 program lists all records in their physical order， ignoring the BSST＇s logically sorted order．
```

    5000 "FILENAME: "TNUFRS" (CALLED FROM "INUMAIN")
    5010 'FUNCTION: TO LIST ALL RECORIS ON A IIATA FILE
    5020: AUTHON : SFG IATE: 1/19/79 REV. 7/80
    5030 CLEAR 500: DEFINT A-7
    5040 '䒺娄 set file neme from user.
    5050 CLOSE: CLS
5060 \NFUT "file neme ('help'=list of files)"铻事
5070 IF FL\$="helF" OR FL\&="HELF" THEN FUN "INUPR8"
ELSE OPEN "R",1,FL*
5080 IF LOF(1)=0 THEN FRTNT "no such file.": GOTO 5040
5090 FTELI 1:2 AS ROOTक: 2 AS Nä*:15 AS IESCक
5100 GET 1: LOF(1)
5110 NM=CUI(N前变)
5 1 2 0 ~ C L S ~ S
5130 FRTNT "file deseriftion is "* MESC*
5140 PRINT TAR(10); NM: "active items."
5150 H5=

```

```

5160 g0SUR 5600
5170 FOR I=1 T0 LOF(1)-1
5180 GOSUR 5500
5 1 9 0 ~ L O D F = L D O F P 1
5200 IF LOOFP11 THEN GOSUR 5600

```

```

5220 NEXT I
5230 INPUT "/EN/"; A⿻一未丷: RUN "INUMAIN"
5235 ,
5500 '家宗莧芜米 field and set dete record,
5510 PT婁=""
5 5 2 0 ~ F I E L I I ~ 1 , ~ 2 ~ A S ~ L L * , 2 ~ A S ~ R L . \$ , 1 2 ~ A S ~ F T \$ , 2 5 ~ A S ~ I E S \$ ; ~
4 AS IIF%:4 AS LP\$
5 5 3 0 ~ G E T ~ 1 , I ~ I
5540 LL =CUI(LL\&): RL =CUI(FLL$): FTT=FT$
5550 IP'!=CUS(IIF%): LF!=CUS(LP$)
5560 RETURN
5600 '米采粬
5610 LOOF=0
5620 INPUT "/EN/";A$: CLS
5630 PRINT
" 11 rl Ft deseriftion do lp"
5640 RETURN
5650 ENII

```

The output from the INVPR5 program looks like this.
\begin{tabular}{rrr} 
& 11 & r 1 \\
1 & 2 & 3 \\
2 & 8 & 5 \\
3 & 6 & 7 \\
4 & 18 & 8 \\
5 & 7 & 0 \\
6 & 20 & 10 \\
7 & 11 & 12 \\
8 & 13 & 21 \\
9 & 0 & 14 \\
10 & 15 & 0 \\
11 & 0 & 16 \\
\(/ E N / ?\) & 4
\end{tabular}
\(F^{t}\)
\begin{tabular}{rl} 
& descriftion \\
8430 & stepm skehook \\
5643 & smell widset \\
24565 & sellow wazoo \\
789 & fentesmesorion \\
5652 & ten sellon hat \\
8440 & ses skshook \\
62651 & older folder-h \\
2397 & risht-handed e \\
5648 & lerse widset \\
24565 & striped wezoo \\
36433 & funnelscore
\end{tabular}
dF 94500
45.66
6.75
\(-55 \cdot 00\)
23.57
1011.00
0.67
13.80
59.90
8.50
67.80
\(1 F\)
1488.00
61.50
7.89
89.95
38.99

1444:88
0.89
20.99
88.79
12.97
76.87
\begin{tabular}{ccc} 
& 11 & \(\Gamma 1\) \\
12 & 17 & 0 \\
13 & 22 & 0 \\
14 & 0 & 0 \\
15 & 0 & 0 \\
16 & 0 & 0 \\
17 & 0 & 0 \\
18 & 0 & 0 \\
19 & 0 & 0 \\
20 & 0 & 0 \\
21 & 0 & 0 \\
22 & 18 & 0 \\
\(/ E N / ?\) & \(1 \leftarrow\) &
\end{tabular}

Ft. \(d F\)
0.79
\(1 F\)
0.79

659 Flein folder-h
14.60
21.88

2394 left-hended ee
72.85
97.80

5650 extrewlerse wi
2456 b bue weroo
6.25
9.79

46559 townook
42.84
49.95

62656 newer folder-h
1.79
2.39
0.57
1.29
\(-18.43 \quad 29.78\)
565 b five sellon he
893.00
1379.52

8432 Electric skeho
5440 flensed sromme
0.16
0.39

1984 reflensed grom
0.13
0.37

The INVPR6 program provides a list of the deleted parts by searching the desired file in sequence until it finds a negative dealer price，which is how the deletion program INVPR3 marks a record to be deleted．All the records with negative dealer prices are listed．
```

6000 "FILENAME: "INUFRG" (CALLEN FROM "TNUMATN")
6010 'FUNCTION: TO LIST HELETEI FARTS
6020' AUTHOR : SFG LLATE: 1/19/79 REV.7/80
6 0 3 0 ~ D E F T N T ~ A - Z ~
6040 B\$=

```

```

6050 '崇 Set file neme from user.
6 0 6 0 ~ C L O S E ~
6070 IMPUT "file neme ('helF'=ljsi of files)"立L\$
6080 IF FLq="hElF" OR FL事="HELF" THEN RUM "INUPRB"
6090 IF VAL(FL事)O THEN FRTNT "no such file:": GOTO 6050
6095 OFEN "R",1;FL事
6097 IF LOF(1)=0 THEN FRINT "file is emFts,": GOT0 6050
6100 FIELII 1,4 AS F$% 12 AS FTO, 25 AS IES事;
    4 AS IIFs,4 AS LF*
6110 cosus 6220
6120 FOR I=1 TO LOF(1)-1
6130 GET 1;I: IF!=CUS(IF'$)
6140 IF IF!>0 THEN NEXT I: COTO 6200
6150 LF!=CVS(LFF)
6160 LOOF=LOOF+1
6470 IF LOOF>=12 THEN INFUT "/EN/": AS: GOSUB 6220
6180 PRINT USING E\$ PTO, IES末: ABS(IF!): LF!
6190 NEXT I
6200 '类 return to menu driver,
6210 INFUT "/EN/"; As: RUN "INUMATN"
6220 '宗絭粕 Frint heedins.
6230 CLS: LOOF=0
6235 PRTNT " LIST 0F IM ELETEII TTEMS"
6 2 3 7 ~ P R I N T ~
640 PRTMT
" Fart t deseription drpm list pr"
6250 RETURN
6260 ENII

```

Output from INVPR6 would look like this．

LIST OF IIELETEII ITEMS
Fert \(\ddagger\) deseriftion
dir fr list fr
789 fentesmesorion
55.00
89.95

565 f five sellon het
18.43

29，98
／EN／？-

The INVPR7 program performs the tree balancing necessary to maximize the efficiency of the BSST file structure．Table 13.3 shows a typical tree before and after balancing．Program INVPR7 causes this transformation．
\begin{tabular}{crccrcr} 
& \multicolumn{3}{c}{ Hefore } & \multicolumn{3}{c}{ After } \\
Record & Fert & LL & FL & Fart & LL & FL \\
1 & 7 & 2 & 3 & 0 & 2 & 3 \\
2 & 2 & 4 & 6 & 4 & 4 & 5 \\
3 & 8 & 0 & 5 & 12 & 6 & 7 \\
4 & 1 & 0 & 0 & 2 & 8 & 9 \\
5 & 11 & 9 & 10 & 6 & 10 & 11 \\
6 & 4 & 15 & 7 & 10 & 12 & 13 \\
7 & 5 & 0 & 0 & 14 & 14 & 15 \\
8 & 6 & 0 & 0 & 1 & 0 & 0 \\
9 & 9 & 0 & 14 & 3 & 0 & 0 \\
10 & 15 & 11 & 0 & 5 & 0 & 0 \\
11 & 14 & 12 & 0 & 7 & 0 & 0 \\
12 & 12 & 0 & 13 & 7 & 0 & 0 \\
13 & 13 & 0 & 0 & 11 & 0 & 0 \\
14 & 10 & 0 & 0 & 13 & 0 & 0 \\
15 & 3 & 0 & 0 & 15 & 0 & 0
\end{tabular}

Table 13．3 A Typical Tree Before and After Balancing
```

7000 'FILENAME: "INUFR7"
7010 'FUNCTION: TO BALANCE THE BTNARY SEAFCH TREE
7015; AUTHOR : SFG IIATE: 1/19/79 REV:7/80
7020' efter e method orisinells described bs JMF
7025 CLS: FRINT: FRTHT
7030 FRTNT" THIS FROGFAN EALANCES
THE BINARY SEAFCH TREE"
7035 FRINT: FRINT
7040 CLEAR 300: IEFINT A-Z: IITM MSK(200); KLN(200)
7045'䒺家 Set file neme from user*
7050 CLOSE
7055 INFUT "file neme ('helf'=list. of files)" %FL事
7060 IF FL丰="helF" OR FL婁="HELF" THEN RUN "INUPRS"
7065 IF VAL(FL\&)>0 THEN FRTNT "no such file:": GOTO 7045
7070 OFEN "F":1,FL\$
7075 IF LOF(1)=0 THEN FRTNT "no such file:": GOT0 7045
7080 G0SUR 7650
7085 FON S=1 TO LOF(1)-1
7070 GET 1.5
7095 LL=CUI(LJ\#); RL=CUI(LKN): IFF!=CUS(IFP串)
7100 IF IP!<0 THEN 7110

```
```

7105 IF LLO ANI FL=0 OR RL>0 ANI LLI=0 THEN Y=Y+1
7110 和XT 5
7115 BAL=100%(Y/(LOF(1)-2))
7120 FRINT "The tree is elreeds "; 100-BAL.% "% belenced."
7125 5=7䒺(LOF(1)-1); H=INT(S/3600): HT=INT(S/60)

```

```

7135 FRTNT " Belencins the file could teke es lons zs --"
7140 FRINT " (himis), "名 Hy "t"主 MI名 "t"多 S
745 INPUT "Ho you went. it helenced further (y or n)"%s多
7150 IF LEFT*(S\&\&1)<>"s" THEN RUN "INUMATN"
7155 GOSUB 7600
7160 GET 1,LOF(1)
7165 N=CUI(NM隹): R=CUI(ROOT秀): IT=MESCS

```

```

7175 ' fill kln erres with belenced fointers.
7180 K=1: 汭NT((N1+1)/2)
7185 KLN(K)=N: MSK(M)=1: I=1: 0=1
7190 '崇索
7195 M=TNT((员+1)/2): U=Q* a=a+Q
7200 FOR C=0 T0 Q-1
7205 L=KLN(C)-M
7210 IF L<1 OR L\N1 THEN 7220
7215 IF MSK(L)=0 THEN K゙=K+1: KLN(K)=L:MEK(L)=1
7220 '宗希
7225 L=KLN(C)+H
7230 IF L<1 OR L\N1 THEN 7240
7235 IF MSK(L)=0 THEN K=K+1: KLN(K)=L:MSK(L)=1
7240 '宗*
7245 NEXT C % I=T+1
7250 IF M\&1 THEN 71.90
7255 FOR I=1 T0 N1:
IF HSK(I) \ 1 THEN K=K゙+1\& KLN(K)=I
7260 NEXT I
7265 FRINT * N O W C 0 F Y I NG"
7270 ' trzverse; cofsins into "AEATFILE" in sorted order *
7275 CLOSE 2: OFEN "R"g2g"NEATFILE"
7280 I=0: T=0: F=F
7285 '*** fetch and steck until F=0+
7290 IF P<> THEN T=T+1: STK (T)=F; GOSUR 7650; GET 1,F:
F=CUI(L.事): G0TO 7285
if t<0 Fof the stack, trensfer to "NEATFILE".
7300 IF T<0 THEN F=STK(T): T=T-1: T=T+1: GOSUB 7800:
F=CUI(LKN): GOTO 7285
7305 ( rrint out the fosjtions to be filled.
7310 FOR I=1 TO N
7315 FRINT KLN(I),
720 NEXT I: FRTNT

```
```

7325
730, note thet kLN contzins pointers for nezt new file
7335 R=0: T=0: CLOSE 1; KTLL. FLL事: OFEN "R";1%FL.\$
7340 '䒺希 set record from "NEATFILE" occordins to KLV,
7345 I=R: T=T+1; L=RLM(T)
7350 605UR 7900: GET 2,L
7355 IF I=0 THEN R=T: GOSUR 7650: GOTO 7400
7360 '茾宗 set new record.
7365 60SUB 7700

```

```

7375 , rehuild file in BSST order onto FL**
7380 IF P2\$>FT THEN 7390
7385 IF LL=0 THEA LSET LJ\&=MKT和T): FUT J.I: GOTO 7400
ELSE I=LL: GOTO 7360
7390 '宗䒺
7395 IF LR=0 THEN LSET LKO=HKI利T): FUT 1,I
ELSE I=LE; GOTO 7360
7400'宗紊 Fut veriebles in field,

```



```

7420 LSET N$=N2*: LSET 0$=04\$* LSET F'=F4%
7425 ( PRINT THE FART NUMEER
7430 FFTNT USTNG "% %"% FT旃% FUT 1%T
7435 '索采 check for end of loow.
7440 IF T<IN THEN 7340
7445, rewrite new root record on new "TNUENIIAT"*
7450 G05UR 7600

```

```

7460 FUT 1: LOF(1)+1
7465, retrun to IWUmATN after cleenins uF:
770 KILL "NEATFILE" : FRINT: FRTNT
745 FRTNT "G e 1 encines i % comflefete.
7480 INFUT "/EN/"; A⿱土土亍: RUN "INUMAIN"
7485
7600 '宗家夏* field the root record.
7605 FIELII 1: 2 AS ROOT\$; 2 AS NM=: 25 AS IIESCS
7610 RETURN

```



```

    2 AS M=, 2 AS Nक, 2 AS Obs 2 AS F%
    7660 RETURN

```

```

7705 G0SUR 7655: GET 1,T: LL=CUT(LJ京):
LR=CUI(LK`): RETURN

```
```

    7800 '絭宗榡 routine to set from FL事, write on "NEATFTLE".
    7805 GOSUR 7650: GET 1.9F
    ```




```

7830 IF I>=1 THEN

```

```

7835 FUT 2:I: RETURN
7 8 4 0 ~ R E T U R N ~
7900 '彞䊝 routine to deseribe dete on "NEATFILE",

```

```

    4 AS 122%, 4 AS L2事, 2 AS 02%, 2 AS 03t;
    2 AS S2$, 2 AS M2b, 2 AS N2串: 2 AS 04, %
    2 AS P4$
    7910 RETURN
7920 ENII

```

The balancing program is an example of a program communicating to the user its state of execution．It not only calculates how well balanced the tree is（by counting unbalanced terminal nodes）but it prints the records that it is copying as it performs the balancing．

THIS PROGRAM EALANCES THE BINARY SEARCH TREE
file name ('helf'=list of files)? farts
the tree is already 84 \% balanced.
    balancins the file could teke as lons 25 - -
        (himis), \(0: 0: 49\)
do you want it balanced further ( \(y\) or \(n\) )? \(y\)
\(N=7\)
    \(R=1\)
    nis \(=\) Farts
        NOW COFYING
            2923 description= towhook
                36932 descriftion= ear trumpet
            245623 descriftion= olue wazoo
            564322 description= widset
            843234 descriftion= skshook
            3643325 descriftion= funnelscofe
                    26
                                7
                                3643325
                                    2923
                                    245623
        564322
                            36932
        843234
balancing is complete.
/EN/? \(1+\)

The INVPR8 program accesses the file called FILENAME, which is a file whose sole purpose is to record the names of all files used in the system.
```

8000 'FILENAME: "INUFRS" (CALLET FROM MOST FROGRAMS)
8010 'FUNCTTDN: LISTS ALL OF THE FILES IN USE
8020' AUTHOR : SFG MATE: 1/19/79 REV. 7/80
8030 CLEAR 1000: IIEFINT A-Z: CLS: 5=0
g040 FRINT " THIS FROGRAM L IS TS
ALLOF THE FILESIN USE:"
8050 PRTNT: FRINT
8060 С䃼% % % % % % % % %
8070 OFEN "R",1,"FILENAME": FIELII 1, 255 AS A"
8030 S=5+1
8090 IF LOF(1)=5-1 THEN 8160
ELSE CET 1:S
8100 FOR L=1 T0 223 STEF 32: IF MIL\$( A末,L.,1)=" " THEN 8160

```

```

8120 FOR I=L TO L+24 STEF 8

```

```

8 1 4 0 ~ N E X T ~ I ~
8150 NEXT L: GOTO 8080
8160 INFUT "/EN/";A": RUN "INUMAIN"
8170 ENII

```

The output produced by INVPR8 looks like this.
```

        THIS FROGRAMLISTS
        ALL OF THE FILES INUSE:
    Farts moparts
/EN/? +

```

The INVPR9 program removes the name of a file from the index file "FILENAME" and kills that file if the user wishes.
```

9000 'FTLENAME: "THUFRO"
9 0 1 0 ~ F U N C T J O N : ~ T O ~ I E L E T E ~ A N Y ~ S E L E C T E I I ~ F I L E ~
9020. AUTHOR : SFG NATE: 1/19/79 FEV.7/80
9030 CLS
9040 PRTNT "FILE IIELETION FROGRAN"
9050 FRINT: FRTNT
9060 INFUT "neme of file to be deleted ('helf'=1ist)": FLe
9070 IF FL\&="helF" OF FL$="HELF" THEN FUN "THUPRS"
9080 GPEN "K",1sFLS
9090 IF LOF(1)=0 THEN FFINT "file conteined no dete" "
                                    PRTNT "It has been deleted,":
                                    FRTNT "Will be deleted from 'help'";
                                    GOTO 9140
7100 PRINT "file conteins"# loF(t)t "dete iteme,"
7110 PFTNT "Are sou sure sou went it deleted (Y=ses)"
9120 INPUT BS
7130 IF Bt>"Y" THEN 9260 "note thet Y is cefitelized.
7140 CLOSE; KILL FL.s 'delete the dete file iteelf;
9150 OFEN "R";1;"FILENAME" 'then delete from "FILFNAME".
7160 FL"=FL朝STRTNG$(8-LEN(FL.क)," ")
9170 FIELII 1. 255 AS N\$
7180 M=M+1
9170 GET lsM
9200 FOR J=1 TO 255 STEF 8
9210 IF MII\#\&(N*,dg1)=" " THEN 9250

```


```

9240 FUT 1:M
9250 PRTMT "IEJetion comFleted, "%
9260 PRTNT "Returnins to mein menu,"
9270 FULN "INUMATN"
9280 ENII

```

The INVPR10 program uses the BSST access algorithm to get a specific record and then it displays all of the information on that record．The display is designed specifically for the record contents of this system．
```

10000 "FILENAME: "TNUFR10" (CALLEI FROM "TNUMAIN")
10010 FUNCTION: TO FRINT THE CONTENTS OF ANY RECORI.
10020, AUTHOR : SFG IIATE: 1/19/79 REV. 7/60
10030 IIEFINT A-Z: CLEAR 500
10040 '粎 set file neme from user:
10050 ClOSE
10060 INPUT "What is file neme ('helf'=list)"; FL.a
10070 IF FL \$="" THENS 10040
10080 IF FL"="helf" OR FL=="HELF" THEN RUN "INUPRG"
10090 OFEN "R",1,FL.*
10100 IF LOF(1)=0 THEN FRTNT "no such file.": gOT0 10040
10110 GOSUB 10800
10120 GET 1,LOF(1): E=CUI(ROOT(): N=CUT(Nm()
10130.
10140'
10150'䅨 set new fert no.; N1क: set W to letest root.
10160 N1%=""
10170 INFUT " What is Fart no. ('0'=return)"\#N|=
10180 W=R
10190 fad fart number to 12 characters with blenks.
10200 N1%=RIGHT\(" "+N1事,12)

```

```

10220, set root. if fart is not root, seerch on,
10230 I=R: GOSUB 10700; LL=CUI(LL*): RL=CUI(RL.o)
10240 IF N1S毋FT\$ THEN 10340
10250, if no risht brenchg new root is lefi link.
10260 IF RL=0 THEN R=LL: GOTO 10150
10270, if no left brenchs new root is risht link.
10280. IF LL=0 THEN E=FL: GOTO 10150
10290, neither link is null, new root is risht link.
10300 F=F: F=RL: S=0
10310'*** Fert number not found.
10320 IF W=0 THEN INFUT "Fert not on file. /EN/"; AS:
goto 10150
10330'
10340'粕 neme is not root, look some more,
10350 I=W: GOSUR 10700: LW=CUI(LL*): RW=CUI(RL.未):
IF N1%=FT\$ THEN 10380
10360, neme still not found. look ssein.
10370 F=W:
IF N1\$<FTC THEN S=1: W=L.W: GOTO 10310
ELSE S=0: W=RW: GOTO 10310

```
```

10380 '目
10590 GO5UB 10900

```

```

10410 LF!=CUS(LF*)* 00=CUT(00*); O=CUT(Ot): F=WUT(PS)
10420 5B=CUI(5B年)
10430 CLS
10440 FRTNT STRTNG旃(63,"-")
10450 FRTMT " Fertmo....- "% FT\$
10460 FRTNT " GESCriFtion --- "夕 UES多
10470 FRINT STRTNG婁(63,"--")
10480 FRINT " deeler frice --- ";

```

```

10500 PRTNT " list frice ----- ";

```

```

10520 FRTNT STRINGक(63,"...")
10530 PRTMT " There ere"; OH; "units on hond."
10540 FRINT TAB(4)% 00% "units ere on order."名
10550 FRTAT SB; "is the minimum stock quantitu,"
10560 FRTNT STFING事(63:".-")
10570 FRINT TAR(19)% "S A LE S H I S T O FY"
10580 PRINT TAB(23); "Fest 2 months:"; 访
10590 FRINT TAE(23); "Fest 6 monthst"\# N
10600 FRINT TAR(23); "Fest 12 months:"; 0
10610 FRINT TAB(23)% "Fzst 24 months:";p
10620 FRTHT STRING$(63.CHF$(95))
10630 FOR Y=10 T0 15: SET (60yY): SET (61yY): NEXT Y
10640 FOR Y=1 T0 43: SET (1:Y): SET (126:Y): NEXT Y
10650 GOTO 10150
10660 '䒺夏 return to menu driver .
10670 INFUT "/EN/"解: ELIN "INUMAIN"
10700 '䒺宗綡 routine to fetch the Ith record.
10710 GOSUB 10700: GET 1,I: FT事F1串: IP!=CUS(IFF婁)
10720 RETURN
10800 䒺岍䒺䒺 routine to describe the root record.
10810 FIELII 1, 2 AS ROOTS, 2 AS Nm%% 25 AS IIESC*
10820 RETURN
10900 '来夏系䒺 routine to describe the dete record.

```



```

                        2 AS FW
    10920 RETURN
10930 ENII

```

This is what the screen looks like when it displays' the information on an item on file.


Well, there it is. This last system represents a high degree of sophistication on a microcomputer. It contains examples of some of the best building, accessing, updating, and sorting techniques that are available today, on any computer. When you have mastered these techniques, you will have at your disposal the variety of tools that will provide you with both breadth and depth in the application of your craft. We can only suggest that you keep using these tools, and others as you discover them, to further sharpen your expertise.AppendixA Comparison of Three BASICsB ASCII Codes and Character Set for the TRS-80
C 48K TRS-80 Level II with Disk Memory Map
D Level II Instructions and Reserved Words
E TRSDOS Commands
F Error Codes

The teble thet follows this brief discussion comperes three Fofular vercons of BasIC. The three heve been abbrevieted \(m\) : End II: in stands for Microsoft's BASIC es implemented on the TRS-80, includins the enhencements in TRSIOS: E stands for BASIC-E Version 2.0 , 2 somewhet dated (lete 1978) version of one of the most foruler compiler-tepe BASICsy and If stends for mec basic plusg Iisitel Eguifment Compens's most forular minicomputer basic, basic-flus is included here in order to confare an "old" (early'70s) version of the lensuese formed on much more exfencive hardwere to the newer BASICs develofed strictls for microcomputers. The reader should note blso thet some hishly advanced versions of BASIC-E exist., such as CEASIC or CBASIC-2.
```

TyFe of
HASIC

# II EASTC Features

```
\begin{tabular}{|c|c|c|}
\hline \(N \quad Y\) & \(Y\) & Compiler thet produces stor \(\mathrm{chl}^{\text {ble object code }}\) \\
\hline N & N & Iirects or celculator, mode of operetion \\
\hline \(Y \mathrm{~N}\) & N & Built-in editor \\
\hline N & \(Y\) & RERUM OT RESER \\
\hline \(Y \mathrm{H}\) & N & TRACE to helf debussins \\
\hline \(Y\) & N & Lons verieble nemes (more then letter-disit) \\
\hline N & N & Mouble frecision variebles \\
\hline N & N & Inteser veriables \\
\hline N & N & Hex and actal variables \\
\hline N & N & VARFTR \\
\hline N N & \(Y\) & Multiline user-defincble functions \\
\hline N & N & Error trepfins with ON ERROR - GOTO \\
\hline \(Y \mathrm{~N}\) & \(Y\) & Text error messeses \\
\hline \(Y\) N & \(Y\) & Imflicit dimensioninst llefeult size is 10 \\
\hline N N & \(Y\) & Metrix instructions, e.s. Mat \(X=I N X Y\) ) \\
\hline N N & \(Y\) & Metrix I/0 \\
\hline \(Y \mathrm{~N}\) & N & ? cubstitutes for PRINT \\
\hline Y \(N\) & Y & , substitutes for REM \\
\hline \(Y\) & \(Y\) & If - THEN - ELSE \\
\hline N & Y & PRINT USING \\
\hline N & Y & INSTR finds the position of a character \\
\hline N & N & STRING prints a series of characters \\
\hline N & N & PEEK \& FOKE \\
\hline N & Y & ccesses sustell clock \\
\hline
\end{tabular}



ASCII codes 192 through 255 are called space compression codes because printing one of these characters causes tabbing for 0 to 63 spaces．
```

10 'FILENAME: "APFENIIX"
20 FUNCTION: FROLUCE ASCII COIES \& CHARACTERS IN 3 SCREENS

- AUTHOR ; JILR
IATE $8 / 80$
CLEAR 1000 : CLS : IIM A生(191)

```



```

    IATA SYM, ETB, CAN; EM:SUByESCyFSyGSyRS.US
    FOR \(I=32\) T0 191 : A事 (I)=CHF( 1 ) : NEXT I
    FOR \(\quad 1=0\) TO 128 STEF \(64: N=M+63\)
    GOSUB 140 , Frint screen of ASCTT codes
    FOR K=1 T0 1000 : NEXT K : CLS , delas
    130 NEXT H : STOF
140 ' subroutine to display 64 codes and ASCII equivelents
150 FOR $I=1$ TO
160 IF $I=I$ INT $I / 8)$ 耑 8 THEN FRINT

```


```

180 HEXT I : RETURN
190 ENI

```
\begin{tabular}{|c|c|c|c|}
\hline Hex & ress Hecimel & Hardware & Memory Contents \\
\hline \[
\begin{aligned}
& 0000 \\
& 0400
\end{aligned}
\] & \[
\begin{aligned}
& 0 \\
& 1024
\end{aligned}
\] & \begin{tabular}{l}
1 K FOM \\
11 K ROM
\end{tabular} & I/0 Irivers and Bootetrem Level II BASIC, IIsk BASIC \\
\hline 3000 & 12288 & 2K ROM & I/0 edoresses \\
\hline 3800 & 14336 & 1 N FAM & Kesboard memory \\
\hline \[
\begin{aligned}
& 3 C 00 \\
& 4000 \\
& 4200
\end{aligned}
\] & \[
\begin{aligned}
& 15360 \\
& 16384
\end{aligned}
\] & \begin{tabular}{l}
1K RAAM \\
5K RAM \\
\(4 k\) RAM
\end{tabular} & CRT screen memors BASIC vectors TRSIOS \\
\hline 5200 & & 6.5K RAM & IISK BASTC TFSMOS Utilities \\
\hline \[
\begin{aligned}
& 6000 \\
& 7000
\end{aligned}
\] & & 1K RAM \(4 K\) RAM & \begin{tabular}{l}
User Memory \\
User Memory (to \(16 k\) sustem)
\end{tabular} \\
\hline 8000 & 32768 & 16K゙ RAM & User Memory (to 32k sustem) \\
\hline C000 & & 16K゙ RAM & User Memors (to 48 k ssstem) \\
\hline FFFF & 65535 & & \\
\hline
\end{tabular}

\footnotetext{
Appendix C - 48K TRS-80 Level II with Disk Memory Map
}
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline & ［ \Lower & Csse） & EIIT & & LOAD & \multicolumn{2}{|r|}{\multirow[t]{2}{*}{\begin{tabular}{l}
RESET \\
festore
\end{tabular}}} \\
\hline & ABS & & ELSE & 宗 & LOC & & \\
\hline & And & & ENTI & ＊ & LOF & & resume \\
\hline & ASC & & EOF & & LOG & & EETUR \\
\hline & ATN & & ERL & 崇 & LSET & & RIGHT \\
\hline & CIBL & & ERR & & HEM & & Rid \\
\hline & CHF\＄ & & error & ＊ & MERCE & 类 & RSET \\
\hline & CINT & & EXP & & HLTS & 㟜 & SAVE \\
\hline & CLEAR & 宗 & FIELII & ＊ & MKIt & & SET \\
\hline ＊ & close & & FIX & 孫 & MKI & & 56 \\
\hline & CLS & & FOR & 宗 & H159 & & 514 \\
\hline & CMI & & FRE & & NEW & & Sur \\
\hline & CONT & ＊ & ＊GET & & NEXT & & STEF \\
\hline & cos & & cosub & & NOT & & STOP \\
\hline & CSNG & & coro & & 0 O & & STRTNG \\
\hline & cVI & & IF & ＊ & OPEN & & STE＊ \\
\hline & cui & & INKEY & & OR & & TAB \\
\hline & cus & & INF＇ & & OUT & & TAN \\
\hline & data & & INFUT & & FEEK & & THE d \(^{\text {d }}\) \\
\hline & IIEFIEL & & ＊INSTR & & FOINT & W & TIUE \\
\hline & IEFFN & & INT & & POKE & & TROFF \\
\hline & IUEFIMT & & W KILL & & FOS & & TrOM \\
\hline & IEFSNG & & LEFT & & PRTNT & & USING \\
\hline ＊ & UEFUSR & & LET & & FUT & & \\
\hline & IEFSTR & & LEN & & Rantoom & & VAL \\
\hline & IELETE & & LINE & & REAL & & varftr \\
\hline & IIIM & & LIST & & REM & & \\
\hline
\end{tabular}

\footnotetext{
＊indicates Level II Disk BASIC
}
```

Extended Utilits Commends (mes use all of memory)
HACKUF -- duFlicete an entire diskette
fOFMAT -- frefare e date diskette
Auxilliary Utility Frosrams (mas use all of memory)
TAFEIISK -- cofs a tafe file to a disk file
IISKIUMF/BAS -- display a disk file
Sustem Commends (loed below 5200 He%)
BASIC2 -- jumF to Level II BASIC
IIEBUG -- examine and alter resisters and ROM
TRACE -- disflas the FC resister
Library Commands
AUT0 -- modify the fower-uf sequence
ATTRIE -- set the frotection level on a file
CLOCK -- disflas the ssstem time on screen
COFY -- duFlicete e file
IIATE -- set the system date
IUMF -- cofy memors to e disk file
KILL -- delete a file
FREE -- disFlas the zmount of free srece on zll drives
LIE -- disflas all library commends
LIST -- disfles a text file
LOAL -- load a machine lansuese file
PRINT -- list a text file on the line frinter
FROT -- chanse the frotection of sll non-ssstem files
RENAME -- chense a file's neme
TIME -- set the system closk
VEFIFY -- heve TRSmOS verify all user disk writes

```
\begin{tabular}{|c|c|c|}
\hline Code & Abbreviction & Error \\
\hline 1 & NF & NEXT without For \\
\hline 2 & 5 N & Sentex error \\
\hline 3 & RG & RETURN without cosur \\
\hline 4 & 0 II & Out of dete \\
\hline 5 & FC & Illesel function cell \\
\hline 6 & 00 & Over flow \\
\hline 7 & OH & Out of memors \\
\hline 8 & UL & Undefined line \\
\hline 9 & HS & Subseript out of rense \\
\hline 10 & 110 & Redimensioned arres \\
\hline 11 & 10 & Ilivision bs zero \\
\hline 12 & III & Illesal use of e direct commend \\
\hline 13 & Tim & Tupe mismetch \\
\hline 14 & 05 & Out of strins spece \\
\hline 15 & 15 & Strins lonser then 255 cheracters \\
\hline 16 & ST & Strins formule too complex \\
\hline 17 & CH & Cen't CONT after ENTM or EIIT \\
\hline 18 & NR & No RESUME before end of prosrem \\
\hline 19 & RW & RESUME without error \\
\hline 20 & UE & Unfrintable error after usins ErROR \\
\hline 21 & MO & Missins oferend \\
\hline 22 & FII & Hed file dete \\
\hline 23 & L3 & IISK BASIC only \\
\hline 24-49 & not used & \\
\hline
\end{tabular}
```

Misk EASIC Error Codes

| Code | Messese | Error |
| :---: | :---: | :---: |
| 50 | Fielid overflow | More then 255 betes for a buffer |
| 51 | INTERNAL ERROR | nos or disk I/0 feult |
| 52 | baid file number | File number used without ofen |
| 53 | File not fount | Reed athempted on nonexietent file |
| 54 | bail file mone | Iisk 1/0 conflicts with OPEN mode |
| 55,56 | not. used |  |
| 57 | IISK I/O ERROR | Error durins dete trensfer |
| 58-60 | not. used |  |
| 61 | IISK FULL | No more room |
| 62 | INFUT FAST EMI | End of file resched durins sea, input. |
| 63 | ball recorin number | Record number $\leqslant 1$ or $>340$ |
| 64 | Ball filename | Invelid file sfecification |
| 65 | not used |  |
| 66 | IIRECT STATEMENT IN FILE | Attempt to LDAD, RUN or MERGE e dete file |
| 67 | TOO MANY EILES | Tried 4gth. fille on diskette |
| 68 | MISK WRITEProtecteil | Write-frotect notch wes covered |
| 69 | FILE ACCESS IENIEI | Wrons Fessword |

```
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