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Introduction

In the early 1970s, Niklaus Wirth designed a new programming language called
Pascal. Mr. Wirth’s original intention for the Pascal programming language was
to use it as an aide to teach computer programming. Consequently, it is an
excellent programming language for the beginning programmer to start with.
Even though Pascal is such a good language for beginners, it provides more
than enough capabilities for even the most advanced programmers.

Today, there are two basic types of Pascal: ANSI Pascal and Turbo Pascal,
Although ANSI Pascal is supposed to be a standard for all Pascal compilers,
Turbo Pascal is by far the most dominant Pascal compiler in use. Therefore, the
form of the Pascal programming language that Turbo Pascal adheres to is more
of a standard than the ANSI standard. Accordingly, this book is written to teach
the reader how to program in the Turbo Pascal dialect of Pascal.

What This Book Will Teach You

This book is intended to teach even a beginning programmer how to
program in the Pascal programming language. It covers all of the basic
features of Pascal:
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e the structure of a Pascal program,
e procedures and functions,

e program flow, data types,

e arrays,

e records, and

® pointers.

It also instructs the reader how to use many of Pascal’'s advanced features:

e dynamic memory management,
® units, ‘

® strings,

e console input/output, and

e file input/output.

Finally, this book shows how Turbo Pascal can be used to perform object-
oriented programming.

What This Book Won’t Teach You

This book is not intended to teach you every little detail about Turbo Pascal.
That is the job of the reference manuals that come with your compiler. It would
be beyond the scope of this book to even try to provide all of the details about
Turbo Pascal.

Additionally, this book is not intended to teach you a lot of fancy
algorithms (methods for problem solving). That type of instruction is better
suited for a more general book on advanced programming. Therefore, it would
be inappropriate to bog down the beginning programmer with such things as
linked list, B-trees, and sorting methods.
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What You Need to Use This Book

To use this book, you need an IBM-PC or compatible computer and Turbo
Pascal. You also need a lot of patience and perseverance to become an
accomplished Pascal programmer. No matter how well-written this book is, the
only way to become a good computer programmer is to write programs, more
programs, and even more programs. You'll learn more about programming by
successfully tracking down your first bug than I or anyone else could teach you
in hours of instruction. Think of this book as a guide or a map. It gets you
going in the right direction, but it is totally up to you to arrive at the proper
destination. So if things seem a little hazy at first, stick with it. With a little
patience, you'll quickly get the hang of Pascal programming.



oy
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Chapter

A Simple First Program

The first step in understanding the Pascal programming language is to become
familiar with the components that make up a Pascal program. Accordingly, this
chapter’s first lesson acquaints the beginning programmer with all of the Pascal
programming language’s basic components. After these essential components
have been presented, this chapter concludes with a simple first program.
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Lesson 1: The Basic Components of the Pascal
Programming Language

Keywords

All programming languages use a special set of words to perform certain func-
tions. These special words are called keywords.

Some programmers like to refer to keywords as reserved words. The use
of keywords and reserved words are interchangeable and either term is
VOTE considered acceptable.

Table 1.1 presents a complete list of the Turbo Pascal keywords. Because a pro-
gramming language’s keywords all serve a special purpose, they can never be
used in a program for anything other than their intended purpose.

Table 1.1 The Turbo Pascal keywords

absolute else in object shr
and end index of string
array export inherited or then
assembler exports inline packed to
asm external interface private type
begin far interrupt procedhre unit
case file label program until
const for library public uses
constructor forward mod record var
destructor function name repeat virtual
div goto near resident while
do if . nil set with
downto implementation not shl xor
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Identifiers

As their name implies, identifiers are names that are used in a Pascal program to
“identify” something in the program. For example, program variables, named
constants, procedures, and functions all require a name. Consequently, they are
all assigned a unique identifier. When constructing an identifier, the Pascal pro-
grammer must keep the following three rules in mind:

1. An identifier’s first character must either be a letter or an underscore char-
acter ().

2. Digits (0, 1, 2, 3, 4, 5, 6, 7, 8, and 9) can be used in an identifier.

3. An identifier can be of any length, but only the first 63 characters of the
identifier name are significant.

Using the above rules, the following are some examples of valid identifiers:

First_Reading
_last_page
count

b32_45a
32845

Table 1.2 lists some examples of invalid 1dent1flerb and the reasons why they
violate the Pdscal identifier rules:

Table 1.2 Identifiers and their violations

ntifier character.
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Constants

As with all other programming languages, any data found in a Pascal program
that never changes its value is called a constant. Table 1.3 lists some examples
of constants:

Table 1.3 Examples of constants

’agf,E i Chaxac;ter‘constént .
#13  Character constant

The Pascal programming language also permits the programmer to name a con-
stant. Once it has been assigned, the constant’s name can be freely substituted
for the constant’s value. The following are some examples of named constants:

table_length = 1000;

Authors_Name = ‘Mark Goodwin’;

Variables

Although constants are certainly a useful tool for the Pascal programmer to use,
variables are an even more useful type of data. As its name implies, a variable is
a type of data whose value can be changed throughout the life of a Pascal pro-
gram. Unlike constants that can be referred to by their literal values, a variable
must always have an identifier name.
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Operator

The Pascal operators are a collection of symbols and keywords that are used to
build expressions. Table 1.4 presents a list of the Pascal operators. As this table
illustrates, the Pascal operators can be used to perform a wide variety of functions.

Table 1.4 The Pascal operators
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The following are some examples of expressions built from the Pascal operators:

3+5 /2

3 <> 4

3, 7.5

32,15 /.-3.035

Statements

Simply put, a Pascal program statement is a collection of identifiers, keywords,
operators, and constants that perform a specific action. The following are some
examples of Pascal program statements:

name := ‘John Doe’;
count : integer;
tount T 325

Note in the above examples how a Pascal statement ends with a semicolon (5).

Multiple program statements can be defined as a begin..end statement block
to express a single idea. The following is an example of a block statement:

begin
count := coUht il
Writeln(count) ;

end

The main body of a Pascal program is nothing more than a begin..end state-
ment block. :
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Comments

A Pascal program comment is exactly what its name implies. A comment is sim-
ply a comment for the programmer’s benefit and serves no function as far as the
program’s execution is concerned. Although they don't affect the program’s exe-
cution, program comments are a valuable tool for documenting the program.
Strategically placed comments can greatly assist in illustrating a program’s inner
workings. Indeed, many times a program will require modification at some
future date. While a program’s implementation (a fancy word for how it is writ-
ten) can seem quite clear when it was originally created, it won’t be anywhere
near as clear even a week or two down the road. Consequently, comments are
one of the Pascal programmer’s most valuable tools.

A Pascal comment is created by either enclosing whatever the programmer
wants to say in braces or by enclosing the comment in a (* *) pair. The follow-
ing are some examples of Pascal comments:

{ open the file and read in the data )

(* close the file if an error has occurred *)

Procedures and Functions

One of the most valuable features provided by the Pascal programming lan-
guage is its support for procedures and functions. A procedure is a collection of
program statements that have been given a name. Furthermore, a procedure or a
function can have it's own constants and variables. Essentially, a procedure is
nothing more than a mini program. Whenever an executing program encounters
a procedure’s name, it branches away from the part of the program it is cur-
rently executing and execute the procedure’s associated statements. A Pascal
function is similar to a procedure except that a function returns a value after its
associated statements have been executed.

Lesson 2: A First Program

With the basic Pascal components covered in Lesson 1, it is now possible to write
our first Pascal program. This first program is presented below in Listing 1.1.
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Listing 1.1

const

var

{ first.pas - A first Pascal program ]

program First;

number = 3;

count, result : integer;

function multiply(nl, n2 : integer) integer;
begin
multdiply ~:= hl"* n2;
end;
begin
count.. 3§23
regult := count * number;
Writeln(result);
result := multiply(count, number);
Writeln(result);
end.

Although Listing 1.1 is fairly short and really doesn’t do much, it serves a very
important purpose by illustrating how the Pascal programming language’s basic
components are brought together in a complete program. To better understand
the basic structure of a Pascal program, let’'s go down through the program a

line at a time.
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{ first.pas - A first Pascal program }

is a comment. It simply states the program’s file name and provides a brief
description.

program First;
uses the Pascal keyword program to assign the identifier First as the program’s

name. Although assigning a program name isn’t absolutely necessary, it is gener-
ally considered good programming practice to do so.

const

is the Pascal keyword for defining constants.

numbetr-=-.3

assigns the constant value of 3 to identifier number.

var

is the Pascal keyword for defining variable identifiers.

count, result : integer;

defines two variables, count and result, with type integer.

function multiply(nl, n2 : integer) : integer;

defines a function called multiply. Furthermore, the function expects two inte-
ger arguments, nl and n2, and returns a value of type integer.

begin

defines the starting point for the multiply function’s body.
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multiply := nl * m2j
multiplies the function’s arguments and assigns the result as the return value.

end;

defines the end of the multiply function’s body.

begin

defines the starting point for the program’s main body. This is where the pro-
gram starts executing.

count =23

assigns an initial value, 2, to the variable count.

result := count * number;

multiplies the variable count by the constant number and assigns the result to
the variable result.

Writeln(result);

displays result’s value.

result := multiply(count, number);

calls the function multiply, which simply multiplies count by number. The
result of the function call is assigned to the variable result.

Writeln(result);

displays result’s value.



Chapter 1: A Simple First Program = 11

end.

defines the end of the program’s main body. Note that a period follows the end
keyword and not a semicolon. As Lesson 1 stated, a semicolon is used to signify
the end of a statement. However, it is always necessary to use a period to signify
the end of the program.

Besides showing how the various components of Pascal are used in an
actual program, Listing 1.1 also illustrates how the use of white space (spaces,
tabs, and double spaced lines) can make a program more readable. You should
note that the use of white space is strictly optional. Nevertheless, a program will
be almost illegible without at least a minimal amount of white space. For exam-
ple, Listing 1.2 presents the program first.pas stripped of all of its unnecessary
white space.

Listing 1.2

{ first.pas - A first Pascal program }program
Eirstiy€onst fiumber ="3;

var count, result : integer;function multiply(nl, n2
integer) : integer;

begin multiply := nl * n2; end;begin count := 2;result
:= count * number;

Writeln(result);result := multiply(count,

number) ;Writeln(result) ;end.

It almost goes without saying that Listing 1.2 is a mess and the version presented
in Listing 1.1 is clearly superior. Consequently, it is traditional to write Pascal
programs with a fair degree of white space.
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Chapter

Predefined Data Types

In Chapter 1, you learned that the Pascal programming language supports two
very distinct forms of data: constants and variables. Because the types of data a
Pascal program is called upon to handle can vary a great deal, the Pascal program-
ming language comes equipped with a very rich set of predefined data types. To
show how Pascal can meet the needs for almost any data handling requirements,
this chapter takes a detailed look at all of Pascal’s predefined data types.

13
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Lesson 3: Integers

The most basic of the Pascal data types are called integers. Simply put, an inte-
ger data type can represent whole numbers. The following are some examples
of integer constants:

32457
-43

0

167
-2335678
SFF

You may be wondering what the constant $FF is in the above example. The
integer $FF is the way the number 255 is represented using the hexadecimal
number system. The hexadecimal number system is base 16 and is represented
by the digits 0..9 and the letters A..F or a..f. Table 2.1 clearly displays how num-
bers are represented by the hexadecimal number system.
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Table 2.1 The hexadecimal number system (base 16)

e

e

a

2

=

"

9 .9
ol
B sl
Bl g
£ooos

Because the hexadecimal number system is base 16, it's easy to determine that
the constant $FF is 255 by performing the following calculation:

B R odi6 el = 255 or: 158 16 408 =255

Because a small whole number, such as the number 2, doesn’t require as much
memory to store as a larger whole number, such as the number 356678, Pascal
offers five very distinct integer data types: ShortInt, Byte, Integer, Word, and
LongInt. Table 2.2 shows the range of numbers these five integer data types
can represent.
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Table 2.2 The Pascal integer types

As Table 2.2 illustrates, a LonglInt takes two times the amount of memory as an
Integer and four times the amount of memory as a ShortInt. Therefore, the effi-
cient Pascal programmer always strives to use the smallest possible data type. For
example, an integer variable that never holds a value less than 0 or greater than
255 should be defined as a Byte variable instead of as an Integer, Word, or
Longlnt variable. Not only do the smaller data types require a great deal less
memory than their larger counterparts, the computer can perform operations, such
as addition and subtraction, on the smaller data types at much greater speeds.

Table 2.3 illustrates the format for defining integer variables. As this table
shows, you can define more than one variable per statement by separating the
variable identifiers with commas. The following are some examples of integer
variable definitions:

number : Integer;
small _number : Byte;
offset : Word;

AccountNumber, AccountBalance : LongInt;
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Table 2.3 Defining an integer variable

In Chapter 1, you saw how constants can be named. The Pascal programming
language also supports typed constants. Although the value of a Pascal named
constant never changes, a typed constant’s value can be changed. Basically, a
typed constant acts like a variable with an initial value. Table 2.4 illustrates how
typed integer constants are defined. Unlike variable definitions, you can only
define one constant per definition statement. The following are some examples
of typed integer constant definitions:

top_row : Integer = 0;

bottom_row : Integer = 24;
left_column : Byte = 0;
right_column : Byte = 79;
CashAccount : LongInt = 100000; -

Table 2.4 Defining a typed integer constant
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To illustrate the use of Pascal’s integer data types, Listing 2.1 presents a short
program, which defines a number of integer variables, constants, and displays
their assigned values. ;

Listing 2.1
{ list2-1.pas - Define and display a variety of integers }
program integers;
const
short_const [ ghorfint = -~13
byte_const : byte = $3E;
integer_const : integer = 3245;
word_const : word = 45667;
longint_const : longint = 1000000;
var
short_var : shortint;
byte_var : byte;
integer_var : integer;
word_var : word;
longint_var : longint;
begin
ghert vat = -22;
byte_var := 254;
integer var = "=5563;
word_var := $2224:
longint_var := -32;
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Listing 2.1—Continued
writeln(‘short_const =, s8hott consgt);
writeln(‘byte_const =, ~byté. _const) ;

writeln(‘integer_const integer_const) ;

writeln(‘word_const ‘, word const) ;

writeln(‘longint_const longint_const) ;

writeln(‘short_var = 4 short o var s
writeln(‘byte_var = ‘, byte. wvar);
writeln(‘integer_var = ‘', integer_var);
writeln(‘word_var = ‘, word wvar);
writeln(‘longint_var = ¢, longint: var):;

end.

Lesson 4: Real Numbers

Although Pascal’s integer types are quite useful and can meet the needs for a wide
variety of numeric data, many types of numeric data require a fractional part to
maintain a high degree of accuracy. Following are some examples of real numbers:

-32.36789
1..5EL2
.000000056789
5567

=25 .3999999
+333333833

To be able to represent real numbers efficiently, Pascal offers five different real
number types: Single, Real, Double, Extended, and Comp.

Real number types can also be called floating-point types. Additionally,
the Comp data type is a little unique. It is used to store extremely large
integers and doesn’t save a number’s fractional part.
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Table 2.5 illustrates the range of numbers the five real number data types can
represent.

Table 2.5 The Pascal real number types

Data type Range of values Size in bytes
Single 1.5E-45 to 3.4E+38 4
Real 29E-39t0 17E+38 6
| Double 5.0E-324 to 1.7E+308 8
| Extended 3.4E-4951 to 1.1E44932 10
Comp -9.2E+1810 9.2E+18 8

As with the integer types, Pascal’s real number types take a varying amount of
memory to store. Consequently, you should always try to use the smallest real
number type possible for a given task. Also like the integer types, calculations
are performed a lot faster on the smaller real number types than on the larger
real number types.

Table 2.6 shows the format for defining real number variables. As it illus-
trates, you can define more than one variable per statement by separating the
variable identifiers with commas. The following are some examples of real num-
ber variable definitions:

AccountBalance : Double;
degrees : Single;
Population : Comp;
CityBudget : Extended;
Credit, Debit : Real;
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Table 2.6 Defining a real number variable

Var
identifier : real number data type;
identifier, identifier : real number data type;
Where: v
identifier is the variable’s name.
real number data type is Single, Real, Double, Extended, or Comp.

As with their integer counterparts, Pascal supports real number typed constants.
Table 2.7 shows how real number typed constants are defined. Like the integer
typed constants, you can only define one constant per definition statement. The
following are some examples of typed real number constant definitions:

CashAccount : Double = -456.37;
WallHeight : Single = 32.33678;
degrees : Extended = .000000678;

Table 2.7 Defining a typed real number constant

Const \
identifier : real number data type = constant;
Where:
identifier is the constant’s name.
real number data type is Single, Real, Double, Extended, or Comp.
constant a constant value or expression.

To illustrate the use of Pascal’s real number data types, Listing 2.2 presents a
brief program, which defines a number of real number variables and constants
and displays their assigned values.
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Listing 2.2

{ 1ist2-2.pas - Define and display a variety of real
numbers }

program real_numbers;

{SE+} { Turbo Pascal 8087 Emulation Directive - Omit
Eor . QuieckPascals:}

{SN+}) { Turbo Pascal 8087 Directive - Omit For
QuickPascal } ;

const
single congt.q. sdngle. = 32.3;
real_const : real = -0.0000032;
double_const : double = 666.788888;
extended_const : extended = 999.999;

comp_const : comp = 32456789;

var
single_var : single;
réal. var ¢ teal;
double_var : double;
extended_var : extended;

comp_var : comp;

begin
single_var := -45.667;
real_var := 32.4568;
double_var := 10000.34%;
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Listing 2.2
extended_var := 55000.0003;
comp_var := -4567;
writeln(‘single_const =2 o gingle const) ;
writeln(‘real const St o peal const ) ;
writeln(‘double_const =, Jdouble const) ;
writeln(‘extended_const = ‘, extended_const);
writeln(‘comp_cont = i comp-congt):;
writeln(‘single_var = o single var) ;
writeln(‘real_var = ‘, real_var);
writeln(‘double_var = *,; «double-wvar) :
writeln(‘extended_var = ‘, extended_var);
writeln(‘comp_var = ‘, comp_var);

end.

Lesson 5: Boolean Data Types

Many expressions in a computer program return either a true or false result.
Unlike most other programming languages, Pascal provides a data type just for
handling true/false values. This predefined data type is known as the Boolean
data type. Because it represents only two logical values, true or false, the
Boolean data type always holds either a True value or a False value.

Table 2.8 illustrates the format for defining Boolean variables. As this table
illustrates, you can define more than one variable per statement by separating
the variable identifiers with commas. The following are some examples of
Boolean variable definitions:

Flag : Boolean;
IOResult : Boolean;

answerl, answer2 : Boolean;
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On_Off_Flag : Boolean;

Error_Flag : Boolean

Table 2.8 Defining a Boolean variable

As with integers and real numbers, typed Boolean constants can be defined with
Pascal. Table 2.9 illustrates how typed Boolean constants are defined. Like other
typed constants, you can only define one typed Boolean constant per definition
statement. The following are some examples of typed Boolean constant definitions:

Flag : Boolean = False;
True_Result : Boolean = True;

Not_On : Boolean = False;

Table 2.9 Defining a typed Boolean constant

To illustrate the use of Pascal’s Boolean data type, Listing 2.3 presents a brief
program, which defines a number of Boolean variables, constants and, displays
their assigned values.
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Listing 2.3
{ 1list2-3.pas - Define and display a variety of
booleans }
program booleans;
const
false_flag boolean = false;
not_on_flag boolean = false;
var
flag boolean;
ioresult boolean;
begin
flag := false;
ioresult := true;
writeln(‘false_flag = false_flag);
writeln(‘not_on_flag = hoton. flag);
writeln(‘flag = flagd
writeln(‘ioresult = ioresult)
end.

Lesson 6: Characters

Quite often the result of an action is a character of data. Some examples of
actions resulting in characters are keyboard input, display output, printer output,
and some forms of disk input/output. To properly deal with character data,
Pascal offers the Char data type. Table 2.10 illustrates the three forms of valid
Pascal character data. The following are some examples of character data:
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Table 2.10 Pascal character data representations

Table 2.11 shows the format for defining character variables. As this table illus-
trates, you can define more than one variable per statement by separating the
variable identifiers with commas. The following are some examples of character
variable definitions:
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Key : Char;

ReturnCode : Char;

First_Initial, Middle_Initial : Char;
DiskIO : Char;

PrinterCode : Char;

Table 2.11 Defining a character variable

As with Pascal’s other data types, Pascal supports typed character constants.
Table 2.12 illustrates how typed character constants are defined. Like other
typed constants, you can only define one constant per definition statement. The
following are some examples of typed character constant definitions:

CR : Char = AMj
PrinterCode : Char = ‘B’;
LF : Char = #10;
ErrorCode : Char = ‘E’;

Table 2.12 Defining a type character constant
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To illustrate the use of Pascal’s character data type, Listing 2.4 presents a brief
program, which defines a number of character variables and constants and dis-
plays their assigned values.

Listing 2.4

{ 1list2-4.pas - Define and display a variety of char-
acters )

program characters;

const
CR : char = *M;
LF : char = {10;

var
a..character ¢ char;
another_character : char;
begin
a.character ii= "a
another_character := ‘b’;
writeln(*‘CR —a L ERYE
writeln(‘LF = TR
writeln(‘a_character = ¢, d character);
writeln(‘another_character = ‘, another_character);

end.
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Lesson 7: Strings

Although all of the previously described Pascal data types are important, per-
haps the most important data a Pascal program is called upon to handle is string
data. Whether it’s a word processing program or just a simple utility program,
strings are by far the most prevalent type of computer data. To meet the needs
that string handling imposes upon a computer language, Pascal offers the String
data type. The following are some examples of string data:

‘This is a sample string’
‘This is another sample string’
‘This a more complex’#13#10’string.’

‘I**m-atstring, teol”

Note the use of the double apostrophe () in the last example. Because Pascal
strings are delimited (fancy word for surrounded) by apostrophes, you must use
a double apostrophe to signify an apostrophe inside of a string. Failure to use a
double apostrophe confuses the compiler into thinking the string is much
shorter than it really should be.

Table 2.13 illustrates the format for defining string variables. As this table
illustrates, you can define more than one variable per statement by separating
the variable identifiers with commas. Additionally, Table 2.13 shows that an
optional length can be specified for a string. If a length isn’t specified, the
defined string can be up to 255 characters in length. The following are some
examples of string variable definitions: ‘

Name : String[30];

City, State, Zip+s: String;
DisplaylLine : String[80];
Address ¢ ‘String[30];

Response : String;
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Table 2.13 Defining a string variable

Like all of the previously mentioned data types, Pascal supports typed string
constants. Table 2.14 illustrates how typed string constants are defined. As with
other typed constants, you can only define one typed constant per definition
statement. The following are some examples of typed string constant definitions:

name : String = ‘Jane Smith’;
city : String[30] = ‘Los Angeles’;
NV

State : String[2]
zipcode : String = ‘05501";

Table 2.14 Defining a typed string constant
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To illustrate the use of Pascal’s string data type, Listing 2.5 presents a brief pro-
gram that defines a number of character variables and constants and displays
their assigned values.

Listing 2.5

{ list2-5.pas - Define and display a variety of strings )

program strings;

const
name : string[20] = ‘John Doe’;
eity = stting = “Boston’;

var
state 4. string;

ZipCode : string(5];

begin
state := ‘MA’;
ZipCode := ‘00001’ ;
writeln(‘name = ‘, name); .
writeln(‘city = *, city):
writeln(‘state = ‘, state);
writeln(‘ZipCode = ‘, ZipCode);

end.
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Chapter

The Pascal Operators

In Chapter 2, you learned how data can be represented in a program by using
the Pascal programming language’s wide variety of predefined data types.
Unfortunately, just knowing how data is stored really isn’t all that useful. The
Pascal programmer must also know how to manipulate data. Consequently, this
chapter shows how data can be manipulated by using the Pascal operators.
. When combined with other variables and constants, the Pascal operators can be
used to build extremely powerful and useful expressions.

@
W
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Lesson 8: The Assignment Operator

As its name implies, the Pascal assignment operator (:=) assigns the result of an
expression to a variable or typed constant. Because of its extensive use in
Chapter Two’s programs, you should already be somewhat familiar with its
usage. Table 3.1 illustrates the use of the assignment operator. The following are
some examples of how the assignment operator is used:

flag := False;
count :Fheo@ntik 1;
key := ReadKey;

Name := FirstName + * * + MiddleInitial + ¢ ° +
LastName;

pi = 22 | 73

Table 3.1 The Pascal assignment operator

To illustrate the use of the Pascal assignment operator, Listing 3.1 displays a
brief program, which assigns values to a wide variety of variables.
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Listing 3.1
{ 1list3-1.pas - Demonstrate the use of the Pascal
assignment operator }
program assignment_operator;
var
count, number : integer;
flag : boolean;
Name : string;
begin
coyinttay= 1 ;
rounti=reount -+ 15
flag := False;
Name s4==*dpkn® 3 * =k 40 W BPuhTdes .
writeln(‘count = ‘, count);
writeln(‘flag = flag);
writeln(‘Name = ‘, Name);
end.

Lesson 9: The Unary Plus Operator

The Pascal unary plus operator (+) simply maintains the sign of an expression.
In other words, it doesn’t do a thing. This may seem to be a ludicrous statement,
but it’s quite true. The unary plus operator is simply ignored by Pascal and is
only included in the language definition to prevent the compiler from generating
unnecessary syntax errors. Table 3.2 illustrates the use of the unary plus opera-
tor. The following are some examples of the unary plus operator’s proper use:
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+count
+ 1234

+recordnumber

Table 3.2 The Pascal unary plus operator

Listing 3.2 displays a brief program that illustrates how the Pascal unary plus
operator is used in an actual program.

Listing 3.2

{ 1list3-2.pas - Demonstrate the use of the Pascal
unary plus operator }
program unary_plus_operator;
var

nl, n2 : integer;

rl : real;
begin

rl := +32.:333;

nl := =23;

n2 -=.+nl;

writeln(‘nl = “, nl);

writeln(‘n2 = “, n2);

writeln(‘rl = “, rl);
end.
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Lesson 10: The Unary Minus Operator

The Pascal unary minus operator (-) negates the value of an expression. If the
expression is negative, the unary minus operator makes it positive. If the expres-
sion is positive, the unary minus operator makes it negative. Table 3.3 illustrates
the use of the unary minus operator. The following are some examples of the
unary minus operator’s proper use:

-nl
-2.345678

-count

Table 3.3 The Pascal unary minus operator

Listing 3.3 displays a brief program that demonstrates how the Pascal unary
minus operator is used in an actual program.

Listing 3.3

{ 1ist3-3.pas - Demonstrate the use of the Pascal
unary minus operator }

program unary_minus_operator;
var
nl, n2 : integer;

]l : neals

begin
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Listing 3.3—Continued

£l ps w32 888

il “P=regan

n2 aa=sende

wiitelntonl =t Siad ) g
writeln(ing =%, n2)y

widtweln (el =0 Bl

end.

Lesson 11: The Addition Operator

The Pascal addition operator (+) adds two expressions together. Table 3.4 illus-
trates the use of the addition operator. The following are some examples of the
addition operator’s proper use:

1 +1

nl + 3
33.333 + 500
22 + n2

i+ 3

Table 3.4 The Pascal addition operator

Listing 3.4 displays a brief program that demonstrates how the Pascal addition
operator is used in an actual program.
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Listing 3.4
{ 1list3-4.pas - Demonstrate the use of the Pascal
addition operator }
program addition_operator;
var
nl, n2 : integer;
el <« realy
begin
rIs8s 839 A6+ 33/ + 0767
alio= i dees 5
N2 Pl tagn
wrigeleinl = * ,“nl) ;
weitalntme = *, nd);
weitelnilirl = ', £1);
end.

Lesson 12: The Subtraction Operator

The Pascal subtraction operator (-) subtracts the result of one expression from the
result of another expression. Table 3.5 illustrates the use of the subtraction opera-
tor. The following are some examples of the subtraction operator’s proper use:

2.,= 3

33,456 = 1.325
nl Fagrs g

55 = l-= 3
ol
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Table 3.5 The Pascal subtraction operator

Listing 3.5 displays a brief program that illustrates how the Pascal subtraction
operator is used in an actual program.

Listing 3.5
{ 1ist3-5.pas - Demonstrate the use of the Pascal sub-
traction operator }
program subtraction_operator;
var
nl, n2 : integer;
rl : real;
begin
rl := 32.4567 - 33 - 0.67;
nl := 1 - 45;
nZ ;= ml = 1;
widteln (S nl= ¢y nl)y
weitelat i nauer v n2):;
writdln(rel = 1)y
end.
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Lesson 13: The Multiplication Operator

The Pascal multiplication operator (*) multiplies the result of one expression by
the result of another expression. Table 3.6 illustrates the use of the multiplication
operator. The following are some examples of the multiplication operator’s
proper use:

T t.ipd

83.43 % 0.5

Table 3.6 The Pascal multiplication operator

Listing 3.6 displays a brief program that illustrates how the Pascal multiplication
operator is used in an actual program.

Listing 3.6

{ 1ist3-6.pas - Demonstrate the use of the Pascal mul-
tiplication operator }

program multiplication_operator;

var
nl, n2 : integer;

tl: i real;
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Listing 3.6—Continued

begin

£l - o=s QL ASB LR SN 0,

nl "= sk el

n?2 s=eenlsiamds

writeln(‘nl = *, nl);

writeln(‘n2 = “,.02);

writeln(‘rl = ¢, rl);
end.

Lesson 14: The Real Number Division Operator

The Pascal real number division operator (/) divides the result of one expression
by the result of another expression. As you will soon see, the Pascal division
operators are a little unique. All of the previously covered arithmetic operators
(+, -, and *) all return the same data type as the expressions they are applied to.
For example, the addition of two integer expressions returns an integer result.
The real number division operator differs from the other arithmetic operators by
always returning a real number result. It doesn’t matter whether the expressions
being divided are integers or real numbers. The calculated result is always
returned as a real number. Table 3.7 illustrates the use of the real number divi-
sion operator. The following are some examples of the real number division
operator’s proper use:

22 /7
15 / nil
x/ z/y
count / 2

15.333 / 2.1023
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Table 3.7 The Pascal real number division operator

Listing 3.7 displays a brief program that demonstrates how the Pascal real num-
ber division operator is used in an actual program.

Listing 3.7

{ 1ist3-7.pas - Demonstrate the use of the Pascal real
number division  operator }

‘program division_operator;

var
£l Tpegl;

begin
rl := 32.4567 / 27 [/ 0.5;
wilteln (S El =t Farl)

end.

Lesson 15: The Integer Division Operator

The Pascal integer division operator (div) divides the result of one integer
expression by the result of another integer expression. The integer division
operator always returns an integer result. Table 3.8 illustrates the use of the inte-
ger division operator. The following are some examples of the integer division
operator’s proper use:
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22 div 7

n div 3

x div y idiv.2
16 div 8

5555 diviml

Table 3.8 The Pascal integer division operator

integer expression div integer expression
‘Where: . .
~ integer expression s a valid Pascal integer expression.

Listing 3.8 displays a short program that demonstrates how the Pascal integer
division operator is used in an actual program.

Listing 3.8

{ 1ist3-8.pas - Demonstrate the use of the Pascal
integer division operator )}

program integer_division_operator;

var
nl, n2 : integer;
begin
nl := 3400 div 16;
n2 := nl div 3;
writeln(nlo=. 4y nl);
writeln(‘n2 = “, n2);

end.
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Lesson 16: The Remainder Operator

The Pascal remainder operator (mod) figures a remainder by dividing the result
of one integer expression by the result of another integer expression. The
remainder operator always returns an integer result. Table 3.9 illustrates the use
of the remainder operator. The following are some examples of the remainder
operator’s proper use:

_count mod 5
33 :mod/:2

45 mod n

x mod y mod z

nl mod n2

Table 3.9 The Pascal remainder operator

Listing 3.9 displays a brief program that illustrates how the Pascal remainder
operator is used in an actual program.

Listing 3.9

{ 1ist3-9.pas - Demonstrate the use of the Pascal
remainder operator }

program remainder_operator;

var

nl, n2 : integer;
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Listing 3.9—Continued
nl, n2 : integer;
begin
nl := 3400 mod 16;
n2 := nl mod 3;
writeln(‘nl = “; nl);
writeln(‘n2 = *, n2);
end.

Lesson 17: The Logical Negation Operator

The Pascal logical negation operator (not) negates the result of a Boolean
expression. If the Boolean expression is equal to True, the logical negation
operator makes it False. Otherwise, the logical negation operator returns a True
result for False Boolean expressions. Table 3.10 presents a truth table for the
logical negation operator. This table illustrates how the logical negation operator
performs its function.

Table 3.10 Logical negation truth table

Table 3.11 illustrates the use of the logical negation operator. The following are
some examples of the logical negation operator’s proper use:
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not flag
not False

not error_flag

Table 3.11 The Pascal logical negation operator

Listing 3.10 displays a brief program that illustrates how the Pascal logical nega-
tion operator is used by displaying a logical negation truth table.

Listing 3.10

{ 1ist3-10.pas - Demonstrate the Pascal logical nega-
tion operator }

program logical negation_operator;

begin

writeln(‘Logical Negation Truth Table’);

writeln(* "%
writeln(‘Value Value Result’);
writeln( ‘X Not X');
writeln(* ) §

writeln(‘True t oot True):
writeln(‘False ‘, not False);
writeln(* g S5

end.
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Lesson 18: The Logical And Operator

The Pascal logical and operator (and) compares two Boolean expressions and
returns a True result only if both of the Boolean expressions are equal to True.
Otherwise, the logical and operator returns a False result. Table 3.12 presents a
truth table for the logical and operator. This table illustrates how the logical and
operator performs its function.

Table 3.12 Logical and truth table

Table 3.13 illustrates the use of the logical and operator. The following are some
examples of the logical and operator’s proper usé:

flag and True
error and EndOfFile

keypressed and flag

Table 3.13 The Pascal logical and operator
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Listing 3.11 displays a short program that demonstrates how the Pascal logical
and operator is used by displaying a logical and truth table.

Listing 3.11

{ 1list3-11.pas - Demonstrate the Pascal logical and
operator }

program logical_and_operator;

begin
writeln(‘Logical And Truth Table’);
writeln(* 2D
writeln(‘Value Value Result’);
writeln(‘X Y X AND Y');
writeln(* *);
writeln(‘True True ‘, True and True);
writeln(‘True False ‘, True and False);
writeln(‘False True ‘, False and True);
writeln(‘False False ‘, False and False);
writeln(" LSE

end.

Lesson 19: The Logical Or Operator

The Pascal logical or operator (or) compares two Boolean expressions and
returns a True result if either of the Boolean expressions is equal to True.
Otherwise, the logical or operator returns a False result. Table 3.14 presents a
truth table for the logical or operator. This table illustrates how the logical or
operator performs its function.
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Table 3.14 Logical or truth table

Table 3.15 illustrates the use of the logical or operator. The following are some
examples of the logical or operator’s proper use:

flag or True
error or EndOfFile

keypressed or mouseclicked

Table 3.15 The Pascal logical or operator

Listing 3.12 displays a brief program that demonstrates how the Pascal logical or
operator is used by displaying a logical or truth table.

Listing 3.12

{ 1ist3-12.pas - Demonstrate the Pascal logical or
operator }

program logical_or_operator;




Chapter 3: The Pascal Operators

e 51

Listing 3.12—Continued

begin

writeln(‘Logical Or Truth Table’);

writeln(*
writeln(‘Value

writeln (‘X

Value

X

writeln(*
writeln( ‘True
writeln(‘True
writeln(‘False

writeln(‘False

D
True
False
True

False

*)s
Result’);
Ko=GR Y e

bt desar Peue)
. True or False);
- False ‘or Trie):

, False or False):

writeln(®

end.

S

Lesson 20: The Exclusive Or Operator

The Pascal exclusive or operator (xor) compares two Boolean expressions and
returns a True result if both of the Boolean expressions are different. Otherwise,
the exclusive or operator returns a False result. Table 3.16 presents a truth table
for the exclusive or operator. This table illustrates how the exclusive or operator

performs its function.

Table 3.16 Exclusive or truth table
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Table 3.17 illustrates the use of the exclusive or operator. The following are
some examples of the exclusive or operator’s proper use:

flag xor True
error xor False

keypressed xor mouseclicked

Table 3.17 The Pascal exclusive or operator

Listing 3.13 displays a short program that illustrates how the Pascal exclusive or
operator is used by displaying an exclusive or truth table.

Listing 3.13

{ 1ist3-13.pas - Demonstrate the Pascal exclusive or
operator }

program exclusive_or_operator;

begin
writeln(‘Exclusive Or Truth Table’);
writeln(* )
writeln(‘Value Value Result’);
writeln(‘X ¥ X XOR Y');
writeln(‘True True “oxTriie xor True)

.

writeln(‘True False .. True xor False):
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Listing 3.13—Continued
writeln(‘False True *, False xor True);
writeln(‘False False ‘, False xor False);
writeln(* s
end.

Lesson 21: The Bitwise Negation Operator

The Pascal bitwise negation operator (not) negates the result of an integer
expression. The bitwise negation operator performs its intended function by
inverting the value of each of an integer’s bits. If you are unfamiliar with the
term bit, Figure 3.01 should be of assistance. Each byte of memory (one charac-
ter of memory) is comprised of eight bits. Each bit either holds the value of 1 or
0. By simply inverting each of the integer expression’s bits, the bitwise negation
operator effectively negates the expression.

rhdEaaie
e ] x] x[x]

Bit ™% 2% .or Bit % 1
Bit * 2! or Bit * 2
BAthi¥ 9% gt Wiy i 4
BAt- %% 2% or BAgA* 8
Bit * 2% oF Bit. * 16
BRE ¥ 507 o iR =ty
Rt 008 G B ¥ 64
B 2T o Btk 108

Figure 3.01 A byte of bits

Table 3.18 displays a truth table for the bitwise negation operator. This table
illustrates how the bitwise negation operator performs its function.
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Table 3.18 Bitwise negation truth table

‘Table 3.19 displays the use of the bitwise negation operator. The following are
some examples of the bitwise negation operator’s proper use:

not mask
not pixels

not bit_mask

Table 3.19 The Pascal bitwise negation operator

Listing 3.14 displays a short program that illustrates how the Pascal bitwise nega-
tion operator is used by displaying a bitwise negation truth table.

Listing 3.14

{ 1ist3-14.pas - Demonstrate the Pascal bitwise nega-
tion operator )

program bitwise_negation_operator;

const
one = not O;

zero = not 1;
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Listing 3.14—Continued

begin
writeln(‘Bitwise Negation Truth Table’);
writeln(* "1
writeln(‘Value Value Result’);
writeln( ‘X hgE Xo)a
writeln(* =)t
writeln(*1 ‘. not onhe)
writeln(‘0 Y onet Eenn).
writeln(* il

end.

Lesson 22: The Bitwise And Operator

The Pascal bitwise and operator (and) compares two integer expressions and
returns the result of anding them bit-by-bit. Table 3.20 presents a truth table for
the bitwise and operator. This table illustrates how the bitwise and operator per-
forms its function.

Table 3.20 Bitwise and truth table
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Table 3.21 displays the use of the bitwise and operator. The following are some
examples of the bitwise and operator’s proper use:

value and BitMask
ShiftPressed and 1
Pixels and S$FO

Table 3.21 The Pascal bitwise and operator

Listing 3.15 presents a short program that demonstrates how the Pascal bitwise
and operator is used by displaying a bitwise and truth table.

Listing 3.15

{ 1ist3-15.pas - Demonstrate the Pascal bitwise and
operator }

program bitwise_and_operator;

begin
writeln(‘Bitwise And Truth Table’);
writeln(* . 53
writeln(‘Value Value Result’);
writeln (‘X X % and Y )

writeln(* o
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Listing 3.15—Continued
writeln(‘1 1 S atitand, 1)
writeln(“1 0 el andt0);
writeln (‘0 1 S t0nand 1)
writeln (‘0 0 Sre—and )
writeln(* )
end.

Lesson 23: The Bitwise Or Operator

The Pascal bitwise or operator (or) compares two integer expressions and
returns the result of oring them bit-by-bit. Table 3.22 presents a truth table for
the bitwise or operator. This table illustrates how the bitwise or operator per-
forms its function.

Table 3.22 Bitwise or truth table

Table 3.23 illustrates the use of the bitwise or operator. The following are some
examples of the bitwise or operator’s proper use:

pixel or 1
flags or mask

shiftmask or 2
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Table 3.23 The Pascal bitwise or operator

Listing 3.16 presents a short program that illustrates how the Pascal bitwise or
operator is used in an actual program by displaying a bitwise or truth table.

Listing 3.16

{ 1ist3-16.pas - Demonstrate the Pascal bitwise or
operator }

program bitwise_or_operator;

begin
writeln(‘Bitwise Or Truth Table’);
writeln(* ")
writeln(‘Value Value Result’);
writeln(‘X 2 X or Y
writeln(* s
writeln( ‘1 1 Rbee o a0
writeln(‘1 0 Ll or 0
writeln(‘0 1 oA emie)
writeln(*0 0 S0 BI85

writeln(* =03

end.
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Lesson 24: The Bitwise Exclusive Or Operator

The Pascal bitwise exclusive or operator (Xor) compares two integer expressions
and returns the result of xoring them bit-by-bit. Table 3.24 presents a truth table
for the bitwise exclusive or operator. This table illustrates how the bitwise exclu-
sive or operator performs its function.

Table 3.24 Bitwise exclusive or truth table

Table 3.25 illustrates the use of the bitwise exclusive or operator. The following
are some examples of the bitwise exclusive or operator’s proper use:

pixels xor $FF
ErrorFlag xor mask

ShiftFlag xor 1

Table 3.25 The Pascal bitwise exclusive or operator

Listing 3.17 presents a brief program that illustrates how the Pascal bitwise
exclusive or operator is used in an actual program by displaying a bitwise exclu-
sive or truth table.



60 @ teach yourself . . . Pascal

Listing 3.17

{ 1ist3-17.pas - Demonstrate the Pascal bitwise xor
operator }

program bitwise_xor_operator;

begin
writeln(‘Bitwise Xor Truth Table’);
writeln(* ‘ 2%
writeln(‘Value Value Result’);
writeln(‘X ¥ D 6 o il e S
writeln(® )
writeln(*1 1 il o a1y
writeln(‘1 0 T #0109 ;
writeln(‘0 1 0wl
writeln (0 0 0 xot 0);

writeln(* s

end.

Lesson 25: The Bitwise Shift Left Operator

The Pascal bitwise shift left operator (shl) shifts all of the bits in an integer
expression to the left by the number of places specified by another integer
expression. Essentially, the shift left operator multiplies an integer value two
times for every position to the left it is shifted. For example, the expression 4
shl 2 would have the same effect as the expression 4 * 4.

Table 3.26 illustrates the use of the shift left operator. The following are
some examples of the shift left operator’s proper use:
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mask shl 1
number shl count

4 shl :count

Table 3.26 The Pascal shift left operator

Listing 3.18 displays a short program that illustrates how the Pascal shift left
operator is used in an actual program.

Listing 3.18

{ 1ist3-18.pas - Demonstrate the Pascal bitwise shift
left operator }

program bitwise_shift_ left_operator;

var

nl, n2 : integer;

begin
nl := 4 shl 1:
n2 := nl shl 2;

writeln(‘nl ‘, nl);

Il

writeln(‘n2 ‘, n2);

end.
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Lesson 26: The Bitwise Shift Right Operator

The Pascal bitwise shift right operator (shr) shifts all of the bits in an integer
expression to the right by the number of places specified by another integer
expression. Essentially, the shift right operator divides an integer value two times
for every position to the right it is shifted. For example, the expression 63 shr 1
would have the same effect as the expression 63 div 2.

Table 3.27 illustrates the use of the shift right operator. The following are
some examples of the shift right operator’s proper use:

mask ~gsht 2
number shr count

45 shr times

Table 3.27 The Pascal shift right operator

Listing 3.19 displays a short program that illustrates how the Pascal shift right
operator is used in an actual program.
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Listing 3.19

{ 1ist3-19.pas - Demonstrate the Pascal bitwise shift
right operator }

program bitwise_shift_right_operator;

var
nl, n2 : integer;
begin
nl := 64 shr 1;
n2 = nl sht 2y
writeln(tnl = *, nl);
writelning = = .- 72}
end.

Lesson 27: The String Concatenation Operator

The Pascal string concatenation operator (+) is used to combine characters and
strings to form an even larger string. Table 2.28 illustrates the use of the string
concatenation operator. The following are some examples of the string concate-
nation operator’s proper use:

‘Washington’ + ‘D.C.°
#13 + String

FirstName + MiddleInitial + LastName
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Table 3.28 The Pascal string concatenation operator

Listing 3.20 displays a brief program that demonstrates how the Pascal string
concatenation operator is used in an actual program.

Listing 3.20

{ 1ist3-20.pas - Demonstrate the Pascal string con-
catenation operator }

program string concatenation_operator;

var
FirstName, Lastname, Name : string;

MiddleInitial : char;

begin
FirstName := ‘John’;
LastName := ‘Smith’;
MiddleIn

i
Name := FirstName + #32 + MiddleInitial + ‘. * +
LastName;

tial := *‘D";

writeln(‘Name = *‘, Name) ;

end.
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Lesson 28: The Equal To Operator

The Pascal equal to operator (=) compares two expressions to see if they are
equal in value. If the two expressions are equal in value, the equal to operator
returns a value of True. Otherwise, the equal to operator returns a value of
False to indicate that the two expression aren’t equal in value.

Table 3.29 illustrates the use of the equal to operator. The following are
some examples of the equal to operator’s proper use:

Flag = True
T A==l

15.0 = Diameter

Table 3.29 The Pascal equal to operator

Listing 3.21 displays a short program that illustrates how the Pascal equal to
operator is used in an actual program.

Listing 3.21

{ 1ist3-21.pas - Demonstrate the Pascal equal to oper-
ator |}

program equal_to_operator;

begin
writeln(‘l =1 is ¢, 1 = 1);
writeln(*“2 = 1. 48 *,.2 = 1);
writeln(*l = 2 48 *, 1 = 2);

end.
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Lesson 29: The Not Equal To Operator

The Pascal not equal to operator (<>) compares two expressions to see if they
are unequal in value. If the two expressions aren’t equal in value, the not equal
to operator returns a value of True. Otherwise, the not equal to operator returns
a value of False to indicate that the two expressions are equal in value.

Table 3.30 illustrates the use of the not equal to operator. The following are
some examples of the not equal to operator’s proper use:

Flag <> True
cotitie = <52
MouseButton <> Clicked

Table 3.30 The Pascal not equal to operator

Listing 3.22 displays a brief program that illustrates how the Pascal not equal to
operator is used in an actual program.

Listing 3.22

{ 1ist3-22.pas - Demonstrate the Pascal not equal to
operator )}

program not_equal_to_operator;

begin
writeln(‘1 <> 1 is *, 1 <> 1);
writeln(‘2 <> 1 is “, 2 <> 1);
writeln(‘1 <> 2 is *, 1 <> 2);

end.
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Lesson 30: The Greater Than Operator

The Pascal greater than operator (>) compares two expressions to see if the first
expression is greater than the second expression. If the first expression is greater
than the second expression, the greater than operator returns a value of True.
Otherwise, the greater than operator returns a value of False to indicate that the
first expression is less than or equal to the second expression.

Table 3.31 illustrates the use of the greater than operator. The following are
some examples of the greater than operator’s proper use:

o e
count » maximum

mouse_column > 80

Table 3.31 The Pascal greater than operator

Listing 3.23 displays a brief program that demonstrates how the Pascal greater
than operator is used in an actual program.

Listing 3.23

{ 1ist3-23.pas - Demonstrate the Pascal greater than

operator }

program greater_than_operator;

begin
writeln(‘1 > 1 dis “, 1 > 1);
writeln(‘2 > 1 dis “, 2 > 1);
writeln(‘1 > 2 is *“, 1 > 2);

end.
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Lesson 31: The Greater Than Or Equal To
Operator ‘

The Pascal greater than or equal to operator (>=) compares two expressions to
see if the first expression is greater than or equal to the second expression. If
the first expression is greater than or equal to the second expression, the greater
than or equal to operator returns a value of True. Otherwise, the greater than or
equal to operator returns a value of False to indicate that the first expression is
less than the second expression.

Table 3.32 illustrates the use of the greater than or equal to operator. The fol-
lowing are some examples of the greater than or equal to operator’s proper use:

count >= 55
DisplayRow >= 23
n >=>5

Table 3.32 The Pascal greater than or equal to operator

Listing 3.24 displays a short program that demonstrates how the Pascal greater
than or equal to operator is used in an actual program.
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Listing 3.24

{ 1ist3-24.pas - Demonstrate the Pascal greater than
or equal to operator |

program greater_than_or_equal to_operator;

begin
writelbn (1 o= 1 dg %, 1. 2= 1%
writeln (2 0= 1 d4g %, 2 p=_dY):
writeln(“l >= 2 &8 v, 8.2="2)"
end.

Lesson 32: The Less Than Operator

The Pascal less than operator (<) compares two expressions to see if the first
expression is less than the second expression. If the first expression is less than
the second expression, the less than operator returns a value of True.
Otherwise, the less than operator returns a value of False to indicate that the
first expression is greater than or equal to the second expression.

Table 3.33 illustrates the use of the less than operator. The following are
some examples of the less than operator’s proper use:

.
MouseRow < 0

courter, <55
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Table 3.33 The Pascal less than operator

Listing 3.25 displays a short program that illustrates how the Pascal less than
operator is used in an actual program.

Listing 3.25

{ 1ist3-25.pas - Demorstrate the Pascal less than

operator |

program less_than_operator;

begin
wedteln b lai 1 g S )
™ e o9 M B R R € R A
weiteln ("1 K12 Fg t. J.0C 27
end.

Lesson 33: The Less Than Or Equal To Operator

The Pascal less than or equal to operator (<=) compares two expressions to see if
the first expression is less than or equal to the second expression. If the first
expression is less than or equal to the second expression, the less than or equal
to operator returns a value of True. Otherwise, the less than or equal to opera-
tor returns a value of False to indicate that the first expression is greater than
the second expression.

Table 3.34 illustrates the use of the less than or equal to operator. The fol-
lowing are some examples of the less than or equal to operator’s proper use:
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count <= 5
DisplayColumn <= 78
n <=3

Table 3.34 The Pascal less than or equal to operator

Listing 3.26 displays a short program that demonstrates how the Pascal less than
or equal to operator is used in an actual program.

Listing 3.26

{ 1ist3-26.pas - Demonstrate the Pascal less than or

equal to operator }

program less_than_or_equal_to_operator;

begin
writeln(‘l1 <=1 dis “, 1 <= 1);
wedtaln (‘2 <= 1.ds *,.:2 <5 i);
WEFte V(21 o$Eng digeral 1 uge=-0) 5
end.

Lesson 34: Operator Precedence

How an expression with only one operator type is evaluated is pretty straightfor-
ward. For example, the expression 2 + 3 + 6 is evaluated in two separate steps.
First, the expression 2 + 3 is figured and returns a result of 5. Next, the 6 is
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added to the previous result. Accordingly, the expression returns a value of 11.
Seems pretty easy, doesn't it? Pascal simply evaluates expressions with all the
same operator type from left to right.

What if, for example, the expression 2 + 3 * 6 needed to be evaluated. If
Pascal was to evaluate the 2 + 3 portion of the expression first, the result would
be determined as follows:

2% 3 ™16
5 r46. TS0

But, what if Pascal evaluates the 3 * 6 portion of the expression first. The result
would be determined as follows:

I

2 +-3"*16
2 + 18 = 20

?

It's rather obvious that the two different methods for evaluating the expression
return vastly different results. To overcome these types of conflicts, the Pascal
programming language uses a set of rules called operator precedence to evaluate
expressions. Essentially, Pascal assigns a precedence level for each of its opera-
tors. When an expression is evaluated, the subexpression (one of the individual
expressions that make up a more complex expression) of the expression with
the highest precedence is evaluated first. The part of the expression with the
next highest precedence is evaluated second. This method continues until the
portion of the expression with the lowest precedence has been evaluated.

Table 3.35 illustrates the precedence levels Pascal assigns to its wide range
of operators. (Note that two of these operators, @ and in, haven’t been covered
yet. These operators are used with some of Pascal’s more advanced data types
and are covered later on in this book.) As Table 3.35 shows, some of the opera-
tors have equal levels of precedence. Whenever Pascal encounters two or more
subexpressions with operators of equal precedence, they are evaluated on a
strictly left to right basis.
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Table 3.35 The Pascal operator precedence levels

It is possible to override the Pascal precedence rules by simply surrounding a
subexpression with parentheses. Surrounding a subexpression with parentheses
tells Pascal to evaluate the subexpression first. For example, the expression 5 * 3
- 2 would be evaluated as follows using the normal Pascal precedence rules:

B e A g
13

"ail
v
|
N
Il

However, the expression 5 * (3 - 2) would be evaluated as follows by Pascal:

3% 43052
§: ¥ 1 . 5

Il
-

What if you had an expression with nested (one inside the other) parentheses
such as 150 div ((4 - 2) * 3)? Pascal would interpret such an expression by eval-
uating the inner most subexpression first. Thus, the expression 150 div ((4 - 2) *
3) would be evaluated as follows:

150 div ((& - 2) * 3)
150 div ( 2 * 3)
150 div 6

Il Il
ECIR

25

Listing 3.27 displays a short program that demonstrates how Pascal would evalu-
ate a variety of expressions.
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Listing 3.27

{ 1list3-27.pas - Demonstrate Pascal precedence rules }

program precedence;

begin
writeliilbals £l o= 7= )
writeln(‘l + g Rl s e 3 L)
writeln o0 div-((4 - 2).*.3) = 7°);
writeln(°150 div ( S S ¥ 3) = 9%
writeln(‘150 div P S L A S JER

DeEOecdg e G4 Fr 2y % -3 ) s

end.
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Chapter

Program Flow

As mentioned in Chapter 1, a Pascal program begins at the program’s main body
begin statement. Except when a procedure or function is called or a program
flow keyword is encountered, program execution continues from the top of the
program’s main body to the bottom. Eventually, execution ends when the pro-
gram reaches the main body’s end statement. This chapter introduces you to the
Pascal programming language’s program flow keywords and shows how they
are used in actual Pascal programs.

75



76 @ teach yourself . . . Pascal

Lesson 35: While Loops

The Pascal while keyword tells the program to continuously execute a state-
ment until a condition is no longer true. Table 4.1 illustrates how the while
keyword is used to construct a while loop. As this table shows, the statement to
be executed can be either a single program statement or a multi-statement

begin..end block.

Table 4.1 Thewbhile keyword

Listing 4.1 illustrates the use of the Pascal while keyword by displaying every
odd number between 100 and 200.
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Listing 4.1
{ list4-1.pas - Demonstrate the Pascal while keyword )
program while_loopl;
var
number : integer;
begin
number := 101;
while number < 201 do
begin
writeln(‘number = ‘, number) ;
number := number + 2;
end;
end.

To better understand how the while keyword works, let’s take a closer look at
Listing 4.1’s main program body.

number := 101;

assigns the value 101 to the integer variable number.

while number < 201 do

checks the value of number. If number is less than 201, the while statement is
executed. If number is greater than or equal to 201, the while statement is
ignored.

writeln(‘number = ‘, number);
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displays number’s current value.

number := number + 2;

increases the value of number to the next odd value. After executing this state-
ment, the program loops back to the while keyword.

At this point, you may be wondering what would happen if the while con-
dition is initially False. Quite simply, the while statement would never be exe-
cuted. For example, the following while loop would never be executed:

while False do

1 =4 %1

The initial condition is False. Consequently, the statement i = i + 1 will never be
executed.

Lesson 36: Repeat Loops

The Pascal repeat keyword is very similar to the while keyword. The only dif-
ference between the two is that the repeat keyword checks for a condition after
it executes its associated program statement. Therefore, a repeat loop is kind of
a backwards while loop. Table 4.2 illustrates how the repeat keyword is used
to construct a repeat loop. As this table illustrates, the repeat statement can be
either a single program statement or a multi-statement begin..end block.
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Table 4.2 Therepeat keyword

Listing 4.2 illustrates the use of the Pascal repeat keyword by displaying every
odd number between 100 and 200.
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Listing 4.2
{ list4-2.pas - Demonstrate the Pascal repeat keyword }
program repeat_loop;
var
number : integer;
begin
number := 101;
repeat
begin
writeln(‘number = ‘, number);
number := number + 2;
end;
until number > 199;
end.

To better understand how the repeat keyword works, let’s take a closer look at
Listing 4.2’s main program body.

number := 101;

assigns the value 101 to the integer variable number.

repeat

causes the next statement to be executed.

writeln(‘number = ‘, number);
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displays number’s current value.

number := number + 2;

increases the value of number to the next odd value.

until number > 199;

checks to see if the last odd value has been displayed. If the last odd value
hasn’t been displayed, program execution loops back to the repeat keyword.

You should note that a repeat loop is always executed at least once. As in
the above example, the repeat statement is executed before the condition is
checked; therefore, the statement is always executed at least once.

Lesson 37: For Loops

The Pascal for keyword is used to tell the program to execute a statement for a
set number of times. Table 4.3 illustrates how the for keyword is used to con-
struct a for loop.
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Table 4.3 The for keyword
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As Table 4.3 illustrates, the for statement assigns the value of an expression to a
variable. (Note that the expressions in a for statement must return an ordinal
result. Ordinal numbers are be covered in detail in a later chapter, but for now
just think of them as any integer.) If the to keyword is used in the for statement,
program execution continues by checking to see if the variable’s value is less
than or equal to the value of the for statement’s second expression. If the vari-
able’s value is less than or equal to the value of the second expression, the state-
ment after the do keyword is executed. After executing the do statement, the
variable is incremented (variable := variable + 1) and its contents are once again
checked against the result of the second expression.

If the downto keyword is used in the for statement, program execution
continues after the variable initialization by checking to see if the variable’s
value is greater than or equal to the value of the for statement’s second expres-
sion. If the variable’s value is greater than or equal to the value of the second
expression, the statement following the do keyword is executed next. After
executing the do statement, the variable is decremented (variable := variable -
1) and its contents are once again checked against the result of the second
expression.

Listing 4.3 illustrates the use of the Pascal for keyword by displaying every
number between 60 and 100 in ascending order.

Listing 4.3

{ list4-3.pas - Demonstrate an ascending for loop )

program ascending for;

var

cnt : integer;

begin
for ent =460 to 100 do

writeln(‘cnt = *, cnt);

end.
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Listing 4.4 illustrates a descending for loop by displaying every number between
60 and 100 in descending order.

Listing 4.4

{ list4-4.pas - Demonstrate a descending for loop }

program descending_for;

var

cnt : integer;

begin
for cnt := 100 downto 60 do
weiteln(‘ent =, -ent).:

end.

You should note that whenever the for variable’s initial value exceeds the value
of the second expression in a for..to..do combination or is smaller than the
value of the for..downto..do combination, the statement following the do is
never executed by the program. For example, neither the statement for i := 1 to
0 do or the statement for i := 0 downto 1 do would ever cause their associated
do statements to be executed.

Lesson 38: The Break Procedure

The break procedure is used to prematurely terminate out of a for, repeat, or
while loop. Listing 4.5 demonstrates how the Pascal break procedure can be
used to prematurely terminate a for loop.
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Listing 4.5

{ list4-5.pas - Demonstrate the break procedure }

program break_procedure;

var

cnt : integer;

begin
for ept i= T - to 180 do
begin
writeln Cleht = ' Sefit):
if ent' = 51 then
break;

end;

end.

Note that the above program displays the numbers 1 through 50, but it does not
display the numbers 51 through 100 because the break procedure terminates

the for loop as soon as cnt reaches a value of 50.

Lesson 39: The Continue Procedure

The continue procedure is used in a for, repeat, or while loop to force
program execution to start the loop’s next iteration. Listing 4.6 demonstrates
how the continue procedure can be used to prematurely force a loop to its

next iteration.
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Listing 4.6
{ list4-6.pas - Demonstrate the continue procedure }
program continue_procedure;
var
cnt : integer;
begin
for cnt := 1 to 100 do
begin
if cnt < 51 then
continue;
writeln(‘cnt = ‘, cnt);
end;
end.

Note how the continue procedure in the above program forces the program to
immediately continue with the next iteration if cnt is a value from 1 through 50.
Once cnt reaches 51, the program displays the values 51 through 100.

Lesson 40: If Statements

Many times a program has to do different things depending on a certain condi-
tion. To meet these conditional demands, the Pascal programming language is
equipped with a variety of decision-making statements. The simplest Pascal deci-
sion-making statement is the if..then statement. Table 4.4 illustrates how an
if..then statement is constructed.
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Table 4.4 The Pascalif..then statement

The logic behind a Pascal if..then statement is almost ridiculously simple. If the
Boolean expression following the if keyword is equal to True, then the pro-
gram statement following the then keyword is executed.

Listing 4.7 illustrates how an if statement is used in an actual Pascal pro-
gram.
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Listing 4.7
{ list4-7.pas - Demonstrate the Pascal if..then state-
ment |
program if_ then_demo;
var
number : integer;
begin
number := 1;
if number = 1 then
writeln(‘number is equal to 1°’);
if number = 0 then
writeln(‘number is equal to 02);
end.

Besides being able to perform an action if a condition is True, an if statement
can also perform another action if a condition is False by using an else clause.
Table 4.5 illustrates how an if..then..else statement is constructed.
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Table 4.5 The Pascalif..tben..else statement

As with an if..then statement, the logic behind an if..then..else statement is
extremely easy to understand. If the condition is True, then the program state-
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ment following the then keyword is executed, else the statement following the
else keyword is executed.

Listing 4.8 illustrates how an if..then..else statement is used in an actual Pascal
program.

Listing 4.8

{ 1list4-8.pas - Demonstrate the Pascal if..then..else
statement |}

program if_ then_else;

var
number : integer;
begin
number :=.1;
if number = 1 then

writeln(‘number is equal to 1°)

else
writeln(‘number isn’’t equal to 1’);
number := 0;
if number = 1 then
writeln(‘number is equal to 1°)
else

writeln( ‘numbetr ign” 't equal:to 1°);

end.
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Lesson 41: Case Statements

Although if..then and if..then..else statements are useful for performing actions
depending on a condition being either True or False, many situations arise in a
program that require any one of a variety of actions to be performed depending
on an ordinal expression’s value. To meet this requirement, the Pascal program-
ming language provides the case statement. Table 4.6 illustrates how a case
statement is constructed.

Table 4.6 The Pascal case statement

The case constants in a Pascal case statement can be either a single constant, a
group of constants, or a range of constants. If the value of the case statement’s
expression matches any of a constant group’s individual constants, the group’s
associated program statement are executed. Some examples of constant groups
are as follows:
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100101, -102
=95, 282, 8
36, 7F

If the value of the case statement’s expression falls anywhere within a range of
constants, the range’s associated program statement are executed. Some exam-
ples of constant ranges are as follows:

100..300
s HE
2000...100000

Table 4.6 also shows that Pascal supports else clauses in a case statement. As
with the if..then statement, else clauses in a case statement are strictly optional.
If used, their associated program statement are only executed if the case state-
ment’s expression doesn’t match any of the case constants. If an else clause isn’t
used and the case statement’s expression doesn’t match any of the case con-
stants, the whole case statement is ignored and program execution is continued
with the next program statement.

Listing 4.9 demonstrates how a case statement is used in an actual Pascal
program.
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Listing 4.9
{ 1ist4-9.pas - Demonstrate the Pascal case statement }
program case_statement;
var
number : Integer;
begin
number := 3;
case number of
1 : writeln(‘The number is a 1°);
2 : writeln(‘The number is a 2°’);
3..5 : writeln(‘The number is a 3, 4, or 5’);
7, 10 : writeln(‘The number is a 7 or 10’);
8 : writeln(‘The number is an 8’);
9 : writeln(‘The number is a 9’);
else
writeln(‘The number isn’’t between 1
and- 20"
end;
end.

Lesson 42: Goto Statements

If program execution must branch to a different part of a program without
regard for any condition, the Pascal programming language provides the goto
statement for performing such an unconditional jump. Table 4.7 illustrates how a
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Pascal goto statement is constructed. As this table shows, the goto statement
requires a label to tell it where it should branch to. A Pascal label is any series of
digits in the range of 0 to 9999. Optionally, an identifier can be used as a label.

Table 4.7 The Pascal goto statement

Today, the use of the goto statement is considered very poor programming
practice. Although the goto statement is necessary for some other languages
(i.e., BASIC), you can go your whole life without finding it necessary to use a
goto statement in a Pascal program. Perhaps its only acceptable use today is in
implementing critical error handling routines. You should always strive to write
your programs without using gotos.

Listing 4.10 presents a short program that demonstrates how a goto state-
ment is used in a Pascal program. '

Listing 4.10

{ 1list4-10.pas - Demonstrate the Pascal goto statement }

program goto_demo;

label 1;

begin
writeln(‘This line is executed’);
goto 1;

writeln(‘This line never is!’);

writeln(‘This line is executed too’);

end.
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Procedures and Functions

In most programs that you write, you will find that certain routines are used
repeatedly throughout a program. For example, the following short program
demonstrates how an if..then..else statement is used again and again through-
out a program to conditionally display messages.

95
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Listing 5.1
{ 1list5-1.pas - Display messages program }
program display_messages;
var
number : integer;
begin
number := 1;
if number = 1 then
writeln(‘number is equal to 1°)
else
writeln(‘number isn’’t equal to 1°');
number := 0;
if number = 1 then
writeln(‘number is equal to 1)
else
writeln(‘number isn’’t equal to 1');
end.

Lesson 43: Declaring Procedures and Functions

Instead of repeatedly writing the same conditional statement over and over,
wouldn’t it be nice to write it once and be able to use it anywhere in a program.
Fortunately, Pascal provides procedures and functions for just such a purpose.
Essentially, a procedure or a function is a program within a program. Not only
can it have its own body of program statements, a procedure or a function can
have its own variables, typed constants, and even its own procedures and func-
tions. Table 5.1 illustrates how a procedure is declared in a Pascal program and
Table 5.2 illustrates how a function is declared in a Pascal program.
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Table 5.1 A Pascal procedure declaration
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As both tables illustrate, a procedure or a function’s associated program state-
ments are enclosed in a begin..end statement block just like the program’s
main body. Tables 5.1 and 5.2 also show that procedures and functions can
have an optional parameter list. A procedure or function’s parameters are used
to pass values to the procedure or function. The following are some examples
of parameter lists:

(row, col : integer; message : string)
(x, y : integer)

(name : string)

Note in the above examples that the parameters are defined just like they would
be in a variable definition. Each data type is separated by a semicolon just like a
normal program statement. However, the final parameter declaration in a para-
meter list doesn’t require a semicolon.

To illustrate how a procedure is actually used in a Pascal program, Listing
5.2 presents a short program that performs exactly like the one in Listing 5.1.
Unlike the program in Listing 5.1, this newer version uses a procedure to replace
the multiple if..then..else statements.

Listing 5.2

{ 1list5-2.pas - Display messages program version 2}

program display_messages2;

procedure display(n : integer);
begin
if n = 1 then
writeln(‘The number is equal to 1°)
else

writeln(‘The number isn’’t equal to 1’);
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Listing 5.2—Continued
end;
var
number : integer;
begin
number := 1;
display (number) ;
number := 0;
display (number) ;
~end.

Although Listing 5.2 is a very simple example of how a procedure is used in a
Pascal program, it does illustrate a number of important points about using a
procedure or a function in a program. Let’s take a line-by-line look at both the
display procedure and the program’s main body.

procedure display(n : integer);

defines a procedure named display that has one integer argument identified by n.

begin

defines the start of display’s statement block.

if n = 1 then
writeln(‘The number is equal to 1°)
else

writeln(‘The number isn’’t equal to 1°);

displays the message The number is equal to 1 if argument n is equal to 1.
Otherwise, it displays the message The number isn’t equal to 1 if n isn’t equal to 1.
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end;

defines the end of display’s statement block.

begin

defines the start of the program’s main body.

number := 1;

assigns the value 1 to the integér variable number.

display (number) ;

calls the procedure display. Additionally, the value of the integer variable
number is passed as display’s one and only argument.

number := 0;

assigns the value 0 to the integer variable number.

display (number) ;

calls the procedure display. Additionally, the value of the integer variable
number is passed as display’s one and only argument.

end.

defines the end of the program’s main body.

Lesson 44: Function Return Values

Now that we've seen how a simple procedure is written, let’s take a look at how
a simple function is written. As Table 5.2 illustrated, a function declaration
requires that a return type be specified. For example, a function that returns an
integer value would be declared as returning an integer data type.
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Although declaring the function’s return type is a fairly simple task, it is not
so obvious how the function’s return value is actually returned to the calling
program. Fortunately for the Pascal programmer, a value is returned by simply
assigning the function’s return value to the function’s identifier. Essentially, the
function’s identifier acts like a variable with the data type defined as the func-
tion’s return type. For example, a function named intadd would return a value
of 2 to the calling program as follows:

intadd :=.2;

The above example clearly shows that returning a value to the calling program
requires nothing more than a simple assignment statement. To further illustrate
how a function is used in a Pascal program, Listing 5.3 presents a brief program,
which calls a simple function that multiplies a passed argument by 2 and returns
the result.

Listing 5.3

{ 1ist5-3.pas - Demonstrates Pascal functions )

program function_calls;

function times_two(n : integer) : integer;
begin
times_two :=n * 2;

end;

begin
writeln(times_two (4));
writeln(times_two(16));

end.




102 « teach yourself . . . Pascal

In order to fully understand how the above program performs its task, let’s
examine the times_two function and the program’s main body a line at a time.

function times_two(n : integer) : integer;

defines a function named times_two that has one integer argument identified
by n and returns an integer value.

begin
defines the start of times_two’s statement block.
times two: =Mh *.2;

multiplies argument n by 2 and assigns it to the function’s identifier times_two.

end;

defines the end of the times_two statement block.
begin

defines the start of the program’s main body.

writeln(times_two(4));

displays the result of multiplying 4 times 2.

writeln(times_two (16)) ;

displays the result of multiplying 16 times 2.

end.

defines the end of the program’s main body.
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Lesson 45: Forward Declarations

Let’'s suppose that you wanted to write a program with a procedure that calls
another procedure. Obviously, this would be a very common occurrence in a
Pascal program. Is there a special way you have to write such a program? As a
matter of fact, there is. You can choose to write your program using either one

of two methods. The easiest method is demonstrated below in Listing 5.4.

Listing 5.4

{ 1list5-4.pas - Demonstrate procedure calling proce-
dures )

program procedure_calling;

: procedure first;
begin
writeln(‘This is the first procedure.’);

end;

procedure second;
begin
firgts
writeln(‘This is the second procedure.’);

end;

begin
second;

end.
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As the above program illustrates, Pascal requires that a procedure that is called
by another procedure be defined before the procedure that calls it. What would
happen if the called procedure isn’t defined first? The simplest way to find out is
to enter the program in Listing 5.5 and to compile it.

Listing 5.5

{ 1ist5-5.pas - Demonstrate an incorrect declaration )}

program incorrect_declaration;

procedure second;
begin
firet;
writeln(‘This is the second procedure.’);

end;

procedure first;
begin
writeln(‘This is the first procedure.’);

end;

begin
second;

end.

With the exception of defining procedure second before procedure first, the
above program is the same program that was presented in Listing 5.4. If you
took the time to actually enter and compile the above program, you were
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informed that the first identifier in procedure second is an unknown identi-
fier. Why is first an unknown identifier? Simply because it has no meaning in
the program yet. Without defining procedure first before procedure second,
the Pascal compiler has no way of knowing just what the identifier first repre-
sents. As far as the compiler is concerned, first could be a variable, a con-
stant, or just about anything else a Pascal identifier is used for. So obviously,
the compiler has to abort the compilation process and return the rather disap-
pointing error message.

Fortunately for the Pascal programmer, there is a way around having to
define a called procedure or function before the calling procedure or function.
The method used to perform this trick is called a forward declaration. Table 5.3
displays how a forward declaration is made. As this table show, a forward decla-
ration is created by following a procedure or function head with the keyword
forward. Once this has been done, any other procedure or function is able to
call the forward declaration’s associated procedure or function.

Table 5.3 A forward declaration

procedure name(parameter list) ; forward;
or
function name(parameter list) : return type; forward;

Where:
name is the procedure’s or function’s identifier.
return type is a previously defined data type.

parameter list is a list of arguments to be passed by the
procedure or function.

Listing 5.6 illustrates a short program, which demonstrates how the program in
Listing 5.5 could be correctly rewritten by adding a forward declaration before
procedure second.
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Listing 5.6

{ 1ist5-6.pas - Demonstrate a forward declaration ]

program forward_declaration;

procedure first; forward;

procedure second;
begin
tirEts
writeln(‘This is the second procedure.’);

end;

procedure first;
begin
writeln(‘This is the first procedure.’);

end;

begin
second;

end.

Lesson 46: Local Variables

As it was stated earlier in this chapter, a Pascal procedure or function can have ]
its own variables. These procedure and function variables are called local vari-
ables. They are called local variables because they can only be used inside of
the procedure or function. The reason for this is something called scope, which
is covered in the next lesson. Table 5.4 illustrates how variables are defined in a
procedure or function.
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Table 5.4 Procedure and function variables

As Table 5.4 illustrates, the variable declarations are placed right in between the
procedure or function’s head and its associated body. Typed constants can also
be declared in a procedure or a function by using this same method. Listing 5.7
presents a short program that demonstrates how local variables are used in an
actual Pascal program.
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Listing 5.7

{ 1ist5-7.pas - Demonstrate local variables }

program local_variables;

procedure count;
var

i : integer;

while i < 11 do
begin
writeln (i) ;
o S5 U i O i
end;

end;

begin
count;
count;

end.

What does the above program do? It simply uses the local variable i to count
from 1 to 10 each time the procedure count is called.

Listing 5.8 presents a short program that demonstrates how typed constants
are used in an actual Pascal program.
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Listing 5.8

{ 1ist5-8.pas - Demonstrate local typed constants }

program local_typed_constants;

procedure count;
const

i integert =1

begin
writeln (i) ;
i, g=-i 1%

_ end;

begin
count;
count;

end.

The above program demonstrates a rather interesting fact about typed constants.
Always remember that typed constants retain their value until the program fin-
ishes executing. Thus, the first time the procedure count is called it displays a
value of 1 for the typed constant i. Furthermore, count displays a value of 2 the
second time it is called, a value of 3 the third time it is called, and so on.

Although the above program demonstrates how a typed constant retains its
value between procedure and function calls, you may be wondering what hap-
pens with a procedure’s or a function’s variables between function calls. Like a
typed constant, do they still retain there values? Simply put, no. Like a variable
in the main program, a local variable is undefined at the start of the procedure
or function call. Listing 5.9 presents a short program that demonstrates how a
local variable is in an undefined state at the start of procedure call. With the
single exception of declaring i as a variable instead of a typed constant, this
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program is the same as the one presented in Listing 5.8. However, this simple
change clearly reflects how a local variable is considered undefined each and
every time a procedure or a function is called.

Listing 5.9

{ 1ist5-9.pas - Demonstrate how variables are undefined }

program undefined;

procedure count;
var

i : integer;

begin
writeln (i) ;
s MR o I R

end;

begin
count;
count;

end.

Lesson 47: Scope

In the previous lesson, it was mentioned that procedure and function variables
are called local variables because of something called scope. In this lesson, we
look at how a variable’s scope affects what parts of a program can access it. As
you already know, procedure and function variables are called local variables.
The term local variable makes sense when you consider that only the variable’s
procedure or function can access them. Thus, all procedure and function vari-
ables are said to have local scope.
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But what about the variables that are defined outside of a procedure or
function? Any variable that is defined outside of a procedure or a function is
called a global variable. Essentially, a global variable can be accessed by any
procedure, function, or parts of the program’s main body that follows its declara-
tion. Listing 5.10 presents a brief program that demonstrates how a variable with
global scope can be accessed by a procedure.

Listing 5.10

{ 1ist5-10.pas - Demonstrate global scope }

program global_scope;

var

i : integer;

procedure display_i;
begin

writeln(i);

B Sl ke 1

end;

begin
i 3= 1;
display_i;
writeln(i);

end.

Not only does the procedure in Listing 5.10 display_i display global variable i's
value, it increments i before returning to the program’s main body. After execu-
tion is returned to the program’s main body, i's new value is displayed.
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But wait a second, what if a procedure or a function had a local variable
named i in addition to a global variable i? Not only is a situation like this apt to
arise in a program, it is a fairly common occurrence in most programs. So how
does a procedure or function know which i to choose from? Quite simply, the
procedure or function always uses its local variable i. This concept of a proce-
dure or function picking a variable with local scope is clearly demonstrated by

the program presented in Listing 5.11.

Listing 5.11

{ list5-11.pas - Demonstrate global vs. local scope }

program global_vs_local_scope;

var

i : integer;

procedure display_i;

var
i : integer;
begin
i @= 999;
writeln(di);
i g= 4 + LUy
end;
begin
i w= 1
display_i;

writeln(4i);

end.
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The above program illustrates that the procedure display_i has no effect what-
soever on the global variable i. It simply displays its own local variable i, need-
lessly increments the local variable i, and returns to the program’s main body.
When execution is returned to the program’s main body, the global variable i is
displayed to demonstrate that it hasn’t been changed.

Lesson 48: Arguments

In the previous lessons, we have seen that arguments (or parameters) can be
passed to either a procedure or a function. Normally, an argument is passed by
valu?. In stating that an argument is passed by value, it simply means that the
argument’s value is passed to the function. This may all seem rather obvious, but
it is an important point to make. Take the short program in Listing 5.12 for
example. This program passes global variable n’s value to the procedure count.
Once it is passed to the procedure, the argument’s value is displayed and decre-
mented over and over until it is less than zero. Note that upon return from pro-
cedure count, global variable n’s value is displayed to prove that it hasn’t been
changed at all by the procedure.

Listing 5.12

{ 1ist5-12.pas - Demonstrate passing by value }

program pass_by_value;

var

n : integer;

procedure count(number : integer);
begin
repeat
writeln(number) ;

number := number - 1;
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Listing 5.12—Continued
until number < 0;
end;
begin
n = 10;
count(n) ;
writeln(n);
end.

Although passing by value is probably the most commonly used method Pascal
programmers employ when passing arguments, Pascal offers another method for
passing arguments called passing by reference. Arguments are passed by refer-
ence by simply placing the var keyword before the argument declaration in the
procedure or function head. The following are some examples of pass by refer-
ence argument declarations:

var row, col : integer;

var account : real;

Passing an argument by reference actually passes the argument’s memory loca-
tion and not its value. With the argument’s memory location at its disposal, the
procedure or function is able to directly access and modify the passed argument.
Because the procedure or function needs the argument’s actual location in mem-
ory, an expression can’t be passed by reference. In fact, it wouldn’'t make any
sense to pass an expression by reference anyway. Why would you ever want to
modify the value of an expression that lies outside of the procedure or function?
Once its value has been passed to the procedure or function, the expression
serves no useful purpose. So remember to always pass expressions by value.

To illustrate how an argument is passed by reference, Listing 5.13 presents a
modified version of the program that was presented in Listing 5.12. Unlike the
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previous version of the program, this modified version passes the procedure
count’s argument number by reference. This results in global variable n’s value
being modified by procedure count. Upon return from the procedure count,
global variable n has a value of -1 and not the value of 10 that it had with the
previous version of the program.

Listing 5.13

{ 1ist5-13.pas - Demonstrate passing by reference }

program pass_by_reference;

var
n : integer;
procedure count(var number : integer);
begin
repeat
writeln (number) ;
number := number - 1;
until number < 0;
end;
begin
s T
count (n) ;

writeln(n);

end.




116 « reach yourself . . . Pascal

Lesson 49: Nested Procedures and Functions

Besides being able to have their own variables, a Pascal procedure or function
can also have their own procedures and functions. The easiest way to imagine ;
how a procedure or function can have its own procedures and functions is to
think of the Pascal program as nothing more than an extra large procedure.
Within that big procedure you can define other procedures and functions. Table
5.5 illustrates how a procedure or a function can have their own procedures and
functions.

Table 5.5 Nested Pascal procedures and functions

Listing 5.14 presents a brief program that demonstrates how a function can be
nested in a procedure.
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Listing 5.14
{ 1list5-14.pas - Demonstrate nested procedures and
functions }
program nested_p_and_f°;
procedure display(n : integer);
var
i : integer;
function addone(n : dinteger) : integer;
begin
addone := n + 1;
end;
begin
for 1 = 1 to 10 do
begin
writeln(n);
n := addone(n);
end;
end;
begin
display(1);
end.

Essentially, the above program displays a number, adds one to it, and repeats the
process nine more times. When studying this program, you should remember to
use the analogy that a Pascal program is nothing more than a big procedure or
conversely a procedure is nothing more than a miniature program. Keeping that
in mind makes writing your own nested procedures and functions a snap.



118 « reach yourself . . . Pascal

To write your own nested procedures and functions correctly, you must also
understand how Pascal’s scope rules apply to procedures and functions. Like a
procedure or a function’s local variables, a nested procedure or function is local
to the procedure or function it is defined in. The program in Listing 5.15 demon-
strates how the Pascal scope rules work by defining two functions with the same
name. Because of the scope rules, the function addone inside of the procedure
display is called and not the global function addone.

Listing 5.15

{ 1ist5-15.pas - Demonstrate procedure and function }

program p_and_f_ scope;

function addone(n : integer) : integer;
begin
addone := n + 101;

end;

procedure display(n : integer);
var

i : integer;

function addone(n : integer) : integer;
begin
addone :=n + 1;
end;
begin
for .1 1= 130,10 ..do
begin

writeln(n);
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Listing 5.15—Continued
n := addone(n);
end;
end;
begin
display(1);
end.

Lesson 50: Recursion

Before we leave this chapter on procedures and functions, we have to explore
one last feature that Pascal procedures and functions possess. This feature is
called recursion and allows a Pascal procedure or function to call itself repeat-
edly. Although this may not seem to be such an important feature, recursion can
greatly simplify writing some of the most important computer programming rou-
tines (i.e., quick sort, b-trees, etc.).

Listing 5.16 displays a short program that demonstrates how a Pascal proce-
dure can recursively call itself.
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Listing 5.16

{ 1ist5-16.pas - Demonstrate recursion }

program recursion;

procedure count(n : integer);
begin

writeln(n);

il R .

if n >= 0 then

count(n) ;
end;
begin
count (20) ;
end.

Although the above program is really quite simple, let’s take a detailed look at
how the procedure count is used to count backwards from a passed argument.

begin
defines the start of the procedure count’s body.

writeln(n);

displays the integer argument n’s value.

decrements n’s value.
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if n >= 0 then

count (n) ;

checks argument n’s value to see if it’s still greater than or equal to 0. If it is
still greater than or equal to zero, count calls itself with n’s new value for its
argument.

end;

defines the end of the procedure count’s body.

You are probably thinking at this point, “Couldn’t this routine be done much
easier using a simple loop?” Well yes, it could be. However, as I previously
stated there are a number of important computer programming routines that are
much easier to write using recursion than with more traditional programming
methods. Consequently, it is essential for all Pascal programmers to understand
how recursion works.
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Chapter

User-Defined Data Types

In Chapter 2, you learned what Pascal’s standard data types are and how they
are used. This chapter gives you a whole new way of looking at program data.
That's because this chapter shows how the Pascal programmer can define his
own data types. One of Pascal’s main advantages over other programming lan-
guages is this ability that allows the programmer to define his own data types.
Therefore, the Pascal programmer must be well versed in how user-defined data
types are created.

123
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Lesson 51: Enumerated Data Types

The first of the user-defined data types we look at in this chapter are called enu-
merated data types. Essentially, an enumerated data type is constructed from a
list of unique identifiers. Each of the enumerated data type’s identifiers are
assigned a value of 0 to n. Where n represents the number of identifiers minus
one. For example, an enumerated data type with 10 identifiers would have
assigned values of 0 to 9. Table 6.1 illustrates how an enumerated data type is
defined.

Table 6.1 Defining a Pascal enumerated data type

Note in Table 6.1, that an enumerated data type definition follows the type key-
word. Some examples of enumerated data type declarations are as follows:

suit = (clubs, spades, hearts, diamonds) ;

computers = (IBM, Apple, Tandy, Commodore, Acer, Dell);

Listing 6.1 illustrates a short program that demonstrates how an enumerated data
type is used in an actual Pascal program.
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Listing 6.1

{ 1ist6-1.pas - Demonstrate enumerated data types }

program enum_data;

type
computers = (IBM, Apple, Tandy, Commodore, Other);
var
Jim, David : computers;
procedure display_brand(brand : computers) ;
begin
‘ case brand of
IBM:
writeln(‘ has an IBM’);
Apple:
writeln(* has an Apple’);
Tandy:
writeln(‘ has a Tandy’);
Commodore:
writeln(‘ has a Commodore’);
else

writeln(‘ doesn’’t have an IBM,
Apple, Tandy, or Commodore’);

end

end;
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Listing 6.1—Contimued

begin

Jim 7= EBM*

TN, A B Ay Dot son 21 b 0 o AA- ) W 4 o L o

David := Other;
write(*Jim’);
display_brand (Jim) ;
write(‘David’);
display_brand(David);

end.

Lesson 52: The Dec Procedure

To allow programmers to easily handle enumerated data types or any other ordi-
nal data types (data types that can only be expressed as a series of whole num- _
bers: integers, characters, etc.), the Pascal programming language comes i
equipped with a variety of ordinal related procedures and functions. The first

ordinal procedure we study is the dec procedure. The Pascal dec procedure
simply subtracts one from an ordinal variable’s value. Table 6.2 displays how the
Pascal dec procedure is used.

Table 6.2 The Pascal dec procedure

Listing 6.2 presents a brief program that demonstrates how the Pascal dec proce-
dure is used in an actual program.
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Listing 6.2

{ 1list6-2.pas - Demonstrate the Pascal dec function }

program dec_demo;

type
cards = (clubs, diamonds, spades, hearts);

procedure display_suit(card : cards);
begin
case card of
clubs:
writeln(‘The card is a club’);
diamonds:
writeln(‘The card is a diamond’);
spades:
writeln(‘The card is a spade’);
hearts:

writeln(‘The card is a heart’);

end;
end; °
var

cl%y ‘edrds;
begin

cl := hearts;

digplay suit(cl);
dec(cl);
display_suit(cl);

end.
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Lesson 53: The Inc Procedure

In the last lesson, you learned that the Pascal dec procedure subtracts one
from an ordinal variable’s value. Conversely, the Pascal inc procedure adds
one to an ordinal variable’s value. Table 6.3 illustrates how the Pascal inc pro-
cedure is used. '

Table 6.3 The Pascalinc procedure

Listing 6.3 displays a short program that demonstrates how the Pascal inc proce-
dure is used in an actual program.

Listing 6.3

{ 1ist6-3.pas - Demonstrate the Pascal inc function }

program inc_demo;

type
cards = (clubs, diamonds, spades, hearts);

procedure display_suit(card : cards);
begin
case card of
elubs:
writeln(‘The card is a club’);
diamonds:

writeln(‘The card is a diamond’):
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Listing 6.3—Continued
spades:
writeln(‘The card is a spade’);
hearts:
writeln(‘The card is a heart’);
end;
end;
var
cli .z cards:
begin
' ¢l = elibs;
display_suit(cl);
inc(ecl);
display_suit(cl);
end.

Lesson 54: The Pred Function

The Pascal pred function returns the value of an ordinal expression minus one.
Table 6.4 illustrates how the Pascal pred function is used.

Table 6.4 The Pascal pred function

Listing 6.4 displays a short program that shows how the pred function is used in
an actual Pascal program.
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Listing 6.4
{ 1list6-4.pas - Demonstrate the Pascal pred function }
program pred_demo;
type
cards = (clubs, diamonds, spades, hearts);
procedure display_suit(card : cards);
begin
case card of
elubss:
writeln(‘The card is a club’);
diamonds:
writeln(‘The card is a diamond’);
spades:
writeln(‘The card is a spade’);
hearts:
writeln(‘The card is a heart’);
end;
end;
var
cl : cards;
begin
cl := hearts;
display_suit(cl);
display_suit(pred(cl));
end.
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Lesson 55: The Succ Function

Pascal provides both a dec and an inc procedure, Pascal also offers a compli-
ment to the pred function called the succ function. Essentially, the Pascal succ
function returns the value of an ordinal expression plus one. Table 6.5 illustrates
how the Pascal succ function is used.

Table 6.5 The Pascal succ function

Listing 6.5 displays a brief program that shows how the succ function is used in
an actual Pascal program.

Listing 6.5

{ 1list6-5.pas - Demonstrate the Pascal succ function }

program succ_demo;

type
cards = (clubs, diamonds, spades, hearts);

procedure display_suit(card : cards);
begin
case card of
clubs:
writeln(‘The card is a club’);
diamonds:

writeln(‘The card is a diamond’);
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Listing 6.5—Continued

spades:
writeln(‘The card is a spade’);
hearts:
writeln(‘The card is a heart’);
end;
end;
var
el eardsy
begin
cl := clubs;
display_suit(cl);
display_suit(succ(cl));
end.

Lesson 56: Subranges

Many times the Pascal programmer wants to limit a data type’s range of values.
For example, a data value representing the months of a year would only need
values in the range of 1 to 12. Fortunately for the Pascal programmer, Pascal
allows the programmer to define new data types by using a subrange of another
previously defined ordinal data type. Therefore, the Pascal programmer can con-
struct subrange data types from integers, characters, or enumerations. Table 6.6
illustrates how a subrange data type is defined.
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Table 6.6 Defining a subrange data type

The following are some examples of valid integer and character subrange data
type definitions:

rows = 1,:25;
‘columns = 1..80;
dice = 1..6;
mongh =1, . 123

day = F..3L;
numeric = ‘0’..’9";
control = #0..#31;

extended = #128..4#255;

To define an enumerated subrange, you must define the enumerated data type
first. For example, the following enumerated subranges could be defined from
the enumerated data type computer = (IBM, Tandy, Dell, Commodore,
Apple);:

ibm_and_compats = IBM..Dell;

non_ibm = Commodore..Apple;

Listing 6.6 displays a brief program that demonstrates how subranges are used in
an actual Pascal program.
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Listing 6.6
{ 1ist6-6.pas - Demonstrate Pascal subrange data types |}
program subranges;
type
dice =l 268
var
diel, die2 : dice;
begin
randomize;
repeat
diel := random(6) + 1;
die2 := random(6) + 1;
writeln(‘diel = ¢, diel);
writeln(‘die2 = ¢, die2);
until diel = die2;
end.

Essentially, the above program creates a subrange data type that can represent
all of the legal values on a die. The program demonstrates this data type by
assigning randomly generated rolls until two dice variables are equal. In other
words, the program will keep rolling the dice until doubles come up.

Lesson 57: Sets

Many Pascal programs require handling data that doesn’t seem to have a particu-
lar order to it. To deal with such unordered data, the Pascal programming lan-
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guage provides a user-defined data type called a set. A Pascal set is made up of
either all of the members of an ordinal data type or a subrange of an ordinal
data type. Furthermore, a Pascal set cannot represent more than 256 distinct val-
ues. Consequently, only subranges can be used to define sets of Words,
Integers, and Longlnts. Table 6.7 illustrates how a Pascal set is defined.

Table 6.7 Defining a Pascal set

The following are some examples of valid Pascal set definitions:
digits = get of wO NG
logical = set of boolean;

lower_case = set of ‘a’..’z’;

Table 6.8 Set assignments
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Table 6.8 shows how values are assigned to set variables and typed constants.
The following are some examples of valid Pascal set assignment statements:

vowels := [*“A*, “E’, ‘I*, *‘0', ‘U’);
seta := [1, 4, 6, 7, 9, 10];
setb := [1, 4, 5...9, 100, 201];

To deal with sets, the Pascal programming language provides a variety of set
related operators. The remainder of this chapter is devoted to studying how
these Pascal set operators function.

Lesson 58: The Set Equal To Operator

Like the normal Pascal equal to operator, the set equal to operator (=) compares
two set expressions to see if they are equal. If the two set expressions are equal,
the set equal to operator returns a value of True. Otherwise, the set equal to
operator returns value of False to indicate that the two expressions aren’t equal.
Table 6.9 illustrates the use of the set equal to operator.

Table 6.9 The Pascal set equal to operator

Listing 6.7 displays a short program that illustrates how the Pascal set equal to
operator is used in an actual program.




Chapter 6: User-Defined Data Types 137

Listing 6.7
{ 1ist6-7.pas - Demonstrate the Pascal set equals
operator }
program set_equals;
type
characters = set of char;
var
setl, set2, set3 : characters;
begin
setl = [*a’..,%g%l4
set2 := [*A’..’'Z']);:
getd = getl;
writeln(‘setl = set2 is ¢, setl = set2);
writeln(‘setl = set3 is ‘, setl = sget3);
end.

Lesson 59: The Set Not Equal To Operator

The Pascal set not equal to operator (<>) compares two set expressions to see if
they are unequal in value. If the two set expressions aren’t equal in value, the
set not equal to operator returns a value of True. Otherwise, the set not equal to
operator returns a value of False to indicate that the two set expressions are
equal in value. Table 6.10 illustrates the use of the set not equal to operator.
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Table 6.10 The Pascal set not equal to operator

Listing 6.8 displays a brief program that illustrates how the Pascal set not equal
to operator is used in an actual program.

Listing 6.8

{ 1ist6-8.pas - Demonstrate the Pascal set does not ,
equal operator } %

program set_do_not_equal;

type g
characters = set of char; 3
var |
setl, set2, set3 : characters;
begin
setl := [‘a’..’z"];
get2 = [‘A’.."Z"]4
set3 := setl;
writeln(‘setl <> set2 is ‘, setl <> set2);
writeln(‘setl <> set3 is *, setl <> set3);

end.
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Lesson 60: The Set Less Than Or Equal To
Operator

The Pascal set less than or equal to operator (<=) compares two set expressions
to see if all of the elements of the first set expression are in the second set
expression. If the first set expression is less than or equal to the second set
expression, the set less than or equal to operator returns a value of True.
Otherwise, the set less than or equal to operator returns a value of False to
indicate that the first set expression has element(s) that aren’t contained in the
second set expression. Table 6.11 illustrates the use of the set less than or equal
to operator.

Table 6.11 The Pascal set less than or equal to operator

Listing 6.9 displays a short program that demonstrates how the Pascal set less
than or equal to operator is used in an actual program.

Listing 6.9

{ 1ist6-9.pas - Demonstrate the Pascal set less than
or equal to operator }

program set_less_than_or_equal;

type

characters = set of char;

var

setl, set2, set3 : characters;
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Listing 6.9—Continued

begin

setls i nitart R S g

setZiaims A s il
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writeln(‘set2 <= setl is *‘, set2 <= getl);

writeln(‘set3 <= setl is ‘, set3 <= getl);
end.

Lesson 61: The Set Greater Than Or Equal To
Operator

The Pascal set greater than or equal to operator (>=) compares two set expres-
sions to see if all of the elements of the second set expression are in the first set
expression. If the first set expression has at least all of the elements contained in
the second set expression, the set greater than or equal to operator returns a
value of True. Otherwise, the set greater than or equal to operator returns a
value of False to indicate that the first set expression doesn’t have all of the ele-
ments found in the second set expression. Table 6.12 illustrates the use of the
set greater than or equal to operator.

Table 6.12 The Pascal set greater than or equal to operator

Listing 6.10 display a brief program that demonstrates how the Pascal set greater
than or equal to operator is used in an actual program.
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Listing 6.10

{ 1ist6-10.pas - Demonstrate the Pascal set greater
than or equal to operator }
program set_greater_than_or_equal;
type
characters = set of char;
var
setl, set2, set3 : characters;
begin
el i A alr ety RAT L T
set2 := [‘A’..’Z’];
set3 := [‘a’..’z’, #13];
writeln(‘set2 >= sgetl is °*, set2 <= setl);
writeln(‘set3 »>= setl isg *, - sek3 <= .setl);
end.

Lesson 62: The Set In Operator

The Pascal in operator tests to see if the result of an ordinal expression is an
element of a set expression. If the ordinal value is contained in the set, the in
operator returns a value of True. Otherwise, the in operator returns a value of
False to indicate that the ordinal value isn’t an element of the set. Table 6.13
illustrates the use of the in operator.
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Table 6.13 The Pascalin operator

Listing 6.11 displays a brief program that illustrates how the Pascal in operator is
used in an actual program.

Listing 6.11

{ 1list6-11.pas - Demonstrate the Pascal in operator )}

program in_demo;

procedure check _vowels(c : char);

const
vowels : set of char = [‘A’, ‘E’, ‘I’, ‘O’, ‘U’,

begin
if (e =-'¥2) or (c"=Yy") then
writeln(‘Y is sometimes a vowel’)
else
if ¢ in vowels then
writeln(c, ‘ is a vowel’)
else

writeln(c, ¢ is a consonant’);
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Listing 6.11—Continued
end;
begin
check_vowels(‘a’);
check_vowels(‘z’);
check_vowels(‘Y’);
end.

Lesson 63: The Set Union Operator

The Pascal set union operator (+) returns the result of combining the elements of
one set expression with the elements of another set expression. Table 6.14 illus-
trates the use of the set union operator.

Table 6.14 The Pascal set union operator

Listing 6.12 displays a short program that illustrates how the Pascal set union
operator is used in an actual program.
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Listing 6.12
{ 1list6-12.pas - Demonstrate the Pascal set union
operator }
program set_union_demo;
type
digits = set of ‘0'..’9’;
var
setl, set2 : digits;
begin
getl, = [°0’5.%2"];
8ot et o bogetly
writeln(*''1’’ in set2 =°“, ‘1’ in set2);
writeln(*’’3’’ in set2 = ‘, ‘3’ in set2);
writeln(‘’’'5’’ in set2 = ‘, ‘5’ in set2);
end.

Lesson 64: The Set Difference Operator

The Pascal set difference operator (-) returns the result of removing the elements
of a second set expression from a first set expression. Table 6.15 illustrates the
use of the set difference operator.
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Table 6.15 The Pascal set difference operator

Listing 6.13 displays a brief program that demonstrates how the Pascal set differ-
ence operator is used in an actual program.

Listing 6.13

{ 1list6-13.pas - Demonstrate the Pascal set difference
operator |}

program set_difference_demo;

type
digits = set of ‘0'..’9";
var
setl, set2 : digits;
begin
setl := [‘0’..’2"];
set2 := [‘0’.."9’] - setl;
writeln(‘’’1’’ in set2 = *, ‘1’ in set2);
writeln(‘’’3’’ in set2 = *, ‘3’ in set2);
writeln(*’’5'’ in set2 = ‘, ‘5’ in set2);

end.
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Lesson 65: The Set Intersection Operator

The Pascal set intersection operator (*) returns a set that is constructed from the
elements that are common to two set expressions. Table 6.16 illustrates the use
of the set intersection operator.

Table 6.16 The Pascal set intersection operator

Listing 6.14 displays a short program that demonstrates how the Pascal set inter-
section operator is used in an actual program.

Listing 6.14

{ 1list6-14.pas - Demonstrate the Pascal set intersec-
tion operator }

program set_intersection_demo;

type

digits = set of ‘0’..’9";
var

setl, set2 : digits;
begin

setl v= [*0%..”3"]y

set2 := [“27..79’] * setl;
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Listing 6.14—Continued

end.

writeln(‘**1*" in get2 ="*, *1° HH. &et2):
writeln(***3%" in get2 = *, “37 dn 8Set2):
writeln(*’’5’’ in set2 = *, ‘5’ in set2);
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Arrays

Through the first six chapters of this book, you have studied a wide variety of
methods for representing data. Although all of these data types differ from each
other a great deal, they all share one key characteristic in that they can only rep-
resent one piece of data at a time. This chapter demonstrates how numerous
data items of the same data type can all be joined together under one identifier
name by declaring the identifier to be an array.

149
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Lesson 66: A Simple Array

To start off our study of arrays, lets look at the program presented in Listing 7.1.
This simple program shows how a student’s grades could be stored in ten inte-
ger variables. After safely tucking away the student’s grades in the variables, the
program figures the sum of all the grades and uses the result to figure the stu-
dent’s grade average.

Listing 7.1

{ 1ist7-1.pas - Figure student’s average no. 1 }
program stud_avg_1;
var

gl, g2, g3, g4, g5, g6, g7, g8, g9, gl0 : inte-
ger;

total, ave : integer;
begin

gl = 90;

g2.4v= .89

g3 := 100;

g4 = 97;

g5 := 85;

gb := 99;

g7 = 96;

g8 := 100;

g9 := 94;

gl0 := 100;

total := gl;
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Listing 7.1—Continued

end.

total
total
total
total
total
total
total
total
total

ave

writeln(‘The student’’s grade for the course is:

total
total
total
total
total
total
total
total

total

+ + 4+ + + 4+ o+ o+ o+

:= total div

g2
g3;
gh;
g5
g6 ;
g7
g8;
£9;
gl0;
10°;

.

, ave);

Although the above program gets the job done it is obviously very inefficient.
The first of the program’s inefficiencies is the necessity to declare each of the
grade variables individually. As it was previously stated, an array uses only one
identifier for all of its individual elements. Table 7.1 illustrates how an array is

declared.

Table 7.1 Declaring a Pascal array
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As Table 7.1 shows, the number of elements in an array is defined by either an
ordinal data type or an ordinal subrange. You will find that almost all array
indexes are declared using subranges. The.following are some examples of valid
array declarations:

monthly_income : array[l..12] of real;

temperatures : array[-200..200] of integer;

If we wanted to declare an array for the grades in Listing 1, we could use some-
thing like the following:

g : array[l..10] of integer;

Certainly, declaring the needed variables as an array is preferable to declaring
them as individual variables. However, there is