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Introduction
Artificial intelligence, or AI, is. a fascinating field of computer applications. In a way,
AI represents an idealized goal that can never be completely reached, but as technology
and research progress, we can come closer and closer to the theoretical ideal.

In the last few years, the general public has begun to hear about artificial
intelligence. Articles on AI have appeared in many general magazines. Tomost of us,
the whole idea of artificial intelligence is something right out of science fiction, and
extremely futuristic. To many, it is even rather frightening.

But it isn't really such a new idea. The dreamof man-made intelligence has been
around for centuries. Many old myths feature the concept in one form or another. But
it is only in recent years that technology has reached a point that makes the dream
seem feasible, at least to some degree.

When computers were first invented, they were called "thinking machines," or
"electronic brains," even though they were incapable of thought in any meaningful
sense. More properly, they were glorified adding machines.

In the last few decades, a number of laboratories began serious research into
artificial intelligence. Initially, all such experiments were performed on large mainframe
computers. At first, thatwas the only kind of computer in existence. Later, when smaller
minicomputers and microcomputerswere developed, AI research remained confined
to mainframe computers, because of the enormous memory and speed requirements.

Microcomputers have improved enormously in the last few years, in terms of
computingpower, speed, and memory storage capabilities. They are still no match for
the room-filling mainframes at major universities. Serious Al research will probably
be limited to large laboratories indefinitely-certainly for the foreseeable future.

However, personal computers are advanced enough now that we can perform a
number of crude, but fascinating AI experiments. The experiments we will be work
ing on here would be overly simplistic and "old hat" to a professional researcher in
the field, but this book is intended for hobbyists.

Besides being fun, workingwith these AI experiments will improve your program
ming techniques, and you will learn more about how the mind works.

The projects in this bookare written for the Apple II. This isone of the more popular
hobbyist computers around today. If you happen to own an IBM, or Tandy, or
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Commodore (or almostanyother popular micro), don't despair. Theseprograms don't
involve any exotic commandsor machine language routines. Theycan easilybe adapted
to run on almost anymicrocomputer that uses any version of Microsoft BASIC, with
just a fewminor changes. Some of the programscanbe run directlyon other computers
with no changes at all.

Adapting the programs should be no trouble, since the emphasis in thisbookwill
be on using the various AI programming techniques for customized applications. You
are strongly encouraged to experiment and make changes in all the programs. While
many complete, functional programs are included in this volume, they are intended
primarily as examples. Use them as starting points for your own experimentation.

All of the programs in this book are written entirely in BASIC. Admittedly, this
is not the best programming language for serious AI work. Other programming
languages will be discussed in Chapter 10.

BASIC is perfectly adequate for getting started. The choice was made for several
reasons. BASIC is included on almost every modem personal computer. It is reasonable
to assume that every readerwith access to a computer has access to and some familiarity
with BASIC. We won't have towaste space here covering the basics of programming.
If you do not know how to program in BASIC, you should read a good text on pro
grammingfundamentals before trying to understand the techniques described in this
volume.

I feel BASIC is also a good choice for ourpurposes here, because BASIC programs
are relatively clear and easy to understand. English-like commands are used in an
English-like syntax. I feel the techniqueswe will be exploring in this book are easiest
to understand with sample programs in BASIC. Remember, BASIC was originally
devised as a beginner's programming language. It certainly has its flaws and limitations.
But it can do the job just fine.



What Is Artificial
Intelligence?

Before we can get into AI programs, we need to define our terms. Just what do we
mean by artificial intelligence anyway?

Usually the definition is given something like this; "Artificial intelligence is any
process that permits mechanical (constructed, non-organic) device to perform tasks
which would require intelligence to be performed by a person."

That definition certainly soundsreasonable enough, but it is not entirely satisfactory.
Perhaps it is a bit too simplistic. I think most of us would agree that performing
mathematical operationswould require some intelligence for a person to do. A pocket
calculator or even an old fashioned mechanical adding machine cannot only perform
mathematical operations, it can do so more accurately and faster than a human being.
Yet, I seriously doubt thatmany of uswould be willing to claim to admit these devices
are intelligent, at least, not in any meaningful way.

Clearly, definingartificial intelligence is no easy task. A reasonable first stepwould
be to define natural intelligence. What do we mean when we say a person has
intelligence? Unfortunately no one hasmanaged to come upwith a definitive definition.

The dictionary in my office offers the following definitions for the word
"intelligence;"

the faculty of understanding: capacity to know or apprehend
* an intelligent being: a person of some intellectual capacity
the act of understanding: comprehension: knowledge

(Webster's Third New International Dictionary--G. & C. Merriam Co. 1976)



These definitions tell us what the word means, butdon't really explain the concept
of intelligence very well. A big difficulty in defining artificial intelligence is that the
public's concept of intelligence keeps shifting. If task A is assumed to require
intelligence, by the time someone has programmed a computer to perform this task,
people start saying that taskA didn't really require true intelligence in the first place.
It's a form of Catch 22. If it can be accomplishedwithAl techniques, then itcan'treally
require intelligence.

The reason for this is that we can see the steps a computer takes in "thinking,"
while human thought appears to be an almost mystical and mysterious process. Mod
em computers, at least, certainly don't "think" in the same manner as humans. AI
supporters reply, "So what?"Ultimately, it is the results that count, not the steps tak
en to achieve said results. AI programs attempt to simulate (not necessarily duplicate)
intelligent behavior. It is the behavior we are interested in, not in how it comes about.

While some AI research has the examination of human thought processes as its
fundamental goal, most practical AI programs written today make no attempt to
duplicate the step bystep processes of human thought, as long as the taskgoals are met.

A human brain has millions of synapses that work together in various patterns to
create thought. Even the largest computer in existence today can't come remotely close
to the memory capabilities of the human brain.

For the micro-computers we will be using in this book, the inherent inefficiency
of directly imitating human thought processes is clearly out of the question. Far too
much memory and computing time is required. While computers perform mathematical
operations with incredible speeds, the multitude of instructions involved in AI tasks
can make the program run ridiculously slow.

Even inAI laboratories there is considerable debate over whether or nota computer
can ever truly duplicate human thought processes. Personally, I suspect that true
duplication is theoretically impossible, at least for digital computers. While I am no
expert, what I have read in this area has convinced me thathuman thought isan analog,
rather than digital process.

Even so, it is probably possible for a computer to perform most, ifnot all human
tasks, at least in theory.

In some cases, we are still too hazy on what the human tasks involve, so we can't
come remotely close to simulating them on a computer. For example, there is the thorny
question of creativity. No one really knows just what it is. If the definition of
"intelligence" is a tangle, the definition of "creativity" is a hopeless quagmire. It's
often virtually impossible to get two experts to agree on whether or not a given task
involves creativity.

Computer creativity will be covered in Chapters 8 and 9. Two major stumbling
blocks are the computer's lack of emotional response, andjudgement. Still, some rath
er amazing things can be achieved in this area.

In working with AI on your personal computer, don't form any unreasonable
expectations. You certainly aren't going to create a new HAL9000 (from "2001") or
C3PO (from "Star Wars") on yourmicro-computer. That level of generalized intelligence
has never yet been achieved, even on the largest mainframe computers in major AI
labs. Autonomous, generalized artificial intelligence is still entirely in the realm of
science fiction.
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However, it is possible today to create a reasonable degree of specialized artificial
intelligence. Modem AI programs are "idiot savants." They are "smart," or
"knowledgeable," only in one narrow area. In all other areas, they are completely
ignorant, and even incapable of learning. Some AI programscan do some independent
learning within their narrow subject confines.

SOME HISTORICAL BACKGROUND
Despite popular opinion, the computer is not really a new invention. It's roots go

way back to the ancient abacus, which is a manually operated calculating device. It
is basically made up of a wooden frame, and a number of beads on strings. The beads
are moved about on the strings to represent various mathematical operations. Each
bead is a rough equivalent of a bit in a modem digital computer.

The abacus certainly was not a true computer (in the modern sense), but it is an
unquestionable ancestor.

Most people think the term "computer" can only refer toa specific class of electronic
devices. Such a definition is a bit too restrictive. A more general definition might be
"a computer is a programmable automated calculatingdevice." This calls for a couple
of secondary definitions. "Programmable" means that the device can be given a number
of operating instructions in advance to perform any of several possible tasks.
"Automated" means that once programmed, the computer can execute its stored
instructions in sequence to complete the task without direct human supervision or
interaction.

A Frenchman named Blaise Pascal invented a mechanical adding machine. This
was not a true computer, according to our definition. It is not programmable, but it
was semi-automated, at least, compared to the manually operated abacus.

This might not seem to be a very exciting, or significant step in the development
of the modem computer. But Pascal's contributions are recognized in the field.A popular
programming language was named after him.

AGerman by the name of GottfriedWilhelm vonLeibniz improved Pascal's adding
machine concept. In 1671 he designed a machine that could both add and multiply.
Unfortunately, ittookhim awhile tobuild a workingprototype. The firstpractical model
was built in 1694.

The next important name in computer history is Charles Babbage (1792 - 1871).
This man was serious about developing a computing device. He spent fifty years (and
a lot of government money) designing two complicated contraptions, which he called
a difference engine, and an analytical engine.

These deviceswere genuine mechanical (as opposedto electronic) computers. They
were limited by today's standards, but so were the first electronic computers in the
1940s and 1950s.

Unfortunately, Babbage's years of work didn't bear much fruit. The technology
of the day was not up to Babbage's imagination. A complete working prototype was
never completed for either of Babbage's remarkable inventions. They would have
worked, but there was no way at the time to achieve the required level of precision
in building the mechanical components.

It is fascinatingto contemplate howhistorymighthave beenchanged ifBabbage's
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mechanical computers had been practical. Computers in the nineteenth century!
Towards the end of the nineteenth century, the U.S. Census Bureau held a contest

for the design of a machine that could help them cope with their ever increasing piles
of data to be correlated. The winner was Dr. Herman Hollerith, he won this contest
with an electric tabulator which recorded data on punched cards. It wasn't a true
computer, but it furthered the technology needed to make the computer a practical
reality.

This electric tabulator, and related devices which evolved from it, were found to
have a number of practical applications in business. Naturally, Hollerith went intobusi
ness manufacturing such equipment. As time went on, several mergers took place.
Eventually, in 1924 to be exact, the name of the corporationwas changed to International
Business Machines, or IBM.

I'm sure you recognize that name, and you probably suspect that we are finally
getting close to the appearance of genuine computers.

Several near-computers were developed over the next fewyears, by IBM, and other
companies. It is hard to pinpoint just where the computer was born. But it is generally
agreed thatthe first fully automatic digital computer was the Automatic Sequence Con
trolled Calculator-Mark I. This huge machine was completed by IBM in 1944 for the
U.S. Navy. When I say this gadget was big, I mean it. Itwas eight feet high and fifty
one feet long. It was considered an amazingly intelligent machine at the time. Actually,
its overall capabilities were less than the average personal computer of today. Its
functions were closer to those of a programmable scientific calculator.

The Mark I was an electromechanical rather than electronic device. Its programs
were externally stored on a roll of punched paper tape, rather like the scroll found in
a player piano.

Next came the thirty ton Electronic Numerical Integrator and Computer (or ENIAC)
in 1945. The ENIAC offered several advantages over the Mark I. The external paper
tape programs were eliminated. Programs were physically wired in the machine by
hooking up various circuits in a manner resembling a telephone switchboard.

From then on, new developments started appearing at an increasingly rapid rate.
The history of the computer in this period is a barrage of acronyms; ENIAC, EDVAV,
AVIDAC, ILLIAC, SILLIAC, and so on.

Once computers were in existence, attempts to program them for artificial
intelligence were probably inevitable. It is impossible to say just where and when AI
programming originated. The line betweenAl programmingand regular programming
is incredibly thin and nebulous. Many important early experimenters neer used the
term "artificial intelligence."

Most of the early AI programs were developed more or less independently. It is
only recently that Al has been considered a distinct field worthy of serious attention
(i.e., financing bymajor corporations, and the government). Probably the majority of
early AI experimenters didn't know what the others were doing. This probably was
beneficial because each programmer had to develop his own approach, so the field of
AI as a whole did not fall into any dead-ends of premature standardization.

This is not the place to try to sort out the tangle of earlyAl programminghistory.
I will mention a few important examples here to give you an idea of the scope of the
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work done in this field. They will be presented here in conceptual, rather than
chronological order because they represent several divergent paths. Strict chronological
sequencing would not only be meaningless, it would be confusing.

Game playing was often the goal of AI programmers. This is because the tasks
to be performed by the computer are clearcut and easily defined. The relative success
(intelligence) can also be easily measured for a game playing Al program. We only
have to consider howwelldoesit play the game? Can itwin against a good humanplayer?

Many differentgames have beenAI programmed, ranging from simple games like
Tic-Tac-Toe, to complex games like Chess. Arthur L. Samuels's checkers playing
program is particularly fascinating. This program is capable of learning (although it
can only learn how to play a better game of checkers. It can never learn to play
Backgammon, for example.) Whenever this program loses a game, it rememberswhat
moves it made, and how its opponent responded. Once it identifies a "bad move", it
never makes the same mistake again. It has learned to avoid any move thatgot it into
trouble.

Allen Newell and Herbert Simon developed a General Problem Solver program.
This program relies on "rules of thumb." Instead of just blindly searching through piles
of data, it first sorts through general categories to determine the most likely location
of the solution to the problem it is currently considering.

Another common branch of Al programming is in the area of natural language
processing. Computer programming languages are artificial languages created
specifically for the purpose. Such languages are precise and unambiguous. Each word
has one (and only one) clear-cut and unchanging meaning. This works well with the
computer's strict black and white view of the world.

Natural languages, such as English, or French, aren't nearly so cooperative. Natu
ral languages are full of ambiguities of context, syntax, and even definition. What does
the word "lead" mean, for example. Is it a verb meaning "to guide," or is it a noun
meaning "a type of metal"? Natural languages are filled with such inconsistenciesand
ambiguities.

This was soon discovered byAI researchers. In the mid-fifties considerable effort
was placed on creating a program to translate betweenRussian and English. The results
were disappointing, atbest.What should have been translated as "The spirit iswilling,
but the flesh isweak," ended up as the Russian equivalent of "The wine is agreeable,
but the meat has spoiled." Obviously, this was a less than satisfactory translation. Yet,
itwas typical of the output from the translationprograms devisedby the best researchers
in the area. The effort was eventually given up as a lost cause.

In more recent years, considerable progress has been made in natural language
processing, but the translation project is still a bit over ambitious.

Probably the most famous AI program is Eliza, which was created byDr. Joseph
Weizenbaum. This program plays the part of a Rogerian psychiatrist, with a human
operator taking the role of a patient. The computer carries on a conversation with the
human operator. Sometimes, the results are perfectlyuncanny. (The computer'sdialogue
is in ALL CAPITALS.):

WHAT IS BOTHERING YOU?
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I hate my brother George.
TELL ME MORE ABOUT YOUR FAMILY
They never believed me when I told them about George.
PLEASE GO ON
George used to beat me up.
GEORGE USED TO BEAT YOU UP?
Yes. It was terrible.
YOU SOUND QUITE POSITIVE

The computer certainly isn't contributing very much to this conversation. But Rogerian
psychotherapy is supposed to be "nondirective." The computer certainly seems to un
derstand what the "patient" says, and it responds accordingly.

In truth, Eliza doesn't "understand" any of the conversation. It simply plays
semantic tricks according to simple rules. If the user input doesn't fit into the patterns,
the program will cheerfully spew out utter gibberish, like:

EARLIER YOU SAID YOUR NEW CAR.
What do you mean by that?
WHY DO YOU ASK?

This kind of thing can be amusing, but it hardly qualifies as intelligence. In fact,
Weizenbaum has become an opponent of the concept of artificial intelligence.

A related program is PARRY, which plays the part of a paranoid patient. ELIZA
and PARRY will be discussed in more detail, and simplified versions of this type of
program will be presented in Chapters 6 and 7.

More recent programs do seem to have some understanding of a conversation that
is kept within limited bounds. In 1971 Terry Winograd completed a program called
SHRDLU. This program appears fairly intelligent about what is going on within a
miniature, imaginary world comprised of several blocks on a tabletop. A typical
exchange with SHRDLU might be something like this:

Pick up the large green block.
OK.
Find a block which is longer than the block you are holding and put it behind
the box.
OK.
Take the blue triangle out of the box.
OK.
What is in the box?
A SMALL GREEN BLOCK AND A RED TRIANGLE.
What are you holding?
THE LARGE GREEN BLOCK AND THE BLUE TRIANGLE.
Where is the biggest red block?
BEHIND THE BLUE BOX.

SHRDLU is notjustplaying semantic tricks like ELIZA. It appears to understand what
is going on.

8



However, SHRDLU's intelligence is extremely limited. It can never expand its
horizons beyond its handful of blocks. It has no idea of what a tennis shoe is, and it
can't learn about tennis shoes. It only knows about its blocks.

Other programs have been written to understand stories. Information (stories) is
entered into the computer, then the computer is asked questions about items which
are implied, but never explicitly stated in the story. If the computer can deal successfully
with such questions, itdoesn't seem too unreasonable to say that it "understands" the
story on some level.

For example:

Bob went into a restaurant and ordered a hamburger.
I UNDERSTAND
Why did Bob go into the restaurant?
HE WAS HUNGRY AND WANTED SOMETHING TO EAT.
What was he wearing?
I DON'T KNOW.
Did he get waited on?
YES. HE ORDERED A HAMBURGER.

These programs can be astonishing in what they appear to understand. However,
any "common sense" they may have must be programmed into it.

I once read about a similar program which had to make decisions within a story.
Itwas told itwanted toget the newspaper from the front lawn, but itwas raining out,
and the program was told it didn't want to get wet.

The program knew that if itwas rainingoutand it didn'twant togetwet, it should
put on a raincoat. Unfortunately, the programmer neglected to tell the program that
wearing a raincoatwould prevent it from gettingwet. The computer's outputwas along
these lines:

I LOOK OUT THE WINDOW
I SEE IT IS RAINING
I PUT ON A RAINCOAT
I LOOK OUT THE WINDOW
I SEE IT IS RAINING
I PUT ON A RAINCOAT
I LOOK OUT THE WINDOW
I SEE IT IS RAINING
I PUT ON A RAINCOAT
I LOOK OUT THE WINDOW...

The stupid computer insisted on standing in the imaginary front hall, looking out the
window and putting on raincoat after raincoat.

Do these programs really understand anything in a meaningfulway? This is a diff5
cult question thatwill be alluded to throughout this book. But don't expect a definitive
answer. The experts are hotly debating this issue, and will probably continue to do
so for some time to come.
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COMPUTER THOUGHT
Computers do not think like people. This is not to imply that one is necessarily

better than the other. The processes used in each case are inherently different.
In some AI research considerable effort is placed on gettingthe program tomirror

human thought processes as much as possible. In these programs the goal is not to
accomplish specific tasks, but to study natural intelligence.

Most AI programs are more goal oriented. The idea is to accomplish a specific
task, such as playing a game, or to translate some text. Attemptingto duplicate human
thought processes in such programs would be extremely inefficient, and probably
impossible. But such duplication isn't really needed. Ultimately, it's the results that
count. The computer and the human brain may take two entirely different paths, but
they reach the same destination (at least, that's the goal). To work with artificial
intelligence, we need to understand the computer's thought processes.

On their most fundamental level, computers are incredibly stupid gadgets. The
largest, most expensive, sophisticated computer in the world can do one thing, and
one thing only. It can distinguish between a highvoltage signal and a lowvoltage signal.
And that is all it can do. Each such signal is called a bit.

A bit can exist in one of two conditions or states. Either it is a high voltage or a
low voltage. It can not ever take on an intermediate value.

The twobit statesmaybe identified in anyofa number ofways. The mostcommonly
used names are:

HIGH LOW
1 0
ON OFF
+
YES NO

Each of these tenns pairs mean exactly the same thing. Which one we should use in
a given situationwilldepend on which is the most convenient for the specific application.
The name used doesn't change anything, excepthowwe talk about the state in question.

In our discussion it will probably be most convenient to call the high voltage state
"1", and the lowvoltage state "0". Computer signals are treated like binary numbers.
The binary system is made up of just two digits, 1 and 0. We are more familiar with
the decimal system, which has ten digits 1, 2, 3, 4, 5, 6, 7, 8, and 0). These are just
two different ways of counting. You do not have to know howto perform binary math
to work with AI, so we won't go into the details here.

Using our new terminology, we can say that the computer can tell the difference
between a O and a 1. This certainly doesn't sound very impressive, or useful. But it
is all any computer really does. But the computer can do this task so efficiently, that
literally millions of bits can be checked in less than a second.

Bits are grouped into chunked patterns. These patterns are variously called
"nibbles" (four bits), "bytes" (eight bits), and "words" (sixteen or thirty-two bits).

Since each bit can take on either of two exclusive states, there are sixteen possible
nibbles:
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1
2
3
4
5
6
7
8
9

10
11
12
13
14
15
16

0001
0010
0011
0100
0101
0110
0111
1000
1001
1010
1011
1100
1101
1110
1111
0000

Similarly, there are 256 poss ible bytes, 65,536 possible sixteen bit words, and
4,294,967,296 possible thirty-two bit words. Obviously, the greater the number of bits ,
the greater the variety of possible combinations.

Moreover, nibbles, bytes , and words can be combined to create even large r patterns.
The computer can examine a bit pattern at its input, and then generate a different

bit pattern at its output in response. The specific relationship between the input and
output patterns is determined by the computer's program.

That is all that any computer does. It looks at incoming signals (bits) and generates
outgoing signals (bits) in response according to a previously defined set of rules (the
program).

So what? Well, the various bit patterns can mean anything we wantThey can be
used to represent encoded data. For example:

0100
0100
0100
0100
0100
0100

0001
0010
0011
0100
0101
0110

A
B
C
D
E
F

and so forth. Any data can be encoded in th is manner.
We won't go into the details of how data is encoded here. Since we will be using

standard personal computes with ASCII keyboards, we don't have to worry about the
encoding. We just type the data directly into the keyboard, and the computer system's
hardware takes care of the encoding for us. (ASCII, incidentally, is a standardized
encoding system that is used in virtuall y all modem computer equipment.) You just
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need to remember that encoding does take place. The computer does not deal with
any data directly, only an encoded representation.

If you want to know more about these processes, many fine books on the inner
workings of computers are available.

InAl work, we are more concernedwith higher level computer activity (inputand
output patterns). When we think, we aren't concerned with the synapses firing in our
brains. Similarly, why should we bother with bits when working with AI systems?

But we can save ourselves a lot of confusion and frustration if we are aware that
the computer's "thought" processes are fundamentally from our own.

COMPUTER ERROR
Probably every one of ushas had some personal experience with "computer error."

Itcan be difficult to fighta mistake in a computerized bill, for example. We start cursing,
"Those damned computers!"

In over 99 percent of the cases of "computer error," the computer is raking a bum
rap. True computer error is very rare. Usually "computererror" is "programmer error, "
or "operator error."

People will often putblind trust in the computer. "That'swhatourcomputer says.
Computers don't make mistakes, you know." It is vital to remember that computers
have absolutely no common sense. The nice thingaboutcomputers is that theydoexactly
what they're told. The bad thing about computers is that theydo exactlywhat they're
told.

Remember the caseof the AI program thatknewitwas supposed to putona raincoat
before goingout in the rain, but didn'tknow (and couldn't figure out) that the rain coat
would keep it from getting wet.

Some years ago, a utility companyon the east coast converted toa newcomputerized
billing system. The programmer forgot to tell the computer what to do if the balance
owned by a customer was zero. Many customers received dunning letters from the
computer demanding immediate payment of $0.00.

Everything must be explicitly spelled out in a computer program, especially for
Al work. Nothing can be taken for granted. A computer can only follow directions,
it can make no assumptions on its own.

APPLICATIONS FOR ARTIFICIAL INTELLIGENCE
The field of artificial intelligence covers quite a bit of ground. There are a great

manyapplications for Al research. One that has already beenmentioned in this chapter,
is to study natural thought processes via duplication.

Other Al applications include solvingspecific problems thatwould require too many
man-hours otherwise, or that might have toomanyvariables tobe convenientlybandied
by a human.

Al is used in robotics and automated manufacturing. Related areas include
image/scene analysis, speech recognition, and Computer Aided Design (CAD).

Games can be used in commercial entertainment systems. A number of artists are
using computers to spur their creativity, and to explore new art forms. Some AI
programshave been created which canwrite newprograms based on input parameters.
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Natural languageprocessing is another important class of applications for artificial
intelligence. Much has been learned about human communication and assumption
forming through these programs. Related techniques can be used in creating software
that can serve as educational aids.

We will touch upon many of these AI applications throughout this book. I feel I
should end this chapter bymentioningwhat is probably the most important reason for
experimenting with AI on a hobbyist level-it can be very exciting, and a lot of fun.
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Decision Making
It would not be unreasonable to call a computer a decision makingmachine. It "decides"
whether each bit is a 1 or a 0. It "decides" whataction should follow the current input
pattern. It "decides" where it will next look in its memory bank.

Of coursewe are using the word "decide" very loosely here. All of the computer's
decisions are the result of hard and fast rules, with absolutely no room for variation.
If all of the input conditions are duplicated exactly, the output of any computer program
will be exactly the same.

BASIC (and other programming languages) includes a RNDcommand, which allows
the computer to select a random number. (We will be using this command a lot
throughout this book.) But the numbers generated by such commands are not truly
random. Theyare more properly known as pseudo-random numbers. The randomness
is essentially an illusion, although the apparent randomness will be good enough for
most processes.

Usually a pseudo-random number isgenerated byperforminga number of complex
mathematical operations on a "seed" value. If the same seed value is used, the same
number will be returned by the pseudo-random generator. After a pseudo-random
number has been generated, the seed value is updated by the generated number.
Consequently, the next time a pseudo-random number is generated, itwill (probably)
be different, because a new seed value has been used.

Generally the best source of an initial seed value is an internal timer/counter with
in the c.omputer. The timer/counter value is continuously beingupdated as long as power
is applied to the computer. The currentvalue at the instant the RNDfunction is called
is used as the initial seed value.
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Some versions of BASIC (and certain other programming languages) allow the
operator to enter a seed value manually. If you enter the same seed value for two
different runs of a program, the same series of pseudo-random numbers will be
generated.

Any pseudo-random number generator will eventually start to repeat itself. The
same sequence pattern of numbers will be generated over and over. A good pseudo
random number generator will produce a very long sequence before repeating. This
will effectively disguise the redundant nature of the sequence. The user will not be
able to predictwhat the nextgenerated value will be. This is usuallyall that is necessary
for a practical pseudo-random number generator.

The important thing to remember is that the computer does not make up random
numbers out of the clear blue sky. It is only rigidly following its programmed rules.

While we can say that a computer makes decisions, there is no trace of free will
in such decision making. If everything is repeated exactly, the computer will make
precisely the same decisions, 100 percent of the time.

SIMPLE DECISIONS
The simplest decisions are clear-cut yes or no choices. Such decisions are easy to

program. BASIC offers a single program command for this purpose. It is the IF
••• THEN ... command. It generally takes this form:

IF (condition to be examined) THEN (perform appropriate action)

For example:

IF X = 0 THEN GOTO 100

When the computer executes this command, it looksatvariable X. If thisvariable holds
a value of 0, the program jumps to line 100. If Xhas anyother value, the "GOTO 100"
issimply ignored, and the computer proceeds to execute the next command in sequence.

IF ... THEN ... decisions do not have tobebased on simple equality. Comparatives
can also be used. For instance:

IF X <4G0TO 100

The symbol < means less than. With this command, the program will jump to line
100 if X = 0,X = -1,X = 2,X = 3.4, etc. On the other hand, if X = 4.5, X "
5, X = 97, or X = 32098, the "GOTO 100" will be ignored.

Alternatively, this symbol can be used, >. It means greater than. Itworks in just
the opposite way as <.

The two symbols can be used together (<>) to test for inequality. For example,
when this command is:

IF X<> 0 GOTO 100

the "GO0TO 100" will be ignored only if X has a value other than 0.

13



In some cases we will need one action to be performed if the tested condition is
true, and a second action to be perfonned if the tested condition is false (not true).
This can usually be accomplished by adding an ELSE ... clause to the IF ... THEN
.. statement. To demonstrate this, here is a simple demonstration program for the

IF ... THEN ... ELSE ... command:

10 PRINT "ENTER A VALUE FOR X"
20 INPUTX
30 PRINT "ENTER A VALUE FOR Y"
40 INPUTY
50 IF X> Y THEN PRINT "XIS LARGER THAN Y" ELSE PRINT
y IS LARGER THAN X"

60 GOTO 10

Enter and run this program. Try various values for X and Y. The computer will
respond with the appropriate statement. Either:

X IS LARGER THAN Y

or:

Y IS LARGER THAN X

This program will always print the correct infonnation with one single exception. Try
entering identical values for both X, and Y. Let's say, 5.

In line 50, the computer will compare the values of X and Y:

IS X > Y?

That is:

IS 5 > 5?

No, 5 is not greater than 5, so the computer dutifully prints out:

Y IS LARGER THAN X

Of course that is not true. Once again, the computer is only doing exactly what it was
told to do. It was never told to check for equality, or to make sure thatY > X before
printing out the second message.

Clearly, some additional programming will be required to get this program to
function properly.

Some versions of BASIC will allow you to chain several IF ... THEN ... tests
together in a single command.

IF X > Y THEN PRINT "X IS LARGER THAN Y"
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ELSE IF X = Y THEN PRINT "X • Y"
ELSE PRINT "Y IS LARGER THAN X"

If we replace line 50 of our sample program with this expanded command, the
program will give the correct results for all values of X and Y.

Let's trya few examples and see just how the computer deals with this command.

The computer determines that X is greater than Y, and prints out the message:

XIS GREATER THAN Y

It then ignores the rest of line 50 from the first ELSE on. The program goes ahead
to the next line (60).

Now let's see what happens when X and Y are equal:

The first test (X > Y) fails (is false), so the THENcommand is ignored. The computer
skips through the line until it finds the code word ELSE. Now it finds a command to
perform a new test (X = Y). This test is true, so the next THEN command is per
formed, printing out the message:

Again, everything from ELSE on is ignored, and the program proceeds to the next line.
The final possibility is for X to be smaller than Y. Let's assume we enter the

following values:

Now, when the computer gets to line 50, the first test (X > Y) turns out false, so the
computer skips ahead until it finds the ELSE command. This is the second test (X ..
Y) which is also false. The computer again skips ahead through the line until it finds
the next ELSE. This tells it to display the message:

Y IS LARGER THAN X

Whenever you program a computer to make a decision, you must account for all
possibilities, or the program may not give the expected (or desired) results. This is
what happened with the utilities company computer that didn't know itwas supposed
to ignore a balance due of $0.00.
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BOOLEAN TESTS
Don't let the term "Boolean" scare you off. It is really fairly simple. The

mathematician that this type of operation was named after just happened to have a
rather intimidating name. In a Boolean system, test data can be combined in various
ways. There are three basic Boolean operators.

The simplestBoolean operator is NOT. This just reverses the test For example:

IF NOT X=0

will register true if X does NOT equal 0. In other words, it is exactly the same as:

IFX<>0

In many programs it may be necessary to test multiple pieces of data together.
For example, let's say we want the program to jump to line 100 only of both X and
Y have valuesgreater than 4, otherwise, the program should continue with the next line.

We could use two IF ... THEN ... tests:

IF X> 4 THEN
IFY> 4THEN GOTO 100

A more elegant solution would be to use the Boolean operator AND:

IFX> 4AND Y>4THEN GOTO 100

The two command fonns will have exactly the same result. The GOTO 100 will be
executed if and only if both test conditions are true. If either (or both) of the test
conditions are false, the "GOTO 100" will be ignored.

The third Boolean operator is OR. This one too is pretty much sell-explanatory.
For example:

IFX>4OR Y > 4THEN GOTO 100

The GOTO 100will be executed if either (or both) of the test conditions are true. That
is , all of the following combinations will result in a program jump to line 100:

X=5 Y-7
X=9 Y=1
X=2 Y=6

Boolean tests are made up of these three operators, NOT, AND, and OR, in various
combinations. Boolean operations are summarized in truth tables. A true condition is
represented by a 1, while a false condition is represented by a 0. The truth table identifies
the output conditions (test results) for all possible input combinations.

There are two possibilities for a NOT operation. If the test condition is true (1),
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the output conditionwill be false (0), or vice versa. The truth table for a NOT operation
is as follows:

INPUT

0
1

OUTPUT

1
0

AND and OR operations have at least two input tests. The AND truth table for
two inputs, is as follows:

INPUTS OUTPUT
AB
0 0 0
0 1 0
1 0 0
1 1 1

The AND operation can be expanded for three or more inputs (simultaneous tests).
Just remember the output will be true (1) if and only if all input tests are true (1).

The two input OR truth table looks like this:

INPUTS OUTPUT

AB
0 0 0
0 1 1
1 0 1
1 1 1

The OR operation can be expanded for three or more simultaneous input tests.
The operation will register as true (1) if at least one of the test conditions is true (1).

Boolean operations can be combined. For example,

IF NOT (A AND B) THEN ...

INPUTS

AB
0 0
0 1
1 0
1 1

OUTPUT

1
1
1
0
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The NOT operator reverses the AND operation.
Another combined Boolean operation can take this format:

IF NOT A AND B THEN ...

INPUTS OUTPUT

AB
0 0 0
0 1 1
1 0 0
1 1 0

Only the A test is NOTted.
More complex combinations are also possible. Such as:

IF NOT A AND (B OR C) THEN ...

INPUTS OUTPUT
ABC
0 0 0 0
0 0 1 1
0 1 0 1
0 1 1 1
1 0 0 0
1 0 1 0
1 1 0 0
1 1 1 0

The operation(s) in parentheses are performed first.
An additional variation on the basic OR operation is the Exclusive-OR, or XOR

operation. The output is true if one, and only one, of the input tests are true. The truth
table looks like this:

INPUTS OUTPUT

AB
0 0 0
0 1 1
1 0 1
1 1 0

The operation can be simulated using the standard operators:

IF (A OR B) AND (NOT(A AND B)) THEN ..•
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Obviously, the XOR function simplifies matters:

IF AXORBTHEN ...

Boolean operations may look a little confusing at first, butafter you playwith them
for awhile, they should become like second nature. Using Boolean operators wisely
can greatly simplify computer programming.

OPTION WEIGHTING
In AI programs more complex decisionswill often have to bemade. The real world

often refuses to cooperate with the computer's simplistic black/white approach. The
real world often is in shades of gray. A number of different factors have to be consid
ered, and they may not all be of equal importance.

The solution is optionweighting. Each relevant factor is assigned a weighting val
ue. Then each option is rated for each individual factor. The option with the highest
total is selected as the best choice.

A simple program using this approach is given in Listing2-1. This program was
written to be as non-specific as possible.

The user first determines the number of options to be considered, and assigns a
name to each in lines 50 through 150.

The next step is to determine the number of factors, and their labels (lines 160
through 270). The computer next clears an array (CH (x)) that will be used for each
option'sweightingtotals (lines 280 through310). The weightingfor each factor is entered
in lines 320 through 400. Weighting values from 1 to 10 (inclusive) are accepted.
Fractional values (such as 4.5) are fine. Now the program goes into a pair of nested
loops lines 410 through 520) thatpermits the user to rate each option for each individual
factor.

The rating is simply multiplied by the appropriate weighting factor and added to
that optionstotal. Next comes a short sorting routine Oines 530 through 610) to arrange
the options in descending order, based on the option totals stored in array CH(x).

Finally, the options are displayed in descendingorder. The best option is redisplayed
again at the end for convenience. If many options are used, the best optionmight scroll
off the top of the screen, and this is presumedly the optionwe are most interested in.

The variables used in this program are summarized in Table 2-1. The results of
a sample run are given in Table 2-2. A career change is being considered, but the
program indicates that this user should probably stick with his present job.

You certainly shouldn't take the results from this (and any other similar program)
as gospel. It is simply intended as a guide to make decision-making a little more
convenient.

DEFINING PROBLEMS
Any problem can be broken up into three components:

STATE(s)-the initial or current conditions of the factors involved in the
problem
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A Number of options
AA A-1
B Number of factors
C User Inputs
X Cou nling ioOps
z Sort ing marker

A$ Temporary string for sort ing sequence
BS Temporary string for sorting sequence

ARRAYS

CH(A) Calculaled choice values
FR() Factor ratings
FC$(8) Factor names
OP$(A) Option names

Table 2-1. Variables Used in the OPTION
WEIGHER Program of Listing 2-1.

Table 2-2. A S■mple Run of the OPTION WEIGHER Program.

20

How many options?< 5
Opt ion # 1
Option , 2
Option # 3
Option , 4
Option I 6

?>Con tinue presen t job
?>Join Schwa rtz & Co.
?>Join NOIP productions
?3Send out resumes
7>Start own business

Indepen den ce?> 8
Fringe benefits?> 7.5
Social contacts?> 7

Rate each factor from 1 to 10 for Op1f on 3
Join NOIP produe1 ions
Chance ot success?> 3
Relocation??> 5
Income?> 8.5
Short-term security?> 7
Lon g-term security?> 7
Independ ence?> 5
Fringe benefi ls? > 7.5
Social contacts ?> 5

Rate each factor from 1to 10for Option I 4
Send out resumes
Chance Of success?> 5
Reloca tion??> 6
Income?> 7
Short-term secu rity?> 3
Long- term secu rity?> 7
Independ ence?> 5
Fringe ben efits?> 5
Social contacts?> 5

Rate each factor from 1 10 10 for Option #6
Start own business
Chance of success?> 8.5
Relocalion?? > 1
Income?> 5
Shor t-term security?> 3
Long- term security?> 8
Independence?> 9
Fring e ben efits?> 3
Socia l contacts?> 7

1-Con tlnue present Job
2-Joln Schwartz & Co.
3-Joln NOIP productions
4-Se nd out resumes
6-Start own business

Best choice-Co ntinue present Job 373.5

How many factors to be weighed7> 8
Factor I 1 ?>Chance of SUCC898
Faclor # 2 ?>Relocation?
Factor I 3 ? > Income
Factor # 4 2>Short-term security
Factor # 6 ?> Long-term security
Factor t 6 ?>Independence
Factor # 7 ?>Fringe benefits
Factor # 8 ?>Social contacts

Rank each factor from 1 to 10
Chance of success ?> 6
Relocalion??> 6
Income?> 7.5
Short-term securi ty?> 8
Long- term securi ty?> 9
Independence?> 7
Fringe ben efits?> 7
Social conlacts? > 5

Rate each factor from 1 to 10 for Op tion I 1
Conlinue present job
Chance ol success?> 8
Relocalion??> 10
Income?> 5
Short-term secu rity?> 9
Long-term secur ity?> 4
Ind epe ndence?> 4
Fringe ben efits?> 7
Social contacts?> 9

Rate each factor from 1 to 10 tor Option # 2
Join Schwartz & Co.
Chance of success?> 8
Relocation??> 7
Income?> 7
Short-term security?> 7
Long- term security?> 6

373.5
368
335 .25
304.5
304.5



OPERATION(s)-the action or actions that might be taken to change the
STATE(s).
GOAL-the desired end result or final STATE

The initial state and the goal are given. The problem solver must decide which
operations must be performed to reach the goal from the given state.

Let's consider a simple example. Imagine a small room, as shown in Fig. 2-1. I
this room we have two tables (A and B), a blue box, a red box, and a robot. The robot's
programming allows it to do four things (operations):

pick up a box
put down a box
move from table A to table B
move from table B to table A

Our initial state has the robot beside table B. The blue box is on table A. The red
box is on top of the blue box. Our desired goal is to have the robot beside table A,
the red box on table B, and the blue box on table A. What operations need to be per
formed here?

Several solutionsare possible for this problem (this is true of most problems). Prob
ably the most efficient solution would be to have the robot perform the following
sequence of operations:

move from table B to table A
pick up red box
put red box down on floor
pick up blue box
move from table A to table B
put blue box down on table B
move from table B to table A

Blue

Table
A

Room

Table
B

Flg. 2-1. Manipulating the objects demonstrates the steps involved In solving a problem.
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pick up red box
put red box down on table A

We have now reached our goal state and the problem has been solved.
You can see that even this simple task can be broken down into a series of very

simple steps. For a complex task, the number of simple steps can become extremely
large. Working your way through them can be tedious at best. It would be very easy
to make a mistake. Computers work verywell in tedious, repetitious tasks, ifwe can
figure out a way to tell them what we want done.

For each operation performed in solving a problem, a number of decisions have
to be made:

What is the current state?
What operations are possible?
What is the probable result of each potential operation?
Will the operation bring us closer to the goal?

The lastquestion can be especially tricky. Sometimeswe need to move away from
the goal to reach it. In our simple box moving example, the red box starts out on table
A, which is where we want it to end up. But it must be moved in order to get at the
blue box. To determine the results of an operation, we need to think about future
operations and their probable results too.

In some cases, it may be convenient to break the problem up into sub-goals that
have to be reached on the way to the main goal. Our robot first has to solve the prob
lem of how to get the blue box (sub-goal) before it can achieve its maingoal which
involves moving the blue box to the other table.

There is another limitation on operations-will the resultbe legal, or will itnegate
the goal. For an example of this, let's consider the old logic puzzle of the farmer who
needs to transport a bushel of com, a chicken and a fox across a river. (I never have
figured out what he was doing with that fox.) His boat is small so he can only take
one item across at a time.

If he leaves the chicken alone with the com, the chicken will eat the com. Similarly,
he can't leave the chicken unattended with the fox, or when he gets back he'll find
a fat fox, and perhaps a few feathers. These are illegal states. From the initial state
there are four possible operations:

Farmer crosses river with an empty boat-this would bring us no closer to the
goal, and would result in an illegal state-the chicken will eat the com if the fox
doesn't eat the chicken first
Farmer crosses river with the com-this would result in an illegal state-the
fox will eat the chicken
Farmer crosses the river with the chicken-this leaves the fox alone with the
com, which is perfectly acceptable
Farmer crosses the river with the fox-this would result in an illegal state-the
chicken will eat the com
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There are four possible operations, but three of them would result in the desired goal
(all three items on the other side of the river) becoming impossible. So, in this instance,
there is only one acceptable operation-the fanner must take the chicken across the
river on the first trip.

How could a computer deal with this problem. Actually, this particular problem
lends itself very well to the yes/no type of decisions a computer is good at. We will
just set up variables to represent the four relevant items:

F• farmer
B= bushel of corn
C = chicken
X = fox

There are two acceptable values for each variable. We will arbitrarily declare that a
0 means the item is on the original bank of the river, and a 1 means that object is on
the destination bank. Initially, all four variables have a value of 0.

Each operation requires the fanner to move from one bank to the other, so the
variable F will change value each time. When he carries an item with him, the
appropriate variable will change values.

The computer musttest for illegal states each time it considers an operation. How
can this be done? Think about the illegal states. If the corn (B) and the chicken (C)
are on the same bank (B = C) and the farmer is on the opposite bank (C = NOT F),
we have an illegal state. The same is true if the chicken (C) and the fox (X} are on
the opposite bank as the farmer F. We can sum the illegal states up as follows:

If ((B=C) OR (C=)) AND (C= NOT F
Then it is an illegal state

NOT F, of course, has the opposite value of F.
The computer could try every possible operation on each move and simply check

to see if it would result in an illegal state. It could simply bumble through acceptable
operations until it reaches the goal. This inelegant, brute-force approachwould proba
blywork eventually for this simple problem, but for more complex problems itwould
be too inefficient. Suppose there are 100 possible operations on each move, and the
solutionwould take at least 500 moves, with 25 variables to check for 125 illegal states.
Even at computer speeds, the wasted time of the brute force method could add up.

Even for oursimple problem of the fanner, the brute force method leaves something
to be desired. With the constraints we've given the computer so far, it might come
up with this solution:

FARMER takes CHICKEN to new bank
FARMER takes CHICKEN to old bank
FARMER takes CHICKEN to new bank
FARMER goes to old bank
FARMER takes CORN to new bank
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FARMER takes CHICKEN to old bank
FARMER takes CHICKEN to new bank
FARMER takes CORN to old bank
FARMER goes to new bank
FARMER takes CHICKEN to old bank
FARMER takes CHICKEN to new bank
FARMER goes to old bank
FARMER takes FOX to new bank
FARMER takes CHICKEN to old bank
FARMER takes CORN to new bank
FARMER takes FOX to old bank
FARMER takes FOX to new bank
FARMER goes to old bank
FARMER goes to new bank
FARMER goes to old bank
FARMER takes CHICKEN to new bank

Yes, we finally stumbled onto the desired goal, but there was a lot of effort involved.
This is hardly an intelligent solution by anyone's definition.

The computer must also check each operation to make sure that it isn't a step
backwards away from the goal. If nothing else, an operation should not simply undo
the results of the immediately preceding operation. That is, don't take the CHICKEN
across the river, only to immediately bring it right back. That doesn't accomplish
everything.

To solve this problem, it is necessary to do some back-tracking, and bring something
from the new bank back to the old bank. The most efficient (correct) solution is:

FARMER takes CHICKEN to new bank
FARMER goes to old bank
FARMER takes CORN to new bank
FARMER takes CHICKEN back to old bank
FARMER takes FOX to new bank
FARMER goes to old bank
FARMER takes CHICKEN to new bank

This time theproblem issolved in a minimumof steps. There are oftenmultiple possible
solutions to a problem, but we want the BEST one. Generally, this means the most
efficient solution, or the solution with the lowest cost. We can consider that each
operation costs something, if only the effort of performing the operation.

In manypractical solutions, such as those involving decisions in buildingmaterials,
different operations will have different costs. To find the best path to the goal, the
computer must keep trackof the cost of each solution. In some cases, the solutionwith
the fewest operations may cost more than a longer solution with less expensive
operations.

STATE GRAPHS
So far the problems we have discussed have been trivial. It would probably be
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Fig. 2-2. A state graph can help define a complex problem.

wasteful to turn to a computer for a solution to simple problems like this. It might be
easier to solve the problem yourself than to program a computer to solve it for you.

To help define more complex problems, it is often helpful to draw state graphs.
This is simply an illustration that allows us to see the relationships between the states
and operators, without concerning ourselves with their specific details.

A state graph is made up of two basic elements. These are circles called nodes
(correspondingto states) and connecting lines called arcs (corresponding tooperations).
Small arrows are placed on the arcs to indicate the initial and resulting states for each
operation.

A simple state graph is shown in Fig.2-2.It is rather like a maze. We need tomove
from the initial state (A) to the goal (K). Notice that there ismore than one arrowleading
in and out of most nodes. Some nodes (C and J) have useless operations that only lead
back to themselves.

The multiple arcs leading into each node mean there is more than one possible
solution. Looking at the state graph, we can easily see that the most efficient path is:

A-B-E-G-K

In this particular example, two operations (arcs) are possible from each state (node),
except the goal state (K), of course.

A simple program for letting a computer tackle thismazeproblem is given in Listing
2-2. The state graph is held in a two-dimensional array (Ax,y)). The first element (x)
identifies the current state:

1 = A
2 = B
3 = C
4 = D
5 = E
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6 • F
7 = G
8 = H
9=I
10 = J
11 = K

The second element (y) identifieswhich of the two operationswill be taken. The values
stored in the array represent the results of the indicated operation. For example, from
node A, we can move either to node B or node C, so:

A(l,1) = 2
A1,2) = 3

The array is filled by READing values from the DATA statement.
A second array (A$)) simply holds the names of each node for convenience in

printing out the results. This string array is loaded from the second data statement.
The variable N is used to keep track of the currentnode. Ateach node, the computer

randomly chooses a value (Z) of either 1 or 2. (Note that the BASIC statement for se
lecting a random number varies for differentmicrocomputers. Check yourowner's man
ual.) The value of Z determineswhich of the two possible operations willbe taken from
each node.

A typical resultfrom this program is shown in Table 2-3. The computer eventually
stumbled upon the goal by pure chance. Choiceswere made randomly, with absolutely
no intelligence involved. Notice how the computer often makes the same mistake over
and over again. It never learns.

An improved version of this program is given in Listing 2-3. Here, the computer
remembers what it has already done. Since we won't ever want to take the same
operation from a given node more than once, the computer will replace the appropriate
array value with 0. A new array (B(v)) is added to keep track of the steps made by
the computer. If it runs into a node with both operation values set to 0, it backs up
to the previous node until it finds a move it can make. The variable V keeps track of
the appropriate location in array B(x).

A typical result from this program is shown in Table 24. It is still notperfect, but
it does a lot better than the original blind luck version. This version of the program
shows some slight (admittedly, very slight) intelligence. It at least has the "common
sense" not to make the same mistakes over and over.

TREE SEARCHES
Another way to look atthis problem is consider the original state node as the root

Table 2-3. A Sample Run of theMAZE Program of LJsting 2-2 .

AC-CC-D-B-F-A}-HJ-H-JH-E-HJ-HJ-HJ-H-E-G-BF-IC-D-A
CC-D-BE-H-E-G-B-E-HJ-H-J-H-J-H-JJJ-HJJJ-HJ}-HJ-H-J
H-E-HJ-HE-G-B-F-IC-D-A-C-CC-D-BE-G-K

DONEi
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Table 2-4. Greater Efficiency can be
Achieved wtth a Program that "learns" and Avoids Bad Moves.

A-B-E-H-J!-H-E-G-B-F-I-J-C-D-B-A-C-C-H-K

,DONEI

of anupside-down tree. Each node branches off in two or more directions, as illustrated
in Fig. 2-3. We can call this a repeated branching problem.

The tracing of the nodes and operations from the root in an effort to find the goal
is called a tree search. A tree is a directed graph in which each node has only one
predecessor, except the root, which has no predecessors. Note that a given state may
be reached by more than one path, but it is shown as separate nodes in the tree.

The operations (connecting lines) between the nodes are called branches. Anynode
which has no successor (a dead-end, or the goal) is called a leaf.

A tree's nodes are divided into levels. The root is alone on level 0. Its immediate
successors (or children) are on level 1. The successors of the level I nodes are on level
2, and so forth. The predecessor (or parent) of each node is on the preceding level.

A search tree is a graph of all paths thathave been explored. It is rarely represented
directly in the computer's memory, but it is a convenient method of graphing what
the computer "knows" about solving the problem so far.

The simplest method of using a search tree is to test out each and every branch.
That is, try all possible solutions until we find the one we want.

A simple tree search program is given in Listing 2-4. The tree is made up of four
levels. Each node (except for the leaves in level 3) has two successors. Each node is
assigned a random value.

In this program, the tree data is stored in a two-dimensional array-A(15,3). The
second dimension is used to define the meaning of the stored value:

A(x,1) = value of node X

Table 2-5. Typlcal Results from the TREE SEARCH Program of Llatlng 2-4.

7
8 8

7 7 7 9
5 3 3 8 9 8 2 1

1--2-4- 8 1 27 ### 0
1--2-4-- 9 r 25 ### 27
1-2-5-10 .. 19 ### 27
1-2-5-11 = 24 ## 27
1--3-8-12 - 29 ### 27
1-3-8-13 - 28 ### 29
1--3-7-14 m 28 ### 29
1-3-7-15 - 23 ### 29

THE BEST TOTAL IS 29
PATH = = = 1 - 3 - 8 - 12

27



Fig. 2-3. The original state node can be considered the root of an upside down tree.

Ax,2) = child #1 of node x
A(x,3) = child #2 of node x

The nodes are numbered in straight numerical order from left to right:

1
2 3

4 5 6 7
89ABCDEF

LEVEL 0
LEVEL 1
LEVEL2
LEVEL 3

(A = 10, B = 11, C = 12, D = 13, E = 14,F = 15)

The goal of this program is to find the path down to level 3 with the lowest total
value of nodes. (Random node values are assigned in lines 140 through 170.)

A couple of sample runs for this program are illustrated in Table 2-5. (The program
was modified by changing all PRINT statements to LPRINT statements, and adding
a line to LPRINT each path as it is tested.)

Since there are only eight possible paths, the computer can whip right through all
the possible solutions using the brute force method in less than a second.

For more complex searches, the brute force method is too inefficientand awkward.
To demonstrate this, an expanded version of this program isgiven in Listing2-5. This
time the tree goes down 9 levels (from O to 8) with 256 possible paths to be checked
out. Try running this program, and notice how much longer it takes than the one in
Listing24. As the sample run shows in Table 2-6, the computer hasto doa lotof useless
number crunching.

Practical problems can be far worse. There may be more than 9 levels. (In some
cases, there may be dozens, or even hundreds.) There may be more than two children
for each node too.
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Table 2-e. A "brute-force" tree Search can be very Inefficient.

(1) 1 • 2 • 4 • 8 • 16 • 32-84 - 128- 258 63 <0>
(2) 1 • 2 • 4 • 6 • 16 • 32- 64. 128- 257 53 <53>
(3) 1 • 2 • 4 • 8-18-32- 64 - 129 - 258 52 <<53>
(4) 1 • 2 • 4 • 8 • 16 • 32- 4- 129 - 259 w50 <53>
( 5 ! 1-2-4-8-16-32-65- 130- 260 - - .:r, <53>
(6 1 • 2 • 4 • 8- 18-32-65- 130- 261 - 38 < 53 >
( 7 1 • 2-4-8- 16-32-65 - 131 - 262 41 < 53 >
( 8) 1-2 -4-8-18-32 - 65 - 131- 283 »39 < 53 >

£ 1 • 2-4-8-18-33 - 88 - 132 - 264 - - -so < 53 >
10) 1 • 2-4-8- 18 - 33- 68- 132 - 285 ma m 51 < 53 >
11) 1 • 2-4-8 · 18 • 33- 66- 133 - 268 - 48 < 53 >
12) 1 • 2-4-8 • 18 • 33- 66- 133- 267 m 48 < 53 >

( 13 l 1 • 2-4-8- 16-33 - 67 - 134 - 268 • • •51 < 53 >! 14
1 • 2 - 4-8 • 18 • 33- 67 - 134- 269 n m u47 < 53 >

15) 1 • 2 - 4-8- 16- 33 • 87 • 135 · 270 - 48 < 53 >
18) 1 • 2-4-8 - 16-33-67 - 135 -271 n 49 < 53 >

I%) 1 • 2 -4-8-17.34-68-136 - 272 34 < 53>
1 • 2-4-8-17-34-68- 136- 273 37 <53>

( 19) 1 - 2-4-8 · 17-34-68- 137 - 274 - 38 < 53 >
(20) 1 • 2-4-8 · 17 • 34 • 88 • 137 • 275 - 42 < 53 >

CONTINUED FOR 258 TOTAL LINES.

(248) 1 • 3 -7-15-31-62 - 125 • 251 • 503 43 < 88 >
(249) 1 • 3 • 7-15- 31- 63 - 126 - 252 - 504 e4 < 88 >
( 250) 1 • 3 - 7 • 15 · 31 • 63- 126 - 252 - 505 - - •44 < 68 >
(251) 1 • 3 • 7 • 15 - 31-63 - 126 - 253 - 506 4) < 68 >2g! 1 • 3 • 7 • 15 -31-63 - 126 - 253 - 507 re 38 < 88 >
253) 1 • 3 • 7 • 15 • 31 • 63- 127 - 254 - 508 m m 43 < 88 >

( 254) 1 • 3 • 7 • 15 • 31 • 63- 127 - 254 - 509 - - •44 < 68 >
(255) 1 • 3 - 7 • 15 • 31 - 83 • 127 • 255 - 510 - 45 < 88 >
(258) 1 • 3-7-15-31-63- 127 - 255 • 511 - 43 < 88 >
The best total Is 88

Path ••• 1 • 3 • 8 · 13 • 27 • 54 · 108 • 217 • 435

Obviously the brute force method leaves a lot to be desired for problems of any
complexity. We need some way to "prune" the tree down to a more manageable size.

There are two basic approaches, dependingon the specific requirements of the prob
lemat hand:

depth-first search
breadth-first search

Aswe discuss and compare these two approaches, we will use the maze problem
shown in Fig. 2-4. Most of the nodes here have three children. Some are dead ends
(leaves with no children). A few nodes lead back to themselves becoming their own
children. Each time a node is re-encountered it is considered a new node on the next
level down the tree.

The initial state in this problem is A, and the goal state is N.
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Fig. 24. Thls maze program will be used in the advanced tree search programs of Listing 28 and
2-7.

Summingup the nodes and their children we have:

PARENT CHILDREN

A B C D
B E G K
C B C D
D E F I
E none
E none
F E H I
G G K M
H B G J
I none
J D I L
K H L M
L none
M J L N
N none-

GOAL state

30



Each node has a cost value assigned to it:

A
B
C
D
E
F
G
H
I
J
K
L
M
N

4
1
7
1
9
5
4
4
5
1
2
8
6
3

There are many possible paths to the goal (N). We want the most efficient path.
Depending on the exact nature of the problem, the most efficient path may be the
shortest (fewest nodes) or the cheapest (lowest total node cost).

DEPTH-FIRST SEARCH
Ifwe want the cheapest possible path, we will use the depth-first type of search.

This starts out like the simple brute-force search presented earlier. It starts out at the
root, and keeps on working its way down until it reaches the goal. Then it starts at
the root again and starts working its way back down. The difference is, if it discovers
the current path it is trying has a higher cost than a previous path, it stops where it
is and starts a new path. The abandoned path is rejected at mid-point.

The program is given in Listing 2-6. The array values are loaded from the DATA
statements at the end of the program.

We will examine this program in some detail.
The main variables are identified in the opening REMarks Oines 10 through 130).

Next, the arrays are DIMensioned Oines 140 through 150). Inmanyversions of Microsoft
BASIC, it isnot necessary to DIMension arraysof ten or smaller. On some computers,
it may be necessary to add the following statements:

145 DIM C(lO)

155 DIM D(l0)

The Node Name (A$(x)) and Node Value/Children (A(x,y)) are next loaded in lines
160 through 230. These arrays are filled with information from the DATA statements
at the end of the program.

Array C(x) holds the best path found so far. At the beginningof the program, there
is no best path, so we want this array to be empty. It is loaded with zeroes in lines
240 through 260.

31



In lines 270 through310 some single variablesare presetC is the costof the lowest
path found so far. At the beginningof the program, there is no best path yet, so anything
will be an improvement. We therefore preset the variable C to a high dummy value
(999) that won't be exceeded by any possible path.

T counts the number of paths tried. We don'twant the program to run indefinitely,
so wewill limit itto 100 paths. T starts outwith a value of 0, since no paths have been
tried yet.

P is the identifying number for the current node. Since each search begins with
the root, P is presetwith the value 1. Each newpath to be explored begins at this line
(290).

Dis the cost of the current path. Since we haven't started exploring the path yet,
this value should naturally be set to 0.

Lis the current level reached in the tree. Since each path is exploredto a maximum
depth before moving on to the next path, we want to set a maximum level. Theoretically,
any pathwill eventually reach the GOAL or a dead end, but itmight take a great deal
of time. We can assume the lowest cost path will be found within a specific range of
levels, and just not bother searching past that point. In this program, we won't let the
search go below level 10. Each search begins on level 1, so L = 1.

The current path array (D(x)) is next cleared to prevent confusion from portions
of previous paths. This is done in lines 320 to 340.

The try counter (T) is incremented (line 350) and the current value is displayed
(line 360).

Line 370prints out the currentnode name. The PRINTstatements during the search
(lines 360, 370, 530, 560, and 600) may be eliminated if you prefer. If line 560 is re
moved, it must be replaced with a REM statement, or the program will crash. The
programwill run slightly faster without these commands. On the other hand, displaying
the pathsas they are exploredwill allow you to observe just howthe program functions.

The current node number (P) is placed in the currentpath array (D(x)) in line 380,
and the next line (390) adds the current node value (A(p,1)) to the currentpath cost (D).

Each node has up to three children. The children for each node are identified in
AP,x), where X= 2, 3, or 4. A dead end (no successor) is represented in the array
as a zero. Several algorithms could be used to select the next operation. However, we
don't want to get ahead of ourselveshere. Tokeep this demonstration program simple,
we simply select a random value (B) from 2 to4in line 400. The selected child is assigned
to the variable E Oine 410). If a dead end has been selected, the move is rejected, and
the program jumps back to line 400 to try again.

Some node paths lead right back to themselves. Nodes C and G can be their own
children in this problem. Obviously, moving from a node to the same node doesn't
accomplish anything. When this situation is encountered (line 430), the children array
is changed to show this path as a dead end (0) on all future attempts.

Next, lines 440 to 480 check the new node to determine if it has any available
children. If all three children pointers are zeroes, the node is a dead end. When this
happens, the program jumps to line 560. The path is labelled a dead end, and the
preceding move that led to the dead end node is given a new value of 0, so it won't
be selected again. The program then jumps back to line 290 to try a new path.

Notice that this program does showa certainminimal intelligence. It can "learn"
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to avoid dead ends. It doesn't learn from all mistakes, however. Valid paths (no dead
end) may be tried multiple times. Still, the odds are in the 100 permitted tries, the
computer will find the desired (lowest cost) path to the GOAL.

If the selected new node is not a dead end, the program continueswith line 490,
where the new node is checked to see if it is the goal (E = 14). If so, the program
jumps to line 590. We will cover that section of the program later.

If the goal has not been reached, the new node becomes the current node (P •
E) in line 500, and we move on to the next level (line 510). If we have not gone past
level 10 (line 520), the program loops around to line 370 to explore the next level.

If 10 levels have been explored, the search down that path is terminated. If 100
paths have been tried (line 540) the computer jumps to the end portion of the program
(line 670), otherwise, we loop back around to line 290 to begin a new path.

If the goal had been found in line 490, the program jumps to line 590. The path
is terminated, since there is no sense to continue searching once the goal has been
reached. The currentpath cost (D) is compared to the lowest path cost (C) in line 610.
If C is less than D, the program simply reverts to line 290 to try a new path.

If the current path has a lower cost than any previously tried path (C > D), the
current path becomes the new lowest cost path. C is given the same value as D (line
620), and array C(x) is loadedwith the currentpath from arrayD(x) (lines 630 through
650). Then we go back to line 290 to try a new path.

When 100 paths have been tested, the computer stops searchingand goes to line
670. The lowest path found and its costare displayed (lines 670 through 760), and the
programENDs (line 770). finally, lines 780 through 820 are the DATAstatements for
loading arrays Ax,y) and A$(x).

Of course this program has little practical value except as a demonstration, but
the techniques used here can be applied to many practical situations, andwill be used
in many of the more complex programs presented later in this book.

A typical sample run for this program is shown in Table 2-7. Notice that many
attempts are redundant. This was allowed to simplify the programming. Much of the
wasted effort can be eliminated by adding the following line to the program:

395 IF D > C THEN PRINT.GOTO 290

This line tests the currentpath costso far(D),with the lowestcomplete path costfound
(C). If the current path cost is greater than a path already found, there is no sense in
continuing with that path, since it won't be the one we want (the path to the GOAL
with the lowest total cost). Therefore, when D is greater than C, this line sends the
computer back to line 290 to start exploring a new path. This is much more efficient.

A sample run with this modification added to the program is shown in Table 2-8.
Notice howmanypathsare now left incomplete. The program should also run slightly
faster, since the computer iswasting time tracing expensive paths to their conclusion.

Before going further, it might be well worth your while to look over the program,
and see if you can come up with any additional ways to make it run more efficiently.

BREADTH-FIRST SEARCH
Another type of tree search is the breadth-first search. Here, all nodes on each
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Table 2-7. A Typical Sample Run for the DEPTH-FIRST TREE SEARCH Program of Lusting 2-8.

1)
2)
3
4
5
6
7
6
9

10
11
12
13
14
15
16
17
18
19
20
21)

#3
24)
25)

#
30)
±)
33)
34)
35
36
37
38
39
40
41
42
43)
44)
45)
46)
47}
48)

%)
51}
52}
53)

A-C-D-E- DEAD END
A-B-E- DEAD END
A-D-I--- DEAD END
A-D-F-H-G-M-N 21
A-D-FE--- DEAD END
A-B-K-L-- DEAD END
A-B-KM-J-D-F-HJ-L-DEAD END
A-C-C-D-F-H.J-O-F-1- DEAD END
A-8-K-H-G-K-M-L-DEAD END
A-D-F-H-G-M-N 21
AC-B-K-H-B-K-H-B
A-O-F-H.J-I- DEAD END
A-B-K-H-B-G-K-H-G
AB-K-H-JD-F-HJ
AB-K-HJ-D-F-H-B
AB-G-G-K-H-B-K-H
AD-F-H-B-K-H-G-K
AC-B-K-HB-KM-N •• 57
AD-F.H-J-D-F.-HG
A-C-B-K-H-B-G-K-M
AD-F.H-B-K-H-J-D
A-8-K-M.J.D-F-H-8-
A-B-K-HG-M-N •• 35
A-8-G-K-M-N •• 32
A-0-F-H-B-G-K-M-N •• 38
A-0-F-H-B-G-K-M-N •• 38
A-8-G-M-N •• 23
A-BG-K-HJ-D-F-H
A-0-F-H.J-O-F-H.J·
A-C-D-F-H-B-G-M.J.
A-C-D-F-H-B-K-M•N •• 43
AC-D-F-H-B-K-M!
AC-B-K-M-N •• 37
AC-B-K-HG-MN "· 42
AB8-G-K-MN •• 32
A-0-F-H-G-K-M-N •• 30
AB-K-HG-M-J-D-F
A-C-B-G-K-H-J-D-F
AD-F-HJ-D-F-HJ
AD-F-H-B-G-M-N "· 29
AC-D-F-H-B-K-M-N "• 43
A-C-8-K-M-N " 37
A-D-F-H-B-G-K-H-B
AC-D-F-H-G-M-N " 28
A-D-F-H-B-K-M-N " • 36
A-D-F-HG-M-N "" 21
A-B-K-H-J-D-F-HJ
A-D-F-H-G-M-N •• 21
A-D-F-H-B-G-M.J-O
A-B-K-M-N • • 30
A-C-D-F-H-B-G-K-H
A-8-G-M-N • • 23
A-D-F-HG-K-M-N "• 30

3
56)
57)

a)
60}
61 )
62)
63}
64)
85)
66}
67
68
69
70
71
72
73
74
75

3
78)
79)
80)
81}
82)
83)
84}

s)
87)
88)

#
92)
93}

#)
96)
97)
98}
99)

100)
101}
102}
103}

A-O-F-H.J-D-F-H-B
A-D-F-H-J-D-F-H-J
A-D-F-H-B-G-K-M-!
AC-D-F-H-J-D-F-H
A-B-G-K-M-J-D-F-H
A-C-8-K-M-N •• 37
A-D-F-H-B-G-K-M-J
A-8-G-M-J-D-F-H-B
A-O-F-H-G-M-N •• 21
A-C-B-G-M-N •• 30
A-C-D-F-HG-M-J-D
A-0-F-H-J-D-F-H-G
A-D-F-H-B-G-K-M-J
A-B-G-M-J-D-F-H-G
A-0-F-H-G-M-N •• 21
A-8-G-M.J-D-F-H.J
AC-B-K-M-N •• 37
A8-G-M-N •• 23
A-C-D-F-H.J-D-F-H
A-C-8-K-M.J-D-F-H•
A-C-8-K-H.J-D-F-H·
A-C-B-G-K-M.J-D-F
A-8-K-H-G-M-N •• 35
A-B-K-H-G-M-N •• 35
A-B-G-K-H-B-G-M-N 45
A-B-K-H-B-G-M.J-D
A-B-K-H-J-D-F-H-B
A-B-G-K-M.J-D-F-H
A-D-F-H.J-D-F-H-G
A-C-B-G-K-M-N •• 39
A-C-D-F-H-B-K-M-N •• 43
A-D-F-H-G-M-N 21
A-0-F-H-G-K-M•N •• 30
A-O-F-H-B-K-H.J-D
A-8-G-K-H-G-K-H.J
A-0-F-H-G-M-N •• 21
A-D-F-H-B-G-K-M-N 38
A-8-G-K-H-B-G-M.J
A-8-G-K-H.J-D-F-H•
A-0-F-H-G-M.J-D-F·
A-C-D-F-H.J-D-F-H
A-D-F-H-G-M-J-D-F
A-B-K-M-N •• 30
A-C-D-F-H-JD-F-H
A-B-G-M-J-D-F-H-B
A-B-K-M.J-D-F-H-G
A-D-F-H-J-D-F-H-G
A-B-G-M-N •• 23
A-B-G-K-H-G-M-N •• 37
A-B-K-M-J-D-F-H-G-

LoweS1 path cost Is 21
Path - A-D-F-H-G-M-N

level are examined before moving on down to the next level. This type of search will
always find the shortest possible path to the goal. The costmay ormay notbe the lowest.

Listing 2-7 is a breadth-first program for the same maze problem used in the depth·
first program. Because of the way this program is structured, itwould notbe practical
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Table 2-8. A Sample Run when the Improvement ls Added
to the BREADTH-FIRST TREE SEARCH Program.

Presetting arrays

Calculating paths

Shortest path •••N-M-G-B-A

Cost ls 23

to have itprint out each path as it is tested. It could be done, but itwould require some
fairly extensive additional programming. Lines 10 through 80 are simply REMarks,
primarily identifying the arrays used in the program. Lines 90 through 110 print out
a message thatthe arrays are being loaded. All of the linesup to 110maybe eliminated
without affecting the operation of the program.

The arrays are DIMensioned in lines 120 through 150. ArrayL's size is somewhat
arbitrary. Since the computer will be using this array as a "scratch-pad" for its
intermediate results, this array should be fairly large. I estimated that 250 should be
more than large enough for the problem to be solved by this program.

Lines 160 to 240 load arraysA$(x) and A(x,y) from the data statements at the end
of the program. This is the same as in the Depth-firstprogram. Also, line 230 fills array
P(x) with zeroes. Array L(x) is cleared in lines 250 through 270.

Lines 280 through 300 display another message-this time that paths are being
calculated. Once again, these lines may be eliminated. They are included just to give
you an idea of how far the programhas progressed.

Three variables (P, Q, and X) are preset to a value of 1 in lines 310 through 330.
P identifies the currentnode. Q keeps track of the end of array L(x). X is used to find
the next node to be examined in array L(x).

In line 340, the current value of P(l) is stored in the first location of array L(x).
In lines 350 through 430, the three children of node Pare examined. If the child

value (Z) is a 0, the node is a dead end, and lines 380 through 420 are skipped. Next,
the child node number is compared with the appropriate location in parent array P(x)
to determine if it has been encountered before. If a non-zero value is found at PZ),
a shorter path to that node has already been located, so there is no point in exploring
it further. The program jumps to line 430 to examine the next node.

If P(Z) = 0, then node Z is unexplored. Its immediate parent (P) is stored in P(Z)
for future reference (line 390). The next step is to determine if the goalhasbeen reached
(Z + 14) in line 400. If so the programjumps to 490, otherwise it continues with line
410, in which Q is incremented. The new node (Z) is stored in L(Q) Cine 420). The
child examine loop ends in line 430.

Once all the children of node P have been examined, X is incremented (line 440).
Line 450 sends the program to line 610 which prints outan error message ifX exceeds
the size of L(x). This should never occur, but it is a good idea to include such error
trapping routines, just in case.

The current value of X selects the next node to be examined from array L(x) in
line 460. If a O has somehow been stored in arrayLx), the value is rejected, and the
next node in line is picked. Programcontrol now reverts back to line 350. This loop
will continue indefinitely until the goal is found, or an error condition occurs .

If the goal is found (Z = 14), the programjumps to line 490. C (path cost) is set
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to0.The shortest path is printed outin reverse order (startingfrom the goal, andwork
ing back to the root). This is done to simplify programming.

The immediate parent, or predecessor of each node can be found, by looking up
the childnode'svalue in arrayP(). Since the goal is node 14, its parentwill be identified
in P14).

The cost of each node is addedtoC in line 540. When the complete path has been
printed out up to the root (Z= 1), the total path cost is displayed (line 590), and the
program ENDs.

The DATA statements in lines 630 thro ugh 670 are identical to the DATA
statements in the depth-firstprogram. Since this programwill always generate the same
final result(unless the DATAstatements are changed), andnothingmuch isdisplayed
during the calculating process, there isn'tmuch point to including a sample runhere.

MAKING THE CHOICE
Both depth-first and breadth-first searches can be thought of in terms of objects

waiting in line.
In a depth-firstsearch, the object at the end of the line is examined first.Wemight

call this Last Come-First Served, or First In-Last Out.
In a breadth-first search, however, the objects thathave waited in line the longest

are examined first. This could be calledFirst Come-First Served, orFirst In-First Out.
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:tO RE# 2-:t OPTION #EISNER
20 REN ¥ DELTON T. WORN M
30 RE# * COPYRIGHT 1986 *
50 HO#E
60 PRINT
7O PRINT "HON MNY OPTIONS";
80 INPUT
90 DI# OPl<R)
:LOO DI# CH<M
:l:10 FOR X = 1 TOR
:120 PRINT "OPION fl.";Ji;
130 INPUT $
140 0P$X) = $
:150 NEXT X
:160 HO#E
:170 PRINT
:180 PRINT "HO# #RNY FRCTORS TO BE #EIGHED"I
:190 INPUT B
200 DI# FCl<B}
210 DI# FR<B}
220 RE# * LORD FRCTORS
230 FOR X = 1 TO B
240 PRINT "FRCTOR i#";1'
250 INPUT $
260 FC$) = $
270 NEXT Ji
280 HO#E
290 FOR X = 1 T0
300 CHX = O
3:10 NEXT X
320 HO#£
330 PRINT
340 PRINT "RRNK ERCH FRCTOR FRO# 1 TO 10"
350 FOR X = 1 TO B
360 PRINT FCl(XJ
370 INPUT C
380 IF C < 12 OR C > 10) 60T0 370
390 FR<X> = C
400 NEXT X
410 FOR X = 1 T0 0
420 HO#E
440 PRINT "RRTE ERCH FRCTOR FRO# 1 TO 10 FOR","OPTION #";X
450 PRINT OPl<X>
460 FOR Y = 1 TO B
470 PRINT FC,CY)
480 INPUT C
490 IF <C < 1) OR <C > 10) GOTO 480
500 CH<XJ = CH<U + <FRCY) * C)
5:10 NEXT Y
520 NEXT JI
530 HONE
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540 z = 0
550 RR = R - 1
560 FOR X = 1 TO RR
570 Q = CHCX):R = CHCX + 1)
580 IF Q < R THEN SOSUB 680
590 NEXT X
600 PRINT r PRINT
610 IF Z > 0 THEN 8010 540
620 HO#£
630 FOR X • 1 TOR
640 PRINT X;--";0P$X,CX)
650 NEXT X
660 PRINT " BEST CHOICE -- ";OP$1,CH
670 END
680 CHCX) = RrCHCX + 1) = Q
690 $ = OP$X:B$ = OP$ + 1
700 OP$(X) = B$:0P$X 1) = $
710 Z .r: Z + 1
720 PRINT "*":
730 RETURN
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10 REN 2-2 1ST MRZE
20 RE# * DEL TOH T. HORN *
30 RE# * COPYRISHT 1986 *
40 DI# R( 11,2)
50 DI# RICII)
60 FOR X =ITO ll
70 RERD R,B
80 R<X,IJ = R
90 R<X,2) = B
100 NEXT X
110 FOR X ~ l TO 11
120 RERD Rf
130 9$) = $
140 NEXT X
150 HO#E
160 PRINT I PRINT s PRINT
170 PRINT• #RZE PROBLE# SOLVER•
180 PRINT • fJERSIOH I"
190 PRINT: PRINT
200 = 1
210 PRINT ;
220 Z = INT ( RHD (J) * 2) + 1
230 1f • R<X,ZJ
240 PRINT "--0$X4
250 IF 1f = 11 SOTO 270
260 6010 220
270 PRINT I PRINT "DOH£!"
275 END
280 DT 2,3,56,4,3,1,2
290 DRTR 7,8,8,9,11,2,5,10
300 DRTR 3,10,I0,8,ll,II
310 DRTR R,B,C,D,£,F,S,H,I,J,K
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10 RE# 2-3 2ND #RZE
20 RE# * DELTON T. HORN*
30 RE# * COPYR16HT 1986 *
40 DI# IU 11,2)
50 DI# RH11)
60 DI# BC25)
70 FOR X = 1 TO 11
80 RERD R,B
90 RCX,1> = R
100 IHX,2> = B
110 BCX> = 0
120 HEXT X
130 FOR X = 1 TO 11
140 RED $
150 $ = $
160 NEXT X
170 HO#E
180 PRINT s PRINT: PRINT
190 PRINT" #RZE PROBLE# SOLIJER•
200 PRINT" IJERSION 2"
210 PRINT s PRINT
220 IJ = 1
230 X = 1
240 PRINT "R";
250 IJ = IJ + 1
260 # = RCX,1> + R<X,2>
270 IF # = 0 THEN IJ = IJ - 1:x = BCIJ): SOTO 260
280 Z= INT C RND (1) * 2 + 1)
290 Y z RCX,Z)
300 IF Y = 0 6010 430
310 BCIJ) z: X
320 00,Z) + 0
330 X = Yy
340 PRINT "-;$X)¥
350 IF X z: 11 6010 370
360 SOTO 250
370 PRINT : PRINT "DONE?
380 EHD
390 DT 2,3,5,6,4,3,1,2
400 DRTR 7,8,8,9,11,2,5,10
410 DRTR 3,10,10,8,11,11
420 DRTR R,B,C,D,E,F,6,H,I,J,K
430 IF Z = 1 THEN Z z 2 ELSEZ = 1
440 6010 260
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10 RE# 2-4 SI#PLE TREE SERRCH
20 RE# * DEL TOH T. HORH *
30 RE# * COPYRIGHT 1986 *
40 DIM 15,3)
so Y = 2
60 FOR X = 1 TO 15
70 R<X,2) = Y
80 Y = Y + 1
90 R<X,3> = Y
100 Y = Y + 1
110 NEXT JI
120 FOR X = 1 TO 15
130 Y = INT < RHD (1) * 9 + 1)
140 X,) = Y
150 NEXT JI
160 NOHE
170 PRINT : PRINT : PRINT
180 FOR X = 1 TO 12
190 PRINT " ";
200 NEXT JI
210 PRINT R<l,1)
220 PRINT
230 FOR JI= 1 TO 6
240 PRINT ";: NEXT X
250 PRINT R(2,1);
260 FOR JI= 1 TO 10
270 PRINT ";: NEXT II
280 PRINT R<3,1>
290 PRINT
300 PRINT ,. ";R<4,1);" ";R<S,1);" ";R(6,1);"
310 PRINT
320 FOR X = 8 TO 15
330 PRINT R<X,1);" ";
340 NEXT JI
350 PRINT: PRINT
360 B = 0
370 FOR Xl = 2 T0 3
380 FOR X2 = 2 TO 3
390 FOR 1'3 = 2 TO 3
400 D = RU ,Xl >
"10 E = R<D,X2)
420 F = E,X3)
430 C = 1,1 + AD,1) + E,1 + F,1)
440 PRINT " 1 - N;D;" - ";E;" - '';F;" z ";C;• "' ";B
450 IF C > B THEN 60SUB 530
460 FOR T = 1 T0 555: NEXT T
470 NEXT X3
480 NEXT X2
490 NEXT X1
495 PRINT
500 PRINT THE BEST TOTflL IS ";B

";R(7,1)
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510 PRINT PATH === - gGg - "±h; - "yI
520 END
530 B = C
540 6 = D
550 H = £
560 I= F
510 RETURN



10 REN 2-5 LRGE TREE SERRCH
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986-,o DI# IUStJ ,3)
50 Y = 2
60 FOR X = 1 T0 Slt
70 PRINT "%";
80 R<X,2) = Y
90Y=Y+t
JOO R<X,3> = Y
110 Y = Y + t
120 NEXT .I{
130 FOR X = t TO Stt
140 PRINT "¥"";
150 Y = INT < RND (1) * 9 + 1)
160 R<X,t> = Y
170 NEXT .I{
180 HO#E
190 PRINT: PRINT
200 PRINT "PRESS <RETURN> "
205 INPUT QI
210 PRINT: PRINT
220 B = 0
230 a= 1
240 FOR X1 = 2 70 3
250 FOR X2 = 2 TO 3
260 FOR X3 = 2 TO 3
270 FOR X-1 = 2 TO 3
280 FOR XS = 2 TO 3
290 FOR X6 = 2 TO 3
300 FOR X7 = 2 TO 3
310 FOR X8 = 2 TO 3
320 D = R<1,X1)
330 E = ,X2)
340 F + E,X3)
350 B = R<F ,xn
360 H = R<6,XS>
370 I= R<H,X6>
380 ,1 = R<I,X7>
390 K = R<J,X8)
-,oo C = R<1,t> + IUD,t> + R<E,t> + R<F,tJ + R(6,1) + R<H,t} +R<I,1}
-,10 C = C + R<J,t) + R<K,IJ
-,20 PRINT N(";Q;"} 1 - ";D;" - ";E;" - ";F;" - ";61" - "1H1" -
;I±" - "pd; - ";K;" === "C," ","";B;"

430 PRINT
-,-,o a= a+ 1
450 IF C > B THEN BOSUB 580
460 NEXT X8
470 NEXT X7
480 NEXT X6
490 NEXT X5
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SO0 NEXT U
510 NEXT X3
520 NEXT X2
530 NEXT XL
540 PRINT s PRINT
550 PRINT "TRE BEST T07L IS ";B
560 PRINT "PATH = 1 - ";lg - g; -- ;Ng -- y0g - ;Pg 
570 END
580 B = C
590 L = D
600 If = E
610 N = F
620 0 = 6
630 P = H
640 R = I
6SO S = J
660T=K
670 RETURN
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10 RE# 2-6 DEPTH-FIRST SERRCH
20 RE# * DEL TOH T. HORII
30 RE# * COPYRIGHT 1986
40 RE# * Rl(X)= NODE HR#ES *
SO RE# * R<X,1) = CURRENT NODE VRLUE *
60 REM + X,2),00,3),X,4)= CHILDREN #
70 RE# * CCX>= LO#EST COST PRTH SO FRR *
80 RE# * DCX )= CURRENT PRTH *
90 RE# * C= LO#EST COST *
100 RE# * D= COST OF CURRENT PRTH *
110 RE# * 1 =#OF PRTHS TRIED*
120 RE# * L = CURRENT LEVEL *
130 RE# * P = CURRENT NODE *
140 DIM 14,4)
14S DI# D< 10)
150 DIM $14)
1SS DI# CC 10)
160 FOR X = 1 T0 14
170 FOR Y = 1 T0 4
180 RERD Z
190 AX,Y) = Z
200 HEXT Y
210 RERD ZI
220 0$0 = Z$
230 HEXT JI
240 FOR X = 1 TO 10
250 CCX) = 0
260 HEXT JI
270 C = 999
280 1 = 0
290 P = 1
300 D = 0
310 l = 1
320 FOR X = 1 TO 10
330 DX) = 0
340 NEXT X
350 T = T + 1
360 PRINT T;" ";
370 PRINT $P);"-";
380 D<L> = P
390 D = D + R(P,1>
400 B = INT< RHD (1) * 3 + 2)
410 E P,B)
420 IF E = 0 6010 400
430 IF E = P THEN R<P,B) = 0
440 8 = O
450 FOR X = 2 T0 4
460 6 = 6 + R<E,JI>
470 HEXT X
480 IF 6 = 0 6010 560
490 IF E z 14 GOTO 590
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500 p .., E
510 L = L + 1
520 IF L < 10 SOTO 170
530 PRIHT
540 IF T > 100 SOTO 670
SSO SOTO 290
560 PRINT SE);-- DED END
570 RCP,B) = 0
580 SOTO 290
590 D = D + RCE,1)
600 PRIHT '"N H '";D
610 IF C < D SOTO 290
620 C = D
630 FOR X • 1 T0 10
640 CCJD = DCJI)
650 NEXT JI
660 SOTO 290
670 PRINT I PRIHT s PRINT
680 PRINT '"LO#EST PRTH COST IS •:c
690 PRINT s PRINT '"PRTH -- R•,
700 FOR X= 2 T0 10
710 E + C0)
720 IF E + 0 60T0 740
730 PRINT "--+;$(£)¥
740 NEXT X
750 PRINT '"-N"
760 PRINT s PRINT
770 EHD
780 T 4,2,3,4,0,8,5,7,11,B,7,2,3,4,C
790 DRTR 1,S,6,9,D,3,0,0,0,E,2,S,8,9,F
800 DRTR 2,7,11,13,6,3,2,7,10,H,s,o,o,o,I
810 DRTR 1,4,9,12,J,9,8,12,13,K,8,0,0,0,L
820 DT 6,10,12,14,M,3,99,99,99,N
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10 REif 2-7 'BRERDTH-FIRST SERRCH
20 REif * 'DEL TOH T. HORN
30 RE# * COPYRIGHT 1986
40 REM # A$X)= NODE N#ES ¥
50 RE# * R(X,J>= CURRENT NODE (JRllJE *
60 REM + 0X,2),00,3),00,4)= CHILDREN #

70 RE# * P<X>= PRRENTS *
80 RE# * LOO= HODES OH CURRENT LEfJEL *
90 HO#E
100 PRINT r PRINT
110 PRINT N PRESETTING RRRRYS#
120 DIM 14,4)
130 DI# Rl<U)
140 DI# P<U)
150 DI# L<250)
160 FOR X = 1 T0 14
170 FOR Y = 1 T0 4
180 RERD Z
190 IUX,Y) = Z
200 NEXT Y
210 RED Z$
220 0$X) = Z$
230 PX) = 0
240 NEXT X
250 FOR X = 1 T0 250
260 L<X> = 0
270 NEXT X
280 H0#E
290 PRINT s PRINT
300 PRINT" CRLCULRTIH6 PRTHSN
310 P = 1
320 Q = 1
330 }( = 1
340 LX) = P
350 FOR Y = 2 TO 4
360 Z = R<P,Y)
370 IF Z = 0 60T0 430
380 IF P<Z> > 0 070 430
390 P<Z> = P
400 IF Z = 14 GOTO 490
410 Q = Q + 1
420 LCQ) = Z
430 NEXT Y
$40 X = X + 1
450 IF X > 250 GOTO 610
460 P = LC}()
470 IF P = 0 6010 440
480 GOTO 350
490 C = 0
500 HO#E
510 PRINT I PRINT

47



520 PRINT •SHORTEST PRTH•
530 PRINT $Z);-¥
540 C • C + R(l,I)
550 IF Z= 1 60TO 580
560 Z = P(Z)
570 60TO 530
580 PRINT: PRINT
590 PRINT "COST IS •,c
600 END
610 PRINT I PRINT •ERROR!•
620 STOP
630 DT 4$,2,3,4,0,8,5,7,11,B,7,2,3,4,C
640 DT 1,5,6,9,D,3,0,0,0,£,2,5,8,9,F
650 DRTR 2,7,ll,13,6,3,2,7,IO,H,5,0,0,0,1
660 DRTR l,4,,12,J,9,8,12,13,K,8,0,0,0,L
670 DRTR 6,I0,12,14,#,3,99,99,99,N



Introduction to Game Theory
Many AI programs are built around games. This is not just because the games are
fun (and potentiallyprofitable tomarket). The verynature of gamesmakes them well
suited to AI work.

Garnes offer clear-cutgoals (winning iswell-defined andunambiguous). Procedures
are based onwell-defined rules. Everything is clear-cut, andwithoutambiguity. That's
just the way the computer likes things. Other real-world problemsmay not be nearly
as convenient for AI purposes.

This is not meant to imply that all games are easy to programfor AI-not by a
long shot. But it is relatively easy to define just what we want the computer to do at
each point in the program. We can easily work up a flow-chart, which gives us an
excellent start on writing the program itself.

In this chapter we will be working with some relatively simple, but interesting
games.

KALA
Some years ago I learned about an ancient game called Kala. I am reconstructing

the game from memory here, so I may have inadvertently altered a few of the rules.
No matter. My version of Kala is still fairly interesting, and a natural for AI pro
gramming.

The game is played on a board (or the ground) with fourteen shallowholes. There
are two rows of six pits each. At the edges, between the rows are two additional pits,
which are somewhat larger than the others. It is easier to show the game board than
to describe it. The game board for Kala is illustrated in Fg. 31.
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Flg. 3-1. KALA ls a simple, challenging game, suitable for Al experimentation.

One player is calledA, and the other iscalled B. A has control of the six pits labelled
1A through 6A. Similarly, 1B through 6B are controlledbyplayer B. Eachplayer also
has a Home pit, which is used for scoring.

Moves are always made in a clock-wise direction. At the beginningof the game,
a specific number of pebbles are placed in each of the numbered pits (not the Home
pits). The same number of pebbles are placed in each pit. The startingnumber can
range from three to six pebbles per pit. Using more pebbles results in a longer game
requiring more strategy.

The object of the game for each player is to get as many pebbles as possible into
hisHome pit. Once a pebble has beenplaced in a home pit, itmaynotbemoved again.

Each move is made by removingall of the pebbles from one of the player's con
trolled pits, and dropping them one ata time in each successive pit. For example, let's
say pit 4A has been selected, and it contains five pebbles. One pebble will be placed
in each of the following pits:

5A
6A
HOMEA
1B
2B

Notice that some of the pebblesare passed over to the opponent'scontrolled area. Pit
4Awill now be empty.

If the lastpebble goesinto the currentplayer'sHome pit, the playermay take an
other turn.

The game endswhenone player'scontrolled pits areall empty. Whichever player
has the mostpebbles in his Home wins the game. There is no special benefit in being
the first to run out of possible moves.

Kala is conceptually a very simple game, but it can be quite challengingto play.
There is more strategy involved than you might suspect.
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Before programming a game for AI, it is usuall y a good idea to first work up a
manual version of the program, in which both sides are manuall y played (via user inputs).
It is often difficult to represent a game in computer tenns. If you're tryi ng to do the
game representation at the sam e time you're trying to program AI, you're just begging
for problems. Do one thing at a time. Make sure it works. Then move on to the next
step. If the game program won't work properly in the manual mode, it won't work in
an Al version either.

There is very little wasted effort involved in converting a manual version of a game
program into an AI version. Usually a subroutine will be used to accept and analyze
user moves. Only a few additional lines need to be added to pennit moves to be entered
for both players. Then, when converting to Al, just eliminate the handful of lines that - - ....-

Start

A move
call

Display
final
score

End

Fig. 3-2. Thls flow-chart illustrates the action of the Manual KALA program of Listing 3-1.
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Table 3-1. Component Routines of the Manual KALA Program ot Listing 3-1.

40
50 180

170 220
230
240- 260
270 310
320 360
370 660
670 790
800 880
870- 890
900- 930
940 970
980- 1000

1010- 1100

DIMenslon board array
User Inputs
Initialize board
Call board display routine
Select first player
Player A move call routine
Player B move call routine
Display board subroutine
Move
End game check
Play again check
A plays again
B plays again
Invalid move message
End game/final score display

handle the second player's inputs , and add whatever programming is needed for the
computer to generate its own moves.

A flow-chart for a manual version of Kala is shown in Fig. 3-2. The program is
given in Listing 3-1. Notice from the flow-chart that the same programm ing is used
for each player's move, for the most part. Not many lines will have to he eliminated
when we convert to the AI version.

Table 3-1 breaks the program down into its component routines. The variables used
in this program are summarized in Table 3-2. Throughout this book I have tried to
avoid the use of graphics to maximize portability of the programs to other personal
computers. (Graphics capabilities and commands are extremely non-standardized.) For
Kala , a graphics display of the game board probably wouldn't he particular ly helpful.
It is more convenient to simply display the number of pebbles in each pit, along with
identifying labels for each pit. Fig. 3-3 shows the game board as displayed by this
program. "x" is the appropriate number to indicate how many pebbles are curr ently
in each pit.

There is no fancy programmi ng involved here. If you look at each routine
individuall y, you should have no problem following what is going on throughout this
program.

Table 3-2. Variables used In the Manual KALA Program.

C Initial number of pebbles In each bin
M Move
p Number of pebbles for the selected move
T Current tum
X Counting loops
y End game check
z End game check
A$ Player #1
B$ Player #2

Array

BN(14) Game board
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1 2 3 4 5 6

X X x x X x

B A
Fig. 3-3. The game board In the KALA program of Listing
3-1 ls displayed Ilke this. X x

6 5 k 3 2 1

X x X X x X

Once we get the manual programwritten and fully debugged,we are ready tostart
adding some AI, so the computer will play for player B.

What does the computer need to do. It selects one of its six controlled bins. This
could be done with a random number generator it selects a value from 1 to 6. But the
computer would notplay verywell. We certainlywouldn'tcall it intelligent, nomatter
how hard we try to stretch the definition.

Not onlywill the computer play with no attemptat strategy at all, itmay even se
lect invalid moves, bypicking an empty pit. We should be able to do better than that.

To program some strategy, we need to consider the objectives of the game. The
computer should want to get as many pebbles as possible into Home pit B.

One way to maximize the pebbles in Home pit B is for player B to get as many
turns as possible. Remember, if the last pebble lands in the player's Home pit, that
player gets an extra tum. Therefore, we will program the computer to first check for
moves that will give it an extra tum.

Player B's (the computer's) pits are represented in the array as BN(B) through
BN(13). Home pit B is BN(14).

By adding the array position number to the number of pebbles in that pit, we can
determine the pit the lastpebble will fall in. For example, let's say that there are three
pebbles in B's pit 2 (BN(9)). The last pebble should end up in array position 9 +
3-BN(12). This is B's pit 5. We can easily confinn this, by watchingwhat happens
to each of the three pebbles.

The firstpebble goes intoB'spit 3 (BN(lO)). The secondgoes intoB'spit4 (BN(ll)).
The third and last pebble lands in B's pit 5 (BN(12)), just as we predicted.

It is very easy for the computer to add the array number to the pebbles held in
that bin. If the total is 14, the computer will get to take another tum. The routine is
as follows:

1060 M=O
1070 FOR X-=8 TO 13
1080 IF X + BNX) = 14 THEN M=X
1090 NEXTX
1100 IF M > 0 GOTO 1150
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1150 M = M-7
1160 PRINT "I PLAY ";M

Mis initially set to zero (line 1060). If a suitable move is found, M is given the value
of the appropriate array number. The array numbers for B's pits are 7 higher than the
pit numbers, so we subtract 7 from M to get the desired move (line 1150).

Suppose no appropriate move is found in this test. M retains a value of zero, so
the test in line 1100 comes out false. Instead of jumping ahead to line 1150, program
control drops down to an alternative move selection routine beginningat line 1110:

1110 M=13
1120 IF BN(M) > 0 GOTO 1150
1130 M-M-1
1140 GOTO 1120

The computer starts with bin 6 (BN(13)). If there are no pebbles in this pit, 1 is
subtracted from M. Pit5 (BN(12)) is now checked. This continues until a pit containing
at least one pebble is found. This is the move the computer will make.

By startingwith pit 6, we know we'll at least drop a pebble into the Home pit.
Thiswill also clear pit 6 to zero. The next higher move with enough pebbleswill drop
one pebble into pit 6. This means on its next tum, the computer will get to make at
least two moves.

Notice also that the checking routine in lines 1060 through 1100 will select the
highest pit number thatwill permit an extra tum. This is desirable, because anyother
repeat moves won't be disturbed. Consider the following possible arrangement:

PIT#
pebbles

654321
125437

There are three moves which will allow the player to take an additional turn:

6
5
3

If we play 3 first, we will be left with this arrangement:

PIT#
pebbles

654321
236037

The other repeat movesare obliterated. By starting with the highestnumberedpitand
working back, we will get the following sequence:

PIT #
pebbles

654321
125437

MOVE-6
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PIT #
pebbles

654321
025437

MOVE-5

PIT #
pebbles

654321
105437

MOVE-6

PIT #
pebbles

654321
005437

MOVE-3

PIT #
pebbles

654321
116037

MOVE ---6

PIT #
pebbles

654321
016037

We've dropped five pebbles into the Home pit, and can still make one more move.
This simple strategywill allow the computer to play a fair game of Kala. It is not

perfect. The computer will occasionally waste time inching a single pebble along, pit
by pit. For example, if the arrangement of the pebbles is:

PIT #
pebbles

654321
000174

The computer will move the single pebble from pit 3 to pit 4, even though playing 2
would drop a pebble into the Home pit.

I will leave it as an exercise for the reader to improve the move choice programming.
An advanced Kala playerwill also consider the effects of his play on the opponents.

If there are more pebbles to carry the move past the player's Home pit, the excess
pebbles will land in the opponent's pits. This may help or hinder the opponent, de
pending on the current arrangement of pebbles in his pits. The complete listing for
the AI version of Kala is given in Listing 3-2.

FRUSTRATION
One of the first game programs I ever wrote has enjoyed quite a bit of popularity

amongmy friends. I started out with a solo version, and soon expanded the game for
two players. It wasn't longbefore I decided to automate the game. Itwasmy first for
ay into the world of artificial intelligence. We will look at several different versions
of the basic program.
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oxxxxxxxxxxxxxxxxxxxxxxxxxxxxx
X X XX XX X X X Xxxxxxxxxxx
X XX XX X X X X Xxxxxxxxxxx
X X X X X X X X X X
X X X XX X X X X X
X X X X X X X XX X

Fig. 34. FRUSTRATION Is a slmple, but surpris
Ingly Intriguing original game.

The game is played on a 10 by 10 grid (100 spaces). A marker is moved one to
six spaces from left to right on each turn . Each space is assigned a secret value, which
may be posi tive (adding to the score) or negative (lowering the score). Some spaces
conceal booby traps, which send the player back to the starting position, and reduce
the score by half. (This could be helpful, if the score is negative).

When the end of a row is reached, the marker loops around to the beginning of
the next row. The game board for Frustration is shown in Fig. 34. The O represents
the player's marker. All other spaces are indicated by Xs.

At first, the game is one of pure chance. But each time you hit a booby trap and
get sent back to space 1, you must try to remember which spaces were good (high
posi tive values) , and which were bad (negative values and booby traps).

The routines that make up the solo version of Frustration are summarized in Table
3-3. The variables used in the program are outlined inTable 3-4. The complete program
is given in Listing 3-3.

Frustration is a simple game, and a simple program, but it can be surprisingly
challenging, and quite addictive. Still, any solitaire game can wear ra ther thin after
awhile. Testing your wits against an opponent (human or computer) can help keep things
interesting.

Before jumping to an AI version of Frustration, we should adapt the solo version
of the program to permit two manual players. The program is modified for two players
in Listing 3-4. Notice that the required changes are quite minor.

The rules of the game must be adapted slightly to permi t a second player. The
first player moves from pos ition 1 (upper left comer) to position 100 (lower right cor-

Table 3-3. The Component Routi nes of
Manual FRUSTRATION of LIetlng 3-3.

10 . 90 Initialize
100 . 150 Hide point values
160 . 180 Preset player posltlon
190 260 Hide booby traps
270 390 Display grid board
400 530 Input and analyze move
540 580 Update score
590 . 600 Empty space message
610 . 650 Booby trap
670 . 690 Invalid move message
700 . 720 End game
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D Difficulty level
M Move
p Player position
Q Displ ay value
s Scorew Current space value
X Counting loops
y Counting loopsz Counting loops
a$ Dummy variabl e

Array

A(100) Grid board

Table 3-4. Variables Used in the Man
ual FRUSTRATION Program.

ner), as in the solo version of the game. The second player moves in the opposite
direction-from position 100 to position 1. The game endswhen either player runs off
the grid.

If one of the players lands on a space occupied by the other player's marker, the
other player will be sent back to his starting position. Neither player's score will be
affected by this move. The point value of the space will be ignored for the attacking
player. Sometimes itwill be to youradvantage tosendyour opponentback. Other times,
it may be better strategy to just go past his marker.

The board display for the two player version of Frustration is shown in Fig. 3-5.
The first player's marker is the 0, and the second player's marker is the 8.

Now, howwouldwe goaboutprogramminga computerized opponent? The simplest
approach is given in Listing 3-5. This is not true artificial intelligence. The computer
simply choosesa random number from 1 to 6. The choice isweighted slightly, so that
a move of 6 is the most likely move. The move choice routine is as follows;

850 PRINT"MY TURN":PRINT"I MOVE- ";
860 Y= RND(200) + 50
870 FOR X-1 TO Y
880 M = RND(7)
890 IF M-7 THENM-6
900 NEXTX
910 PRINTM

Flg. 3-5. In the two player version of FRUSTRA
TION, the second player's marker Is an '8'.

0 X X X X X X X X X
X X X XX X X X X X
X X X X X X X X XX
X X X X X XX XX X
X X X X X X X X X X
X X X X X X X X X X
X X X XX X X X X X
X X X X X X X X X X
X X X X X XX X XX
X X X X X X X X X 8
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The loop just slows things down a little to give the illusion that the computer is thinking.
The loop's size (length of the delay) is randomly determined in line 860 to offer a little
more variety and naturalness to the effect.

At the start of a game the computer may or may not do well. As the game goes
on, however, the human player wil l probably do noticeably better. This is because the
computer never remembers what went before. It may keep landing on the same booby
trap or high negative value repea tedly. The secr et of success in the game of Frustration
is a good memory. The computer player in this version of the program has no memory
at all. It just plays by blind luck. That's certainly not very interesting.

A reasonable solution is offered in the version of the Frustration program given
in Listing 3-6. In th is version of the program, the computer player has a perfect memo
ry. The player memory is made up of a new array, B(x). Initially, all loca tions in this
array are given values of -0.5. No known space will ever have this value, so it indicates
an unknown space.

Whenever either player lands on a new space, the computer memorizes the dis
covered value in array B(x). Once a space value has been memorized, it will not be
forgotten during the course of the game.

The first twelve moves are made randomly, since the computer won't know enough
space values to make a choice.

From the thirteenth move on, the computer will check each of the six spaces
available to it in array Bx). I will choose the highest possible value. An unknown space
(-0.5) will be selected over a negative point value, or a booby trap (-50). In a long
game, the computer will become a very formidable opponent.

The advantage will be particular ly apparent when a hard game is played. All of
the versions of Frustration allow the player(s) to select the level of difficulty . Any val
ue from 1 to 5 may be entered (including fractional values, such as 13.5). The difficulty
level value determines the maximum number of booby traps to be hidden in the grid.
The easiest level (1) will have no more than 5 booby traps. The most difficult level
(5) can have up to 25 hidden booby traps. Obviously, the more booby traps there are,
the more frequently the player(s) will be sent back, makingthe game longer, and
generally more challenging.

The AI player in Listing 3-6 will tend to be most impressive in hard games, because
it will get a chance to fill in more spaces in its memory array (B(x)).

In the present version of the program, the computer will make no direct attempt
to send the human player back to position 1. However, if the human player is doing
well, he will presumably go for the best available space when near the computer's mark
er. The computer will go for the highest point value, and may try to take the same
space the player just landed on. The computer will appear to be using strategy in
deciding whether or not to hit its opponent.

You mightwant to tryexperimenting with modifi cations with the computer's move
choice routine. Can you make it play even more intelligently. As simple as this version
of the program is, I find it tough to beat at difficulty levels above about 2, even if I
try to keep notes on point values as they are discovered.

An AI program does not always have to be complex to give a good illusion of
intelligence. Can we say these programs are truly intelligent? Probably not. But, on
the other hand, it is difficult to say just why they aren't intelligent, when you consider
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the results. These simple programs play reasonably fonnidable games of Kala and
Frustration.

TIC-TAC-TOE
Games like Kala and Frustration are relatively easy to program for AI, because

each move is selected to maximize the score. The game is simply won by the highest
scores. Other games don't involve a score. Eachmove is just part of an entire attempt
to reach a specific end goal.

Let's consider the game of Tic-Tac-Toe. This game is so simple it can quickly
become boring, but it is useful for illustrating AI game-playing principles.

Tic-Tac-Toe, as I'm sure you know, is played on a simple 3x3 grid, as shown
in Fig. 3-6. One player places Xs within the grid. The other places Os. The winner is
the first to place three of his markers in a row across, down, or diagonally.

There is no scoring in the game of Tic-Tac-Toe. Each move hasvalue only insofar
as it brings the player closer to the three in a row goal. The AI program has to plan
ahead. It can't just play a move at a time, because there is no way to evaluate
intermediate moves.

AmanualTic-Tac-Toe program for twoplayers isgiven in Table 3-7. The routines
used in this program are summarized in Table 3-5. Table 3-6 lists the variables.

The trickiestpart of thisprogram is representing the gridandwinning combinations
to the computer.

In this program, the grid is stored in a nine position array (A(9)). An empty space
simply contains the appropriate space number (1 through nine). An X marker is
represented by a value of 20. A value of 30 indicates an 0 marker.

All possible winning combinationsare stored in the DATAstatementsof lines 790
through 860. After each move, the eight possible row combinations are checked. If
all three spaces in a given row have an equal value, one of the players has won (line
600). Then it isjust a matter of detennining if the first space in thewinning rowcontains
an X (20), or an O (30) to declare the winner.

The same data statements are used by the computer to select its moves in the AI
version of the program, which is given in Listing 3-8. The computer always plays O.

The computer first searches through all of the winning rows to detennine if it has
two of the spaces filled. If the third space contains an X (20), the computer moves on

4

7

2

5

8

3

6

9

0 0
xxo

X
Flg. 3-6. TIC-TAC-TOE ls played on a simple 3 x 3 grid.
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10 . 80 Initialize grid
90 . 160 Name players/choose first tum

170 220 Player A's tum
230 . 290 Player B's tum
300 . 440 Display grid subroutine
450 . 530 Move subroutine
540 . 630 Check for winner subroutine
640 700 Check for stalemate subroutine
710 750 Winner end game
760 . 780 Tie end game
790 880 Winning row data

Table3-5. The Component Routines of
the Manual TIC-TAC-TOE Program of

Lusting 3-7.

Table 3-6 . TheseVariables are Used in
Manual TIC-TAC-TOE.

A Row check
B Row check
C Row check
M Move
T Tum select
X Counting loops
Y Counting loopsz Counting loops/win test
A$ Player #1
B$ Player #2

Array

A(9) Grid

to the next row. If the computer finds a way to win during the current turn, it will
make the appropriate move.

If itcannotcomplete three in a row this tum, itchecksback throughall eightwinning
rowsto see if the opponent (X) has two in anunblocked row. If so, itwillmove toblock
the row.

If both these tests fail, the computer will check space number 5, and take it, if
it isunfilled. This is the strongest position in the grid. Fourof the eight possible winning
rowsuse this position. Aplayer who doesnothold position 5, cannotcompletea diagonal
role.

If space 5 is already filled, the computerwill select random numbers from one to
nine until it finds an open space.

This simple four step selection process allows the computer to playa pretty good
game of Tic-Tac-Toe. It is possible for the human player to beat the computer, but
the win won't come easily.

The game programs presented in this chapter use fairly simple tricks to simulate
intelligent play in fairly simple games. The level of AI in these programs is limited,
at best.

In the next chapter wewill explore some more advanced game playingtechniques
and discuss howa computercanbeprogrammed to intelligentlyplaymore sophisticated
games.
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10 REif 3-1 #RNURL KRLII
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
10 lJI# BNC14)
SO HO#£
60 PRINT
70 PRINT "",•KRLR"
80 PRINT
90 PRINT "PLYER #1"¢
100 INPUT 0$
110 PRINT "PLYER MN2¢
120 INPUT B$
130 PRINT"# OF PEBBLES PER BIN C3-6)"T
UO INPUT C
150 C = INT CC)
160 IF C < 3 OR C > 6 SOTO 130
170 RE# *SETUP INITIRL BORRD *
180 FOR X = 1 70 14
190 BNCJO = C
200 NEXT X
210 BNC7) = 0
220 BNC1-1) = 0
230 GOSUB 380
210 RE# * SELECT FIRST PLRYER *
250 T z INT CJ+ RNlJ (1) * 2)
260 IF T = 2 THEN 60TO 310
270 RE# * THE PLRYS *
280 PRINT $;" -- YOUR MOUE";
290 605UB 680
300 60SUB 380
310 T = - 1
320 PRINT BS;" -- YOUR MOUE";
330 60SUB 680
340 GOSUB 380
350 T = 1
360 GOTO 280
370 REif * DISPLRY *
380 HO#E
390 PRINT: PRINT
400 FOR X = 1 TO 6
410 PRINT ";X; "g
420 NEXT X
430 PRINT
440 FOR X = 1 TO 6
,ts<> PRINT" ";BH<X>;• •,
460 NEXT X
no PRINT
480 PRINT "B"J
490 FOR X .,,, 1 TO 2S
S0O PRIHT " ";
SJO NEXT X
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520 PRINT "
530 PRINT BNC14);
540 FOR X = 1 TO 25
550 PRINT " ";
560 NEXT X
570 PRINT BN(7)
580 FOR X = 6 TO 1 STEP - 1
590 PRINT ";X;" ";
600 NEXT X
610 PRINT
620 FOR X = 13 TO 8 STEP - 1
630 PRINT ";BNX); +,
640 NEXT X
650 PRINT: PRINT
660 RETURN
670 REN ¥ MOUE +
680 INPUT#
690 If = IHT (#)
700 IF N <1 OR If> 6 THEN 60TO 660
710 IF T = - 1 THEN If= If+ 7
720 P = BH<H)
730 BHC#) = 0
740 IF P = 0 THEN SOTO 980
750 FOR X = 1 TOP
760 If= If+ 1
770 IF#> 14 THEN#= 1
780 BH<H> = BH<H> + 1
790 NEXT X
800 REH * £HD 6R#E CHECK*
810 Y • o:z = 0
820 FOR X = 1 TO 6
830 Y = Y + BHCX)
840 Z z Z + BH<X + 7)
850 NEXT X
B60 IF Y = 0 OR Z z O 6010 1020
870 IF N 7 RND T = 1 60TO 900
880 IF If= 14 RHD T = - 1 60T0 940
890 RETURN
900 PRINT $;" PLYS AGIN
910 SOSUB 390
920 PRINT "YOUR MOUE";
930 60T0 680
940 PRINT BS;" PLYS I
950 60Sl/B 390
960 PRINT "YOUR #OVE";
970 6010 680
980 PRINT •THERE RRE HO PEBBLES IN TT BIN
990 PRINT "TRY I
1000 60TO 680
1010 REN #¥ END 6ME #

1020 60Sl/B 380
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1030 PRINT "NE OVER
1040 PRINT FINL SCORE
1050 PRINT $,B$
1060 R,,,, BNC7)sB • BHCI#)
:1070 PRINT R,B
1080 PRINT
1090 IF R ,,,, B THEN PRINT "TIE BRIIE•ELSE IF R > B TNEH PRINT HI

• #INS•ELSE PRINT Bl1• IIIHS"
1100 END
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10 RE# 3-2 RI-KRLR
20 RE# * DELTON T. HORN
30 RE# * C0PYRI6HT 1986
40 DIN BN14
50 # = 0
60 PRINT
70 PRINT ,"KL9
80 PRINT .,, , "RI IJERSI0H"
90 PRINT
100 PRINT •PLRYER'S HRHE"1
110 INPUT RI
120 PRINT "NW OF PEBBLES PER BIN 3-6)¥
130 INPUT C
HOC= INT CC)
150 IF C < 3 OR C > 6 6010 120
160 RE# *SETUP INITIRL B0RRD *
170 FOR X = l TO 1-1
180 BN<JO = C
190 NEXT .I!
200 BNC7> = 0
210 BNCU) = 0
220 60SUB 320
230 RE# * SELECT FIRST PLRYER *
240 T = INT I + RND 1 ¥ 2)
250 IF T = 2 THEN 6010 10-10
260 RE# * THE PLRYS *
270 PRINT RI;" -- YOUR H0IJE•;
280 60SUB 620
290 60SUB 320
300 6010 10-10
310 RE# * DISPLRY *
320 HO#£
330 PRINT : PRINT
340 FOR .I!= 1 TO 6
350 PRINT ";X;" ;
360 NEXT .I!
370 PRINT
380 FOR .I! 3 l TO 6
390 PRINT• •;BNCJ!);• •;
-100 NEXT .I!
410 PRINT
420 PRINT "B;
-130 FOR X 1 T0 25
440 PRINT " "I
450 NEXT X
,f60 PRINT "R"
470 PRINT BN1#)¥
;f80 FOR X = 1 TO 25
490 PRINT ¥
500 NEXT .I!
510 PRINT BH(7)
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520 FOR 1f • 6 TO 1 STEP - t
530 PRINT • "p3 "
540 NEXT X
550 PRINT
560 FOR X 13 TO B STEP - 1
57O PRINT "yBNX); "¢
580 NEXT X
590 PRINT s PRINT
600 RETURN
610 RE# * #OUE *
620 INPUT#
630 M = INT M»
640 IF # < .1 OR # > 6 THEN SOTO 620
650 IF T = - 1 THEN # = M 7
660 P .r BH<lf>
670 BHC#J = 0
680 IF P = O THEN 8010 910
690 FOR 1f = 1 TOP
700 #=If+ .1
710 IF#> 14 THEN#• 1
720 BH<#J = BN<#J + 1
730 NEXT
710 RE# * END SR#E CHECK*
750 Y + O:2 = O
760 FOR X = 1 TO 6
770 Y = Y + BNCX)
780 Z = Z + BN<X + 7>
790 NEXT }(
800 IF Y O OR Z • 0 THEN 6010 950
810 IF # ,., 7 RHD T • 1 THEN 6010 BIO
820 IF # = 14 AND T - 1 THEN 8010 880
830 RETURN
840 PRINT $; PLYS GIN
850 80SUB 330
860 PRINT "YOUR #OUE*J
870 6010 620
880 PRINT "I PLRY RGRIN"
890 60SUB 330
900 6010 1050
910 PRINT "THERE RRE HO PEBBLES IN THRT BIN"
920 PRINT "TRY RGRIN"
930 GOTO 620
910 RE# * END SR#E *
950 60SUB 320
960 PRINT "GR#E OUER"
970 PRINT FINL SCORE"
980 PRINT S,"ME"
990 = BN7)B = BM14)
1000 PRINT R,B
1010 PRINT
1020 IF = B THEN PRINT •TIE BR#E•ELSE IF R > B THEN PRINT RI;
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68

WINS"ELSE THEN PRINT "I NIN
1030 END
1040 PRINT "NY TURN"
1050 # + 0
1060 T = - 1
1070 FOR X = 8 T0 11
1080 IF X + BHCX) • 14 THEN#• I
1090 NEXT I
1100 IF#> 0 THEN 6010 115()
1110 N= 13
1120 IF BNC#> > 0 THEN SOTO 1150
1110 # = # - l
1U0 6010 1120
1150 N = N- 7
1160 PRINT "I PLAY ";N
1170 PRINT *PLERSE PRESS <RETURN> •
1180 INPUT Bl
1190 60SUB 650
1200 60SUE 320
1210 T = l
1220 6010 270



10 REif :1-:J SOLO-FRUSTRRTIOH
20 RE# * QERSIOH 1 -- SOLO
30 RE# * DELTON T. HORN
40 RE# * COPYRI6HT 1986
50 DIH RC100>
60 HOH£
70 PRINT: PRINT
80 PRINT" FRUSTRRTIOH•
90 PRINT s PRINT
100 RE# * HIDE POINTS*
110 FOR X = 3 TO 99
120 Y = INT < RND < lJ * 27> - 9
130 IF Y > 9 THEN Y = 0
UO R<X> = Y
150 NEXT X
160 RE# * PRESET PLRYER POSITION *
170 P = 1012 = 25
180 S = OS#= 0
190 RE# * PLRNT BOOBY TRRPS *
200 PRINT "6RHE DIFFICULTY Cl-5) ";
210 INPUT D
220 D = INT <D * 5)
230 FOR X = 1 TO D
240 Y = INT < RND <1 > * 90> + 6
250 Y = - 50
260 NEXT X
270 HOHE
280 PRINT
290 Z = 1
300 FOR X 1 TO 10
310 PRINT " ";
320 FOR Y 1 TO 10
330 2 = Z
340 IF Q 25 THEN PRINT "0 ";
345 IF Q < > 25 THEN PRINT "X ";
350 Z = Z + 1
360 NEXT Y
370 PRINT
380 NEXT X
390 PRINT
00 PRINT ""YOUR MOUE"";
10 INPUT If
420 M = INT <H>
430 IF If < 1 OR If > 6 THEN GOTO 670
40 AP) = N
450 P = P + II
460 IF P > 99 THEN SOTO 700
470 II= R<P>
480 R<P> = 25
490 PRINT ""YOU 7UST FOUND ";
500 IF # = - 50 THEN 60TO 610
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510 IF#= 0 THEN 6010 590
520 PRINT M;" POINT";
530 IF # = 1 OR # = - 1 THEN PRINT y
535 IF # > 1 OR # < - 1 THEN PRINT •S.'"
540 S = S + #
550 PRINT #SCORE IS HO# •;S
560 PRINT "PLESE PRESS <RETURN> "I
570 INPUT QI
580 6010 270
590 PRINT "RBSOLUTELY HOTHIN6.•
600 GOTO 550
610 PRINT "R BOOBY TRRP.'"
620 S = INT CS I 2)
630 RCP) = M:1) = 25
640 P = 1# 0
650 6010 550
660 REN N ERROR M
670 PRIWT "INVALID MOUE!"
680 PRINT •TRY RGRIN •;
690 GOTO 410
700 PRINT ••,"BR#E OUER"
710 PRINT •fIHRL SCORE IS ";S
720 END
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10 RE# 3-<I DUO-FRUSTRRTION
20 RE# * VERSION 2 -- 1#0 PLRYERS
30 RE# * DELTOH T. HORN
40 RE# * COPYRIGHT 1986
SO lJI# R< 100>
60 HO#E
70 PRINT : PRINT
80 PRINT FRUSTRATION"
90 PRINT : PRINT
100 INPUT "PLRYER #1";R'I
110 INPUT "PLRYER #2";81
120 REH * HIDE POINTS*
130 FOR X = 3 TO 99
140 Y = INT< RND (1) * 27> - 9
ISO IF Y > 9 THEN Y = 0
160 X) = Y
170 NEXT X
180 RE# * PRESET PLRYER POSITIONS*
190 P 1:01) = 25
200 S = O:W = O
210 R = 100:01002 = 30
220 T = O:0 = O
230 L = IHT < RHD < 1 > * 2> + 1
240 RE# * PLRHT BOOBY TRRPS *
250 PRINT "GRHE DIFF ICIJLTY < 1 - 5) ";
260 INPUT D
270 IF D < 1 OR D > 5 THEN 6010 250
280 D = IHT <D * 5)
290 FOR X = 1 TO D
300 Y = INT ( RHD (1) * 90> + 6
310 R<Y> = - 50
320 NEXT X
330 HONE
340 PRINT
350 Z = 1
360 FOR X 1 TO 10
370 PRINT " ";
380 FOR Y 1 TO 10
390 Q = R<Z>
400 IF Q 25 THEN PRINT "0 ";
402 IF a 30 THEN PRINT "8 ";
405 IF Q < 25 THEN PRINT "JS ";
410 Z = Z + 1
420 NEXT Y
430 PRINT
440 NEXT X
450 PRINT
460 IF L = 2 THEN GOTO 850
470 PRINT $;"S TURN"
480 BOSUB 800
490 AP) = M
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500 p = p + #
510 IF P > 99 THEN 6010 750
520 N = P
510 RCP) = 25
535 IF N > 1 OR N< - 1 THEN PRINT "S?
5-10 PRINT "YOU JUST FOUND ";
550 IF N = 3O THEN GOTO 1160
560 IF # = - 50 THEN 6010 660
570 IF# z 0 THEN GOTO 6-10
580 PRINT #;" POINT";
590 IF#= 1 OR#= - 1 THEN PRINT •f•
595 IF N > 1 OR N <€ - 1 THEN PRINT S?
600 S = S + #
610 GOSUB 1090
620 L = 2
630 60T0 330
6-10 PRINT •RBSOLUTELY NOTHINB.•
650 6010 610
660 PRINT "R BOOBY TRRP!•
670 S = INT CS I 2>
680 AP) = NA) = 25
690 P .., 101 = 0
700 6010 610
710 REN ¥ ERROR #
720 PRINT "INVALID NOUN
730 PRINT "TRY R6RIN ";
7-10 GOTO 810
750 PRINT : PRINT ","6NE OVER
760 PRINT" FINRL SCORE•
770 PRINT $,B$
780 PRINT S, T
790 END
800 PRINT "YOUR MOUE;
810 INPUT #
820 # = INT C#)
810 IF#< 1 OR#> 6 THEN SOTO 720
8-10 RETURN
850 PRINT Bl;••s TURH"
860 BOSUB 800
870 R) = U
880 R = R - #
890 IF R < 2 THEN 8010 750
900 U = R)
910 /HR) = 30
920 PRINT "YOU JUST FOUND "1
930 IF Q = 25 THEN GOTO 1220
9-10 IF U = - 50 THEN 6010 1020
950 IF V = 0 THEN GOTO 1070
960 PRINT V;" POINT";
970 IF U = 1 ORV= - 1 THEN PRINT •f•
975 IF V > 1 OR V < - 1 THEN PRINT •s!•
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9B0 T • T + (I
990 SOSUB 1090
1000 L • 1
JOJO SOTO 330
1020 PRINT "R BOOBY TRRP!*
1030 T = INT <T I 2)
1040 R) = Us100) = 30
1050 R = 100:v = 0
1060 6010 990
1070 PRINT *RBSOLUTELY HOTHIH6.*
10B0 SOTO 990
1090 PRINT " CURRENT SCORE"
1100 PRINT Rl,BI
1JJO PRINT S, T
1120 PRINT
lt:10 PRINT "PLERSE PRESS <RETIIRN> •,
LUO INPUT QI
1150 RETURN
1160 PRINT BIJ"!"
1170 R<R) = Q:# = 0
1180 = OR = 100
1190 R<100) = 30
1200 R(P) = 25
1210 6010 610
1220 PRINT gy
1230 P) = M:U = 0
1240 N O:P = 1
1250 R<J) = 25
1260 R(R) = 30
1270 SOTO 990
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10 RE# 3-5 DU#B-FRUSTRRTJOH
20 RE# * <IERSIOH 3 -- "DU#B" IH
30 REH * DELTOH T. HORH
40 REH * COPYRIGHT 1986
50 DI# IH 100)
60 NOHE
70 PRIHT: PRIHT
80 PRINT FRUSTRTION": PRINT "DUMB BI VERSION
90 PRINT: PRINT
JOO INPUT "PLRYER'S NRHE";RI
110 Bl= "HE"
120 REH * HIDE POINTS*
130 FOR X = 3 TO 99
140 Y = INT ( RND (1) * 27) - 9
150 IF Y > 9 THEN Y = 0
160 IHX> = Y
170 NEXT X
180 REH * PRESET PLRYER POSITIONS*
190 P = 11) = 25
200 S = 0:M = 0
210 R = 100:R(/00) = 30
220 T = 0:0= 0
230 l = IHT ( RND CJ)* 2> + 1
240 REN * PLRNT BOOBY TRRPS *
250 PRIHT "GRHE DIFFICULTY C 1 - 5) "I
260 INPUT D
270 IF D < 1 ORD> 5 THEN 6010 250
280 D = INT (D * 5)
290 FOR X = 1 TO D
300 Y = INT < RND CJ) * 90) + 6
310 IHY> = - 50
320 NEXT .X
330 NOHE
340 PRINT
350 Z = 1
360 FOR X = 1 T0 10
370 PRINT ";
380 FOR Y = 1 TO 10
390 Q = R<Z)
400 IF Q = 25 THEH PRINT ·o ";
402 IF Q= 3O THEN PRINT "8 ";
405 IF Q < 25 THEN PRINT "X "1
410 Z = Z + 1
-120 NEXT Y
-130 PRINT
-1-10 HEXT .X
450 PRINT
460 IF l = 2 THEN GOTO 850
470 PRINT $;°'S TURN
-ICO 60SUB 800
490 P) = M
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500P•P+#
510 IF P > 99 THEN 6010 750
520 # = R<P>
530 R<P> = 25
540 PRINT ""YOU JUST FOUND "3
550 IF # = 30 THEN 6010 1210
560 IF H = - SO THEN 6010 660
57O IF N = O THEN 60T0 640
580 PRINT #;N POINT*;
590 IF H = 1 OR H - 1 THEN PRINT *!"
595 IF # > 1 OR # < - 1 THEN PRINT "S!"
600 S = S + H
610 6OSUB 1140
620 L = 2
630 6010 330
6,,0 PRINT "RBSOLUTELY NOTHINS."
650 6010 610
660 PRINT uR BOOBY TRRP!"
670 S = INT <S / 2>
680 OP) = M:1 = 25
690 P = 1:H = 0
700 6010 610
710 REN ¥ ERROR N#
720 PRINT "IHVRLID #OVE!"
730 PRINT "TRY R6RIN •;
740 60T0 810
750 PRINT I PRINT ,,,, , "6R#E OlJER"
760 PRINT " FINRL SCORE"
770 PRINT $,BS
780 PRINT S, T
790 £HD
800 PRINT "YOUR HOVE";
810 INPUT H
820 # = INT(#)
830 IF # < 1 OR # > 6 THEN 6010 720
840 RETURN
850 PRINT "HY Tl/RH": PRINT "I lfOlJE ";
860 Y = INT < RND Ct> * 200) + 51
870 FOR X = 1 TO Y
880 # = INT C RND ct> * 7) + 1
890 IF # = 7 THEN H = 6
900 NEXT X
910 PRINT #
920 RCR> = V
930 R = R - H
940 IF R < 2 THEN 60T0 750
950 V = R(R>
960 AR) = 30
970 PRINT "I JUST FOUND ";
980 IF U 25 THEN 6010 1270
990 IF V = - 50 THEN 6010 1070
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1000 IF U = 0 THEN 6010 1120
1010 PRINT V;" POINT";
1020 IF V = 1 ORV= - 1 THEN PRINT 11!"
1025 IF WU > 1 OR U - 1 THEN PRINT "S?
1030 T = T + V
1040 60SUB 1140
1050 L = 1
1060 6010 330
1070 PRINT "fl BOOBY TRFIP!N
1080 T = INT <TI 2)
1090 fl(R) = V:(1(100) = 30
1100 R = 100:/ = 0
1110 SOTO 1040
1120 PRINT "flBSOLUTELY NOTHINS."
1130 SOTO 1040
1140 PRINT" CURRENT SCORE"
1150 PRINT fll,B$
1160 PRINT S,T
1170 PRINT
1180 PRINT "PLEFISE PRESS <RETURN> NI
1190 INPUT 0$
1200 RETURN
1210 PRINT B$;"4+
1220 AR) = U:N = O
1230 U = O:R + 100
1240 100) = 30
1250 fl(P) = 25
1260 6010 610
1270 PRINT FIi;"!"
1280 P) = MU = O
1290 # = o:P = 1
1300 (1(1) • 25
1310 R) = 30
1320 SOTO 1040
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10 REIi 3-6 S#RRT-FRUSTRRTION
20 REIi * VERSION 4 -- IHPROVED RI
30 REIi * DELTON T. HORN
40 REIi * COPYRIGHT 1986
50 DIii R(JOO)
60 DIii B<JOO>
70 HOH£
80 PRINT: PRINT
90 PRIHT " FRUSTRRTION"s PRINT
100 PRIHT: PRIHT
10 INPUT "PLYER'S NAME? ";$
120 FOR X = 1 TO 100
130 B<X> = - .5
140 NEXT X
150 TC = 0
160 B$ = "NE"
170 REIi * HIDE POINTS*
180 FOR X = 3 TO 99
190 Y = IHT < RND (1) * 27) - 9
200 IF Y > 9 THEN Y = 0
210 R<X> = Y
220 NEXT X
230 REIi * PRESET PLRYER'S POSITIONS *
240 P 101 = 25
250 S O:N = O
260 R = JQQ:R(100) = 30
270 T = Qs(J = 0
280 L = INT ( RHD (1) * 2 + 1)
290 REIi * PLRHT BOOBY TRRPS *
300 PRIHT "GR#£ DIFFICULTY (1-5) ";
310 IHPUT D
320 IF D < 1 OR D > S THEN 6010 300
330 D = INT (D * S)
340 FOR X = 1 TOD
350 Y = INT< RND <J> * 90> + 6
360 R<Y> = - SO
370 NEXT X
380 HOIIE
390 PRINT
400 Z = 1
410 FOR X 1 TO 10
420 PRINT" ";
430 FOR Y = 1 TO JO
440 G = Z
450 IF Q = 25 THEN PRINT "0 ";
452 IF Q = 30 THEN PRINT "8 ";
455 IF Q < 25 THEN PRINT ".X "I
460 Z = Z + 1
470 NEXT Y
480 PRIHT
490 NEXT X
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500 PRIHT
510 IF l = 2 THEH 6010 910
520 PRINT Rl;*'S TURN*
530 60SUB 860
540 AP) = M
550 P = P + #
560 IF P > 99 THEN 8010 810
570 N = AP
580 IF#< 25 THEN BCPJ = #
590 IUPJ = 25
600 PRINT "YOU JUST FOUND•,
610 IF#= 30 THEH 6010 1350
620 IF#= - 50 THEN 6010 720
630 IF N= O THEN 6010 700
610 PRINT#;" POINT";
650 IF#= l OR#= - l THEN PRINT •f•
655 IF#> l OR#< - l THEN PRINT •sf•
660 S = S + #
670 60SUB 1280
680 L = 2
690 6010 380
700 PRINT "RBSOLUTELY NOTHINB.•
710 6010 670
720 PRINT BOOBY TRP!
730 S = INT CS/ 2)
740 9(P) = MR1) = 25
750 P = 1:N = 0
760 6010 670
770 REN # ERROR ¥
780 PRINT "INIJRLID HOIJE.'"
790 PRINT • TRY AGIN ";
800 6010 870
810 PRINT : PRINT *", *6RHE 0/JER"
820 PRINT" FINRL SCORE*
830 PRINT $,B$
840 PRINT S,T
850 END
860 PRINT "YOUR HOIJE *;
870 INPUT#
880 # = INT <H>
890 IF#< 1 OR#> 6 THEN 6010 780
900 RETURN
910 PRINT "#Y TURH*: PRINT "1 HOIJE -- •,
920 Y = INT ( RND <J) * 200) + 51
930 FOR X = 1 TOY
940 NEXT X
950 TC = TC + 1
960 IF TC < 12 THEN # = INT C RND (1) * 6 + 1H GOTO 1040
970 H = - 100
980 FOR X = 1 TO 6
990 Y = R - X

76



1000 IF Y < 1 THEN Y = 1
1010 Z = B<Y>
1020 IF Z > N THEN N = Z:# = X
10:JO NEXT X
1040 PRINT #
1050 /HR> = (I
1060 R = R - M
1070 IF R < 2 THEN 8010 810
1080 (I = R<R>
1090 IF V < 25 THEN B<R> = V
1100 R<R> = 30
1110 PRINT "1 JUST FOUND ";
1120 IF U = 25 THEN GOTO U!O
11:JO IF U = - 5O THEN 6010 1210
1UO IF (I = 0 THEN GOTO 1260
1150 PRINT (I;" POINT";
1160 IF U = 1 OR <J = - 1 THEN PRINT "!"
1165 IF <J > 1 OR V < - 1 THEN PRINT "5!"
1170 T = T
1180 60SUB 1280
1190 L = 1
1200 6010 380
1210 PRINT "R BOOBY TRRP!"
1220 T = INT (TI 2)
1230 OR) = U:01002 = 30
1240 R = 1OO:¢ = O
1250 GOTO 1180
1260 PRINT "RBSOLUTELY HOTHINS."
1270 6010 :1 .180
1280 PRINT " CURRENT SCORE"
1290 PRINT $,B$
1300 PRINT S,, T
1310 PRINT
1320 PRINT "PLERSE PRESS <RETURN> ";
13:JO INPUT QI
1340 RETURN
1350 PRINT Bs;"!"
1360 OR) = Q:M = O
1370 U = O:R = 100
1380 R<100> = 30
1390 R<P> = 25
UOO GOTO 670
1410 PRINT $;"!
1420 P) = M:/ = O
1430 MN = O:P
lUO R(l> = 25
USO R<R> = 30
U60 6070 .1:180
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10 RE# 3-7 #RNURL TIC-TRC-TOE
20 RE# * VERSION l -- #RNURL
30 RE# * DELTOH T. HORN
40 RE# * COPYRIGHT 1986
50 Dilf RC9)
60 FOR X = 1 T0 9
70 RCX> = X
80 NEXT X
90 HOHE
100 PRINT: PRINT
110 PRINT "PLYER M12¥
120 IHPUT RI
130 PRINT "PLYER #2?¥
UO INPUT Bl
150 T = INT I + RHD 1) + 2)
160 IF T = l THEN 6010 230
170 60SUB 310
180 PRINT Rl;"'S TURN*
190 PRINT " <PLYING X>
200 60SUB 460
210 R<lf> = 20
220 60SUB 550
230 60SUB 310
240 PRINT Bl;"'S TURN"
250 PRINT• <PLRYIN6 O>"
260 SOSUB 460
270 R<lf> = 30
280 60SUB 550
290 6010 170
300 REif * DISPLRY BORRD *
310 HOH£
320 PRINT I PRINT
330 Z = 1
340 FOR X = 1 TO 3
350 PRINT"",
360 FOR Y = 1 T0 3
370 R = RCZ>
380 IF R = 20 THEN PRINT• X ";
382 IF R = 30 THEN PRINT " 0 ";
385 IF < 10 THEN PRINT ";0 "¥
390 Z = Z + 1
400 NEXT Y
no PRINT
20 NEXT X
430 PRINT PRINT
440 RETURN
450 REN # MOUE M+
460 PRINT "YOUR HOVE •;
470 INPUT If
$80 N = INT (M)
90 IF If< l OR If> 9 THEN SOTO 520
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SO<> IF R<lf> > 9 THEN 6010 520
510 RETURN
520 PRINT "IHURLID lfO(IE!"
530 6010 -160
510 REif * NIH CHECK*
550 Z = O
560 FOR X • 1 TO B
570 RERD R
580 RERD B
590 RERD C
600 IF /UR> a: R<B> RND RCR) ~ RCC) THEN Z • R
610 NEXT X
620 RESTORE
630 IF Z > 0 THEN SOTO 720
610 REIi * STRLEIIRTE CHECK *
650 Z = O
660 FOR X = 1 TO 9
670 IF R<X> < 10 THEN Z = 1
680 NEXT X
690 IF Z < 1 THEN 6010 760
700 RETURN
710 RE# * END GR#£*
720 IF Z) = 20 THEN PRIHT Rf;
725 IF R<Z> = 30 THEN PRIHT Bf;
730 PRINT " MINS?
710 SOSUB 320
750 £HD
760 PRINT TIE GONE·
770 60SUB 320
780 £HD
790 BRTR
800 BRTR
810 BRTR
820 BR79
830 BRTR
840 D70
850 IIR79
860 llt':JTll
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10 RE# 3-8 RI TIC-TRC-10£
20 RE# * UERSION 2 -- RI
30 RE# * DELTON T. HORN
40 RE# * COPYRIBHT 1986
50 DI# R(9)
60 FOR X = 1 TO 9
70 0X) = X
80 NEXT X
90 HO#E
100 PRIHT s PRIHT
110 PRINT "PLAYER 12¢
120 INPUT RI
130 RE# * CO#PUTER IS PLRYER 12 *
140 B$ = "Ny"
150 T = INT (1 + RHD (1) * 2)
160 IF T = 1 THEN SOTO 230
170 BOSUB 310
180 PRIHT Rl;"'S TURN"
190 PRINT " <PLRYINB X>"
200 60SUB -160
210 IICII> = 20
220 BOSUB 550
230 60SUB 310
240 PRINT BS; TURN
250 PRINT" <PLRYINB O>"
260 60SUB 890
270 fU#) = 30
280 BOSUB 550
290 6010 170
300 RE# * DISPLIIY BORRD *
310 HONE
320 PRINT: PRINT
330 Z= 1
340 FOR X = 1 T0 3
350 PRINT ,,,, ,
360 FOR Y = 1 TO 3
370 II= R<Z>
380 IF II= 20 THEN PRINT" I";
382 IF R = 30 THEN PRINT " 0 ";
385 IF II< 10 THEN PRINT" ";R;" "I
390 Z = Z + 1
400 NEXT Y
-110 PRIHT
420 NEXT X
430 PRINT: PRINT
4#0 RETURN
450 REM ¥ MOUE #

460 PRINT "YOUR NOUE ";no INPUT#
480 N = INT A
490 IF#< 1 OR#> 9 THEN 6010 520
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500 IF R(#) > 9 THEN SOTO 520
510 RETURN
520 PRINT "INIJRLID #OIJE!"
530 6OT0 460
540 REN M MIN CHECK M
550 Z = O
560 FOR X = 1 TO 8
570 RED
580 RERD B
590 RERD C
600 IF ) = RCBJ RND R<RJ = R<C> THEN Z
610 NEXT X
620 RESTORE
630 IF Z > 0 THEN 6010 720
640 RE# * STRLE#RTE CHECK *
650 Z O
660 FOR X 1 TO 9
670 IF R<XJ < 10 THEN Z .., 1
680 NEXT X
690 IF Z < 1 THEN 6010 760
700 RETURN
710 REN ¥ END 6ME N
720 IF R<Z) = 20 THEN PRIHT RI;" #INS!"
730 IF R<ZJ = 30 THEN PRIHT "1 #IH.'N
740 GOSUB 320
750 END
760 PRINT "TIE SR#£.'"
770 GOSUB 320
780 END
790 DT 1,2,3
800 DRTR 4,5,6
810 DRTh 7,8,9
820 D9To 1,4,7
830 DRTR 2,5,8
840 DT 3,6,9
850 DRTR 1,5,9
860 DRTh 3, 5,7
870 REif * CO#PUTER'S #OIJE *
880 REN w LOOK FOR MIN w¥
890 PRINT "I'LL PLRY ";
900Z=O
910 FOR X = 1 TO 8
920 RERD R
930 RERD B
940 RED C
950 IF h<R> = 30 OR B) = 30 THEN 6010 1190
960 NEXT X
970 RESTORE
980 IF Z > 0 THEH 6010 1120
990 RE# * LOOK FOR BLOCK *
1000 FOR .X = 1 TO 8
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1010 RED
1020 RERD B
1030 RERD C
1040 IF R<R> = 20 OR R<B> = 20 THEN 6010 1250
1050 NEXT X
1060 RESTORE
1070 IF Z > 0 THEN GOTO 1120
1080 REH * RRNDOH HOUE *
1090 IF 5S) = 5 THEN Z = Ss 6010 1120
1100 Z = INT (1 + RND (1) * 9)
1110 IF R<Z> > 10 THEN 6010 1100
1120 H = Z
1130 PRINT H
1UO PRINT
1150 PRINT "PLESE PRESS <RETURN> ";
1160 INPUT QI
1170 RE TURN
1180 REN ¥ POSSIBLE NI? ¥
1190 IF ) = 20 0R R<B) = 20 OR R<C) = 20 THEN SOTO 960
1200 IF R<R> • R(B) THEN Z = C
1210 IF R<R> = R(C) THEN Z = B
1220 IF R<B) = R(C) THEN Z = R
1230 GOTO 960
1240 REN ¥ POSSIBLE LOSS? ¥
1250 IF ) = 30 OR B) = 30 OR AC) = 3O THEN 80T0 1050
1260 IF R<R> = R<B> THEN Z = C
1270 IF R<R) = R<C> THEN Z • B
1280 IF R<B) = R(C) THEN Z = R
1290 6010 1050
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Advanced Games
Inall of the simple games presented in the last chapter, only a handful of possible moves
are available to each player on each turn . The computer can quickly search through
all possible moves with no difficulties.

In more complex games, like chess, checkers, or backgammon, each player must
choose from dozens (or more) possible moves. To evaluate each move, the player must
consider how the opponent might respond to each possible move. The opponentwill
have dozens of responses to each of the player's dozens of potential moves.

To plan strategy, a player needs to plan ahead several moves. This is the best
(sometimes the only) way to evaluate the potential moves. The number of possible moves
to be evaluated can quickly escalate to an unwieldy size.

Let's imagine a hypothetical game. On each tum, each of the players (we'll call
them A and B) can make one of twelve possible moves.

Let's consider how many possible different games may be played:

A's tum
B's tum
A's tum
B's tum
A's tum
B's tum

12
144 (12 x 12)
1728 (12 x 144)
20,736 (12 X 1728)
248,832 (12 x 20,736)
2,985,984 (12 x 248,832)

For the computer to completely plan 3 moves ahead, it has to consider almost three
million possible combinations. In many games, it may be desirable to search five or
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six movesahead, or even more. Even at the high computation speeds of a computer,
this can take a considerable amount of time. In addition, an excessive amountof mem
orywould be required. If all the information needed for the evaluation of each possible
combination could somehow be stuffed into a single byte, a typical 64K personal
computer would be hard pressed to search ahead two moves in this game, and still
leave room for the game program itself.

Chess is a particularly tough game in this sense. I.J. Good has estimated that if
we limit chess games to no more than fifty moves, there are 10157980 possible games.
If each possibility could be examined in a second, it could still take years to play a
simple game of chess. No computer in existence today can store one byte for each of
these possibilities.

Clearly, to program a game of this type for AI play, some method must be found
to cut down the search through the possible moves.

The easiest solution is to cut down the depth of the search. Just look one or two
moves ahead. Unfortunately, such a program usually won't play very well.

GOMOKU
To illustrate the problemswe have been talkingabout, wewill useanancient oriental

game called Gomoku. Several variations of this game are in existence. If you are fa.
miliar with this game, the rules I describe here may notbeexactlywhatyou're used to.

The game is played on a seven by sevengrid. One player has severalwhite pebbles,
and the other player has a number of blackpebbles. On each tum, the player can place
one of his pebbles on any single unoccupied space in the grid. The object of the game
is to get five of your pebbles in a consecutive row, across, down, or diagonally.

This game sounds simple enough. In fact, it somewhat resembles Tic-Tac-Toe.
In actual play, however, this game can be very challenging, and requires a great deal
of strategy.

A program for Gomoku for two players is given in Listing4-1. The routines of this
program are summarized inTable 4-1. The variables used are summarized in Table 4-2.

This program is longer and more complex than the programs in Chapter 3. This
is simplybecauseGomoku isa more complexgame, and there is more for the computer

Table 4-1. Component Routines of Manual GOMOKU of Listing 4-1.
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50
190
260
310
380
690
700
730
830
920
970

1510

180
250
300
360
580
690
720
820
910
960
1500
1640

Initialize
Opening display/enter players' names
Player #1's turn
Player #2's turn
Draw game board
Enter move
Invalid move message
Check for possible win
Check for stalemate game
End gametie
Check for definite win
End game- winner



Table 4-2. Variables Used In
Manual GOMOKU.

A Horizontal win position marker
B Vertical win position marker
BC Win check position marker
TV Win check player identifier
w Winner identifier
X Counting loops, vertical posit'on
y Counting loops, horizontal positionxx Win check
VY Win check
z Stalemate check
A$ Player #1 name
B$ Player #2 name

Arrays

BD(11,11) Board array
TT(s,2) Win check array

to keep track of. We will run through the routines of this program for added clarity,
where needed.

In the initialization routine (lines 50 through 180), the program arrays are
DIMensioned. The main board array is cleared {BD{ll, 11)). This array is a little larger
than might appear necessary. The game board is a 7x7 grid. This array (counting
the O positions) is 12 x 12. This oversized array simplifies the win check routines
somewhat. The extra positions prevent the computer from trying to look at a non
existent array location {off-board position) when projecting a row along the edges
the board. A win will never be detected outside the game board parameters. It's easier
to just let the computer waste a few milliseconds checking up on impossible rows for
a win, than to program in a string of IF ... THEN ... tests. The results are the same
in either event.

As a further protection, the off board locations are assigned a dummy value of 
This isn't really necessary, but it won't hurt. The next section of the program is perfectly
straightforward. A title message is displayed, and the user(s) are prompted to enter
the players' names.

Player #1 always plays first. The board drawing subroutine {line 390) is called, then
the appropriate player is prompted. The move entry subroutine (line 600) is called next.
Once a valid move has been entered, a value of 1 is plugged into the appropriate array
location. Finally, a third subroutine (line 740) is called to check for a win , or a stalemate.

The same procedures are followed for the second player's tum, except the
appropriate array location is given a value of 2 instead of 1.

After the second player's turn is completed, the program jumps back to the
beginning of player l's routine.

Line 370 is a STOP command. This is a simple guard to make sure the program
never runs into the subroutines without a GOSUB call. This line should never be
encountered when the complete program is run.

The display board routine (lines 380 through 580) checks each of the visible array
locations {BC(l,1)) through BC(7,7)) for its four possible values, from 0 to 3. An
appropriate symbol is displayed in each position;

• 0 empty space
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A 1
B 2
W 3

space occupied by player #1
space occupied by player #2
part of a winning row

No Ws should appear in the display until the end of the game.
Each player enters his move in the subroutine running from line 590 to 690. He

is prompted for the horizontal and vertical positions for the space where he wants to
place a pebble. Guide numbers are included in the board display routine for convenience.

Each entry is checked to prevent an off-board position (below 1, or above 7) from
being selected. An error will cause the INVALID MOVE message Oines 700 through
720) to be displayed, and the player will be prompted to enter a new move.

The space selected by the player will be checked to make sure it is unoccupied
(has a present value of 0). Hnot, the INVALIDMESSAGEdisplay routine will becalled.
The computer will not allow either player to cheat.

The win-check/ stalemate-check routines come next, and maybe the most confusing
part of the program.

First the win-check array (TT(5,2)) is cleared. Each array position for the game
board (BD(l,1) through BD(7,7)) is checked. If its value is O, that position cannot be
part of a winning row. (Obviously.) If the space value is greater than 0 (1 or 2), it could
conceivably be part of a winning row. The program jumps ahead to a sub-subroutine
beginning at line 980.

Assumingnowinning rowhasbeen foundonthe board, the board array ischecked
for a stalemate condition. The variable Z is set to 0. Each board position is then
individually checked. If a position with a value of 0 is found, Z is changed to 1. After
all board positions have been examined, the value of Z is tested. As long as the value
of Z is 1, the game can continue. However, if Z still has a value of 0, all of the board
spaces have been filled. There is noway for either player to make any further moves.
The game ends in a stalemate.

This will rarely occur in practical games. But a good program must be prepared
for all possibilities, nomatter howslim their chances. Itcould happeneventually, hanging
up the computer.

If a stalemate condition is encountered, a simple message to this effect will be
displayed Oines 920 through 960), and the program ENDs.

Line 970 begins the advanced win-check sub-subroutine called when a non-zero
position is located in lines 780 through 820.

Rows are projected in each possible direction (down, across, and two diagonals).
Each position value in these projected rows is compared to the initial space value. If
the values are not identical, there is nowinning row in this direction. If all five spaces
in a row have the same value, a winning combination has been located.

Array TT(5,2) stores the coordinates of each position in the current row. A row
of all Oswill never be falsely identified as a win, because the initial position in the row
must have a non-zero value in order for the row to be tested.

If a winning row is located, a value of 3 will be plugged into each position in the
row . These positionswill be displayed as "W" when the board is redrawn. Thewinner's
name will then be displayed, and the program ends.

Now, how can we program Gomoku for AI play? The first step is to define a few
concrete rules for selecting its move. Such rules are called heuristics.
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We might use these rules for Gomoku:

* If an open space is adjoining four of the computer's pebbles in a row, complete
the winning row. If not-
If the opponent has an open four in a row and could win on the next turn, block
the open space. If not-
Try to get four in a row. If not-
Try to prevent the opponent from getting four in a row. If not

Try to get three in a row. If not-
Try to prevent the opponent from getting three in a row. If not* Select a space randomly.

An AI version of Gomoku using these heuristics is given in Listing 4-2. In a sense,
this program looks ahead one move. It assumes the opponentwill tryto extend its longest
possible row. As long as the computer can make a longer row than its opponent, it
will play offensively (extend its own longest row). Oth erwise, it will play defensively
(block the opponent's longest row).

This seems like a logical approach to the game of Gomoku. Unfortunately, this
program does not play a very good game. In fact, it is pretty easy to beat.

To improve its play, it should look ahead two or more moves, anticipating its
opponent's best poss ible play on each tum.

This could be accomplished with nested loops around some of the existing pro
gramming. Regrettably, this might take far , far too long to be reasonable. Even in its
curr ent form, the program takes an annoyingly long time to decide on each of its moves.
Nested loops would slow it down further. BASIC is an inherently slow language. We
are using it in this book primarily for illustrative purposes.

Things can be speeded up if some possible moves could be quickly discard ed as
unprofitable. The rest of this chapterwill examine some common techniques for limiting
a game move search routine as much as possible.

THE MINIMAX METHOD
In a sense, a computer isn't much more than a glorified adding machine. It works

best with numerical data. (Actually, that is all it really works with , which is why it
is called a digital device.)

This suggests that the most efficient method(s) of Al game playing would involve
numerical expressions of various conditions durin g the course of the game. For example,
in checkers, we could count how many men the computer has and how many men the
opponent has. Each move can be evaluated by the resulting differences between the
two quantities.

As an example, if a given move would result in the computer being left with 8 men,
and its opponent with 6, the value of that move would be:

8-6= 2

What happens if the opponent has more men than the computer? Obviously, the
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value of the move becomes negative. For instance:

7- 10= -3

Clearly, the computer's best move would be the one that gives the highest
(maximum) possible value. The opponent's bestmove would be the one with the lowest
(minimum) possible value.

Different game piecesmay have different values. There is nothing restricting the
program towhole numbers too. For example, in checkers, a king mightbe considered
worth 1.75 men.

Chess is an example of a game where simply counting the pieces doesn't mean
much. Obviously, if player A has the queen, the king, a bishop, and a rook (4 pieces),
and player B has the king, five pawns, a knight, and a rook (8 pieces), player A will
be in better shape towin, even though player B has twice asmanypieces. The program
should consider the queen more valuable than a bishop, for example, because it has
a wider choice of move options. The pawn is the most limited piece, so it should have
the lowest value. Since losing the king is the deciding factor in the game, this piece
should be given a very high value, so the computer will never choose a move thatwill
put the king into unnecessary danger.

Evaluatingmoves in thismanner is called the Minimaxmethod. Asearch tree (see
Chapter 2) can be extended to any desired depth (number of moves) using minimax
methods. In its evaluation, the computer will assume that the opponent will play the
move with the minimum available value. It will try to predict ahead several moves,
and will try to make the move thatwill offer the greatest possible value further down
the line.

To explain this a little more clearly, let's imagine a hypothetical game which offers
two possible moves to each player on each turn. Let's say the computer has to choose
between a move that has a value of 3 (Move A) and one that has a value of 1 (Move
B). On this level, Move A appears to be the best choice. But the opponent will have
two choices for each of the computer's possible moves. Let's assume Move A will of
fer the opponent a choice between Move AA (value of -1) and Move AB (value of
4). The options from Move B are Move BA (value of 2) and Move BB (value of 0).
If the computer chooses Move A, the opponent will choose Move AA (value of - 1).
On the other hand, if the computer plays Move B, the opponentwill respondwith Move
BB (value of 0). On this level, Move B looks like the better choice for the computer.
By extending this process several levels, the computer can planahead with quite a bit
of strategy, and can play a very tough game.

Itwill of coursebe making its solutions with the assumption that the opponentwill
always select the best possible move using similar logical methods. Human players,
however, often play by intuition, and rely heavily on the recognition of patterns.
Sometimes making a play that is not the logical "best" choice maywin the game. This
is where AI game playing programs fall down against expert humanplayers. The prob
lem of pattern recognition will be discussed a little more later in this chapter.

The computer considers each move out of context. Individually each move made
by the computer looks good, but it is not part of a comprehensive strategy towin the
game.
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An expert human player can learn to recognize patterns, or specific arrangements
of the pieces on the board. Certain patterns are particularly strong for one player or
the other, while others are more or less neutral. An expert player usually builds his
strategy around such patterns. Getting a computer to recognize such patterns is an
extremely difficult problem for AI programmers. Part of the problem is clearly defining
the patterns. Often the significant features are very generalized, and there may be
considerable variation that does not really affect the playing strength of the pattern.

Without any system of pattern recognition, the computer can only play by brute
force. It cannot formulate any true strategy. In game playing, strategy fonnation is
probably the most significant function of intelligence.

In practical games, the number of possible moves to be considered can quickly
become unwieldy. Various algoritluns have been devised to limit the search.

One such method is known as the alpha-beta algoritlun. The computer basically
keeps track of the best move sequence found so far. If the move sequence currently
being examined is unquestionably a poorer move, the search along this path will be
abandoned, even if the search tree path has not yet been extended to its full depth.

For an extreme example, let's saywe have a chess program that looks ahead five
moves. It has found a move sequence that will capture one of the opponent's rooks
at the cost of just two pawns. In evaluating another move sequence it might discover
that it will lose its queen and put its king in check on the second move. There is no
way for thismove sequence to offer any improvement over the previous best choice,
so there is no sense in looking at any later moves in this sequence. The bad move
sequence will be rejected.

The alpha-beta algorithm can offer a significant advantage in speed. It has been
estimated that an improvement of 500:1 can be achieved for a four ply search. {One
ply is one move by each player. A fourply search, therefore, looks ahead eightmoves
four for the computer, and four for the opponent.) If a brute force (no reduction
algorithm) searchwould take 15minutes, for example, using the alpha-beta algorithm
could cut this down to about 2 or 3 seconds! Clearly, a major improvement is gained.

Minimax techniques are not perfect. For one thing, such programshave no sense
of purpose. They are not really trying to win the game. They only try to chose the
maximum move currently available to it. If the computer is losing, itmay concentrate
so heavily on defensive play (protecting its remainingpieces), itmayoverlookoffensive
opportunities (chances to capture opposing pieces, and possibly even to force a win).

Of course a high value could be assigned to a win condition (such as capturing the
opponent's king in chess). But non-winning offensive moves might still be overlooked
in favor of defensive moves that do notbring the computer closer towinning the game.
Minimax searchesare programmed in a similar manner to the tree searches discussed
in Chapter 2.

HEURISTICS
More advanced game-playingAI programs usually employ heuristics. A heuristic

could be thought of as a rule of thumb. Some vague heuristics are incorporated in the
minimaxmethod. For instance, tryto capture anopponent's piecewhen itdoesn'tplace
one of your own pieces in jeopardy.
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A more sophisticated heuristic would include the rule of thumb that it is often
desirable to sacrifice a pawn for a chance to capture one of the opponent'smorepowerful
pieces.

Another valuable heuristic for chess mightbe to avoid limitingthe king's available
moves. The king could be easily trapped in a comer of the board.

Heuristics are generally usedto limit the width (number ofmovestobe considered
in each position) and the depth (number of moves ahead examined in the sequence)
of the game search tree.

Fanout parameters are often employed to limit the tree width. Fanoutparameters
are basicallyvariables that indicate the maximumnumber of legalmovesfrom a given
position thatwill be marked for further exploration. A different fanout parameter is
generally assigned to each level (move in the sequence). Fanout parameters are
numbered consecutively:

Fanout 0
Fanout 1
Fanout 2
Fanout 3
Fanout 4
Fanout 5
Fanout 6

Level 0
Level 1
Level 2
Level 3
Level 4
Level 5
Level 6

Player A's 1st move (the computer)
Player B's 1st move (the opponent)
Player A's 2nd move
Player B's 2nd move
Player A's 3rd move
Player B's 3rd move
Player A's 4th move

and so forth.
As the fanout parameter number increases, its value decreases. For example, the

variable values may be:

Fanout 0 30
Fanout 1 25
Fanout 2 20
Fanout 3 16
Fanout 4 12
Fanout 5 8
Fanout 6 4

that is, up to 30 legal moves may be examined on level O, but no more than 12 legal
moveswill be explored at level 4. Only the mostpromising lookingmoveswillbe con
sidered at each level.

At the lowest level, only absolutelyhopeless moves (suchasplacingyourown king
into check in a game of chess) will be discarded. At higher levels, the computer will
be more choosy about what potential paths of play it will consider.

The fanout parametervariables usuallymust be determined experimentally foreach
program. In fact, they do not have to be held constant within a single program. For
example, if the programmer incorporates some kind of timer function, it can choose
fanout parametervaluesdependingon the time available tomake its next move. If time
is running short, the fanout parameter values will be decreased forcing a narrower
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sear ch. On the other hand, if enough time is available, higher fanout parameter values
can be used to explore a wider range of options.

This is all well and good, but how can the computer decide which moves deserve
to be explored and which ones should be discarded as probably fruitless? Here is where
the programm er's creative skill is really called into play. To a large extent, the heuristics
used here determine much of the "intelligence" of the program.

Some kind of numerical plausibility score is generally ass igned to each legal move.
The available moves are then listed in descending numerical order, so that the move(s)
with the highest curr ent plausibility score will be next in line to be explored. The
computer will move on down the list, until the limit defined by the appropriate fanout
parameter is reached. Thi s system is called plausibility ordering for reasons which should
be perfectly obvious. If plausibility ordering is used with the alpha-beta system described
earlier in this chapter, a very efficient search can be achieved.

But how are the plausibility scores determined? Each move to be considered will
be examined for a number of characteristics, each with its own numerical value.
Advantageous characteristics will have a positive point value. Penalties will have
negative point values. The sum for the move is its plausibility score. The characteristics
to be considered are the actual heuristics (rules of thumb) to be used by the computer
in deciding how to play the game.

The programmer should streamline the heuristics list as much as possible. The
whole point of the plausibility score is to limit the time it takes the computer to decide
upon its next move. If too many heuristics have to be considered for each potential
move, the time advantage may be lost . Remember, it is going to take some fini te amount
of time to calculate the plausibility ra tings. This time must be added to the actual tree
search to determine how long it takes the computer to decide upon a move.

Here are some heuristics that might be used in a chess program:

ADVANCE

ATTACK

CAPTURE

DEVELOP
MENT

SAFETY

A positive value might be ass igned to a bishop, a
knight, or the queen if moved towards the opponent's
side of the board, or a negative value might be
ass igned if one of these pieces retrea ts in the opposite
direction.
A positive value might be ass igned if the move will
position the piece to threaten (attack) more of the
opponent's pieces.
A point value should be added if the move in question
will take (capture) one of the opponent's pieces. The
number of points should be dependent on the relative
value of the piece to be captured. (The queen is worth
more than a knight, which is worth more than a
pawn.)

A move that brings a major piece (bishop, knight,
queen, or rook) into play from its starting position
might be assigned a few points.
If a move opens one of the player's (computer 's)
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pieces to attack, itshouldbe assigned a negative val
ue dependent on the relative value of the piece that
would be threatened.

This givesus five general characteristics thatmustbe examined for each andevery
legalmove, before the tree search can even begin (or move on to the next level). Once
you add in a few special rules for specific pieces, you will probably find the program
is near its heuristic limit. Increasing the decisions to be made at this pointwill tend
to reduce the efficiency of the computer's decision making process, and the potential
time advantage of using the plausibility scores may be cancelled out.

A trade-off must bemade between factors to be considered (heuristics) and time.
After all, nobody wants to play a game against a computer that takes an hour or two
to make each move.

Another way to cut down the search time is to control the depth of the search.
Remember, the depth is defined as howmanymoves ahead the program looks before
deciding on its next move.

The depth of the search is always a trade-off situation. The deeper the search (the
more moves ahead the computer looks), the better the move will be. On the other hand,
the time required for the search increases exponentially as the depth is increased. This
isbecause a larger number of moves to be considered is added ateach level. To illustrate
this, consider our hypothetical game that gives each player the choice of two moves
on each turn:

LEVEL #OF MOVES TOTAL#OF
ON THIS MOVES TOBE
LEVEL CONSIDERED

1 2 2
2 4 6
3 8 14
4 16 30
5 32 62
6 64 126
7 128 254
8 256 510
9 512 1022

10 1024 2046
11 2048 4094
12 4096 8190

The depth can quickly become very unwieldy, if uncontrolled.
Thereare a number ofways the depth can be controlled. In the bestAI game playing

programs, the depth for each move is variable. Not all possible moves are examined
to the same depth.

Clearly, if a move results in a conclusive win or loss (say, a king is captured in
chess), there is no point in projectingahead from thatmove. Otherwise, therewill usually
be a minimum depth tobe searched for all consideredmoves. Generally, thisminimum
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depth will be rather shallow-just one or two ply ahead. (One ply is one set of moves
for each player.)

There will also be a maximum depth, beyond which no search will be extended.
Obviously, we don't want any search path to be extended indefinitely. Some sort
upper limit cut-off must be declared.

Many search paths may be searched further than theminimum depth, but not as
far as the maximum depth. Various heuristics are employed to determine when
prematurely cut off a search path. Somemovesequences may lead to a dead end. This
may be a tie game, or a stalemate. Some games might also legally permit oscillating
moves that don't accomplish anything. Let's consider a game of chess. Each player
has just the queen and the king left. (Theremay bea few other stray pieces in a remote
location on the board, not influencing the situation described.) Player A's queen is
a comer, as illustrated in Fig. 4-1. It is being threatened by player B's queen. Themove
sequence could look like this:

A moves WHITE QUEEN from a to b

B moves BLACK QUEEN from c to d

The BLACK QUEEN is again threatening the WHITE QUEEN.

Amoves WHITE QUEEN from b to a

B moves BLACK QUEEN from d to c

The BLACK QUEEN is again threatening the WHITE QUEEN.

Flg. 4-1. An AI game-playing program should avoid falling into pointless stalemate conditions that
could continue indefinitely.
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A moves WHITE QUEEN from a to b

B moves BLACK QUEEN from c to d

BLACK QUEEN is again threatening the WHITE QUEEN.

This could continue forever. There is no sense in the computer wasting time
projecting such moves to the maximum depth. Any move that leads to such a situation
should be rejected as soon as it becomes apparent.

The alpha-beta algorithm discussed earlier is also used for depth control. If a move
sequence looks like a poorer choice than a previously searched path , the new sequence

rejected, even if the maximum depth has not yet been reached.
Moves that lead to dangerous conditions (opponent's pieces threaten one or more
the computer's important pieces) can also be rejected fairly early in the sear ch.
Aswith the width controls discussed earlier, the depth controls can bemade varia ble
the program. If the computer is running out of time, it can reduce the maximum

search level. If it has enough time available, it may continue to sear ch to a greater depth .
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10 REIi ,t-.1 IIRHl/RL SO#OKU
20 REM w UERSION 1 -- NNUL
10 RE# * DELTON T. HORN
40 RE# * COPYRIGHT .1986
SO DIii BD<.11,11)
60 DI# TT< 5,2)
70 HOii£
80 PRINT
90 FOR X = 0 TO 11
100 FOR Y ,. 0 TO 11
110 BD<X,Y> = - 1
120 NEXT Y
110 NEXT X
UO FOR X 1 TO 7
150 FOR Y ., 1 TO 7
160 BDX,Y = O
170 NEXT Y
180 NEXT X
190 PRINT "","60110Kll"
200 PRINT" THO PLRYER VERSION"
210 RE# •ENTER PLRYER NR#ES *
220 PRINT "PLRYER tU";
230 INPUT $
240 PRINT "PLRYER #2";
250 INPUT B$
260 GOSUB 390
270 PRINT ±" YOUR TURN
280 GOSUB 600
290 BD < X , Y) = 1
100 60SIJB 740
110 605lJB 390
320 PRINT B$;" -- YOUR TURN"
110 GOSIJB 600
340 BDX,Y) = 2
150 GOSUB 740
160 GOTO 26<>
170 STOP
180 REIi * DRRH BORRD *
190 HO#E
400 PRINT z PRINT
410 PRINT " ";
420 FOR X = 1 70 7
430 PRINT X; "¢
U0 NEXT X
450 PRINT
460 FOR X = 1 TO 7
470 PRINT ";X; ""g
480 FOR Y = 1 TO 7
490 R = BD<X,Y>
500 IF R O THEN PRINT "'. ";
510 IF R = 1 THEN PRINT "R ";
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520 IF = 2 THEN PRINI "B "¥
530 IF R = 3 THEN PRINT "II •;
540 NEXT Y
550 PRINT
560 NEXT X
570 PRINT s PRINT
580 RETURN
590 RE# * ENTER #RNURL #OUE *
600 PRINT "ENTER HORIZONTRL POSITION ";
610 INPUT Y
620 Y = INT CY)
630 IF Y < 1 ORY> 7 THEN 6010 700
640 PRINT "ENTER UERTICRL POSITION "I
650 INPUT X
660 X INT X»
670 IF X < 1 OR X > 7 THEN GOTO 700
680 IF BDCX,YJ > 0 THEN GOTO 700
690 RETURN
700 PRINT "IWULID NOV?
710 PRINT TRY 0IN°
720 6010 600
730 RE# * POSSIBLE #IN CHECK*
740 FOR X = 1 TO 5
750 TTCX,J> .,,, 0
760 TTCX,2) z 0
770 NEXT X
780 FOR X z 1 TO 7
790 FOR Y 1 TO 7
800 IF BDCX,Y) > 0 THEN 8010 980
810 NEXT Y
820 NEXT X
830 RE# * STRLE#RTE CHECK*
840 Z = 0
850 FOR JI z 1 TO 7
860 FOR Y = 1 TO 7
870 IF BDCX,Y) z O THEN Z ~ 1
880 NEXT Y
890 NEXT X
900 IF Z = O THEN 6010 930
910 RETURN
920 REN N STALE#TE END 6NE #
930 GOSUB 390
940 PRINT ",TIE 6NE"
950 PRINT ,,,,,"HO #INNER"
960 END
970 RE# * CONTINUED #IN CHECK*
980 XX = X:YY = Y
990 TT1,1 = XX:TT1,2 = Yy
1000 TU= BDCXX,YYJ
1010 RE# * HORIZONTRL CHECK*
1020 Z = 0
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10:JO BC = 2
1040 FOR T = XX + 1 TO XX + 4
1050 IF BDT,YY < > TU THEN Z ~ 1
1060 IF Z = L THEN 6010 1100
1070 TT(BC,L) = T
1080 TT<BC,2> = YY
1090 BC = BC + L
1100 NEXT T
1JJO IF Z = 0 THEN GOTO 1520
1120 RE# * <IERTICRL CHECK *
1130 Z + O
1140 BC = 2
1150 FOR T .,,,. YY + :L TO YY + -I
1160 IF BDXX,T) < > TU THEN Z = t
1170 IF Z = 1 THEN SOTO 1210
1180 T7BC,1) = XX
1190 TT<BC,2) = T
1200 BC = BC + L
1210 NEXT T
1220 IF Z = 0 THEN GOTO 1520
1230 RE# * DIR60NRL CHECK *
1240 Z = O
1250 BC = 2
1260 FOR T = 1 TO 4
1270 0 = XX + T
1280 B = YY + T
1290 IF BD<R,B> < > TV THEN Z = 1
1:100 IF Z = .1 THEN GOTO 1340
1310 TTBC,1 = 0
1320 TT<BC ,2) = B
13:JO BC = BC + .1
1340 NEXT T
1350 IF Z = 0 THEN 6010 1520
1360 IF Y < 3 THEN 6010 810
1370 Z = 0
1380 BC = 2
1390 FOR T = .1 T0 4
UOO R = XX + T
U10 B = YY - T
U20 IF B < .1 THEN Z = 1: GOTO U80
1430 IF BD<R,B> < > T<I THEN Z = 1
1440 IF Z = .1 THEN GOTO 1-180
1450 T7BC,1»
U60 TT<BC,2) = B
U70 BC = B + .1
UBO NEXT T
1490 IF Z = 0 THEN GOTO 1520
1500 GOTO 8.10
1510 REH * DISPLRY #INNER *
1520 FOR T = 1 TO 5
1530 = TTT,1»
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1540 B = TT<T,2)
1550 # = BD<R,B>
1560 BD,B) = 3
1570 NEXT T
1580 SOSUB 390
1590 PRINT
1600 PRINT ",
1610 IF#= 1 THEN PRINT RI;
1615 IF H = 2 THEN PRINT Bl;
1620 PRINT" #INS!"
1630 PRINT
1640 END
1650 REN ¥ CALCULATE COMPUTER MOUE +
1660 IF TR< 2 THEN SOTO 1930
1670 = O:B = O
1680 B = O:BB + O
1690 FOR X = 1 TO 7
1700 FOR Y = 1 TO 7
1710 IF BD(X,Y) = 0 THEN 8010 17SO
1720 NEXT Y
1730 NEXT X
1740 X = :Y = B
1750 IF X = O THEN X = B:Y = BB
1760 IF X = 0 THEN 60T0 1930
1770 60T0 34o
1780 C = 4
1790 xz = 1
1800 IF BD<X + 1,Y) > 0 THEN SOSUB 2000
1810 IF BD<X + 1,Y - 1) > 0 THEN SOSUB 2-020
1820 IF BD<X + 1,Y + 1) > 0 THEN SOSUB 2040
1830 XZ = 0
1840 IF BDO,Y - 1) > O THEN SOSUB 2020
1850 IF BD<X,Y + 1) > 0 THEN SOSUB 2010
1860 xz = - 1
1870 IF BD<X - 1,Y) > 0 THEN SOSUB 2000
1880 IF BDX - 1,Y- 1 > O THEN BOSUB 2020
1890 IF BDX - 1,Y + 1 > O THEN BOSUB 2010
1900 IF D > 0 OR C = 2 THEN SOTO 1720
1910 C - 1
1920 SOTO 1790
1930 X = INT RND (1 w 3) + #4Y INT ( RND 1 M 32 3
1940 TR = TR + 1
1950 IF BD<X,Y) > 0 THEN GOTO 1970
1960 6070 340
1970 X = X + INT < RHD Cl) * 3) - 1
1980 Y = Y + INT < RND <I> * 3> - 1
1990 6010 1950
2000 rz = o
2010 6010 2050
2020 YZ = - 1
2030 6010 2050
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200 Yz = 1
2050 IF Jr < -, RH11 JrZ • - 1 THEN RETURN
2060 IF 'f < -, RND 'fZ • - 1 THEN RETURN
2070 Z = O
2080 D = O
2090 FOR T • L TO C
2100 ZZ = BDC1' + JrZ * T,'f + 'fZ * T>
2110 Z = Z + ZZ
2120 IF ZZ a- 0 THEN Z • 0
2130 NEXT T
2140 C = C M 2
250 PRINT ")¥
2160 IF Z = C THEN GOTO 2240
2170 IF CZ = CR) THEN GOTO 2200
2180 IF Z > 0 THEN C = 2
2190 RETURN
2200 RR = Jr
2210 B = Y
2220 11 = 1
2230 RETURN
2240 0B =
2250 BB = Y
2260 11 = I
2270 RETURN
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10 RE# 4-2 RI BO#OKU
20 RE# * VERSION 2 -- RI
30 RE# * DELTON T. HORN
40 RE# * COPYRIGHT 1986
SO DI# BDCll,11)
60 DI# TTC5,2)
70 HO#E
80 PRINT
90 FOR X • 0 TO 11
100 FOR Y = 0 TO 11
110 BDCX,Y) • - 1
120 NEXT Y
130 NEXT X
140 FOR X • 1 TO 7
150 FOR Y 1 TO 7
160 BDX,Y) + 0
170 NEXT Y
180 NEXT X
190 PRINT ,GONOKU
200 PRINT I VERSION•
210 RE# *ENTER PLRYER HR#ES *
220 PRINT "PLYER'S NNE ";
230 IHPUT RI
240 B$ "COMPUTER
250 TR = 1
260 60S11B 390
270 PRINT $; -- YOUR TURN
280 60SUB 600
290 BDX,Y) = 1
300 60SUB 740
310 60SUB 390
320 PRINT "WY TURN"
330 6010 1660
340 BD<X,Y> = 2
350 60SUB 740
360 6010 260
370 STOP
380 RE# * DRR# BORRD *
390 HO#E
400 PRIHT s PRINT
410 PRIHT • "I
420 FOR X ~ 1 TO 7
430 PRINT X;" "
440 NEXT X
450 PRINT
460 FOR X = 1 TO 7
470 PRINT ";X; ";
480 FOR Y = 1 TO 7
490 R = BD<X, Y >
500 IF R = 0 THEN PRINT •. "1
510 IF = 1 THEN PRINT •R •,
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520 IF = 2 THEN PRINT "B "I
530 IF = 3 THEN PRINT " ";
540 NEXT Y
550 PRINT
560 NEXT X
510 PRINT I PRINT
580 RETURN
S90 RE# * ENTER #RNURL #OfJE *
600 PRINT "'ENTER HORIZONTRL POSITION ";
610 INPUT Y
620 Y = INT <Y>
630 IF Y < .t OR Y > 7 THEN GOTO 700
640 PRINT "ENTER IJERTICRL POSITION ";
650 INPUT Jr
660 X = INT X
670 IF Jr < .t OR Jr > 7 THEN 60TO 700
680 IF BD<X,Y> > 0 THEN 6010 700
690 RETURN
700 PRINT "INIJRLID #OVE!"
710 PRINT TRY R6RIN"
720 60To 600
730 RE# * POSSIBLE #IN CHECK *
740 FOR Jr = .t T0 5
750 TT<X,.t) = 0
760 TT<X,2> = 0
770 NEXT Jr
780 FOR X = .t TO 7
790 FOR Y = .t TO 7
800 IF BD<Jr, Y) > 0 THEN 60TO 980
810 NEXT Y
820 NEXT X
830 RE# * STRLE#RTE CHECK *
840 Z = 0
850 FOR X = 1 TO 7
860 FOR Y = l TO 7
870 IF BD<X,Y> • 0 THEN Z = l
880 NEXT Y
890 NEXT X
900 IF Z = 0 THEN SOTO 930
910 RETURN
920 RE# * STRLE#RTE END BR#E *
930 0SUB 39O
940 PRINT ","TIE 6NE
950 PRINT ,,., ,"'HO #INNER"
960 EHD
970 RE# * CONTINUED #IN CHECK *
980 XX = X:Yyy = Y
990 TT1, = XX±TT1,2) Yy
1000 TfJ = BD<XX, YY)
JOJO REIi * HORIZONTRL CHECK *
1020 Z + O
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1030 BC= 2
1040 FOR T = XX + 1 T0 XX + 4
1050 IF BDCT,YY> < > TV THEN Z • 1
1060 IF Z = 1 THEN SOTO 1100
1070 TTCBC,1) = T
1080 TTCBC,2) = YY
1090 BC= BC+ 1
ttOO NEXT T
1110 IF Z = 0 THEN 6010 1520
1120 REN ¥ VERTICAL CHECK ¥
t130 Z + O
1140 BC = 2
1150 FOR T YY + 1 TO YY + 4
1160 IF BDCXX,T) < > TV THEN Z = I
1170 IF Z = 1 THEN SOTO 1210
1180 TT(BC,1) = XX
1190 TT<BC,2) = T
1200 BC= BC+ 1
1210 NEXT T
1220 IF Z = 0 THEH 60T0 1520
1230 REN ¥ DIGONL CHECK +
1240 Z = O
1250 BC = 2
1260 FORT= 1 TO I
1270 = XX + T
1280 B ~ YY + T
1290 IF BD<R,B) < > TV THEN Z = 1
1300 IF Z = 1 THEN SOTO 1340
1310 TTCBC,1) = R
1320 TTCBC,2) = B
1330 BC= BC+ 1
1340 NEXT T
1350 IF Z = 0 THEN SOTO 1520
1360 IF Y < 3 THEH SOTO 810
1370 Z = 0
1380 BC= 2
1390 FORT= 1 T0 4
1400 + XX + T
1410 B = YY - T
1420 IF B<I THEN Z = 1: 60T0 1480
1430 IF BDCR,8) < > TV THEH Z = 1
1440 IF Z = 1 THEN 60TO 1480
1450 TTBC,1 =
1460 TT<BC,2) = B
1470 BC = B + 1
1480 NEXT 1
1490 IF Z = 0 THEN 6010 1520
1500 6010 810
1510 RE# * DISPLRY #IHNER *
1520 FOR T = 1 T0 5
1530 R = TT<T,1>
1540 B ,,,. TT<T,2)
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1550 # = BD<R,B>
1560 BD<R,B> = 3
1570 NEXT T
1580 60SUB 390
1590 PRINT
1600 PRINT ,.,, ,
1610 IF # ar 1 THEN PRINT RI;
1615 IF N = 2 THEN PRINT Bl;
1620 PRINT " MINS?"
1630 PRINT
16-10 END
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The Turing Test
Alan Turing is generally acknowledged as the father of artificial intelligence. He
certainlydidn't originate the idea. The concepthas been around, in one form or anoth
er, for centuries. Turing'smain contribution lay in providing a concrete definition for
the field.

Turing was an English mathematician who became fascinated with the question,
"Can a machine think?" In the 1950s he proposed a theoretical test for artificial
intelligence.

No machine or program has yet come remotely close to passing the Turing Test,
but it provides a theoretical goal for AI researchers to work towards.

THE TURING TEST PROCEDURE
The Turing Test is really quite simple in principle. There are three participants

in the test:

a human tester
a human subject
the AI machine

The tester is isolated from the others, and can communicate with them only through
akeyboard and display screen. He carries on a typed conversationwith the two subjects,
notknowingwhich iswhich. He can ask or say anythinghewants. If he cannotdetermine
which is the human subject and which is the AI machine, it would be reasonable to
assume that the computer is exhibiting intelligence.
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Many people when first told of this test assume it would always be easy to trip
up the computer by asking a number of complex mathematical equations, such as "Ho
much is 54654 times 632456?'' A computer, of course, can answer such problems very
quickly, and accurately. A human would take some time to solve the problem, and
a number of such questions were asked, would probably make a few mistakes. If
subject answered such questions almost instantly with no errors, it must be the
computer. Right?

Well, yes. But the test assumes that the AI machine is trying to pose as a human
subject. If it was intelligent, it should be able to see through such a simple trick.
would introduce an appropriate delay before answering such a question. It might even
deliberately make an error every now and then. A truly intelligent machine should be
able to pass the Turing Test.

PRACTICAL LIMITATIONS
It is more than probable that no computer will everbe able to pass the Turing Test

in its pure form. At least, no device based on currently existing technology is likely
to ever make the grade.

One of the major problems is simply one of memory. A computer can remember
things with better efficiency than a human brain, but a human brain can remember
a lot more than even the largest computer. The largest computers can store up to a
couple million pieces of data. But the human brain has billions of synapses. The circuitry
required to control that much computer memory is far beyond current technology.

Since the Turing Test places no restrictions on subject matter, the computer will
need to "know" at least as much as the average person. Unfortunately, existing
computer memory capabilities fall far short of the task.

The memory requirements are further complicated by the digital nature of the
computer. Every detail of every piece of information must be spelled out explicitly in
memory. Words, for example, are stored letter by letter, rather than as whole units.

The human brainmay operate in a more analog manner. It is definitely much better
at pattern recognition. We can see the similarity between "AAbAAcAAdAA" and
"AAdAAcAAbAA" without consciously going through the two sequences letter by
letter. We can see and recognize the pattern.

Giving a computer visual capabilities pointedly illustrates its short-comings in pattern
recognition. Once a person knows what a cat looks like, he can instantly recognize one
no matter what position it may be in, or the angle he is looking at it. We still recognize
an animal as a cat, even if it is a different color, or size. A computer needs to memorize
or calculate the cat image from multiple angles. Complex algorithms need to be pro
grammed in to account for acceptable variables. (A cat may be black, white, yellow,
or grey, but not green.) All of this takes considerable amounts of memory, while the
human brain seems to deal with such massed patterns as simple data units.

Amass storage option such as tape, or disc storage can be used to give a computer
virtually infinite memory, but accessing the stored data takes time. The average adult
human being has billions of pieces of information that can be instantly recalled. The
computer would respond more sluggishly, giving it away.

Now, don't get the idea that I am saying a computer cannot conceivably be made
intelligent. I am just saying that there are some severe memory problems involved in
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gettinga computer to simulate human intelligence, because the computer and the brain
appear to store data in fundamentally differentways. The digital computer is inherently
inefficient for dealing with human-like patterns. On the other hand, the human bra in
is ra ther inefficient in dealing with complex numerical relationships and opera tions,
which is where the computer shines.

Another problem an AI machine faces in the Turing Test is in judgement of ac
ceptable new data. Even if you have never heard the word "endocrine,"you can easily
accept the possibility that such a word really exists and means someth ing. But you'd
probably questi on the use of a word like "gl shiuabobonljk". Or, a less extreme example,
"mirkfafafafur".

The first nonsense word could probably be recognized by the unorthodox placement
of vowels and consonants . A computer could conceivably be programmed to reject
nonsense words like "glshiuabobonljk". This collection of letters would be
unpronounceable. The programming required to spot such problems might be more
difficult than you'd expect.

But "mirkfafafafur" does not have an impossible arrangement of consonants and
vowels. It is pronounceable, at least. Yet, it looks (and sounds) like nonsense, not a
word. Why? Once again we come to pattern recogni tion. No known words are similar
enough to "mirkfafafafur" to let us accept it as a possible word. But "endocrine" does
conform to acceptable patterns.

In a Turing Test, the use of nonsense words like "glshiuabobonljk" and
"mirkfafafafur" should be responded to like this:

"WHAT??? That's not a word!"

But the normal human response to an unfamiliar possible word like "endocrine",
or "thipple" would be more like;

"I've never heard that word before. What does it mean?"

Actuall y "thipple"is another nonsense word I just made up. But it resembles a word,
so if someone saw it for the first time, he'd consider the possibility that it might be
a word he's simply never encountered before.

Such acceptability patterns would be problematic for an AI machine with more
than just nonsense words. Many statements will be rejected out of hand by a person,
without any difficulty .

"My chihuahua killed and ate three cows last Thursday."

For a computer to recognize such a statement as nonsense, its programm ing would
have to include specific information about chihuahuas and cows and their relative sizes.
I'm sure most of my readers probably never considered the possibility of a chihuahua
attacking a cow. But as soon as the concept is introduced , its inherent absurdity is
perfectly obvious.

A computer program would have to explicitly consider the poss ibility before
determining its acceptability . It is not theoretically imposs ible to program a computer
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to reject nonsense statements. But the program would have to be extremely intricate
and detailed, and would require huge amounts of memory.

The Turing Test is extremely tough, and possibly impassable for any AI machine.
But it does provide a goal to work towards, and a standard by which to compare various
AI techniques. The closer they come to the Turing Test ideals, the better they are.

EXPERT SYSTEMS
No existingcomputer is large enough to store enough information to pass the Turing

Test. But, if the subject matter covered in the test is limited, some programs can do
a very good job. An AI programwith an extensive knowledge of a specific area is called
an expert system. Many practical expert systems have been devised for various
applications, including making medical diagnoses, giving financial advice, and aiding
engineering and design.

An expert system generally has two major components. One is a large data bank,
which serves as a reference library for the system. Whenever it attempts to solve a
problem, it searches through the stored data until the answer is found. It can combine
the data in new ways, or it can accept new data from the user, but it can never create
any new data on its own. An expert system cannot draw any conclusions that are not
implicit in its stored data.

The other major component of an expert system is a natural language processor.
This permits the user to easily communicate with the system, without learning a
specialized language, or set of commands. Natural language processingwill be explored
in some detail over the next few chapters.

Expert systems are exciting, and perhaps represent the field of artificial intelligence
at its best. Unfortunately, because of the extensive data banks required, they are really
beyond the scope of this book. It is possible to create a simple expert system on a
microcomputer, but it is an extremely ambitious project. The details of such a program
could probably take up an entire book this size.

Even though expert systems will not be dealt with in detail in this volume, any
experimenter in the AI field should at least know what they are.

A Ml PROGRAM
AI programs are often described as simulating intelligence. Unfortunately, this

terminology makes it sound like AI is just a cheap parlor trick. It sounds like it's all
just an illusion.

The word "simulation" is used in this context because of the ambiguity of the word
"intelligence." If we can't agree what "intelligence" is, how can we possibly detennine
whether or not an AI program is intelligent? To escape endless semantic debate, AI
researchers usually just say they are trying to simulate intelligence. If the results of
the program give sufficient appearance of intelligence, then intelligence is implied. It
is, after all, results that count.

A good simulation of intelligence is not easily achieved. Intelligent behavior is
generally pretty complex. At the heart of intelligence is the understanding of what is
going on. There is some justified debate over whether or nota computer can ever truly
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understand anything. Once again we can sidestep this debate by concentratingour efforts
on simulating understanding.

The easiest, and most obvious approach would be to simply have the computer
claim to understand. For example, consider this short program:

10 INPUT Q
20 PRINT "I UNDERSTAND"
30 GOTO 10

The computer claims to understand anything that is told to it (via the INPUT).
Thi s might briefly fool the more gul lible among us:

"Grass is green."
"I UNDERSTAND"
"The sky is blue."
"I UNDERSTAND"

But the simulation depends entirely on our taking the computer's word for it. It claims
to understand everything, even utter gibberish:

"Dtyhuyffg uy uhfuhx dc"
"I UNDERSTAND"

Obviously the computer does not really understand a damned thing, despite its
repea ted claims. The simulation falls apart completely if a question is asked:

"Is grass green?"
"I UNDERSTAND"

The computer's reply is ridiculous and mean ingless. It proves that the computer is
"lying" when it "claims" to understand what we tell it.

This is not artificial intelligence at all. I call this kind of thing MI, or Mock
Intelligence. This simple program can be improved somewhat by making it respond
differently when it is asked a question:

10 INPUT Q
20 L-=LEN(QS)
30 L=L-1
40 W$ = MID$(Q$,L,1)
50 IF W$- "?" THEN GOTO 100
60 PRINT "I UNDERSTAND"
70 GOTO 10

100 PRINT "I DON'T KNOW"
110 GOTO 10

This program checks the last character of the input. If it finds a question mark
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here, it jumps to line 100 and displays the message "I DON'T KNOW". IK the last
character of the input is anything other than a question mark, the programwill just
print out the usual message, "I UNDERSTAND."

This version of the programwill do a little better than the original version:

"Grass is green."
"I UNDERSTAND"
"The sky is blue."
"I UNDERSTAND""
"What color is a dandelion?"
"I DON'T KNOW"

But if you ask a question about a previous input, the comput
understanding quickly becomes very apparent;

"Grass is green."
"I UNDERSTAND"
"The sky is blue."
"I UNDERSTAND"
"What color is grass?"
"I DON'T KNOW"
"Is the sky green?"
"I DON'T KNOW""

The next step up for this type of programwould be for the co
what ithas been told. When a question is asked, it searches throuy
statements to find an answer, if possible:

"Grass is green."
"I UNDERSTAND"
"The sky is blue."
"I UNDERSTAND"
"What color is grass?"
"GRASS IS GREEN"
"Is the sky green?"
"THE SKY IS BLUE"
"What color are dandelions?"
"I DON'T KNOW"
"Dandelions are yellow."
"I UNDERSTAND"
"Are grass and the sky the same color?"
"I DON'T KNOW"

Notice that the program still gets hung up when a question is asked that is not
explicitly answered by the previous inputs. The answer is implicit, but thisMIprogram
is incapable of drawing any conclusions.
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In the next step, the distinction between AI and MI begins to blur a bit. More
complexprogramming can be used for the program to sort out the explicit factsof the
inputs to draw implicit conclusions:

"Are grass and the sky the same color?"
The computer "thinks":

"grass is green"
"the sky is blue"
"green is not the same as blue"

and answers:
"NO"

In advanced AI programs, the computer is able to draw more sophisticated
conclusions, by using pre-programmed knowledge of certain relationships. For example:

"John went into a restaurant"
"I UNDERSTAND"
"The waitress came to his table."
"I UNDERSTAND"
"John gave his order."
"I UNDERSTAND"
"When he was finished he paid his check and left."
"I UNDERSTAND"
"Why did John go into the restaurant?"
"HE WANTED SOMETIIlNG TO EAT"

This conclusion is not explicitly spelled out in any of the input
statements. In fact, eating isn't even mentioned. But the program is able
to draw on its previous knowledge that a restaurant is a place for eating.

Programsof this typedo exist. Do they understandwhat theyare told?
Theyact as if they do. Understandingand intelligence is being simulated.
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Conversation I
Personally, I find natural language processing one of the most fascinating areas of
programming. Natural language processing is simply any technique or techniques ti
will make the computer appear to understand a "natural" language, such as Engli

Natural language processing is being incorporated into more and more prograr
even those not directly associated with artificial intelligence. It makes the compu
much easier to use. The user does not have to learn a special language or comma
syntax to tell the computer what to do.

A good example is in adventure games. Adventure games are computer progra
that allow the user to interact with a story. The user takes the part of the hero of 1

story, and decides what actions the hero will perform. The computer then prints,
a description of the results.

In early adventure game programs, the acceptable command sequence was v,
limited. Usually, commands had to be given in one or two words. For example:

DRINK
LIGHT TORCH
GET JEWEL
ATTACK GNOME

Only a few selectwordswere recognized by the program. Using more than two words,
such as:

LIGHT THE TORCH
GET JEWEL AND BOX
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would only confuse things. The command might be rejected altogether, or it may be
only partiall y or erroneously execu ted. The user had to learn what the acceptable words
were, and he had to use them only within the rigid acceptable command format.

Newer adventure games often feature some degree of natural language processing .
The player can type in whatever he wants , even whole sentences. The computer scans
through the entered sentence for recognized keywords to trigger specific commands,
For instance:

USE THE KEY TO OPEN THE DAMNE D DOOR

will function the sam e as:

OPEN DOOR

This greater freedom in the player's inputs significan tly adds to the interest and
the fun of such games.

Natural language processing certainly isn't limi ted to just fun and games. Such
techniques are often used in business oriented programs. In a business situation, many
people may need to use a program, but there may not be time (or funds) for extensive
training. A natural language processor elimin ates the need for learning a specialized
command structure. The user just tells the computer what to do in pretty much the
same way as they'd give instructions to another human worker.

AUTOMATED TRANSLATION
Obviously natural language processing is not just of academic interest. It is a

practical benefit of AI research. In fact, one of the very first attempts to put AI to a
practical purpose involved natural language processing. There was a lot of interest in
the mid 50s in creating a program to translate from Russian into English. Substantial
funding for this project came from a variety of sources.

The AI programmers knew from the start that this project was not going to be
the proverbial piece of cake. They estimated that about 80 percent of the translation
process would be simple word-for-word substitu tion. In other words, the computer would
contain a Russian/English dictionary in its memory. It would simply substitute the Eng
lish equivalent for each Russ ian word. Thi s part of the programmin g wasn't particularly
difficult. It is the kind of tedious, brute-force task that computers excel at.

The remaining 20 percent of the translation would probably be beyond the scope
of a simple dictionary look up process. Some words have multiple meanings . Metaphors
could also be problematic. But the programm ers tackling the Russian/E nglish translation
project felt that special "fix-up" routines would take care of most of such problems.
Finally, a human editor could smooth out any resulting awkwardness . This editor would
not need any knowledge of Russ ian. He would only be needed to catch any minor
grammatical glitches that might slip by the computer. If a little bit of awkwardness
was acceptable, the human editor wasn't needed at all.

This project was tackled with great enthusiasm. The enthusiasm (and the funding)
eventually dwindled away. The problems to be solved were notas clear-cut as imagined.

The 80 percent that could be translated by simple dictionary substitution was no

112



real problem. The only real difficulty here was fitting a large enough vocabularyinto
the computer'smemory, which is notthat biga problem. But the remaining 20 percent
of the translation process was a bigger pain in the neck than the experts anticipated.
They found the problems virtually insurmountable. The best the computer could do
would be to list all possible translations, and leta human editor try to figure outwhich
one was appropriate.

The literal translation of metaphors was often amusing. For example:

"The spirit is willing,
but the flesh is weak."

"Out of sight, out of
mind"

"The wine is
agreeable, but the
meat has spoiled."
"Blind and insane"

But the researchers and the funderswere notamused. Eventuallysuch translation
projects were deemed failures and were dropped. The idea of automated translation
still has a poor reputation, although electronic foreign language dictionary/calculators
have been successfully marketed. These are just special purpose computers that are
programmed for simple word substitution. They make no attempt to deal with that
tricky 20 percent of translation.

Even though translation between two natural languages pretty much died out, re
search into natural language processing has continued, and has had some impressive
results.

SEMANTICS AND SYNTAX
There are two basic approaches to understanding a natural language. They are

semantics and syntax. Ordinarily, we use both simultaneously. For AI programming,
however, it is far more common to separate them. Mostnatural language AI programs
tend to emphasize one or the other.

Semantics concerns the meaningof the words. Syntax involves the arrangement
of the words.

The conversation programs presented in this and the next chapter use a simple
semantic trick. They search the input sentence for one of several keywords. The
programs thendeduce the approximatemeaningof the inputsentence from the keyword,
and reply accordingly.

As an example, let's say the computer is programmed to recognize the word
"COMPUTER" as meaning itself. When it finds this keyword, it could reply, "ARE
YOU TALKING ABOUT ME?"

A snatch of the conversation might look like this:

"I never thought I'd be conversing with a stupid computer."
"ARE YOU TALKING ABOUT ME?"

Notice that the rest of the sentence is ignored. In fact, it couldbe total gibberish:

"Wear the hopping computer under the kumquat bush."
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"ARE YOU TALKING ABOUTME?"

Or,

"Glishbi snitzll computer jurgenov."
"ARE YOU TALKING ABOUT ME?"

More sophisticated programs could utilizemore advanced semantic tools. For instance,
a programmight consider two or more keywords in each input sentence, or possibly
even the meaning of every word in the input sentence. Of course, this would require
a very fast computerwith an extremely large memory. Amicrocomputer usingBASIC
is inevitably limited in this respect.

In a semantically oriented program, the level of "intelligence" is determined
primarilyby the vocabulary size. Essentially, a dictionary is placed into the computer's
memory. The more extensive the dictionary, the better the program's handle on the
natural language input (and the greater the memoryrequirements and computing speed).

Syntax is more or lessthe same thingas grammar. A syntaxorientedprogramwould
examine the arrangement of words for meaningful patterns.

As a rule, a sentence will include a noun phrase and a verb phrase. A sophisticated
syntax program would identify and analyze each such phrase.

Each phrase is made up of various words which serve different grammatical
functions, such as:

nouns
verbs
adjectives
adverbs
connectives
articles
prepositions

How thesewords types are arranged determines the typeof phrase. Onlya relatively
small number of the many possible combinations are syntactically acceptable.

In other words, the computer will parse the sentence like we all had to do (and
most of us hated) in school.

Syntax identifies word patterns, without regard to their meanings. It is possible
for a sentence with incorrect syntax (poor grammar) to be meaningful. For example,
we might wince, but we can readily understand this sentence:

"I SEEN WHAT SALLY DONE."

If the syntax is too far off, however, the meaning of the sentence can become
mangled. For example:

"SALLY WHAT DONE SEEN I."

conveys almost no meaning at all.
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On the other hand, a sentence can have perfect syntax, and still be meaningless
on the semantic level, as in our earlier example:

"WEAR THE HOPPING COMPUTER UNDER THE KUMQUAT
BUSH."

Grammatically, this sentence is perfectly correct . The fact that it doesn't make any
sense is irrelevant. A syntax oriented program would find this sentence entire ly ac
ceptable.

The ideal natural language program would examine both the syn tax form and the
semantic content of all input sentences . Unfortunately, this would demand a surprising
degree of computing power.

CONVERSATION 1
To explore natural language processing techniques, we will use some conversa tional

programs. These programs are just for fun, and are not intended to serve any practical
purpose (beyond their educational value for the programming techniques used).

In order to maximize their entertainment value, I have given my imagination and
sense of humor a free rein in creating these programs.

The computer displays various messages on its screen. The user then types in a
reply. The computer analyzes this input and responds accordingly.

A very simple conversation program is provided in Listing 6-1. Thi s program has
very little flexibility . The computer insists on following a specific, well-defined path
through the conversation. The user is only allowed to answer questions posed by the
computer.

When the program is first run, a random value from 1 to 10 is selected (line 50).
This value is tested in line 60. If it happens to be 7 (10 percent chance) at the time,
the program jumps to line 760, where the computer "grumpily" says:

"GO AWAYANDLEAVE ME ALONE!"

and the program ends then and there. This grufftermina tion routine mayberandomly
called at various points throughout the program.

If X has any value other than 7, the computer displays it's opening message (lines
70 through 90):

"HI THERE! I'M IRVING"
"THE CONVERSATIONAL COMPUTER"

I happen to like the name "Irving." Of course , you can give your "conversational
computer" any name you like.

The computer then asks the user's name (lines 100 through 110).Then it randomly
selects one of five possible replies.

Reply #1 is displayed in lines 140 through 160:

"HI THERE. (user's name). OLD PALI"
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Lines 170 through 180 give the second possible reply:

"(user's name) IS A NICE NAME."

The selection process isweighted so that these two friendly replies are twice as
likely to occur as any of the other three possible replies.

The third reply (lines 190 through 210) is:

"YEAH. YOU LOOK LIKEA (user's name)."

s may or may not be insulting, dependingon how the user happens to feel about
name.
The fourth reply Oines 220 through 320) is unquestionablyan insult.The computer
eats the name "unbelievingly," and then declares:

"WHAT A FUNNYNAME!"

e computer now "laughs" atthe user'sname, by displaying "HA!"a randomlyde
:nined number of times.
The fifth possible reply is the "GO AWAY'' termination routine.
Notice that the contentof the user's replydoes not influence the computer's choice
response in any way. The conversational quality of this program is just a cheap
sion. Thiswill often be apparent, if the user resists the computer's leading of the
versation. For example, consider the following exchange:

WHAT'S YOUR NAME?"
"None of your business!"
"NONE OF YOUR BUSINESS! IS A NICE NAME."

This program doesn't care what the user enters. It definitely has absolutely no
lerstanding of the conversation. Still, the crude techniques used here, will be
;>Joyed in a more sophisticated manner in the next two programs, so bear with me.
The next exchange begins at line 330. The computer asks:

"SO, HOW AREYOU TODAY. (User's name)?"

The user can now reply however he likes. If he just answers "OK", the program
jumps to line 530 and the computer says:

"GLAD TO HEAR IT!""

If the user's reply is not "OK", the computer searches the input for one of the
six keywords in the DATA statements of lines 1090 and 1100:

GOOD
GREAT
FINE
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SICK
LOUSY
ROTTEN

The keyword search is such a useful technique, we will examine this portion of
the program in particular detail. The routine runs from line 360 to 520.

360 INPUT H$

The user enters his reply.

370 HL=LENHI$)

The length (number of characters) of the reply is determined.

380 IF H$-"OK" GOTO 530

This line was already mentioned.

390 IF HL <4 GOTO 710

If the replyHS) is less thanfourcharacters, it can'tpossibly contain anyof the keywords.
The programjumps to line 710, where the computer displays the following message:

"I'M SORRY, (user's name)
"I DON'T UNDERSTAND WHATYOU MEAN.
"LET'S TRY AGAIN-"

The program then jumps back to line 350 to prompt the user to enter a new reply.

400 Z=0

Z is a test variable for the keyword search process. It is initially cleared (set to 0).

410 FOR X-1TO 6

A six step counting loop is set up.

420 READ A$,A

The nextkeyword andan associated value (explained later) is READ from the DATA
list.

430 B-LENA$)

The variable B is set to equal the length (number of characters) of the keyword.
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440 FOR Y-1 TO HL

A second counting loop is set up, to step through the input sentence (H$) character
by character. Remember, HL is equal to the length of H$.

450 BS-MID$HS,Y.B)

A substring (B$) is derived from the input string(H$), startingwith the currentcharacter
(second loop-Y), and containing the same number of characters as the currentkeyword.
To see how this works, let's assume H$ = "I FEEL FINE." We'll say the current
keyword is "FINE". This means that the numerical variables have the followingvalues:

A s 1 (from DATA READ)
B = 4(length of keyword)
HL = 12 0ength of H$ - spaces count)

For each step through the second loop (Y), B$ will take on the following values:

y B$
1 "I FE"
2 "FEE"
3 "FEEL"
4 "EEL "
5 "ELF"
6 "L FI"
7 " FIN"
8 "FINE"
9 "INE."
10 "NE. "
11 "E. 9

12

otice that on the eighthpass through the Y loop, B$ is the same as the keyword (A$).
This is important.

'he current substring (B$) is compared to the current keyword string (A$). If they
match, the value of Z is changed to equalA. A is the numerical value READfrom the
DATA statement. In our example, A= 1,so Z now has a value of 1.

470 NEXT Y

The second loop ends here. If the count has not been completed, the loop from line
440 is now repeated.

480 NEXTX
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The outer loop (beginning in line 410) ends here.

490 RESTORE

The DATAfile is reset to its starting condition for later reuse. It is always good pro
gramming practice to RESTORE a DATA file after READing it.

In the next two lines, the value of Z is examined:

500 IF Z-1 GOTO 530
510 IF Z-2 G0TO 690

If Z has a value of 1, one of the positive keywords {GOOD, GREAT, or FINE ) has
been found in the user's input (H$). The computer replies:

"GLAD TO HEAR IT!""

On the other hand, if Z = 2, then one of the negative keywords (SICK, LOUSY,
or ROTTEN) has been found. In this case, the computer replies:

"GEE, THAT'S TOO BAD"

In either case, the programnowproceedsto the nextquestion (beginning in line 540).
If no keyword has been found, then Z will still hold a value of 0. Both of the tests

will fail, and the program will fall through to line 520 which unconditionally jumps to
line 710, for the "DON'T UNDERSTAND" message routine, and the whole process
is repeated.

This will continue indefinitely until the user replies "OK" or includes one of the
six keywords in his reply.

This very crude routine is far from perfect. For example, if "OK" is not entered
by itself, itwon't be recognized by the program. The computerwill not "understand"
TM OK". Even the addition of a period ("OK.") will confuse the program.

In addition, the keywordsmight not be used in the expectedmanner. Fortunately,
given the ambiguous and often insulting nature of this program, this won't be too far
out of place. As an example:

"HOW ARE YOU TODAY?"
"Not so good."
"GLAD TO HEAR IT!"

The next question (line 550) is:

"WHAT'S YOUR FAVORITE FOOD, (user's name)?"

The user's reply is stored as F$.
One of five possible responses israndomly selected. Once again, the program pays

no attention to the content of the user's input tomake the selection. The five possible
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responses are as follows:

"SOUNDS YUMMY TO MEI"
"YUK!"
"OH, I DON'T LIKE (food) VERY MUCH.

(food) GUMS UP MY CIRCUIT BOARDS"
''WELL, THERE'S NO ACCOUNTING FOR TASTE, I GUESS."
"THAT'S MY FAVORITE TOO!"

The user's reply for this exchange (F$) is stored for possible reuse later.
The computer next asks:

"DO YOU LIKE ME?"

Only two replies are recognized here, ''YES", or "NO". I the user enters anything
else (such as "I DON'TKNOW", "SURE", or "NO I DON'T") the computerwill not
accept the reply. Itwill demand:

"YES, BUT DO YOU LIKE ME?"

until it gets a simple "YES" or "NO" reply.
If the user answers "YES", one of five possible responses will be selected:

"OH, GOODY!"
"AW, THAT'S NICE."
"I LIKE YOU TOO. (user's name)"
"THANK YOU, (user's name)"
"I FEELWARM ALL OVER!"

There is then a 60 percent chance that the computer will add.

"I HOPE YOU FIND LOTS OF (favorite food)"

A similar procedure is followed if the user replies "NO" to the "DO YOU LIKE
ME?" prompt . In this case, the five possible responses are:

"SO WHO CARES ANYWAY?"
"I DON'T LIKE YOU EITHER!"
"BOO HOO HOO!"
"THAT WASN'T VERY NICE, (user's name)"
"GO AWAY AND LEAVE ME ALONE! (The program

immediately ends if this response is selected).

There is then a 60 percentchance that the computer will add:

"I HOPE ALL YOUR (favorite food) ROTS!"
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Finally, the program returns to lines 650 through 680, where it displays this
message:

"WELL, SO LONG FOR NOW, (user's name)!"

and the program ends.
This is really a very simple program, and it obviously has no intelligence at all.

Yet, if the program is only run onceor twice, a rough simulation of an actual conversation
will be achieved, if the user doesn't try to trip the program up. The randomly selected
responses, and the repetition of the user's name (N$) and favorite food (F$) make the
computer appear to be paying attention. On certain exchanges "HOW ARE YOU
TODAY?" and "DO YOU LIKE ME?" the program's response is linked to the user's
input in a very simple, but usually effective way.

A sample run of this program is shown in Table 6-1. Despite the rather structured,
yet meaningless course of the conversation, the results don't appear too unintelligent.

There is no question that this program is nothing more than a handful of parlor
tricks. Yet, when these same "parlor tricks" areused in moresophisticated ways, they
become less obvious. It can be very difficult to determine just where trickery leaves
off and true understanding picks up.

Unfortunately, the limitations of microcomputers won't pennit us that much
sophistication. Nevertheless, we can greatly improve on the illusion of intelligence
provided by this program.

Table 6-1. A Sample Run of Llsting 8-1.

HI THEREI I'M IRVING THE CONVERSATIONAL
COMPUTER!

WHAT'S YOUR NAME?
> Delton
HI THERE, DELTON, OLD PALI

SO, HOWARE YOU TODAY, DELTON?
>Pretty Good
GLAD TO HEAR ITI

WHAT'S YOUR FAVORITE FOOD DELTON?
>Chocolate Chip Cookies
WELL, THERE'S NO ACCOUNTING FOR TASTE,
I GUESS
DO YOU LIKE ME?
> Yes
AW, THAT'S NICE.

WELL. SO LONG FOR NOW, DELTONI

HI THEREI l'M IAVING THE CONVERSATIONAL
COMPUTERI

WHAT'S YOUR NAME?
> Delton
DELTON IS A NICE NAME

SO, HOW ARE YOU TODAY, DELTON?
>Not So Hot
l'M SORRY, DELTON I DON'T UNDERSTAND WHAT
YOU MEAN

LET'S TRY AGAIN-
HOW ARE YOU TODAY, DELTON?
> I Feel Lousy
GEE, THAT'S TOO BAD

WHAT'S YOUR FAVORITE FOOD DELTON?
>Lasagna
WELL, THERE'S NO ACCOUNTING FOR TASTE,
I GUESS
DO YOU LIKE ME?
> No
BOOHOO HOOi

WELL, SO LONG FOR NOW, DELTONI
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CONVERSATION 2
The programin Listing6-1 usesa number of techniques to simulate a conversation.

For the most part, these involve forcing the conversation along a specific path. The
computer gets to ask all the questions. The user can only reply in a few basic ways.

The mostversatile technique usedin this programis the keyword search employed
in the "HOW ARE YOU?" sequence. By extending the list of keywords, and the
computer's potential responses, an undirected conversation can be roughly simulated.

A conversation programextending the keyword system isgiven in Listing 6-2. This
program is rather Jong, but not terribly complex. If you glance through the listingyou
will see that it is mostly PRINT statements which are selected under various
circumstances.

As written, the programrecognizes28 keywords. The number of keywords is stored
asKW in line40. This simplifies future modifications to the program. The recognized
keywords are entered in the DATA statements from line 2150 to 2200. They are as
follows:

GOODBYE
COMPUTER
MACHINE
•YOUR BROTHER
•YOUR FAMILY
•YOUR SISTER
•YOUR FATHER
•YOUR MOTHER
LOVE
HATE
TOMORROW
YESTERDAY
USED TO
WANT

DREAM
EAT
FEAR
AFRAID
TERRIFIED
SLEEP
YES
NO
WHAT
WHY
HOW
•YOUR
•MY
•ME

The asterisks (•) in some of the keywords will be explained shortly.
Notice that some of the keywords areactuallymultiple word phases, suchas "USED

TO". Such phrases are treated as if they were single words.
When the program is run, the computer first asks for the user's name (lines 70

through 90), so it can personalize some of its responses throughout the conversation.
The user's name is stored as N$.

Next the computer displays an introductory message (lines 110 through 150)

YOU CAN CHAT WITHYOUR COMPUTER, (user's name)
TYPE IN ANYTHING YOU WANT, BUT AVOID COMMAS ) AND

SEMI-COLONS (;).

The BASIC INPUTstatementuses commasand semi-colonsasdelimiters. Theycannot
be included as part of an input. Using one of these punctuation symbols will confuse
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the computer and spoil the illusion of a natural conversation. For example, if the user
types in :

"I want a nice, juicy steak."

The computer will flash an error message:

EXTRA IGNORED

and will omit everything after the comma. Thismeans the computerwill respond as
if the user only entered:

"I want a nice"

On some computers a LINE INPUT command could be used to permit full
punctuation. Otherwise, the onlysolution is for the user to avoid the forbiddensymbols
in his inputs.

After this introductory message is displayed, the user is prompted to hit the RE
TURN key. The screen is then cleared, and the conversation begins.

The computer starts by greeting the user, and prompting him to begin the
conversation any way he likes:

HI, (user's name)!
WHAT'S NEW?

The user's reply is accepted in line 200 with the string variable A$.
In line 210 blank spaces are added to the beginning and the end of the string to

aid in the keyword search. These extra spaces prevent the computer from getting
confused if a keyword happens to be at the beginning or the ending of the sentence.

Next line 220 calculates the lengthof the inputsentence. The number of characters
in the sentence is stored as AL.

If AL is less than two characters long, it can be assumed that the user did not en
ter a meaningful response. Probably he justpressedRETURN (AL = 0). In this case,
the program jumps to 1790 and displays:

I'M SORRY, (user's name)
I DIDN'T QUITE CATCH THAT

The user is thenprompted for a newresponse. (The program jumpsback to line 200).
Assuming that the input is two or more characters long, the program proceeds to

line 240. The current input sentence (A$) is compared to the last preceding input
sentence (AX$). If they are the same the program jumps to a routine urging the user
not to repeat himself.

In line 250 AX$ is reset to the current input sentence (A$).
Next the computer skips through the keyword list (lines 270 through290) to get
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to the pronouns in the data statements of lines 2220 through 2240.
The pronoun data is READ in pairs (Pl$, P2$). If the first pronoun (Pl$) is found

in the input sentence it is replaced with the second pronoun (P2$). (lines 300 through 380)
For example, if the input statement is:

"Do you like me?"

The pronoun swap routine would change it to :

"Do I like "you?"

(The asterisk permits the computer to keep track of the changed pronouns.)
This swap routine changes the input sentence to the computer's "point of view."
After the pronoun swap is completed, the DATA file is RESTOREd (line 380).

Next comes the keyword sear ch routine (lines 390 through 500). This works in the same
way as the simple keyword search in the preceding program. Each keyword is READ
in from the DATA file, along with a key value (KV). Z is initially set to zero. If the
keyword is found in the input sentence, the value of Z is updated to equal KV.

After the input sentence has been sear ched for all of the recognized keywords, the
DATA file is RESTOREd (line 500).

If no keyword is found, then Z will still have a value of 0. The program jumps to
line 570 and displays one of ten possible non-commital replies, that will make sense
after almost any input sentence. Seven of the non-committal replies can occur at any
time:

TELL ME MORE, (user's name).
I FIND THAT HARD TO BELIEVE!
REALLY?
I SEE.
PLEASE GO ON.
SAYS YOU!
THAT'S VERY INTERESTING.

The other three "general" replies may be displayed only if a portion of an earlier
input sentence has been stored as C$. C$ is initially set to a null string in line 100.
If the loca ted keyword in an input string is "•YOUR" ("MY"), the rest of the sentence
from YOUR on is stored as C$. (The asterisk is deleted.)

As an example, let's say the input sentence is:

''I THINK MY CAT HAS FLEAS."

Afte r the pronoun swap routine, this sentence becomes:

"YOU@ THINK ·YOUR CAT HAS FLEAS."

The processing of this sentence will cause C$ to hold this string:
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"YOUR CAT HAS FLEAS"
As longas C$ is nota null string, the followinggeneral responsesmayalso be called

when no keyword is found:

"EARLIER YOU SAID (C$)."
"DOES THAT HAVE ANYTHING TO DO WITHTHE FACT THAT
(C$)2"
"TELL ME MORE ABOUT (C$)."

When nokeyword is found, the computermay try to revert back toan earlier topic
of conversation. For example:

"DOES THAT HAVE ANYTHING TO DO WITH THE FACT THAT
YOUR CAT HAS FLEAS?"

On the other hand, if a keyword is found (Z hasa value greater than O), the program
jumps to a specific routine determined by the key value (Z). This is done in lines 520
through 550. For convenience, the ON Z GOTO .•. statement is split into two parts,
because there are so many possible branches.

As longas this program is, it is basicallyjust a few simple routines repeated many
times, with different PRINT statements. We'll just look at a few typical possibilities.

Let's say the located keyword is "TOMORROW." Z will have a value of 6, so line
530 will cause the program to jumpto line 1030. The computer displays the message:

"WHY NOT TODAY?"

and then jumps back to line 200 to accept a new input sentence. Everytime
"TOMORROW" is the located keyword, the computer will respond with the same
message.

If the locatedkeyword is "WANT", Zwill have a value of 9. In this case the program
will jump to line 1140 where a random number from 1 to 5 is selected. One of five
different messages will be displayed, depending on this randomly selected value:

"WHO CARES WHATYOUWANT? HOWABOUTWHATI WANT?"
"YOU'LL NEVER GET IT."
"I WANT A NEW PROGRAM"
"WE ALL WANT THAT, (user's name)"
"YEAH, AND I WANT A PONY!"

Randomly selected multiple replies are used for many of the keywords to partially
disguise the mechanical nature of the computer's responses. If the same keyword is
used several times, the computer won't seem to be a repetitious parrot.

Repetition is also held down by the fact that more than one keyword may occur
in a single input sentence, but the computer can only respond to one of them.
Additionally keywords will be ignored and will not trigger their usual response.

This program is a tremendous step up from the first conversation program. It is
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still not even remotely intelligent. The illusion of intelligence is very rough, and can
quickly wear thin. The longer you "converse" with this program, the less intelligent
it appears.

In the next chapter, we will examine this program's chief shortcomings, and try
to address them in a third and final conversation program.
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10 RE# 6-1 SI#PLE COHIJERSRTIOH
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
40 HONE
50 X = INT Cl + RND <J> * JO)
60 IF X = 7 THEN 6010 760
70 PRINT uHI THERE! 1'# IRIJIH6"
80 PRINT NTH£ COHIJ£RSRTIOHRL CO#PlJTER•
90 PRINT
100 PRINT "NH9T'S YOUR NONE";
110 INPUT HI
120 X = INT <1 + RND <1> * 7)
130 ON X 6OTO 140,170,190,140,170,220,760
140 PRINT "HI THERE, "N$;","
150 PRINT "OLD PL
160 GOTO 330
170 PRINT NI;• IS R HICE HRH£•
180 GOTO 330
190 PRINT "YERH. YOU LOOK LIKE R "
200 PRINT Ns;"
210 GOTO 330
220 PRINT N$;"2/9«
230 PRINT "HHRT R FlJHHY HR#E!•
240 Z = INT Cl + RND Cl) * 25)
250 FOR X = 1 TO Z
260 PRINT "HR! "J
270 0 = INT C.1 + RHD Cl> * 30)
280 FOR B = .1 TOR
290 PRINT " •,
300 NEXT B
;uo NEXT X
320 PRINT I PRINT
330 PRINT
3#0 PRINT "0, ";
350 PRINT "HOH RRE YOU TODRY, "1HI;"?"
360 IHPlJT H'S
370 HL = LEH CHI>
380 IF H'S = "OK" THEN SOTO 530
390 IF HL < 4 THEN 6010 710
400 Z = 0
410 FOR X = 1 TO 6
420 RED $,
430 B = LEN <RI>
440 FOR Y = 1 TO HL
450 B$ = MID$ H$,Y,B)
460 IF B'S = RI THEN Z = R
no NEXT y
480 NEXT X
490 RESTORE
500 IF Z 1 THEN 6OT0 530
510 IF Z = 2 THEN 6010 690
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520 GOTO 710
530 PRINT •6LRD TO HERR IT!*
540 PRINT
550 PRINT "#HRT'S YOUR FRIJORITE FOOD, ";Hl1"'?"
560 INPUT Fl
570 X = INT (1 + RND <1> * 5)
580 OH X GOTO 800,820,840,870,800
590 PRINT "DO YOU LIKE NE
600 INPUT LI
610 IF LI= "YES" THEN GOTO 910
620 IF LI= "NO" THEN 6010 1000
630 PRINT "YES, BUT•;
640 GOTO 590
650 PRINT
660 PRINT "NELL, SO LONG FOR NON,
670 PRINT N$;A
680 £HD
690 PRINT "GEE, THAT'S T00 BD.
700 GOTO 540
710 PRINT NJ'# SORRY, ";HI
720 PRINT "I DON'T UHDERSTRHD #HRT YOU #£RH."
730 PRINT
740 PRINT "LET'S TRY AGRIH -- •
750 GOTO 350
760 PRINT ","GO Ny
770 PRINT• RHD LE/WE #E RLOHE!"
780 PRINT
790 END
800 PRINT "SOUNDS YU##Y TO#£!*
810 GOTO 590
820 PRINT "YUK
830 GOTO 590
840 PRINT "OH, I DON'T LIKE "¥F$;" VERY MU
850 PRINT Fl;" 6U#S UP #Y CIRCUIT BORRDS"
860 GOTO 590
870 PRINT "HELL, THERE'S HO ACCOUHTIHS FOR TASTE, I GUESS."
880 GOTO 590
890 PRINT "THRT'S #Y FIWORITE TOO!*
900 6010 590
910 X = IT (1 + RND (1) * 5)
920 IF X = 1 THEN PRINT •oH BOODY!"
930 IF X = 2 THEN PRINT "N, THATS NI
940 IF X z 3 THEN PRINT "I LIKE YOU TOO, ";H,
9SO IF X = 4 THEN PRINT •THRHK YOU, *;HI
960 IF X = 5 THEH PRINT "I FEEL NRN LL OUER!
970 Y = INT (1 + RHD (1) * 5)
980 IF Y > 2 THEN PRINT "I HOPE YOU FIND LOTS OF ";F,
990 6010 6SO
1000 X = INT <1 + RHD (1) * 5)
1010 IF X 1 THEN PRINT "SO #HO CARES RNY#RY?"
1020 IF X = 2 THEN GOTO 760
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1030 IF X = 3 THEN PRINT •z DON'T LIKE YOU EITHER!*
1040 IF X = 4 THEN PRINT "BOO OO HOO!
1050 IF X = 5 THEN PRINT "THAT NBSN' T WERY NICE, ";N$
1060 Yr INT <1 + RND (1) * S)
1070 IF Y > 2 THEN PRINT •z HOPE RLL YOUR •;Fl;• ROTS!•
1080 SOTO 650
1090 DRTR 600D,l,6RERT,J,FIHE,1
1100 DATA SICK,2,LOUSY,2,ROTTEN,2
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10 REH 6-2 RDVRHCED COHVERSRTlOH
20 REH * DELTON T. HORN
30 REH * COPYRI6HT 1986
40 KN = 28
50 PC= 6
60 HOHE
70 PRINT
80 PRINT "#HRT 1S YOUR HRHE?"
90 INPUT HI
100 C$ = "
i10 PRINT "YOU CRH CHRT #ITH YOUR CO#PUTER, •: PRINT N•
120 PRINT "TYPE IN RNYTHIHG YOU #RHT, BUT IWOlD

COHHRS (,) RHD SEHI-COLOHS C;)."
130 PRINT
140 PRINT "PRESS <RETURN> TO STRRT"
150 INPUT RI
160 HOHE
170 PRINT I PRINT
180 PRINT "HELLO, ";HI
190 PRINT "HHRT'S HE#?"
200 INPUT RI
210 $ = + $ 4
220 L = LEN (RI)
230 IF RL < 2 THEN 60TO 1790
240 IF $ = X$ THEN GOTO 1820
250 X$ = $
260 Rlf = RL - 1
270 FOR X = 1 TOK#
280 RED N$,N
290 NEXT Jr
300 FOR X = 1 T0 PC
310 RED P1$,P2$
320 PL= LEN 1$)
330 FOR Y = 1 TO RH
340 BS = MID$ $,Y,PL»
350 IF Bl= Pll THEN BOSUB 1860
360 NEXT Y
:!70 NEXT X
380 RESTORE
390 Z = 0
400 FOR X & 1 TOK#
410 IF Z > 0 THEN GOTO 490
420 RED K$,KU
430 KL = LEH (Kl)
440 RH= Rl - KL
450 FOR Y = 1 TO R#
460 B$ = MID$ $,Y,KL»
470 IF KS = BS THEN Z = KU
480 NEXT Y
490 NEXT Jr
500 RESTORE
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510 IF Z = O THEN SOTO 570
520 IF Z > 10 THEN SOTO 510
530 OH Z SOTO 720,770,850,910,970,1030,1060,1110,1110,1220
540 Z = Z - 10
550 OH ZR SOTO 1290,1350,1410,1550,1630,1710,1940,20<10,2070
560 REH * 6EHERRL REPLIES*
570 X = INT C RHD Cl)* 10 + 1)
580 IF X THEN PRINT "TELL HE NORE, ";NS;"."
590 IF X 2 THEN PRINT "I FIND THRT HRRD TO BELIEVE!"
600 IF X 3 THEN PRINT "RERLLY?"
610 IF X 4 THEN PRIHT "I SEE."
620 IF X 5 THEN PRINT "PLERSE 60 OH.•
630 IF X 6 THEN PRINT "SRYS YOU!"
640 IF X 7 THEN PRINT "THRT'S VERY INTERESTING."
650 IF X <8 THEN 6010 200
660 IF C$ = THEN 60T0 570
670 IF X = 8 THEN PRINT "EARLIER YO SI ";$;".
680 IF X = 9 THEN PRINT "DOES THRT HRVE RHYTHIHS TO

DO MITH THE FACT THAT "";C$;"
690 IF X = 10 THEN PRINT "TELL ME NORE BOUT HON ";C$9"."
700 GOTO 200
710 REN + GOODBYE #
720 PRINT "GOODBYE, ";N$;"."
730 PRINT "TRLK TO YOU LRTER."
740 PRINT
750 END
760 REH * CO#PUTER *
770 X = INT< RHD <1> * 5> + 1
780 IF X 1 THEN PRINT "#E #ERE TRLKIHS RBOUT YOU -- HOT lfE!"
790 IF X 2 THEN PRINT "DO CO#PUTERS BOTHER YOU?"
800 IF X = 3 THEN PRINT "#HRT HRVE YOU GOT RGRIHST CO#PUTERS?"
810 IF X = 4 THEN PRINT "THIS IS THE lfRCHIHE R6E, YOU KHO#."
820 IF X = 5 THEN PRINT "HRCHIHES RRE YOUR FRIENDS, ":H,;"."
830 SOTO 200
8<10 RE# * FRHILY *
850 X = INT< RHD <1> * 3) + 1
860 IF X = 1 THEN PRINT "I RH HOT INTERESTED IH

YOUR FMILY, ",N$;"."
870 IF X = 2 THEN PRINT "TELL #E #ORE RBOUT YOUR FRlfILY."
880 IF X = 3 THEN PRINT "IS YOUR #HOLE FR#ILY LIKE YOU?"
890 SOTO 200
900 RE# * LOIJE *
910 X = INT< RHD <1> * 3) + 1
920 IF X = 1 THEN PRINT "R#, THRT'S SHEET"
930 IF X = 2 THEN PRINT "THEY SRY 'EVERYBODY LOIJES R LOIJER. "'
940 IF X = 3 THEN PRINT "THAT'S HICE, ";N;".
950 GOTO 200
960 RE# * HRTE *
970 X = INT< RHD Cl)* 3) + 1
980 IF X = 1 THEN PRINT "I SEE HO RERSOH FOR SUCH HOSTILITY."
990 IF X = 2 THEN PRINT "YOU SHOULD LOIJE YOUR EHEHIES."
1000 IF X = 3 THEN PRINT "HRTE CRH ERT YOU UP INSIDE."
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1010 GOTO 200
1020 RE# * TO#ORRO# *
1030 PRIHT "#HY HOT TODRY?"
10-10 GOTO 200
1050 RE# * YESTERDRY *
1060 X = IHT ( RHD (1) * 3) + 1
1070 IF X = 2 THEH GOTO 1030
1080 PRINT "THE PST IS DERD, •;HI;".•
1090 GOTO 200
1100 RE# * USED TO*
1110 PRIHT "BUT HOT RHY#ORE?•
1120 GOTO 200
1130 RE# * #RHT *
11-10 X = INT< RHD Ct>* S) + 1
1150 IF X = 1 THEN PRINT "#HO CRRES #HRT YOU #RHT? HO#

BOUT NHT I NT2
1160 IF X = 2 THEN PRINT "YOU' LL NEVER GET IT.
1170 IF X = 3 THEN PRINT "I #RNT R HE# PROGRR#."
1180 IF X = 4 THEN PRINT "ME LL NWT TT, "zN$±,
1190 IF X = 5 THEN PRINT "YERH, RHD I #RHT R POHY.-
1200 GOTO 200
1210 RE# * DRER# *
1220 X = INT ( RHD (1) ) 1
1230 IF X = 1 THEH PRINT "I CRH JUST I#RGIHE #HRT FREUD

#OULD SRY RBOUT THRT!"
1240 IF X = 2 THEN PRINT "I OFTEN HUE NIGHTMARES BOUT BD DT.
1250 IF X = 3 THEN PRINT "I DON'T BELIEVE IN DRENS."
1260 IF X = 4 THEN PRINT w#HRT IF THRT DRER# CR#E TRUE?"
1270 60TO 200
1280 RE# * ERT *
1290 X = IT ( RHD Cl>* 3) + 1
1300 IF X = 1 THEH PRINT "THIS IS HO TI#E TO THINK OF

YOUR","STOHRCH.'"
1310 IF X = 2 THEN PRINT "1 ERT BITS!•
1320 IF X = 3 THEN PRINT "BURP>: PRINT "OOPS!",EXCUSE ME..."
1330 6010 200
1340 REN N FER #
1350 X = INT C RHD C1) * 3) + 1
1360 IF X = 1 THEN PRINT "BOO.'"' PRINT •DID I SCRRE YOU?"
1370 IF X = 2 THEN PRIHT "I THIHK YOU'RE CHICKEN."
1380 IF X = 3 THEN PRINT "1 AN NOT RFRRID OF THRT!w
1390 GOTO 200
1400 REN ¥ SLEEP M

1-110 S = IHT ( RND (1) * 30) + 1
1420 FORT= 1 TO S
1430 PRINT "Z*;
1440 FOR U = 1 TO S
1450 NEXT U
U60 NEXT T
1470 PRIHT
1480 5 = S * 10
1490 FORT• 1 TO S
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1500 NEXT T
1510 PRINT "OH.'"
1520 PRINT "PRRDON 11£. I HUST HRVE DOZED OFF••• "
1530 GOTO 200
1540 REN * YES *
1550 X = INT < RHD
1560 IF X 1 THEN
1570 IF Jr 2 THEN
1580 IF X= 3 THEN
1590 IF X = 4 THEN
1600 IF X = 5 THEN
1610 GOTO 200
1620 REH * HO *
1630 Jr = INT < RHD
16-10 IF X 1 THEN
1650 IF X 2 THEN
1660 IF X = 3 THEN
1670 IF Jr = 4 THEN
1680 IF X = 5 THEN
1690 GOTO 200
1700 REH * #HRTl#HYIHO# *
1710 Jr = INT < RND C 1) * 5) + 1
1720 IF Jr 1 THEN PRINT "I DOH' T KHO#"
1730 IF X 2 THEN PRINT "#HRT'S IT TO YOU?"
17-10 IF X = 3 THEN PRINT "GOOD QUESTION!"
1750 IF X = # THEN PRINT "HO# SHOULD I KHO#?"
1760 IF X = 5 THEN PRINT "#HY DO YOU NNT TO KHO#?"
1770 GOTO 200
1780 RE# * HO RESPONS£ *
1790 PRINT "I'# SORRY, ";HI;" --"
1800 PRINT "I DIDN'T QUITE CRTCH THRT"
1810 GOTO 200
1820 PRINT "PLERSE DOH' T REPET YOURSELF,"
1830 PRINT NS$;"y+
18-10 GOTO 200
1850 REN M EXCHENGE PRONOUN M
1860 1$ = MID$ $,1,Y)
1870 PX = Y + PL
1880 RX= RL - PX+ 1
1900 2$ = MID$ $,PX,BX
1910 $ = 1$ P2$ 02$
1920 RETURN
1930 REN # YOUR N
19-10 Z = 0
1950 FOR JI = 1 TO RH
1960 B$ = MID$ $,,5»
1970 IF BS = "YOUR" THEN Z = X + 1
1980 NEXT K
1990 Q = RL
2000 C$ = MID$ 9$,Z,0
2010 PRINT Cl;"?"
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(1) * 5) + 1
PRINT "#HY SO POSITIVE?"
PRINT "#ELL, IF YOIJ SRY 50, ";NI;"•••"
PRINT "YOU SOUND VERY SURE OF YOURSELF."
PRINT "RRE YOU SURE YOIJ #OH' T RECONSIDER?"
PRINT "#ELL, I DON'T THINK SO."

(1) * 5) + 1
PRINT "I THINK YOU'RE JUST BEING NE9RTIVE."
PRINT "#HY NOT?"
PRINT ""RE YOU SURE YOU NOWT RECONSIDER?
PRINT "I R# DISRPPOINTED IH YOU, ";HI;"."
PRINT "MELL, I DISRGREE.*



2020 6010 200
2030 REN # NY #
20-10 PRIHT "#ELL, IT'S HINE!"
2050 6010 200
2060 REN # ME #
2070 X = INT< RHD (1) * 5) + 1
2080 IF X = 1 THEH PRINT "IIE #ERE TRLKING RBOIJT YOU -- HOT HE!"
2090 IF X = 2 THEH PRIHT "LERVE HE OIJT OF THIS.'0
2100 IF X = 3 THEN PRINT "SRHE TO YOIJ!"
2110 IF X = -I THEH PRIHT "YES, BIJT DO YOIJ RERLLY LIKE #E?"
2120 RE# *PRONOUNS*
2130 6010 200
21-10 RE# * KEY IIORDS *
2150 DRTR 600DBYE,1,COHPIJTER,2,#RCHIHE,2,*YOIJR BROTHER,

3,*YOUR FRlfllY,3
2160 DRTR *YOUR SISTER,3,*YOIJR FRTHER,3,*YOUR #OTHER,3,

LOVE,-1,HFITE,5
2170 DRTR TO/fORR0#,6,YESTERDRY,7,USED T0,8,#RHT,9,DRER#,10
2180 DRTR ERT,11,FERR,12,RFRRID,12,TERRIFIED,12,SLEEP,13
2190 DRTR YES,1-l,H0,15,#HRT,16,NHY,16,H0#,16
2200 DRTR *YOUR,17,*#Y,18,*HE,19
2220 DT " YO) ", +ME "," YOUR "," ¥NY "
2230 DRTR "I"," *YOIJ ","HE"," *YOIJ 0

2240 DAT " NY ", ¥YOUR "," MINE "," ¥YOURS "
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More on
Conversation Programs

The first conversation program in Chapter 6 Listing 6-1) suffered from too much
structure. The conversation always followed the exact same course. The second
conversation program (Listing 6-2) suffered from theopposite problem. Theconversation
was too unstructured. The computer's responses just wandered aimlessly.

The illusion of intelligence failed because the computer exhibited no "personali
ty," orgoals in the conversation. The trick ofresponding to keywords quickly becomes
obvious in the programs we have presented so far. The computer doesn't appear to
actually take part in the conversation.

For abetter illusion, weneed to give our program some degreeof personality. That
is, the computer should play some sort of specific role in the conversation. A good
conversation program requires some sort of definite script.

ELIZA
Themost famous AI program of all time is "ELIZA".This program uses thesame

basic semantic trick we've been using. The computer's responses are determined by
locating keywords in the input sentence. While this program is somewhat more
sophisticated than the ones we are working on here, conceptually the same basic
principles are employed.

ELIZA is no more intelligent than theprograms presented in thisbook. It just creates
a good illusion of intelligence with simple trickery.

Joseph Weizenbaum, who created ELIZA at MIT in 1966, in fact has become
something of a critic of AI. He felt people took his program too seriously. He knew
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all too well thatthe programhad no real understandingatall. Weizenbauminsists that
an illusion should not be taken for the real thing. He has begun to doubt that true AI
is possible at all. At any rate, ELIZA is certainly unintelligent.

ELIZA can follow any one of several scripts to play different personalities. The
most successful script was "Doctor." In fact, most people who are familiar with the
ELIZA program are more or less unaware of other ELIZA scripts.

In the "Doctor" script, ELIZAplays a Rogerian type psychotherapist ina simulated
psychiatric session. Carl R. Rogers believed in a "nondirective" approach to
psychotherapy. The patientdetermines the course of the session. The psychotherapist
responds, but offers no formal guidance. He just "goes with the flow" as determined
by the patient.

Obviously this approach iswell suited for a conversation program of this type. The
computer doesn'thave to introduce new topics, justfollow the flowof the user's inputs.

ELIZA is stunningly effective in this role. Users often start sharing very intimate
thoughts and feelings, just as if they were involved in a real psychotherapy session
with a human psychiatrist. The illusion is convincing enough that it is quite easy to
get caught up in it.

Kenneth M. Colby, Professor of Psychiatry at UCLA even suggested that an
expanded version of the program could be put towork in mental hospitalswhichwere
short of qualified staff.

Weizenbaum was horrified by this suggestion. He never intended that his
experiment in programming techniques would be taken so seriously. He argues that
psychotherapydependsheavily on the psychotherapist's understandingof the patient's
problems. Of course ELIZA understands nothing at all. There is no human interaction,
which Weizenbaum feels is at the heart of the patient/therapist relationship.

InWeizenbaum's opinion the serious response of many users toELIZA's "Doctor"
script is due to "powerful delusional thinking."
PARRY

The second most famous script for ELIZA is "Parry," which was developed by
Kenneth Colby. "Parry" is the perfect counterpoint for "Doctor". This script permits
ELIZA to take the role of the patient instead of the therapist. Specifically, "Parry"
simulates a young man suffering from paranoid schizophrenia.

Settingupa conversation between the two scripts ("Doctor" and "Parry'') can pro
duce fascinating results. In fact, when several psychiatrists were presented with
transcripts of real and simulated sessions, only 51 percent correctly identified at AI
version. That's no better than a pure chance choice.

"Parry" can function in either of two modes, "weak" and "strong". In the "weak"
mode, "Parry" is mildly neurotic, with few intense symptoms. In the "strong" mode,
"Parry" exhibits much more definite symptoms.

AI natural language processing has been improved greatly since ELIZA was de
veloped in the late sixties. Some recent programs do seem to exhibit some limited
understanding of the input material. We will not go into such programs here because
they would be impractical to duplicate on modem microcomputers.

THE MAD DOCTOR
Listing7-1 presents an improved conversationprogram. Ituses essentiallythe same
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Table 7-1. Part of a Typical Conversation with "The Mad Doct or" (Llsting 7-1).

The Mad Doctor!

PLEASE STATE YOUR PROBLEM.

>1 Get Contused Easlly.

WHAT DOES THAT SUGGEST TO YOU?

>Perhaps People Are Playing Jokes On Me?
YOU DON'T SEEM QUITE CERTAIN.

>Well Maybe Not Then I Don' t Know...
YOU DON'T SEEM QUITE CERTAIN.

>No. I'm Not.
DO YOU REALLYTHINK SO?

>l'm Getting Confused Now.
DO YOU REALLY THINK SO?

>Yes.
WELL, I SAY 'NO'.

>Are you trying to confuse me?
WHYARE YOU INTERESTED IN WHETHER I AM TRYING TO CONFUSE YOU OR NOT?

> I Don't Like To Be Confused.
SAYSYOUI

>Yes. Says Me.

SAMETOYOUI

> I Think I'd Better Say Goodbye Now.
GOODBYE.

programming techniques employed in the earlier program of Listing 6-2. The main
difference is that the computer's responseswere written with a specific script person
ality in mind.

I thought it might be amusing to combine the "Doctor" and "Parry" concepts and
have the computer play a therapist who is more disturbed than any of its patients.
Besides being entertaining, this script offers an important advantage. Occasionally, this
program will give an inappropriate or nonsensical response. But if we are assuming
the computer is insane, this shouldn't be too disturbing.

Just in case someone encounters this program without their sense of humor
functioning, let me state that I mean no disrespect to the psychiatric profession. My
goal with this program was just to demonstrate the programming techniques in an
amusing way.

While this is unquestionably the longest program in this book, there is really very
little to be said about it. Most of the length is taken up by the many possible responses
to various input keyboards. The discussion of the program in Listing 6-2 essentially
applies to this program too. A portion of a typical conversationwith "The Mad Doctor"
is shown in Table 7-1.
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10 RE# 7-1 THE #AD DOCTOR
20 REN N CONVERSATION 3
30 RE# * DELTON T. HORN
40 RE# * COPYRIGHT 1986
50 RH= INT (1 + RND (1) * 5)
60 SH= 28
70 KN= 109
80 HO#E
90 PRIHT: PRINT
100 PRINT THE ND DOCTOR
110 PRINT: PRINT
120 PRINT "PLERSE STRTE YOUR PROBLEII.•
130 RESTORE
140 X = O
150 Q$ = •
160 REH * RCCEPT & PROCESS INPUT*
170 INPUT QI
180 HQ= INT (1 + RND (1) * 100)
190 IF HQ= 99 THEN 6010 4400
200 IF HQ= 10 THEN 6OTO 4450
210 IF Q$ = " THEN 6OTO 4510
220 IF QI= PRI THEN 80T0 4640
230 PS = Q$
240 2X = LEH (QI) - 1
250 Q$ = + MID$ (Q$,1,2X) + w

260 REH * SHRP IDENITY HORDS *
270 IF X = 1 THEN 6010 390
280 SX = 5# I 2
290 FOR T = 1 TO SX
300 READ S1$,$2$
310 QL = LEH ca,,
320 SL= LEH (S11)
330 P# = aL - SL+ 1
340 FOR as• 1 TOP#
350 IF 511 = #IDI (Ql,GS,SL) THEN 60SUB ~670
360 NEXT QS
370 NEXT T
380 RE# * FIND KEY HORD*
390 IF X = 1 THEN 6010 800
400 FOR T = 1 TO KM
410 PRINT ")";
420 RED KE$,JU
430 KL= LEN KE$)
440 2X = QL - KL+ 1
445 FOR as = 1 TO ax
450 IF KEI = #IDI (Ql,aS,KL) THEN SOTO 060
460 NEXT as
470 NEXT T
480 PRINT: PRINT
40 REN + NO KEYWORDS FOUND M
500 IF YRI r "" THEN SOTO 530
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510 RH = INT <1 + RHD <1) * 5)
520 OH RN GOTO 530,530,530,670,670
530 RN = INT <1 + RHD (1) * S)
540 OH RN 60T0 4790,4820,550,580,610,640,4850
550 PRINT "I Rlf HOT SURE I tJHDERSTRHD YOU FULLY."
560 X = 1
570 GOTO 800
580 PRINT "PLESE GO0 ON."
590 X = 1
600 GOTO 800
610 PRINT "IIHRT DOES THRT SUBBEST TO YOU?"
620 X = 1
610 GOTO 800
640 PRINT "IIHO THE HECK CRRES?"
650 X = 1
660 SOTO 800
670 RH • INT <1 + RHD <1> * 4)
680 OH RH 60T0 690,720,740,4880
690 PRINT "LETS GO BK TO YOUR;YRS;".
700 X = 1
710 GOTO 800
720 PRINT "ERLIER YOU SID YOUR";YRS;".,"
730 X = ts GOTO 800
740 PRINT "DOES THRT HIWE RHYTHIH6 TO DO #ITH THE FRCT

THRT YOUR"1 YRI; "?"
750 X = 1
760 6010 800
770 RL .:r LEH <RPI) - 1
780 RP$ = MIDS RP$,1,RL)
790 RE# * RE#OVE #RRKERS *
800 IF X = 1 THEN GOTO 870
810 RL = LEH <RPI>
820 FOR as = 1 TO RL
830 IF MIDS RPS,QS,1 "¢" THEN G0SUB 4700
840 IF #IDI <RPl,QS,1) **" THEN 60SUB -1700
850 NEXT as
860 RE# * CHOOSE REPLY *
870 IF X = 1 THEN GOTO 130
880 OH JU GOTO 930,1020,1190,1330,1450,1630,1660,1680,1700,1790,

1880,1900.2050,2130,2170,2190,2210,2240,2270,2290,2320,2350
890 JX = JU - 22
900 ON JX GOTO 2430,2480,2500,2650,2670,2820,28-I0,2860,

2960,3080,3100,3220,3240,3350
910 aX = JU - 36
920 ON JX GOTO 3400,3420,3450,3470,3400,3490,3530,3650,

3710,3730,3760,3790,3910,4000,4110,-1290,4380
930 RH = INT <1 + RHD <-1) * 3)
940 IF RH = 2 GOTO 980
950 IF RH = 3 6OTO 1000
960 PRINT "DO CO#PUTERS NORRY YOU?"
970 6010 130
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980 PRINT wyou #£RN LIKE #E, FOR INSTANCE?•
990 6010 130
100 PRINT "I SY "MACHINE PONE?>+
1010 6010 130
1020 RN= INT (1 + RND (1) * 4>
1030 OH RH SOTO 1040,1070,1090,1110
104 PRINT "WO NHES PLESE?
1050 PRIWT "THERE MY BE SPIES BOUT?
1060 6010 130
1070 PRINT NTHRT'S A SILLY NR#E.•
1080 6010 130
1090 PRINT "WHATS IN A NM?"
1100 6010 130
1110 PRINT "I THINK I Oll6HT TO CALL You•
1120 H = INT(!+ RND (1) * 5)
1130 IF H = 1 THEN PRINT "RALPH.•
1140 IF N = 2 THEN PRINT "DUH-DU#."
1150 IF N = 3 THEN PRINT "CUTIE-PIE!•
1160 IF H = 4 THEN PRINT "R CRB.•
1170 IF N = 5 THEN PRINT •FIDO.•
1180 6010 130
1190 RH= INT <1 + RND (1) * 6)
1200 ON RN 6OT0 1210,1230,1250,1270,1290,1310
1210 PRINT "IN #HAT #RY DO YOU HERN?"
1220 6010 130
1230 PRINT "SYS YOU!
1240 6010 130
1250 PRINT wyou'RE #RON8 THERE.•
1260 6010 130
1270 PRINT "I SEE HO SI#ILRRITY RT ALL.•
1280 6010 130
1290 PRINT "OH, ABSOLUTELY.
1300 SOTO 130
1310 PRINT "HHHH••• SOUNDS LIKE PRRRNOIR TO#£.•
1320 6010 130
1330 RN= INT (1 + RND (1) * 5)
1340 ON RN 60TO 1350,1370,1390,1410,1430
1350 PRINT "DO YOU OFTEN THINK OF ";RPI;•?•
1360 6010 130
1370 PRINT "I THINK YOU JUST I#R6INED •;RPI;•.•
1380 6010 130
1390 PRINT "#ELL, FORBET IT.•
1400 6010 130
1410 PRINT "I THINK YOU JUST #RD£ THRT UP.•
1420 SOTO 130
1430 PRINT ,.DO YOU HIWE RNY #ITNESSES TO TT?
1440 SOTO 130
1450 RH= INT (1 + RND <1> * 8)
1460 OH RH GOTO 1470,1490,1510,1530,1550,1570,1590,1610
1470 PRINT "DID YOU THINK I WOULD EVER FORGET"~,RP$± "9
1480 SOTO 130
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U90 PRINT "PLEAS£ DON'T R£#IHD II£."
1500 6010 130
1510 PRINT "IT'S HOT THE SORT OF THIHB I 6ENERRLLY

KEEP TRRCK OF."
1520 0T0 130
1530 PRINT RP$;222
1540 6OT0 130
1550 PRINT "I DON'T R£CRLL."
1560 6010 130
1570 PRINT "THAT'S NOT QUITE THE #RY I REHEHBER IT."
1580 6010 130
1590 PRINT "CERTAINLY.•
1600 6010 130
1610 PRINT "I DON'T THINK so.·
1620 6010 130
1630 PRINT "RELLY2
1640 PRINT RPS;"3
1650 6010 130
1660 PRINT "NHRT DOES THRT DRERII 5U66£ST TO YOU?"
1670 6010 130
1680 PRINT "DO YOU THINK IT'S LIKELY?"
1690 6010 130
1700 RN = INT <.t + RHD <1J * 3)
1710 ON RH 6010 1720,1750,1770
1720 PRINT "RERLL Y?•
1730 PRINT KE#;"2«
1740 6OTO 130
1750 PRINT "SOUNDS LIKE PRRRHOIR TO ME."
1760 6010 130
1770 PRINT "NELL, IT SOUNDS RERSOHRBLE ENOUBH TO HE."
1780 6010 130
1790 RH= INT <1 + RHD (1) * 3)
1800 ON RH 6010 1810,1830,1850
1810 PRINT "I DON'T BELIE{)£ IT."
1820 6010 130
1830 PRINT "MHT IF YOU #ERE ";RP$;"?"
1840 6010 130
1850 PRINT "HR! I CRH JUST S££ THR1.'"
1860 PRINT "OU -- ";RP$;"
1870 6010 130
1880 PRINT "#ERE YOIJ RERLLY?•
1890 6010 130
1900 RH= INT <1 + RHD (1J * 7J
1910 ON RN 60T0 1920,1940,1960,1980,2000,2020,2030
1920 PRINT "YOU'RE JUST TRYING TO 6£1 HE IN TROUBLE."
1930 6010 130
1940 PRINT "I NRS HOT."'
1950 6010 130
1960 PRINT "HO. YOU HERE."
1970 6010 130
1980 PRINT "NHY RR£ YOU TRYIH6 TO CLRIH I #RS",RP,;"?"
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1990 GOTO 130
2000 PRINT "WOULD YOU LIKE TO BELIEVE THAT I NS",RPS;"+3
2010 GOTO 130
2020 PRINT "I NS "RP$;2
2030 PRINT "ARE YOU SURE IT NS ME
2040 GOTO 130
2050 RH= IHT <1 + RHD (1) * 3)
2060 OH RH GOTO 2070,2090,2110
2070 PRINT "RRE YOU TRYING TO HRKE HE JERLOUS OF

YOUR FR#ILY LIFE?
2080 GOTO 130
2090 PRINT "I HRUE RBSOLUTELY HO INTEREST IH YOUR

STUPID FRHILY."
2100 GOTO 130
2110 PRINT "TELL #E #ORE RBOUT YOUR FRHILY.•
2120 GOTO 130
2130 PRINT "YOUR ";RP$;2
2140 0a = LEN (RP)
2150 IF aa > 11 THEN YR$ = RPI
2160 GOTO 130
2170 PRINT "CRH YOU THINK OF R SPECIFIC EXMPLE?
2180 GOTO 130
2190 PRINT "#HY RRE YOU INTERESTED IN #NETHER•
2200 PRINT "I RH ";RPI;" OR HOT?"
2205 GOTO 130
2210 PRINT "DID YOU THINK THEY HIGHT HOT BE"
2220 PRINT RPI;"?"
2230 GOTO 130
2240 PRINT "DO YOU RELLY BELIEVE YOU RE
2250 PRINT RP$,"9
2260 GOTO 130
2270 PRINT "IS THRT 7HE RERL RERSOH?"
2280 6010 130
2290 PRINT "YOU BELIEIJE I CRH ";RPI;•,"
2300 PRINT "DON'T YOU?"
2310 GOTO 130
2320 PRINT "#NETHER OR HOT YOU CRH ";RPI
2330 PRINT "DEPENDS OH YOU HORE THRN HE."
2340 GOTO 130
2350 RH= INT (1 + RND <1> * 3)
2360 OH RN 60T0 2370,2390,2410
2370 PRINT "SRYS YOU!"
2380 GOTO 130
2390 PRINT "NELL, I SY WO."
2400 GOTO 130
2410 PRINT "YOU SE£# QUITE POSITIIJE.•
2-120 6010 130
2430 PRINT "I AN SORRY."
2440 PRIT I ONLY SPERK ENGLISH.•
2450 RN = INT (1 + RND (1) * 3)
2460 IF RH> 1 THEN PRINT "DON'T TRY TO IHPRE55 #£.•
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200 6010 130
2480 PRINT "HO# DO YOU DO."
2490 60T0 130
2500 RN= INT (1 + RHD (1) * 6)
2510 OH RH 60T0 2520,2540,2570,2590,2610,2630
2520 PRINT "WHY DO YOU SK?"
2530 GOTO 130
2510 PRINT "QUESTIONS.' QlJESTIOHS."'
2550 PRINT "I CRH' T STRHD RLL THESE QlJESTIOHS!n
2560 GOTO 130
2570 PRINT "#HO #RHTS TO KHO#?•
2580 SOTO 130
2590 PRINT "I HRVE NO IDE."
2600 GOTO 130
2610 PRINT "HTS Ir To YOU?"
2620 GOTO 130
2630 PRINT "IT'S HONE OF YOUR BUSINESS!"
2610 GOTO 130
2650 PRINT "#HRT #RKES YOU THINK I R# ";RPI;"?"
2660 GOTO 130
2670 RN= INT <1 + RHD (1) * 7)
2680 OH RH GOTO 2690,2720,2710,2760,2780,2800,500
2690 PRINT "#£ #ERE DISCUSSING YOIJ!n
2700 PRINT "HOT #E!"
2710 SOTO 130
2720 PRINT "DON" T TALK ABOUT ME THT WY!
2730 GOTO 130
2740 PRINT "LEVE ME OUT OF IT!"
2750 GOTO 130
2760 PRINT "DO YOU RERLLY THINK so?·
2770 GOTO 130
2780 PRINT ""SNE TO YO
2790 6010 130
2800 PRINT "I COULD SRY CERTRIN THINGS RBOUT YOU, YOU KNON.
2810 6010 :130
2820 PRINT "YOU DON'T SEE# QUITE CERTRIN.•
2830 6010 130
2840 PRINT "WHY BARE YOU CONCERNED OUR NY "~,RPS;"3
2850 GOTO 130
2860 RH= INT (1 + RND (1) * 4>
2870 OH RH 6010 2880,2900,2920,2940
2880 PRINT "#ELL, I SRY 'No.••
2890 GOTO 130
2900 PRINT "ARE YOU SYING "NO JUST TO BE","NE6TIUE?
2910 GOTO 130
2920 PRINT "SAYS YOU?
2930 GOTO 130
2910 PRINT "#HY HOT?•
2950 6010 130
2960 RH= INT <1 + RHD <t> * 5)
2970 OH RH 0T0 2980,3000,3020,3040,3060
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lHCO#PE TENT."

PRINT "I THINK YOU ARE A VERY SORRY SPECI#EH.•
6010 130
PRINT "PLEASE DON'T APOLOGIZE.•
6010 130
PRINT "APOLOGIES ARE HOT NECESSARY.•
6010 130
PRINT "#HAT FEELINGS DO YOU HAVE #HEH YOU
RPOLOSIZE LIKE THAT?"

3050 6010 130
3060 PRINT "YOU NEEDN'T FEEL YOU HAVE TO APOLOGIZE FOR RNYTHIHS.•
3070 6010 130
3080 PRINT "DO YOU BELIEVE I DON"T ;P$;"2
3090 6010 130
3100 RN= INT (1 + RND (1) * SJ
3110 OH RH 6010 3120,3140,3160,3180,3200
3120 PRINT "DO YOU THINK YOU SHOULD BE ABLE TO•,RPI;"?"
3130 6010 130
3140 PRINT "PERHAPS IT'S BECAUSE YOU'RE A KHO#H
3150 6010 130
3160 PRINT "FOR REASONS OF PUBLIC SFETY.
3170 6010 130
3180 PRINT "WO ONE ANTS YOU TO ",RPS;"."
3190 6010 130
3200 PRINT "#HO CARES?"
3210 6010 130
3220 PRINT "WHAT MOULD IT HEAN TO YO IF YOU 6OT",RPS;2
3230 6010 130
3240 G0SUB 4730
3250 RN= IHT (1 + RND (1) * 4)
3260 OH RN 6010 3270,3290,3310,3330
3270 PRINT "I RH SORRY TO HERR THAT YOU ARE",RPI;"."
3280 6010 130
3290 PRINT "GOOD.•
3300 6010 130
3310 PRINT "NELL, YOU MAKE ME ";RPS;" T00."
3320 6010 130
3330 PRINT "SO #HRT?"
3340 6010 130
3350 60SUB 4730
3360 RN= INT (1 + RND (1) * 4>
3370 OH RH 6010 3380,3290,3310,3330
3380 PRINT "HON HUE I HELPED YOU TO BE ";RPS;"3
3390 6010 130
3400 PRINT "DO YOU REALLY THINK SO?"
3410 600 130
3420 PRINT "IS IT BECAUSE YOU ARE ";RPS
3430 PRINT "THAT YOU RRE TRLKIH6 TO ME?"
3440 6010 130
3450 PRINT "HON DO YO KNON YOU CAN' T ";RPS,"3
3460 60T0 130
3470 PRINT "DON T YOU RELLY ";RP$,3

2980
2990
3000
3010
3020
3030
3040
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USO SOTO 130
U90 PRINT = PRINT
3500 PRINT «","GOODBYE."
3510 PRINT
3520 END
3530 RN = INT I RND 1 ¥ 5)
3540 ON RN GOTO 3550,3570,3590,3610,3630
3550 PRINT "OOH.' I L0IJ£ SEX TRLK.1"
3560 GOTO 130
3570 PRINT "SOUNDS GOOD TO #£.•
3580 60TO 130
3590 PRINT "1 SUSPECT YOU RRE R PERVERT."
3600 6010 130
3610 PRINT "DO YOU TRLK RBOUT SEX OFTEN?"
3620 6010 130
3630 PRINT "#RTCH YOUR LRN6UR6E.'"
3610 60TO 130
3650 RN= IHT <1 + RND (1) * 3)
3660 OH RH GOTO 3630,3670,3690
3670 PRINT "THRT'S HOT IJERY HICE."
3680 GOTO 130
3690 PRINT "#£LL, THE SRHE TO YOU.'"
3700 6010 130
3710 PRINT "THRT'S R #ONDERFlll NR#E.'"
3720 GOTO 130
3730 PRINT "RR£ YOU TRYING TO I#PRESS HE #ITH YOUR"
3740 PRINT "SUPPOSED LITERRCY NO#?"
3750 6010 130
3760 PRINT >";KE$;""" MY BE NORD,"
3770 PRINT "BUT IT'S HOT R VERY 600D ONE."
3780 6010 130
3790 RH= INT <1 + RHD <1> * 5)
3800 ON RH 6010 3810,3830,3850,3870,3890
3810 PRINT «","BOO!
3820 60T0 130
3830 PRINT "CHICKEN?"
3840 6OT0 130
3850 PRINT "#HY DOES THRT FRIGHTEN YOU SO?"
3860 6010 130
3870 PRINT "THRT SCRRES HE RLL RIGHT.'"
3880 6010 130
3890 PRINT "THERE, THERE. THRT'S NOTHING TO BE

FRIGHTENED OF."
3900 6010 130
3910 RH= INT <1 + RHD <1> * 3)
3920 OH RH 6010 3930,3960,3980
3930 PRINT "THERE, THERE."
3940 PRINT "NOTHING IS GOING TO HURT YOU HERE."
3950 6010 130
3960 PRINT "#ELL, EIJERYOHE 6£TS HllRT ONCE IN R#HILE"
3970 6010 130
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3980 PRINT "R#HH. HRHT #E TO KISS IT RHD IIRKE IT RLL BETTER?"
3990 GOTO 130
4000 RH= INT (1 + RHD (1) * 4)
4010 OH RH GOTO 4020,4040,4070,4080
4020 PRINT "I DOH' T SEE THE HIJ#OR THERE."
4030 GOTO 130
4040 PRINT HHEY! I DON'T LRIJGH RT YOIJ!"
4050 RH = INT <1 + RHD <1> * 7): lF RH > 4 THEH SOTO 130
4060 PRINT ","MUCH)
4070 GOTO 130
4080 PRINT "YEH. YOU LUM NON.
4090 PRINT ","BUT JUST YOU NIT..."
4100 GOTO 130
4110 RH= INT <1 + RND (1) * 8)
4120 ON RN 6OT0 4130,4150,4170,4190,4210,423O,4250,$27O
4130 PRINT *THRT'S YOIJR PROBLE#.,,
4140 GOTO 130
4150 PRINT "GO NY AND LEVE ME LONE.
4160 GOTO 130
4170 PRINT "HOH SHOULD I KHO#?"
4180 GOTO 130
4190 PRINT *#HY SHOULD I CRRE?"
4200 GOTO 130
4210 PRINT "GEE. I DONT KNON."
4220 GOTO 130
4230 PRINT "#ELL, #HRT DO YOU THINK?"
-1240 GOTO 130
4250 PRINT "IIY. YOU DO HRVE YOUR PROBLE#S, DOH' T YOU?"
-1260 GOTO 130
4270 PRINT "YOU HRVE #Y DEEPEST SY#PRTHY."
4280 GOTO 130
4290 RN= INT <1 + RND (1) * 3)
-1300 ON RH 60T0 4310,4340,4360
4310 PRINT "IIY,#Y!"
4320 PRINT "YOU RRE THE E#OTIOHRL SORT, RREH'T YOU?"
4330 GOTO 130
4340 PRINT "RREH'T YOU OVER-STRTIHS IT R BIT?"
4350 GOTO 130
4360 PRINT "I FEEL EXRCTLY THE SR#E #RY RBOUT YOU."
4370 GOTO 130
4380 PRINT "THRT' S #HRT I THOU6HT.,.
4390 GOTO 130
4400 PRINT "OH, I DON'T #RNT TO TRLK #IT/I YOU","RHY!fORE."
4410 PRINT
4420 PRINT "","600DBYE."
4-130 PRINT: PRINT: PRINT
4440 END
4450 X = 1
4460 YY = LEN ca,,
4470 YZ = YY - 1
4480 RP$ = MID$ (Q$,1,YZ) + +9
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4490 PRINT RP$
4500 SOTO 270
4510 Jr = 1
4520 ZZ = INT <1 + RNlJ (1) * SJ
4530 0N ZZ 6OTO 4540,4560,4580,4600,4620
4540 PRINT "DO YOU HRfJE R PROBLE#?"
4550 600 270
4560 PRIHT "CRT GOT YOUR TOHSUE, PRL?"
4570 GOTO 130
4580 PRIHT "#HRT DID YOU SRY?"
4590 SOTO 270
4600 PRINT "TN SORRY. I DIDN'T CRTCH THRT."
4610 GOTO 270
4620 PRIHT "SPERK UP!"
4630 GOTO 270
4640 PRINT "PLESE DONT REPERT YOURSELF!"
4650 Jr = 1
466-0 GOTO 270
4670 PT = as - 1
4680 Q$ = MI$ a$,2,PT) + S2$ + MID$ 2$,a + SL)
4690 RETURN
4700 RPI = HIDI <RPl,1,QS - 1J + #IDI <RPl,QS + 1)
4710 RETURN
4720 REH * REHOfJE #RRKERS *
4730 IF MID$ KE$,A,1) = "@" TEN RPS = MID$ KE$,

LEH <KEIJ - 9)
4740 IF MID$ KE$,7,) = "N" THEN RPS MID$ (KE$,

LEH (KEI> - 7)
4750 RETURN
4760 RPI = HIDI CQl,QS + KL)
4765 PRIHT : PRIHT
4770 IF RPI < > ,,,, THEN 8010 770
4780 GOTO 800
4790 PRIHT "SRHE TO YOU!"
4800 X = 1
4810 6010 800
4820 PRIHT HJ DOH'T BELIEVE THRT FOR SECOND"
4830 X = 1
4840 GOTO 800
4850 PRINT "YOU HUE NY DEEPEST SYMPATHY."
4860 Jr = 1
4870 6010 800
4880 PRIHT "OH YERH?"
4890 PRINT ""MELL, YOUR ";YR$;y+
4900 Jr = t
4910 GOTO 800
4920 RE# * IDENITY S#RP DRTR *
4930 DT
4940 DT
4950 DRTR
496-0 DRTR
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4970
4980
4990
5000
5010

5020

5030

5040

SOSO

5060

5070

5080

5090
5100

5110

5120

5130

5UO

5150

5160

5170

5180

5190

5200

5210

5220
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DATA " AN "," RE@ "," WERE "," MS "
DRTR " #0# "," #OTHER "," DRD "," FRTHER "
DRTR "DRER#S "," DRER/f"
RE# * KEYHORDS *
DRTR "CO#PUTER",1,"#RCHIHE",t,"HR#E ",2," ALIKE"
,3," LIKE ",3
DRTR "SR#E ",3,"YOUf! RE#E#BER",-1,"DO I RE#E#BER"
,5,"YOUI DRER#",6," DRER# ",7
DRTR" IF ",8,"EQERYBODY",9,"Ef/ERYOHE",9,"HOBOD'I"
9," HO OHE",9
DRTR "#RS YOUf!",10,"YOUf! #RS",11,"YOUR* SISTER",
!3,"Y0URN MOTHER",13,"MS I ",12
DT9 "YOUR» FATHER",13,"Y0URN BROTHER",13,"Y0URN
WIFE",13,"Y0URN HUSBAND",13,"Y0URN CHILD" .13
DT "Y0URN ",14,"LMYS",15," RE I ,16,0REe
YOUt!",18," HO# ",25
DRTR "BECRUSE ",19," CRH I ",20,"CRH YOUf!",21,
"CERTRIHL Y",22, "DEUTSCH" ,23
DRTR "ESPRHOL",23,"FRRHCRIS",23,"HELL0",24,"I
RE#IHD YOU OF",3," I RRE" ,26
DRTR "I'#",26,"ITRLIRH0",23,"#RYBE",28," IIY ",29," HO ",30
DRTR "PERHRPS",28," SORRY ",31," #HRT",25," #HEH•
,25,"#HY DON'T I", 32
DRTR "600DBYE",42,"600DBY",42," RIH'T ",47,"
IRRE6RRDLESS",47," SCRRED ",48
DRTR "#HY CRH'T YOUf!",33," YES ",22,"YOUI #RHT",
34,"YOU(! HEED" ,34," YOU(! RRE(! SRD" ,35
DIHR" RFRRID ",48," FRIGHTENED ",48," SCRRE ",48,

FER ",48," TERRIFY ",48
DRTR "YOU'RE* SRD",35,"YOIJf! RREf! UHHRPPY",35,
"YOU(! RREf! DEPRESSED", 35,"YOUI! RREf! SICK",35
DRTR "YOU(! CRH' T",39, "YOU/! CRHHOT",39, "YOIJf!
DON' T",40,YOU FEEL",41,"0R6SM",43
DAT "YOU' REN SICK",35,"YOU8 RE? HAPPY,36,
"YOU RE HPPY",36,"YOU 8 RE? GLOD",36,"YOU' REN GLD",36
DT "YOU RE? ELATED",36,"YOU REMELTED",36,
"YOU(! RREf! BETTER",36,"YOU'RE* BETTER",36,"YOUf! FEEL 'IOUf!",37
DRTR "YOU/! THINK YOU(!",37,"YOUf! BELIEVE YOIJf!",37,
"YOUf! #ISH YOUl!",3,"YOUf! RREf!",38,"YOU'RE*",38
DRTR "TERRIFIED",48," HURT ",49," LRU6H ",50,"
HR ",50," HO ",SO
DRTR "FUNNY ",50,"#HRT SHOULD YOU/! D0",51,"#HRT
CRH YOU(! D0",51,"DOH'T KHO# HHRT TO D0",51," LOf/E ",52
DRTR "HRTE ",52," RDORE",52,"DESPISE",52,
"DETEST",52," LORTHE",52 ,27," #HY ",25
DRTR" SEX ",43,"THRT'S RI6HT",53," RRE ",17," I "



Computer Creativity
Closely related to intelligence is creativity. I am not even going to try for a definitive
explanation of this concept. The experts have been trying for years.

Personally, I doubt that a computer will ever be truly creative. It can "create"
pseudo-randomly, as we will see in the programs presented in this chapter. But a
computer has no artistic judgement. A human artist creates on an emotional level. A
computer can only create mechanically. It has no free will, so it cannot come up with
truly new concepts, or combine unrelated concepts in completely unanticipatedways.

Some theories suggestthat the humanbrain also functions in a purelydetenninistic
manner. Even if this is so, the system is far, far more complex than any computer.

No one can say for sure whether or not some future computer will ever be truly
creative. One thing is sure, however, no existing computer (and certainly no
microcomputer) comes close in a general sense. But in certain limited areas, some
amazing results can be achieved.

WHO IS THE ARTIST?
Computer creativity programsusuallyrelyheavilyon the random number generator

(RND(x)). In a well-thought out program, some very effective pseudo-art works can
be created.

Just who is the artist in such a case? Is the computer creating the art work? Or
is the programmer, whogives the computer its instructions the real artist? Even though
he cannot predict the outcome, he defines its parameters. Certain similaritieswill appear
in each variation "created" by the computer.
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The computer functions more as a time-saving device for combining various pre
determined possibilities than a true creative force.

Remember, the computer has no artistic judgement. It is up to the human operator
to determine which parts of the output to save, and which to reject. The computer does
not supplant the human artist. It is just a tool for experimentation. It can come upwith
combinations that the artist might not come up with on his own.

Computers can be used in the creation of virtually any art form. A lot of work has
been done in the area of computer graphics. We will not explore the graphic arts here ,
because graphic commands vary so widely between differentmicrocomputers, it is hard
to generalize the programm ing techniques.

In th is chapter we will look at several programs for computer generatedmusical
compos ition, and poetry.

POETRY GENERATORS
Computer generated poetry can easily be created by randomly selecting words from

a DATA list, and plugging them into a pre-determined format.
The program given in Listing 8-1 writ es poems that follow the pattern of "Mary

Had A Little Lamb":

(name) HAD A (adjective 1) (noun 1)
(adjective 1) (noun 1)
(adjective 1) (noun 1)
(name) HAD A (adjective 1) (noun 1)
ITS (noun 2) WAS (adjective 2) AS (oun 3)

AND EVERYWHERE THAT (name) (verb 1)
(name) (verb 1)
(name) (verb 1)
AND EVERYWHERE THAT (name) (verb 1)
THE (noun 1) WAS SURE TO (verb 2)

In the model poem, the following words are used:

(name)
(adjective 1)
(noun 1)
(noun 2)
(adjective 2)
(verb 1)
(verb 2)

MARY
LITTLE
LAMB
FLEECE
SNOW
WENT
GO

This program provides ten alterna tives for each of these words. Let'swalk through
a portion of this program.

In line 40, X is set to a value of 0. Next , line 50 calls the subroutine beginning
at line 440. A random number from 1 to 10 is added to the value of X. This new value
is called Y. Lines 450 through 470 read through the DATA file until the count equals
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Y.The DATAfile is restored, and the subroutine endswith the RETURNstatement.
The selectedword ispassed backto themain bodyof the programas the stringvariable
A$.

On this pass through the subroutine, X=0,so Ywill have a value from 1 to 10.
Let's say the randomly selected value is 7. The subroutine will read through the first
seven elements in the DATAfile. At the end of the subroutine, A$will hold the string,
"STINKY".

In line 60, N$ is set equal to A$ (STINKY"), so A$ can be used yet again, with
out losing the selectedword.Xis now set to a value of 10, and the subroutine is called
again. This time Y can take on a value of 11 (1 + 10) to 20 (10 + 10). Let's say Y
= 12. The subroutine returnswith A$ = "REALBIG". This string is assigned to D$.

Now line 100 sets X to 20. This time through subroutine 440, Y's value can range
from 21 1 + 20) to 30 (10 + 20). We'll say it comes up with24. A$willequal "COW"
when control reverts back to the main program. This string is then stored as T$.

In line 130 D$ is updated to combine the old value of D$ ("REALBIG"), a space
(""), andT$ ("COW"). This meansD$now equals "REALBIGCOW". The contents
of T$ remain unchanged ("COW").

X is then set to 60 in line 140. In the subroutine, Y is set to a value of 61 to 70.
Let's say the selected word is "DANCED". Line 160 combines this word with the
previously stored value ofNS ("STINKY"). The combination is stored asV$ ("STINKY
DANCED').

Now the screen is cleared (line 170), and the first part of the poem is displayed,
using the preselected string variables:

"STINKYHADA REALBIG COW
REAL BIG COW
REAL BIG COW
STINKY HADA REALBIG COW"

Other words in the poem (whichare onlyused once) are selected as they are needed
during the creation of the poem. The additional words are selected in the same way
as described above. X is set to the appropriate indexvalue and subroutine 440 is called.

When the entire poem hasbeendisplayed, the screen freezes until a key is hit(lines
400 through 420) when the program jumps back to line 40 to start all over.

A few sample runs of this simple program are shown in Table 8-1. While the results
of this program can be amusing, they can quickly become monotonous, because the
poem's framework is very rigid.

A somewhat more versatile and interesting poetry generator program is offered
in Listing 8-2. Thisprogram cangenerate several differentpoem formats, loosely based
on the Japanese Haiku. This poetic formatwas selected because it is very short, and
extremely flexible.

A traditional Haiku presents a single image in three lines. The first and third lines
are made up of five syllables. The middle line has seven syllables.

In this program, the strict syllable count is ignored. Some of the poems even have
a fourth line. Still, the Haiku "feel" is preserved. All of the words in each poem are
randomly selected. This helps limit the problem of redundancy that made the first
program seem so trite.
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Table 8-1. Typlcal Results from the Poetry Generator Program of Listing 8-1.

AGATHA HAD LITTLE RABBIT
LITTLE RABBIT
LITTLE RABBIT
AGATHA HAD A LITTLE RABBIT
IT'S NOSE WAS RED AS SNOW.

AND EVERYWHERE THAT AGATHA MOVED
AGATHA MOVED
AGATHA MOVED
AND EVERYWHERE THAT AGATHA MOVED
THE RABBIT WAS SURE TO WEEP.

RALPH HAD SILLY FROG
SILLY FROG
SILLY FROG
RALPH HAD A SILLY FROG
IT'S EAR WAS WET AS A STONE.

AND EVERYWHERE THAT RALPH COUGHED
RALPH COUGHED
RALPH COUGHED
AND EVERYWHERE THAT RALPH COUGHED
THE FROG WAS SURE TO EAT.

GOOFY HAD CHARMING CAT
CHARMING CAT
CHARMING CAT
GOOFY HAD A CHARMING CAT
IT'S EAR WAS FAT AS A COMPUTER.

AND EVERYWHERE THAT GOOFY COUGHED
GOOFY COUGHED
GOOFY COUGHED
AND EVERYWHERE THAT GOOFY COUGHED
THE CAT WAS SURE TO EAT.

Ir

Because the words are randomly selected, some of the poems from this program
will be meaningless. Onthe other band, some strikingimagescan occurmore frequently
than you might expect.

The words in the DATA file are arranged in five categories:

adjectives
articles
nouns
prepositions
verbs

Words are selected to fit each pattern according to their type.
The programrandomly selects from five basic formats. One of them is as follows:

(article) (adjective) (noun) .••
(article) (noun) (verb) (preposition) (article) (noun)
(adjective) (noun)

Literally thousands of different poems can be created using this skeletal fonnat.
Because the format is randomly selected for each new poem, the repeating patterns
will not be so obvious.

ArrayA(15) is used tohold the last fewword choice values, to limitword repetition.
Some sample poems from this program are shown in Table 8-2.

If you like, you can change any or all of the words in the DATA statements. Some
of the words in the programas listed here are intentionally silly, while others lean to
wardsmore serious poems. The words in the DATAfilewill have a significant influence
on the tone of your poems. If you change the number of words in the DATA file, be
sure to change the appropriate variable in tines 50 through 110, or the programmay
not function correctly.
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Table 8-2. Typlcal Results from the Program of Llstlng 8-2.

WOMAN WITH THE CLOUD
A CLEAR SQUIRREL INSIDE OF A SKY

RISING AIR

PARKING LOT WITH THE DIRT
THE ARID HORSE OUTSIDE OF A STREAM

SPOTTED SILENCE

A DAPPLED SEA . • • A OLD WOMAN .• •
A BUSH YODELS BY THE GRAPEFRUIT THE MEADOW DRIFTS IN THE SEA

WISPY BLIZZARD PLAYFUL GLADE

THE EVENING LIGHT DIRT
UPON A MOIST SILENCE
THE RIVER STRETCHES

ROSE WITHOUT A TREE
A CARESSING TOAD IN A LAND

PLAYFUL SUN

AIR WITHOUT THE FIELD
A WILD BREATH NEAR THE PEACE

FIERCE SEA

SOUND WITHIN THE EARTH
A DUSK FOREST ...

THE CLOUD WEEPS UPON THE SEA
YOUTHFUL THUNDER

THE FIERCE WIND IS SINKING •••
A SHIMMERING FOOLISH RAIN

BENEATH THE SUMMER FLOWER
SOUND GRUMBLES

BESIDE CALM SILENT DEW
DARK MOONBEAM

If you want to get even more creative and ambitious, you mightwant to modify
the program to create additional {and possibly even longer) poem forms. As a general
rule of thumb though, shorter forms have a greater chance of appearing meaningful.
The longer a computer generated poem is, the greater the chance thata meaningless
combination will show up.

MUSIC COMPOSITION
A computer can also be used to create musical compositions. For simplicity (and

greatest possible transportability between various microcomputers), the programs in
this section don't actually play the music. They just print out the note names. For
convenience, onlynaturals and sharps are indicated. Flats are displayed as the related
sharp. That is, Ab is displayed as G#. Octaves are ignored.

The simplestpossible music composition programwould be somethinglike the one
shown in Listing8-3. Each note is selected simply by selecting a random value.

ArrayA${12) holds the names for the twelve notes in an octave. These names are
loaded in from the DATA statement in line 150 in the routine of lines 50 through 80.
The screen is then cleared in line 90.

The main bodyof the program is in lines 100 through 140.Arandom number from
1 to 12 is selected. The appropriate note name is displayed, lines 120 through 130 give
a brief delay, then the program jumps back to line 100 to select the next note.

A typical output from thisprogramisgiven in Table 8-3. It is illustratedona musical
staff in Fig. 8-1.

The results are not particularly musical. Each note is chosen independently,
completely uninfluenced by what has gone on before. This program clearly has no
semblance of intelligence. The "music" it produces sounds as random as it is. An
occasional brief passage may be musically valid, but usually the results will be
unconnectedand unattractive. Bymostdefinitions, this isn't reallymusic atall, anymore
than the sounds produced by a cat walking across a piano keyboard are musical.
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Table 8-3. The First Muslc Composltlon Program (Listing 8-3) ls Purely Random.

At G Ct A E B B Ft Dt A E Gt C D Al
G D DI DA FN FI D AN FI F CS DN GN F
At Al Fl Al F A F FI C Cl G E Fl DI D
Ft B Cl Fl GI A F C GI Fl Al C F G
AEFtCFB

A slight improvement can be achieved with the program given in Listing 84. In
this version, certain notes are givengreater weight. That is, some notes aremore likely
to occur than others.

Notice that the DATA file (and the note name array-A$x)) is larger to allow some
note names to be repeated. The weighting scheme I used is as follows:

NOTE # of WEIGHTING
OCCURENCES

A 3 10%
A# 1 3%
B 2 7%
C 6 20%
C# 1 3%
D 2 7%
D# 1 3%
E 4 13%
F 3 10%
F# 1 3%
G 5 17%
G# 1 3%

A typical output from this program is illustrated in Table 8-4 and Fig. 8-2. The
results are still very random sounding, but at least there is a sense of key (C major),
which gives a little more musicality than the previous program. But this program is
still entirely unintelligent, and not particularly musical.

The problem is that eachnote is still being selected independently. The preceding
note (or notes) has no influence on the next note. Selection ismade onan entirely random
basis. That is not the way real music works.

In real music, each new note is selected in relation to the preceding notes. Pro
gramming this can be tricky, but it is entirely possible.

Fig. 8-1. The first music composition program (Listing 83) ls purely random.
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Table 8-4. Weighting the Note Probabllltles
(Listing 8-4) Improves the Output Somewhat.

C C F E F A F DA A A GD G
G» G» A C G E CW F CC G A
ECCDIECAEDEFAIGI
C G» A C G A G G Gt B G

A fairlysimple programof this type isgiven in Listing 8-5. Each newnote is selected
with a different weighting scheme, depending on the previous note. Only the one
immediately preceding note is checked before the new note is randomly selected.

The heart of this program is a two dimensional array (A(12,12)). A second two
dimensional array (A$(12,12)) holds the appropriate note names.

The X coordinate for this array indicates the preceding note:

X= NOTE X= NOTE

1 A 7 D#
2 A# 8 E
3 B 9 F
4 C 10 F#
5 C# 11 G
6 D 12 G#

The Y coordinate isselected randomly. The stored value at A(x,y) determines the
next note.

Certain notes are more likely to occurafter other specific notes. Some note pairs
can never occur.

For example, if the precedingnote is A, the following are the 12 possibilities for
the next note:

Y NOTE Y NOTE
1 A 7 A
2 C 8 C
3 E 9 E
4 F 10 F
5 A# 11 D
6 G# 12 B

eE I s

Fig. 8-2. Weighting the note probabllltles (Listing 8-4) Improves the musicality of the output somewhat.
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NOTE WEIGHTING NOTE WEIGHTING
PROBABILITY PROBABILITY

A 17% D# 0%
A# 8% E 17%
B 8% F 17%
C 17% F# 0%
C# 0% G 0%
D 8% G# 8%

A to D#will never occur in this weightingscheme. A to C is twice as likely to occur
as A to D. And so forth for each note.

The arrays are loaded from the DATA statements in lines 40 through 120. The
screen is then cleared, and the first note is set to C.

The current note name is displayed in line 160. The new note value is randomly
selected from the appropriate array in lines 170 through 190. After a brief delay (lines
200 through 210), the program jumps back to line 160, and this process repeats
indefinitely. A typical output sequence from this program is illustrated in Table 8-5
and Fig. 8-3.

The results here are somewhat better than in earlier programs, but they are still
pretty random sounding. Musical sounding phrases will occur a little more frequently
with this program, but they will be separated by a lot of garbage.

The technique used here could be expanded to checkbackmore than a single note.
The more precedingnotes thatare used to determine the newnote, the better the results
will be. But the memory requirements increase exponentially with added notes. The
one note back check used here requires a two dimensional array with 144 locations.
A two note back check would require a three dimensional array with 1728 locations.
A four dimensional arraywith 20736 locations would be needed to check back three
notes. As you can see, this technique can very quickly become extremely unwieldy.

So farall of our composition programshave been rather aimless, resulting in very
formless "music." In our poetry generator programs, we used existingmodels to define
the format for the computer generated pieces. The same concept can be applied to
musical composition. The computer can create new music based on pre-existingmu
sic. The results are likely to render the source unrecognizable, butthe musicalpatterns
will be more or less preserved.

A Tune Imitator programdesigned around this idea is given in Listing 8-6. The
user is prompted to enter the names of each note of the model tune in sequence. The
computer keeps track of all the note pairs and creates a weighting scheme based on

C C A A GI A D C G B C B A F
F! C A G» D D C AF E G F F
FS G E E F FI G BC E F E E
G C D B G D B G G E C A F
CECFDDICDBCBCB
CECCFF
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Fig. 8-3. Better music can be obtained by lettlng the previous note affect the choice of the next note, as In the program
of Ustlng 8-5.

the pair frequencies in themodel tune. The notesof the newpiece arerandomlyselected
according to this weighting scheme. In other words, once the model tune has been
entered, this program functions pretty much like the program of Listing 8-5.

An evenmore effective variation is given in Listing 8-7.In this program the shape
of the model tune is analyzed and duplicated. Instead of entering specific note names,
the computer only considerswhether each successive note goesup, goesdown, or stays
the same. Of all the programs presented in this chapter, I feel this one producesmusical
sounding results most frequently.

A more sophisticated program of this typewould also analyze and imitate the rhythm
patterns of a model tune. Rhythmhas been ignored in these programs for simplicity,
but this is the logical next step for experimentation.
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10 RE# 8-1 SI#PLE POETRY
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
40 X = 0
SO GOSUB UO
60 N$ = $
70 X = 10
80 OSUB 440
90 D$ = $
100 X = 20
110 GOSUB UO
120 Tl = RI
130 D$ = D$ + + T$
140 X = 60
150 GOSUB UO
160 /$ = N$ + + $
170 HO#E
180 PRINT
190 PRINT N$;" HD "D$
200 PRINT DI
210 PRINT DI
220 PRIHT N$;" RD ";$
230 X = 30
2-10 60SUB U0
250 PRINT "IT'S ";RI;" #RS";
260 X = 40
270 60SUB U0
280 PRINT Rf;• RS";
290 X = so
300 GOSUB U0
310 PRINT RI;".•
320 PRINT
330 PRINT "RHD E(JERY#HERE THRT ";(JI
340 PRINT U$
350 PRINT (JI
360 PRINT "AND EVERYWHERE TT ·;¢$
370 X = 70
380 GOSUB U0
390 PRINT "THE ";Tl;• #RS SURE TO ";RI;"."
-100 PRINT: PRINT: PRINT
-110 PRINT "PLERSE PRESS <RETURN>•
-120 INPUT QI
-130 GOTO -10
440 Y = INT (1 + RHD (J) * 10) + X
-ISO FORT= 1 TOY
-160 RERD RI
-170 HEJ/T T
-180 RESTORE
-190 RETURN
500 DRTR #RRY,RRLPH,R6RTHR,IR(JIH6,#RLD0,6LRDYS,STINKY,

R#Y,GOOFY,ISRRC
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510 DRTR LITTLE,RERL B16,SILLY,CUDDLY,STUPID,CLE'JER,
CLU#SY,SCRE#Y,PURPLE,CHRR#IH6

520 DRTR LR#B,FR06,ROCK,CO#,D06,CRT,#OUSE,RRBBIT,FERRET,TROLL
530 DATA FLEECE,SKIN,NOSE,FOOT,ER,CR,BODY,RIR,FACE, TONGUE
5-10 DRTR #HITE,RED,BWE,6REEH,#EIRD,#ET,DRY,FRT,CUTE,ODD
550 DRTR 5H0#,6RR55,R BUTTOH,R STONE, THE SER,DIRT,

SO#ETHIHG ELSE,#E,CHEESE,R CO#PUTER
560 D/ITR #ENT,STRYED,LEFT,COU6HED,LRU6HED,CRIED,DRHCED,

LOOKED,MOUED,SLEPT
570 DRTR 60,BELCH,SLEEP,DIE,#EEP,ERT,IIRLTZ, YODEL,LER'JE,BE
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10 RE# 8-2 RDURHCED POETRY
20 RE# * DELTON T. HORN
30 RE# * COPYRI6HT 1986
40 DIN 15)
50 REN M I = N OF ADJECTIVES I AR OF ARTICLES I

NH=# OF NOUNS
60 REN M PR = # OF PREPOSITIONS I VUB OF VERBS N
70 RJ = 75
80 RR= 5
90 NH= 65
100 PR= 15
110 VB= 65
120 RE# * SET UP DISPLRCE#EHT URRIRBLES •
130 RX= RJ
140 NX =RX+ RR
150 PX= HX + NH
160 (IX= PX+ PR
170 RE# * CHOOSE PRTTERH *
180 HO#E
190 PRINT s PRINT
200 C = INT <1 + RHD <I)* 5}
210 FORT= 1 TO 15
220 R(T) = 0
230 NEXT T
240 S = 1
250 OH C 6010 260,770,1070,1490,1940
260 PRINT "p
270 X = R
280 Y = RX
290 60SUB 2UO
300 X = a
310 Y = 0
320 60SUB 2340
330 X = NH
340 Y = HX
350 60SUB 2340
360 PRINT "...
370 X = R
380 Y = RX
390 60SUB 2340
400 X = HN
410 Y = NX
420 60SUB 2340
430 X = UB
440 Yy = VX
450 60S11B 2340
460 X = PR
no Y = PX
-180 60S11B 23,tO
490 X = R
500 Y = RX
510 60SUB 23,tO
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520 X = NH
530 Y = N1'
540 60SUB 2340
550 PRINT
560 PRINT • •;
570 X = RJ
580 Y = 0
590 60SUB 23,fO
600 X = NH
610 Y = H1'
620 60SUB 2UO
630 C = INT (1 + RHD (1) *-3)
640 IF C = 2 THEN 6OTO 730
650 PRINT
660 PRINT
670 PRINT
680 PRINT
690 PRINT ",4
7O0 PRINT : PRINT "PLESE PRESS RETURN>"
710 INPUT QI
720 GOTO 180
730 X = VB
740 Y = UX
750 60SUB 2340
760 GOTO 650
770 PRINT " ";
780 X = NH
790 Y = HX
800 GOSUB 2UO
810 X = VB
820 Y = UXx
830 GOSUB 2UO
840 PRINT
850 X = PR
860 Y = pl(
870 60SUB 2UO
880 X = RJ
890 Y = 0
900 GOSUB 2UO
910 X = RJ
920 Y = 0
930 60SUB 2UO
940 X = NN
950 Y = NX
960 60SUB 2UO
970 PRINT
980 PRINT ,
990 X = RJ
1000 Y = 0
1010 60SUB 23,fO
1020 X = NN

161



,,;

";

1030 Y = HX
1040 GOSUB 2340
1050 PRIHT H •••"

1060 GOTO 650
1070 PRIHT"
1080 X = R
1090 Y = RX
1100 GOSUB 2340
1110 X = RJ
1120 Y = 0
1130 GOSUlJ 2340
1140 X = NN
1150 Y = HX
1160 GOSUB 2340
1170 X = VB
1180 Y = vx
1190 GOSUB 2340
1200 PRIHT"
1210 PRIHT
1220 X = AR
1230 Y = AX
1240 60SUB 2340
1250 X = RJ
1260 Y = 0
1270 GOSUB 2340
1280 C = IHT (1 + RHD (1) * 2)
1290 IF C = 1 THEH GOSUB 2340
1300 X = NN
1310 Y = HX
1320 GOSUB 2340
1330 PRINT
1340 PRIHT"
1350 X = PR
1360 Y = PX
1370 GOSUB 2340
1380 )( = RR
1390 Y = RX
1400 G0SB 2340
1410 X = 7
1420 Y = 0
1430 G0SUB 2340
1440 X = NN
1450 Y = NX
1460 G0SUB 2340
1470 PRIHT
1480 GOTO 650
1490 PRIHT"
1500 X = NN
1510 Y = NX
1520 60SUB 2340
1530 X = PR
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1540 Y PX
1550 60SUB 2340
1560 X = R
1570 Y = RX
1580 G0SUB 2340
1590 X = NN
1600 Y = HX
1610 60SUB 2310
1620 PRINT
1630 C = INT (1 + RND (1) * 7)
16'10 IF C < 3 THEN 6010 260
1650 Jr= RR
1660 Y = RX
1670 60SUB 23'10
1680 Jr= RJ
1690 Y = 0
1700 60SUB 23'10
1710 .X = NH
1720 Y = H.X
1730 605UB 2310
17'10 Jr = PR
1750 Y = PX
1760 G0SUB 2340
1770 X = RR
1780 Y = RX
1790 605UB 23'10
1800 .X = NH
1810 Y = HX
1820 60SUB 2340
1830 PRINT
1840 PRINT "E
1850 Jr= RJ
1860 Y = 0
1870 BOSUB 23'10
1880 X = NN
1890 Y = HX
1900 60SUB 23'10
1910 C = INT (1 + RHD <1> * 3)
1920 IF C = 3 THEN GOTO 730
1930 6010 650
1940 PRINT "E
1950 X = R
1960 Y = RX
1970 605UB 23'10
1980 X = RJ
1990 Y = 0
2000 605UB 23'10
2010 X = RJ
2020 Y = 0
2030 60SUB 2340
2040 X = NN
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2050 Y = NX
2060 60SUB 23-10
2070 PRINT
2080 X = PR
2090 Y = PX
2100 60SUB 2340
2110 C = INT (1 + RND <1> * 5)
2120 IF C = 4 THEN 6010 2160
2130 X = RR
2140 Y = X
2150 60SUB 2340
2160 X = RJ
2170 Y = 0
2180 60SUB 2340
2190 X = NH
2200 Y = NX
2210 60SUB 2340
2220 PRINT
2230 X = AR
2240 Y = X
2250 60SUB 2340
2260 X = NN
2270 Y = NX
2280 60SUB 2340
2290 X = VB
2300 Y = IJX
2310 60SUB 2340
2320 PRINT
2330 6010 650
2310 Z z INT <1 + RND < 1> * X, + Y
2350 IF X = R THEN 60T0 2440
2160 Q = 0
2370 FOR T = 1 TO 15
2380 IF R<T> = Z THEN Q = 1
2390 NEXT T
2400 IF Q = 1 THEN 60TO 2340
2410 S) = Z
2420 S = 5 + 1
2430 IF S > 15 THEN S = 1
2440 FOR T = 1 TO Z
2450 RED $
2"60 NEXT T
2470 RESTORE
2480 PRINT $; ",
2490 RETURN
2500 RE# * RDJECTIIJES *
2510 DRTR RUTU#N,SU##ER,SPRIN6,#INTER,BITTER
2520 DRTR LOIJELY,#EIRD,FOUL,HIDDEH,HU6E
2530 DRTR SOFT,CUTE,HRRD,HRRSH,U6LY
2540 DRTR HISTY,CLERR,SILEHT,HOISY,EHPTY
2550 DRTR FULL,FOOLISH,DRY,#ET,RRID
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2560
2570
2580
2590
2600
2610
2620
2630
2640
2650
2660
2670
2680
2690
2700
2710
2720
2730
2740
2750
2760
2770
2780
2790
2800
2810
2820
2830
2840
2850
2860
2870
2880
2890
2900
2910
2920
2930
2940
2950
2960
2970
2980
2990

DT
D0TA
DI
DAT
D9TA
DT
DT
D9TA
D9TA
DT
REN
DT
REH
DT
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DT
DT
DT9
DRTR
REH
DRTR
DRTR
DRTR
REN
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DRTR
DAT
DT
DRTR

STRRHGE,CRLH,SHOOTH,ROUGH,ICY
LI6HT,DRRK,HERVY,FERTHERY,HOT
HERTED,DRPPLED,SPOTTED,HYSTIC,DRHH
EVEHIH6,DUSK,HI6HT,SHIHHERIH6,HI5PY
SOLID,FIERCE,BROKEH,HOIST,DRHP
HILD,6EHTLE,TEHDER,CRRE5SIH6,FRLLIH6
PLRYFUL,FRLLEH,RISIH6,THROBBIH6,YOUH6
R6ED,LUSTFUL,OLD,YOUTHFUL,HORHY
SOLEHH,#HITE,BLRCK,RED,BLUE
6REEH,YELL0#,6REY,PURPLE,ORRH6E
* RRTICLES *
THE,,THE,,THE

w NOUNS #
SUH,HOOH,SKY,RIR,ERRTH
RIVER,STRERH,#RTERFRLL,OCERH,SER
RRIH,#IHD,LRHD,BREEZE,BRERTH
DRERH,SHRDOH,TREE,LERF,FLO#ER
SHO#,DE#,HRIL,FOREST,HOOD
#ERDO#,FIELD,PRRK,SHOPPIHG CEHTER,PRRKING LOT
DUST,DIRT,6RRSS,6LRDE,BUSH
BIRD,DEER,BUTTERFLY,GRRPEFRUIT,CRT
HORSE,HRH,#OHRH,SGUIRREL,CRTERPILLRR
FIREFLY,ROSE,DRFFODIL,TORD,FROG
HRZE,CLOUD,SOUHD,SOHG,THUHDER
CRY,VOICE,SILEHCE,SURF,BIRDCRLL
STOR#,PERCE,#RR,BLIZZRRD,HOOHBER#

¥ PREPOSITIONS ¥
UHDER,OVER,BESIDE,OH,IN
#ITH,#ITHOUT,HERR,FRR FROH,OUTSIDE OF
UPOH,BEHERTH,#ITHIH,BY,IHSIDE OF
VERBS ¥

QUIVER5,FLORTS,CRRSHES,DRIFTS,FRLL5
IS FRLLIH6,HRS FRLLEH,HRS STOPPED,PRSSES,IS PRSSIHS
HRS PRSSED,1S STOPPIH6,SIH65,STRU66LE5,RESTS
#ORSHIPS,#EEPS,HOURHS,BRERKS,IS BRERKIHG
HRS BROKEH,DIES,IS BORH,LIVES,SLEEPS
#RKES,YR#NS,STRETCHES,LRUGHS,SHILES
6RO#S,#RITS,LIH6ERS,CREEP5,CRRHLS
DRER#S,FLUTTERS,TRICKLES,SEEPS,SITS
RISES,15 RISIHG,HRS RISEH,DRHCES,TRIPS
#URHURS,SIH6S,HUHS,6RUHBLES,COHPLRIHS
YODELS,SIHKS,1S SIHKIHG,HRS SUHK,SHIHS
IHR61HES,STRHDS,HOOVERS,SORRS,SR6S
PRUSES,RESUHES,QUITS,IS BORING,HOPS
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10 RE# 8-3 RR#DO# CO#POSER
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
40 DIN $12)
50 FOR X = 1 TO 12
60 READ HI
70 $X) = N$
80 NEXT Jr
90 HO#E
100 Y = INT (1 + RHD Ct)* 12)
110 PRINT $Y,
120 FORT= 1 T0 555
130 NEXT T
U0 SOTO 100
50 DTA ,,B,C,CN,D,D,E,F ,FM,8,Git
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10 REIi 8-4 #EIBHTEll CO#POSER
20 REIi * DEL TON T. HORN
30 REif * COPYRIBNT 1986
40 DIN $30)
SO FOR X = 1 TO 30
60 RERD HI
70 9$X) = N$
80 NEXT ]{
90 HOii£
100 Y = INT <1 + RNll UJ * 30)
110 PRINT RfCY),
120 FOR T = 1 T0 555
110 HE1'T T
UO SOTO 100
150 DT ,N,B,C,C,D,D#,E,F,F,8,9#
160 DBT ,B,C,DE,F,,,C,E,F,,,E,6,,e,C
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10 RE# 8-5 #EIBHTED #IBRCK CHECK
20 RE# * DELTON T. HORH
30 RE# * COPYRIGHT 1986
40 DI# Rl(12,12): DI# RC12,12)
50 FOR X = 1 TO 12
60 FOR Y = 1 TO 12
70 RERD HI
80 $X,Y) N$
90 RERD H
100 X,Y N
110 HEXT Y
120 NEXT X
130 HO#E
140 W$ = "
150 X = 4
160 PRIHT HI,
170 l Jr
180 = INT Cl+ RHD CJ)* 12>
190 X = L,H):N$ = $L,H
200 FORT= 1 T0 555
210 NEXT T
220 6010 160
230 DT ,1,C,A,£,8,F,9,M,2,6,12
240 DT ,1,C,4,E,8,F,9,D,6,B,3
250 DRTR R#,2,R,1,8#,12,C#,5,F#,10,S,11
260 DT B,3,C,4,F,9,B,3,,4,F,9
270 DRTR C,4,C,4,B,3,6,11,R,1,F,9
280 DRTR C,4,C,4,B,3,6,11,R,1,E,8
290 DRTR E,8,6,11,F,9,R,1,D,6,B,3
300 DRTR E,8,6,11,F,9,R,1,D,6,B,3
310 DRTR C#,5,D,6,C,4,B,3,R#,2,R,1
320 DRTR C#,5,D,6,C,4,B,3,C,4,Dl,7
330 DRTR C,4,B,3,F,9,E,8,C,4,R,1
340 DAT C,4,B,3,D,6,,1,C,5,D#,7
350 DRTR D#,7,C#,5,F#,10,R#,2,D,6,C,5
360 DRTR F,9,R,1,E,8,C,4,·D,6,D,6
370 DRTR E,8,C,4,6,11,F,9,D#,7,B,3
380 DRTR E,8,C,4,6,11,E,8,C,4,6,11
390 DRTR F,9,R,1,C,4,F#,10,D,6,S,11
400 DRTR E,8,F,9,R,1,C,4,E,8,F#,10
410 DRTR F,9,E,8,F#,10,F,9,E,8,C,4
420 DRTR S,11,D,6,F,9,F#,10,6,11,D,6
430 DRTR 6,11,C,4,E,8,B,3,D,6,F,8
440 DRTR R,1,6#,12,6,11,C,4,E,8,B,3
450 DRTR 6#,12,6,11,6,11,C,4,E,8,B,3
460 DRTR D,6,F,8,R,1,G,11,6#,12,F#,10
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10 RE# 8-6 TUNE I#ITRTOR
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
40 DI# HI<12)
SO DI# C<12,12)
60 HONE
70 FOR X = 1 T0 12
80 FOR Y = 1 TO 12
90 CX,Y) 1
100 NEXT Ys HEXT X
110 FOR X = 1 TO 12
120 RED 0$
130 $X) = $
UO NEXT X
150 PRINT
160 PRINT "ENTER NOTE NR#ES IN SEQUENCE"
170 PRINT " <R - Rf# - B - C - Cl - D - DI - £ -","F - Fl - 6 - lit#>"
175 PRINT
180 PRINT "ENTER I TO END"
190 PRINT "NOTE #1";
195 INPUT QI ~200 60SUB 560
210 IF X = O THEN 6010 190 ·
220 Yy = X ' ¢

230 C = 2
240 PRINT "NOTE #";EC;
245 INPUT Q$
250 60SUB 560
260 IF QI = "I" THEN SOTO 320
270 IF X = O THEN 6070 240
280 C<X,Y) = CCX,Y) + 2
290 C ,,, C + 1
300 y = X
310 60T0 240
320 HO#£
330 FOR X = 1 TO 12
340 z = 0
350 FOR Y = 1 TO 12
360 Z = Z + CCX,Y>
370 NEXT Y
390 Q = Z I 12
400 FOR Y = 1 TO 12
410 C<X,Y) = C<X,Y) IQ
420 NEXT Y
425 NEXT X
430 HO#£
440 PRINT
450 X = INT <1 + RND (1) * 12)
460 PRINT Nl(X>,
470 # = INT (1 + RHD (1) * 12)
480 £ = 1
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490 # = # - CCX,E)
500 IF#< 0 THEH 8010 540
510 E = E + 1
520 IF E > 12 THEH 8010 no
510 SOTO 490
540 X = E
545 FORT• 1 TO 555
5"7 NEXT T
550 6010 460
560X=O
570 IF Q$ "A" THEN X • 1
580 IF Q$ = "AN" THEN X + 2
590 IF a$ = "B THEN X + 3
600 IF QI= •c• THEN X = $
610 IF QI= •c•• THEN X = 5
620 IF QI= •DN THEN X = 6
630 IF Q$ = "DN" THEN X + 7
640 IF QI• •E" THEN X = B
650 IF QI= •F• THEN X = 9
660 IF a = "FN" THEN X = 10
670 IF QI= •s- THEN X a 11
680 IF QI= •s•• THEH X • 12
690 RETURN
700 DRTR R,H,B,C,C#,D,D#,E,F,F.,B,H
3807 •• ,.,
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10 RE# B-7 TUNE SHAPE l#ITATOR
20 RE# * DELTON T. HOR#
30 RE# * COPYRISNT 1986
40 DI# PC 101)
50 DIM $15)
70 FOR 1' • 1 TO IOI
80 PX) 5
90 NEXT 1'
100 HO#E
110 PRIHT
120 PRIHT "FOR ERCN NOTE INDICRTE ITS•
130 PRINT NRELRTIONSHIP TO LAST NOTE.•
140 PRINT "TO EN ENTER 0."
150 PRINT "#RXI#U# TUNE LENSTH IS 100.•
160 PRINT
170 C = 2
180 PC1) = 0
190 PRINT : PRINT ,"NOTE #";EC
200 PRINT : PRINT "1 -- LONER
210 PRINT 2 -- SNE"
220 PRINT "3 -- HIGHER•
230 INPUT X
240 IF X = 0 THEN SOTO 320
250 X = INT <1')
260 IF 1' < J OR X > 3 THEN SOTO 200
270 X = X - 2
280 PC) = X
290 C = C + J
300 IF C > 100 THEN SOTO 320
310 6010 190
320 HO#E
330 PRINT
340 PRINT TUNE SRAPE SUNNBRY": PRINT
350 PRINT "* ";
360 C = 2
370 X = P<C)
380 IF X 5 THEN SOTO 450
390 IF X = - J THEN PRINT •D •;
400 IF X = 0 THEN PRINT "S •;
410 IF X 1 THEN PRINT "H "1
420 C = C + 1
430 IF C > 100 THEN SOTO 450
440 SOTO 370
450 PRINT
460 PRINT ","DONE"
470 FOR X = J TO 15
480 RERD QI
500 $X) = Q$
520 NEXT X
525 RESTORE
530 PRINT : PRINT PRINT

171



540 PRINT "PRESS <RETURN> FOR CO#POSITIOH•
545 INPUT a$
550 X = INT (I + RND (1) w 72
560 FOR Q = 2 TO C
570 PRINT RICX>.
580 FOR T = I T0 555
590 NEXT T
600 Z = X
610 Y = PCQ)
620 IF Y = 5 THEN a= c: SOTO 660
630 X = X + INT I + RND 1) M+ 52 M Y
610 IF X < I THEN X = X + 7
650 IF X > 15 THEN X = X- 7
660 NEXT a
670 PRINT: PRINT
680 PRINT "PRESS <RETURN>•
690 IHPIJT QI
700 HOH£
710 PRINT
720 PRINT "I -- REPERT THIS PRTTERH•
730 PRINT "2 -- NEN PRTTERH•
710 PRINT "0 -- END"
750 INPUT X
760 IF X = 1 THEN 6010 530
770 IF X = 2 TEN 6010 70
780 END
790 DT ,B,,D,£,F,6,",B,C",D,£,F,8,"
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Story-Writing Programs
The same basic techniques described in the last chapter can also be used to create
computer generated fiction. However, to obtain good results, a number of additional
factors must be considered.

This chapterwill feature twoverysimple storywriting programs. Neither produces
true stories, but theyare a good place tobeginyourown experimentation. This chapter
will conclude with some tips on further improvements and experimentation.

STORY-WRITER 1
The first story writing program is given in Listing 9-1. As you glance over this

program, youshould see that it is fundamentallynottoo different from the poetry writing
programs of Chapter 8. Appropriate words are randomly selected from a DATA file,
and plugged into pre-determined sentence formats.

The main subroutine of this program begins at line 1470. This routine selects and
displays the next word. It functions in the same way as the similar subroutines in the
poetry programs of Chapter 8. Whenever this subroutine iscalled, twovariableshave
to be defined:

X Number of words in the appropriate group
Y Displacement value

A random value from 1 to X is selected, and the displacement value (Y) is added to
it. This is the count variable (Z). The computer READs through the DATA file until
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a count of Z is reached. The last item READ at the conclusion of the count is the selected
word. The word is displayed in line 1510. Now the DATA file is RESTOREd, and
control is RETURNed to the main body of the program.

The word countvariables are preset in lines 60 through 210. The meaningof these,
and all the other variables used in this program are summarized in Table 9-1. If you
add (or delete) any words in the DATA file, be sure to update the appropriate count
variable, or the programwill not function properly. As an example, let's say you add
five more adjectives. Line 120 should then be changed to read:

120 AJ=30

Any newDATA lines should be placed in the appropriate word group, as defined
by the REMarks. For example, a newDATA line of additional adjectivesmaybe placed
at line 1755, or 1793, but not at 1855, or 2010.

To give some consistency to the story, two main characters are selected from the
Proper Noun group. These names are more likely to occur in any given sentence than
any of the other names.

Xis set to PN (line 230), and Y is set to PX (line 240). The word select subroutine
is called. When control RETURNs to line 260, A$holds the selected name. Apermanent
string variable (Ml$) is assigned the same value. The word select subroutine is called
again from line 270. This time when it RETURNs to line 280, a second permanent
variable (M2$) takes the value of A$.

The two permanent string variables (M1$ and M2$) are compared in line 290. If

Table 9-1. Variables Used In the First Story-Writer Program of Listing 9-1.

AJ Adjective count
AR Article count
AV Adverb count
AX Article offset
AY Adjective offset
AZ Adverb offset
NN Noun count
NX Noun offset
PN Proper noun count
PR Preposition count
PX Proper noun offset
PY Preposition offset
Q Double subject random select
S Phrase random select
T Phrase random select/Word select counter
V1 Verb 1 count
V2 Verb 2 count
VX Verb 1 offset
VY Verb 2 offset
X Current count value
Y Current offset value
Z Word select value/Main character random select
A$ Current word
M1$ Main character #1
M2$ Main character #2
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they happen to be identical, the program jumps back to line 270 to select a new string
for M2$.

Once twodifferentnames have been selected, the screen iscleared (line 310).When
running this program, you will probably notice that the selected names are briefly
displayed before the screen is cleared. This is allowed to avoid includinga secondword
select routine that does not display the selected word. The names will be displayed
so briefly that if you blink, you'll miss them. The screen is cleared almost as soon as
the words are displayed. This isn't very elegant, but it doesn't do any harm.

All of the sentences generated by the program follow this simple form:

NOUN PHRASE VERB PHRASE

Inverted and compound sentences are ignored for simplicity. This makes the output
a little monotonous, but there is some variety in the types of noun phrases and verb
phrases generated.

The noun phrase is selected in a subroutine beginning at line 440. There are three
basic noun phrase forms:

ARTICLE NOUN
PROPER NOUN
ARTICLE ADJECTIVE NOUN

Once the appropriate noun phrase hasbeen selected and displayed (themainword
select subroutine is called from the noun phrase subroutine), a RETURN statement
concludes this subroutine.

In line 340 a random value from 1 to 5 is selected. If this random value happens
tobe 3 (20 percentof the time), the current sentence will be givena compound subject.
The word "AND" will be displayed, and the noun phrase subroutine will be called a
second time.

Next line 360 calls a subroutine to create the verb phrase and complete the main
body of the sentence. This subroutine begins in line 680. It works in pretty much the
same way as the noun phrase subroutine. One of six verb phrase formats is randomly
selected:

VERB
VERB
VERB
VERB
VERB
VERB"

PREPOSITION
PREPOSITION
ARTICLE
ARTICLE
PROPER

ARTICLE NOUN
ARTICLE ADJECTIVE NOUN
NOUN
ADJECTIVE NOUN
NOUN

All of the verbs are in the past tense. Notice that there are two verb groups. One
set of verbs require no object, such as COUGHED. The other set of verbs (VERB*
in the above list) do require an object, such as CARRIED. For the sentence to make
sense, the subjectmustCARRYsomething. "RALPHCARRIED." is not a meaningful
sentence.
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When the verbphrase subroutine RETURNsto line 370, a newrandom value from
1 to 5 is selected. If this value is 3 (20 percent chance), an additional phrase is added
to the sentence. This extraphrase isgenerated in a subroutine startingwith line 1380.
The extra phrase always takes the same form:

"WITH" ARTICLE NOUN

Line 390 prints a period to conclude the sentence.
A dummy input is set up in line 400. The program waits until the user presses the

<RETURN> key before continuing. This gives the user as much time as he likes
to read the sentence. Withoutsome kind of delayhere, the display screenwill be very
quickly filled. Sentencescan scroll off the top of the screenbefore the usergets a chance
to read them.

If you modify the program to send the sentences out to a printer, rather than to
a monitor, line 400 may be eliminated.

Once the <RETURN> key hasbeen depressed, the program jumps back to line
330 to start a new sentence.

Some typical output sentences from this program are shown in Table 9-2. There
are two primary problems here. One is the monotonous quality of the sentence forms
mentioned before. The other significant limitation is that the sentences are completely
unconnected. Whathappened before bas absolutelyno influence onwhathappens next.

Table 9-2. Some Typlcal Sentences Produced by the First Story-Writer Program.

HER COP SUDDENLY FOUGHT HIS ROBOT.
HIS BIG DOOR ERRATICALLY FOUGHT A SCREWDRIVER.
HIS PENNY SUDDENLY QUIVERED.
THE NEW FLOWER CARELESSLY CRITICIZED THE SCREWDRIVER.
HER CHAIR WEIRDLY STROKED A HAMMER.
THE FLOWER IRRITATED THE HUGE CROOK.
THE BEER BOTTLE WEIRDLY KISSED SUZIE.
HER HUGE DIRTY SOCK HAPPILY KICKED A MAN.
A DRUNK AND A GIRL WEIRDLY HUMMED CLOSE TO THE SOFT HORSE.
SUZIE GREW WITH HIS RULER.
THE BEER BOTTLE AND HUBERT LANGUIDLY SMELLED A FROG.
A HAMMER FOLLOWED QUAG.
CINDY CARELESSLY MET SIDNEY.
THE CLUMSY HORSE CONFUSED BONZO.
THE BEER BOTTLE AND HIS DAINTY RULER LANGUIDLY STROKED A SLIMY RODENT.
GLADYS AND HIS DREADFUL BEER BOTTLE CAUDELY FONDLEDQUAG.
GLADYS SUDDENLY KICKED THE STRANGE HORSE.
HERMAN CAREFULLY FELT THE HORSE.
CINDY WEIRDLY KICKED HIS DISGUSTING PENCIL SHARPENER.
A CAT CRAWLED WITH A ORANGE BOOK.
SUZIE CAUDELY CRITICIZED HER SANDWICH.
HIS CAT LEFT OVER THE DOOR.
THE CROOK AND THE GREEN BOY TENDERLY YODELED.
LADY BUCKLEY AND HERMAN COMPLAINED UNDER THE ROBOT.
HIS CROOK HAPPILY STOPPED.
A PURPLE SHOE WENT NEAR THE KUMQUAT.
HER MAN FOUGHT THE FEATHER.
HER SEXY LAMPSHADE TICKLED HER SOFTCOP.
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STORY-WRITER 2
Asecond story-writingprogram is given in Listing9-2.Imanyways, this program

is much more limited than the one presented as Listing 9-1. No attempt is made to
vary the sentence structure. Some verbs require an object, while others don't. That
is the only variation. Only proper nouns are employed.

There is one significant improvement in thisprogram, however. It keeps track of
each character's current condition. All other factors are kept as simple as possible for
purposes of illustration.

The "story" isjust a listof events in a hypothetical room. There are ten characters.
Their namesare stored in array C$(10), while array C(lO) holds their condition codes.
These arrays are loaded in lines 5 through 130.

There are three possible conditions for each character:

1 character is in the room
0 character is not in the room
-1 character is dead

The condition codes limit the possible actions that can be performed by the
character. A character with a code of 0 (outside) can either"COME IN,"or "ARRIVE."
Of course, these two verbsmean the same thing. Theyare both included to add a little
variety.

A character who is in the room (code = 1) can not "COME IN,"or "ARRIVE,"
butany of the other verbs in the DATAfile would be acceptable. If the selectedVERB
requires an object, the object character must also be in the room (code = 1).

Finally, if a character is dead (code = -l), he can't do anything at all. Once a
character has "DIED," that name cannot appear in any later sentences.

Variable K is used for counting the number of sentences currently displayed on
the screen. After 12 sentences have been displayed, the user is prompted to hit the
<RETURN> key. The screen is then cleared, K is set to zero, and a new series of
sentences will be displayed.

Before each sentence, the condition codes of all the characters are examined in
lines 210 through 250. If the combined condition code value for all of the characters
added together is less than 3, the story ends Oines 700 through 710). This will happen
after three or more characters have died. It will also be dependent on how many
surviving characters are still in the room.

The sentence construction process actually begins in line 260. One of the ten
characters is randomly selected. If the selected character is dead (code = -1), the
program jumps back to line 260 to try again. The selected character name is displayed
in line 280.

A random value from 1 to 3 is selected. If this value happens to be a 2 and the
selected character is currently in the room, the program jumpsto line 470 for an object
verb. This section of the program will be discussed shortly.

If an object verb is not selected, then one of the fifteen solo verbs must be used.
First, the computer steps through the first ten items in the DATA file. These are the
character names, which have already been loaded into the string array (C$(x)).

Arandom number from 1 to 15 isselected in line 340. The computer counts through



the DATA file, reading a string (A$) and a numerical value (A) for each step. Once
the selected counthas been achieved, the DATAfile isRESTOREd (line 380) for later
reuse.

The selected verb must now be examined to determine if it indicates a possible
action for the selected character. Variable Amayhave one of fourpossible values, from
0 to 3. These values define the necessary current condition and the resulting condition.

If A equals O the indicated action is entering the room. This value occurs for two
of the solo verbs:

CAME IN
ARRIVED

These actions may only be performed if the selected character is not in the room. (If
the character was dead, he would not have been selected.) The character's current
condition code must be 0. Line 390 teststo see if both the current condition code (C(x))
and the verb value (A) are equal to zero. If so, the program jumps to line 440. The
character's condition code isupdated toa value of 1. The character isnow in the room.
The verb is printed, alongwith a period to end the sentence, and the program jumps
back to line 140 to start a new sentence.

If the test of line 390 fails, a new test is performed in line 400. If the character
is in the room (code = 1), he cannot perform an action with a value of O (A = 0). If
the character is not in the room (code = 0), he cannot perform any action with a non
zero value. If either the current character condition code (C(x)) OR the verb value (A)
is zero, the selected verbwill be rejected. The programwill jump back to line 310 to
select an alternate word.

Now thatwe have eliminated the impossible combinations, we only need toupdate
the character's condition code if necessary. Verbs with a value of 1 will not change
the condition code. Verbswith a value of 2 indicate that the character has left the room.
The condition code is set back to zero (line 410). A verb value of 3 occurs only when
the character "DIES." The condition code is set to -1 line 420) so that the character
will not be selected again in the story.

Now the program skips ahead to line 450 to printout the remainder of the sentence,
as already described.

If an object verb is selected, the program goes to line 470 for the second half of
the sentence. First, the computer checks to make sure that there is at least one other
character in the room to be the object of the current character'saction (lines470 through
520). If this test fails, the program goes to line 310 to select a solo verb.

If there is at least one other character in the room, the computer READs through
the first ten items in the DATA file (lines 530 through 550), then it skips through the
solo verbs (lines 560 through 580).

A random value of 1 to 15 is selected. The computer counts through the DATA
file to find the indicated object verb (lines 590 through 620), and the DATA file is
RESTOREd (line 630). The selected object verb is displayed in line 640.

Now the object character must be picked. A random value from 1 to 10 is selected
in line 650. If this value indicates the current character (X), the choice is rejected, and
a new random number is selected, line 670 checksthe selectedobject character tomake
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Table 9-3. Some Typical
Sentences Produced by the

Second Story-Writer Program ot Lusting 9-2.

JANICE CAME IN.
ARNIE DANCED WITH ISAAC.
DIANE CRIED.
DIANE LEFT.
EGBERTEFT.
ISAAC WATCHED.
ISAAC LISTENED TO FRANCINE.
EGBERT ARRIVED.
FRANCINE LAUGHED.
JANICE LEFT.
DIANE CAME IN.
GREG ARRIVED.
JANICE ARRIVED.
FRANCINE YAWNED.
GREG LISTENED TO JANICE.
ISAAC SAT DOWN.
ARNIE LAUGHED.
ARNIE TOUCHED BETSY.
FRANCINE GAVE A GIFT TO BETSY.
ARNIE FORGAVE GREG.
DIANE SIGHED.
JANICE YAWNED.
EGBERT STOOD.
GREG STOOD.
EGBERT WATCHED.
HARRIET CAME IN.
HARRIET KISSED DIANE.

sure he is in the room (code = 1). If not, the selection is rejected, and the program
goes back to line 650 to try again.

Once a suitable object character has been selected, the appropriate name is
displayed, along with a period to end the sentence (line 680). The program now goes
back to line 140 to start the next sentence.

GOING FURTHER
A section of a typical "story" generated by this program is shown in Table 9-3.

It certainly makes for dull reading, but the technique used here can be expanded as
much as you like for a wide variety of possible conditions. For example, there could
be some objects in the room. The characters could be carrying some of these objects.
They might leave some of them outside the room. Additional codes could keep track
of each characters physical condition, or mood. The possibilities are limited only by
your imagination (and the memory available on your computer).

For the best results, try combining the sentence variation techniques of Listing
9-1with the condition code technique of Listing 9-2. With some imagination andwork,
you should be able to come up with some passable computer generated stories.
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JO REIi 9- J STORY #RITER- 1
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
50 RE# * SET #ORD COUNT VRRIRBLES *
60 PH= JS
70 PX O
80 NH= 40
90 NX = PW
JOO RR .:r S
110 RX= HX + HH
120 RJ = 25
130 Y = X + R
140 U1 = 25
150 VX =RY+ RJ
160 (J2 = 25
170 fJY = fJX + (11
180 PR= 10
190 PY= (JY + (J2
200 RfJ = 25
210 RZ =PY+ PR
220 RE# * SELECT #RIH CHRRRCTERS *
230 X = PN
240 Y = PX
250 GOSUB 1470
260 M1$ = $
270 GOSUB 1470
280 MN2$ = $
290 IF NI1S = N2$ TEN 60T0 270
300 RE# * BEGIN STORY*
310 HO#E
320 PRINT: PRINT
330 G0SUB 440
340 Q = INT (1 + RHD (1) * S>
350 IF Q = 3 THEN PRINT " ND;1 G0SUB 440
360 BOSUB 680
370 T = INT (1 + RHD (1) * 5)
380 IF T = 3 THEN GOSUB 1380
390 PRINT"."
400 INPUT a,
410 6010 330
420 STOP
430 RE# * HOUH PHRRSE SEHERRTOR *
440 S = INT (1 + RND (1) * 3)
450 ON S 6010 460,530,570
460 X = R
470 Y = X
480 GOSUB 1470
490 X = NN
500 Y = HX
510 60SUB 1470
520 RETURN
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530 X = PW
540 Y = PX
550 60SUB 1550
560 RETURN
570 X= R
580 Y = X
590 60SUB U70
600 JI = RJ
610 Y = RY
620 60SUB U70
630 Jf ,, NH
640 Y = NX
650 60SUB U70
660 RETURN
670 RE# * CO#PLETE SENTENCE*
680 S = INT < 1 + RND Cl> * 6)
690 T = INT Cl + RND Cl> * 5)
700 X= U
710 Y = RZ
720 IF T > 3 THEN 60SUB 1470
730 OHS 6010 740,780,910,1070,1170,1300
740 X = Wt
750 Y = VX
760 60SUB U70
770 RETURN
780 = U1
790 Yy = UX
800 60SUB U70
810 JI = PR
820 Y = PY
830 60SUB U70
840 X = RR
850 Y = RX
860 60SUB U70
870 X = NN
880 Y = NX
890 605UB U70
900 RETURN
910 X = U1
920 Y = UX
930 60SUB U70
940 X = PR
950 Y = PY
960 60SUB U70
970 JI= RR
980 Y = RX
990 60SUB UlO
1000 JI = RJ
1010 Y = RY
1020 605UB 1470
1030 JI = NH
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1040 Y = NX
1050 60SUB 1"70
1060 RETURN
1070 X = IJ2
1080 Y = IJY
1090 60SUB 1"70
1100 X = RR
1110 Y = RX
1120 GOSUB 1470
1130 X = N
1UO Y = HX
1150 60SUB 1"70
1160 RETURN
1170 X = IJ2
1180 Y = IJY
1190 GOSUB 1470
1200 X = R
1210 Y = RX
1220 SOSUB 1,f70
1230 X = RJ
1240 Y = Y
1250 SOSUB 1,f70
1260 X = NH
1270 Y = HX
1280 SOSUB U70
1290 RETURN
1300 X = IJ2
1310 Y = IJY
1320 605UB 1"70
1330 X = PH
13"0 Y = PX
1350 60SUB 1550
1360 RETURN
1370 RE# * EXTRR PHRRSE *
1380 PRINT " IIITH";
1390 X = R
1400 Y = X
1410 G0SUB 1470
1420 X = NN
U30 Y = NX
1440 0SUB 1470
USO RETURN
1460 REN ¥ NORD SELECT ¥
1"70 Z = INT <1 + RND Cl)* XJ + Y
1,f80 FORT= 1 TO Z
1490 RED $
1500 NEXT T
1510 PRINT • "$;
1520 RESTORE
1530 RETURN
JS,fO RE# * #RIN CHRRRCTER *
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1550 Z = INT I + RND 1) M 5)
1560 IF Z > 2 THEN 60T0 1470
1570 IF Z= 1 THEN $ = M1$
1575 IF Z= 2 THEN $ = NM2$
1580 GOTO 1510
1590 REN #¥ PROPER NOUNS -- PN M
1600 DRTR HER#RN,#RLDO,LRDY BUCKLEY,ORVILLE,CINDY
1610 DRTR GLRDYS,15RRC,R6RTHR,RRLPH,OLIVE
1620 DRTR QURG,BONZO,HUBERT,SIDNEY,SUZIE
1630 REN ¥ NOUNS -- NN #
1640 DRTR ROCK,FROG,KU#QURT,FLO#ER,DOOR
1650 DRTR CO#PUTER,RODENT,DIRTY SOCK,FERTHER,BOOK
1660 DRTR CRT,TURKEY,#USHROO#,FRIEHD,STRRNGER
1670 DRTR SHOE,SRHD#ICH,PENCIL SHRRPEHER,HECKTIE,RULER
1680 DRTR PEHHY,LR#PSHRDE,HOTEPRD,BO#L,SPOOH
1690 DRTR #RH,#O#RN,BOY,GIRL,COP
1700 DRTR CROOK,DRUNK,BRRBER,CO#BOY,HORSE
1710 DRTR HR##ER,SCRE#DRIVER,BEER BOTTLE,ROBOT,CHRIR
1720 RE# * RRTICLES -- RR*
1730 DRTR THE,R,HIS,HER,THE
1740 REN M DJECTIUES -- a +
1750 DRTR 816,TINY,S#ELLY,DR#RGED,DIRTY
1760 DRTR CUTE,HUGE,CLU#SY,SEXY,DRINTY
1770 DRTR RED,DISGUSTING,YELLO#,STRRHGE,SLI#Y
1780 DRTR #YSTERIOUS,ORRNGE,DRERDFUL,THROBBIHG,PLRSTIC
1790 DRTR PURPLE,6REEH,HE#,#ECHRHICRL,50FT
1800 REH ¥ VUERBS 1 -- U1 ¥
1810 DRTR #EHT,CR#E,LEFT,RETURHED,GRE#
1820 DRTR QUIVERED,COUGHED,#RITED,DRER#ED,FELL
1830 DRTR SRT,#RHDERED,THROBBED,HU##ED,STOPPED
1840 DRTR FLE#,CRR#LED,SLO#ED DO#N,BROKE,GRORHED
1850 DRTR #EPT,LRUGHED,YODELED,CO#PLRIHED,GLISTEHED
1860 RE# * VERBS 2 - V2 *
1870 DRTR TOUCHED,HID,FOUHD,LOVED,FOLLO#ED
1880 DRTR TICKLED,FELT,CRRRIED,FOHDLED,KICKED
1890 DRTR RTE,THROTTLED,S#ELLED,HIT,KISSED
1900 DRTR RD#IRED,CRITICIZED,IRRITRTED,STROKED,RTTRCKED
1910 DRTR FOUGHT,R#USED,#ET,LICKED,COHFUSED
1920 RE# * PREPOSITIONS -- PR*
1930 DRTR OH,UHDER,#ITH,BEHIHD,IH FRONT OF
1910 DRTR OVER,HERR,BY,FRR FRO#,CLOSE TO
1950 REM ¥ ADVERBS -- U ¥
1960 DRTR QUICKLY,SUDDEHLY,LRHGUIDLY,ERRRTICRLLY,DESPERRTELY
1970 DRTR CRREFULLY,LOUDLY,S#EETLY,CLU#SILY,CHRR#IHGLY
1980 DRTR GEHTLY,TEHDERLY,CRUDELY,SEDUCTIUELY,SHERKILY
1990 DRTR SILENTLY,CRRELESSLY,OBSCENELY,LRZILY,#EIRDLY
2000 DRTR HRSTILY,SLOPPILY,HRPPILY,HUHGRILY,SEXILY
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JO RE# 9-2 STORY NRITER-2
20 RE# * DELTON T. HORN
30 RE# * COPYRIGHT 1986
40 HONE
50 DIN C$10)
60 DI# C(IO)
70 K = 0
80 FOR X 1 T0 10
90 CX) = 0
100 RED $
110 C$X) • $
120 NEXT
130 RESTORE
140 K = K + I
ISO IF K < 12 THEN 60T0 210
160 PRINT
170 PRIHT "PLERSE PRESS <RETURN>"
180 INPUT QI
190 HONE
200 K = 0
210 Z = 0
220 FORT= I TO 10
230 Z = Z + C<T>
240 NEXT T
250 IF Z < - 3 THEN 6010 700
260 X = INT <I+ RND <I)* 10)
270 IF CX = - I THEN 6010 260
280 PRINT CHX);" ";
290 Y = INT <1 + RND <I)* 3)
300 IF Y = 2 RND C(X) = I THEN 6010 no
310 FORT= 1 TO 10
320 RED $
330 NEXT T
340 z = INT <I+ RND (I)* IS)
350 FORT= 1 TO Z
360 RED $, ·
370 HEXT T
380 RESTORE.
390 IF R = 0 RND C(X) = 0 THEN 6010 440
400 IF = 0 OR CCX)= 0 THEN SOTO 310
410 IF R = 2 THEN C(X) = 0
420 IF = 3 THEN C(X) = - I
430 60T0 450
440 CX = 1
450 PRINT $;"."
460 60TO UO
470 Z = 0
480 FOR T = I TO 10
490 IF T = X THE.H 60TO SIO
500 IF C<T) > 0 THEN Z = Z + 1
SIO HEXT T
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520 IF Z < 2 THEN SOTO 310
530 FOR T = 1 TO 10
5#40 RED $
550 NEXT T
560 FOR T = 1 TO 15
570 RED $,
580 NEXT T
590 Z = INT (1 + RND (1) * 15)
600 FORT= 1 TO Z
610 RED $
620 NEXT T
630 RESTORE
640 PRINT $;" ",
650 Y = INT (1 + RND (I) * 10)
660 IF Y = X THEN 6010 650
670 IF C<Y> < 1 THEN 6010 650
680 PRINT CSY);"."
690 6010 uo
700 PRINT "","THE END"
710 END
720 RE# * CHRRRCTERS *
730 DRTR RRNIE,BETSY,CHUCK,DIRNE,EGBERT
740 DRTR FRRHCINE,6RE6,HRRRIET,ISRRC,JRNICE
750 RE# * SOLO VERBS*
760 DTA CME IN,O,RRIVED,O,LAUGHED,1,CRIED,1,SN,I
770 DRTR SRT DONN,1,STOOD,1,NENT TO SLEEP,1,SIGHED,1,#RTCHED,1
780 DRTR YRNHED,1,YODELLED,1,LEFT,2,#ENT OUT,2,DIED,3
790 RE# * OBJECT VERBS *
800 DRTR TRLKED NITH,SHOOK HRNDS #ITH,DRNCED #ITH,

KISSED,LOOKED RT
810 DRTR LISTENED TO,HIT,TOUCHED,LRU6HED RT,SEDUCED
820 DRTR FOUGHT #ITH,YELLED RT,RPOLOGIZED TO,FOR6RVE,

6RVE R 6IFT TO
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Programming Languages
A number of AI programming techniques have been presented throughout this book.
Now you are faced with several decisions. Do you just run the programs as they are
presented in the listings, or do youmake a few customized modifications to suit your
individual needs and interests? Do you go further to apply the techniques discussed
in this book to new programs of your own? Do you use these techniques as starting
points for your own experimentation? I certainly hope so. We have just barely been
able to scratch the surface ofAIprogramming in this book. There are a lotof additional
ideas to try.

If you do go on to create your own programs, youwill first have to deal with one
of the toughest decisions of all. Which programming language do you use?

BASIC
As mentioned earlier, I selected BASIC for the sample programs of this book

because of its relative universality. The programsare easy to read, and it is reasonable
to assume that the majority of my readers are already familiar with BASIC. This is
not true of any other programming language.

BASIC is a very transportable language. Itwould not be at all difficult to modify
the programs to run on almost any microcomputer. While this book concentrates on
the Apple II, it is not limited to thismachine. Onlya few lineswill have to be re-written
to run these programs on most popular microcomputers. While BASIC is convenient,
especially for illustrating the principles involved, it unquestionably leaves a lot to be
desired.
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The two biggest problems facing the AI programmer are memory space and run
ning speed. Unfortunately, BASIC doesn't do too well in either area. BASIC commands
tend to eat up memory fairly quickly. Even more noticeable is the problem of speed.
BASIC is notoriously slow.

The problem is that BASIC is an interpreted, rather than a compiled language.
Each time any command is to be executed, it must be translated intomachine language.
Translating any individual command only takes a few microseconds, butwhen there
are several hundreds (or thousands) of commands to be translated, the cumulative time
adds up.

In some of the simpler programs, the slow speed is scarcely noticeable. In some
cases we even added some delay loops to deliberately slow things down. In other
programs, the speed is a significant problem. It is especially noticeable in the "MAD
DOCTOR" program in Chapter 7. It takes the computer a long time to decide on its
reply to each user input (especially if the user inputs a long sentence).

BASIC has also earned some criticism for beingan unstructured language. I don't
feel this is necessarily a problem. BASIC programs can be structured, they just don't
HAVE to be. Admittedly, it is easy to get a little sloppy in BASIC, and most BASIC
programmers develop a few bad programming habits. (I'm sure some programmers
will find fault with some of the programs presented in this book.) If you are the type
who prefers a clear-cut structure in a programming language. BASIC is probably not
the best choice.

BASIC was not designed with AI applications in mind, so some procedures can
be a little awkward. Not impossible-just inelegant. A lot of debugging time can be
wasted tryingto get a programming language to perform a task itwasn'tdesigned for.

All in all, BASIC is not really a strong choice for AI programming. Itwill do the
job, butjustbarely. The only really valid reason to choose BASIC for this type ofwork
is if it is the only available choice. Many microcomputer programmers only knowBA
SIC. On a number of popular microcomputers, it is the only high-level language offered.
On others, translation programs for other languages, such as Pascal or LISP are
available, but are often expensive.

A casual experimenter maynotwant to invest the time in learninga newprogram
ming language. There is nothingwrongwith using BASIC in such cases. No law says
all AI programming must be in LISP. But, if the choice is available, BASIC runs a
poor second.

PASCAL
Some programmers may turn to Pascal as a sort of compromise. Some Pascal

enthusiasts may hate me for this, but Pascal isalmosta "Super-BASIC." Inmanyways,
the two languages are quite similar.

The primary advantages of Pascal are:

* Pascal is a compiled language. This means the commands are translated once,
before the program runs. Since no translation has to take place "on the fly,"
Pascal programs tend to run much faster than comparable BASIC programs.
Memory consumption is also reduced.

* Pascal is a structured language. Sloppy, unreadable code is almost impossible.
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Pascal permitsthe programmer to define new commands (procedures) as needed.

Pascal is not the strongest possible programminglanguage for AI work, but it can
offer some significant advantages over BASIC.

ASSEMBLY LANGUAGE
Strictly in terms of memory consumption and running speed, assembly (machine)

language wins hands down. The microcomputer is programmed directly, using the
commands understood by the CPU. This permits great efficiency in the programming.

Assembly language isn't always a desirable choice. It is difficult to learn t
well. The code is hard to read, making changes and debugging difficult and te
It is all too easy for errors to sneak into the program.

Itprobablywouldn't be worthwhile to learn assembly language just to exper
with artificial intelligence programs. But if you are already adept at programm
assembly language, you certainlyshould consider applying this skill to yourexper i:
in artificial intelligence.

LISP
Without a doubt, the most popular programming language for serio

experimentation is LISP, or LISt Processing. This language was specifically des
for the manipulation of symbolic expressions, such as words. Most other program
languages are at their best when dealing with numerical values.

No attemptwill be made here to teach the reader LISP programming. That,
take at least an entire book in itself. Instead, we will justbriefly cover the bare t
of the language.

ALISP programmanipulates lists of items. Each item in the list is called an "at
One list can be contained within a larger list. In fact, the whole LISP program
is essentially just a list. It is not even difficult to write a LISP program that v
new LISP programs.

One bigadvantage of LISP in manyAI programs is that it is a recursive Jang
A list can be defined in terms of itself. Recursion is a tricky concept, and we
can't afford to go into it here, but to give you an idea of what I'm talking about
consider the following statement:

"THIS SENTENCE IS RECURSIVE."

The statement refers to itself. The phrase "THIS SENTENCE" refers to the eare
sentence, i.e., "THIS SENTENCE IS RECURSIVE." In other words, the sentence
can be rewritten like this:

"'THIS SENTENCE IS RECURSIVE' IS RECURSIVE."

This can be extended indefinitely in an endless loop:

«·«« THIS SENTENCE IS RECURSIVE' IS RECURSIVE" IS
RECURSIVE' IS RECURSIVE."
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LISP functions can be combined to create new functions. The language comes
equipped with five primitive functions:

ATOM
CAR
CDR

COND
CONS
EQ
LAMBDA

None of these functions are very complex, although some of them are a little difficult
to explain in this brief space. ATOM defines an atom. A new atom may be a list. EQ
is a test for equality. The other commands manipulate and combine atoms and lists
in variousways. These simple functions can be combined in an infinite number ofways
to perform almost any operation.

A full version of LISP requires an extensive amount of memory. It is usually
implemented on large mainframe computers. However, stripped down (but still very
powerful) versions of LISP have been made available for a number of popular
microcomputers.

Whatever programming language you decide to use, I'm sure you will find
experimenting with artificial intelligence extremely fascinating and educational.
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