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Prefácio 
CentemJ!'>. t(t lvoz milhares do livros fomrn escllto~ o.;o!)ro BASIC, 

Por que mais um 7 SUilplt')Smcntc porque a ,1ud l (~n(: I (l mudou. No pilS­

si-ldo. usa r linguagem de proçJ léJrnaçiio. td l como o I3ASIC, er:~ privllCfj io de 
uns poucos, que tmhom nccsso aos cornpuradorcs. Os prowam<lclores 
eram uríll)(~IUeno grupo de ehte. Não é mélls o <:.-iSO, os compulm;{)f()S pc~ 

soaiS fizemm do BASIC <I m iilS acessivel c il IlIlgU<lljem millS nlllpl<lrnenlP 

utihzadJ em computadores. Além do maiS, <:l malOIlJ dos usuiÍrios tem wn 
pequeno ou nenhum prcpJ rQ [lnlerior. Eles lISnm os compu lduores f"-lrJ dl­
versiJo, educaçÍ:Ío. negócios ou em suas pr OrISSÚ()S, 

Este lIVro e endereçado a este rlovogn lpa de usutHlOS Ele nClO SÓ pure­
ce diferente, c io c diferente tle preterlde <llulqlf o IIlrClante e, portanto, 
pressupõe que o leitor ni:io tenha nenhum conllecnnento tecnlCO (llllemlL 
Este livro ó pom todos - dos 8 aos 88 anos que qUClr;,ull aprende! mpldd­

mente. como se iniciar com o I3ASIC. 
O 8utor acred ita 'l ue todo o novo lISlIó rio de computado r que qU(l rr<:1 

aprender a escrever seus próprios prog ramDS em BASIC S~IO jovens e entu­
siasmados ou, então, de "cuCô-lresca" Eles querem um enSlni:llllcnlo Sll))­
pies e direto Pilra aprender O BI\$IC. Este é o Üllllinho deste livro. ele <;C 

propoc a fazer o iJprendllado do BASIC de forma ItJcll e divertida 
Além diSSO, este livro tem pol olJjetivo en~)lnar J você o es::>cncial do 

BI\SIC em IX)U(:;'JS horas_ Você pode es tDr escrevendo seu 1 ~ proqrélma 
BASIC em até mesmo 1 hora Com um pouco Intl rs de tempo, você S8ber,i 

o bast;mtc PJfi:l começar iJ escrever programas utcrs e siynificéltivos. 

O tempo esta pass.:lI1do ." VBmos corneçar 
O autor lhe ueseJa umd Jorni1d<l agmcltJveJ ao longo do m<'lgico caminho 

ua conhCCllncnto. 



Como ler 
este livro 

F,Ste é um livro IIlstrutivo. Vocó deve ler cada capítulo em seqüência e en­
tender cada um antes de continuar para o prÓXimo, Providenciei exercícios 
no final ue cauJ capitulo pwa élJudiH você a te5tHr seus novos conhecimen­
tos. Foça tantos quantos puder. As respostas dos exercíCIOS selecionados 
serEio encontrJdi:lS no Apênd ice "A", ao frnal do livro. 

Se você tem um computador. tente todos os programas. Para rei:ll­
m ente <1prendcr e lembrar . prmiquc e experimente. Este livro lhe dará a ha­
bilidade c o conhecimento de que você precisa para começa r - mas lem­
bre-se. nada pode subst itU ir a experiência. 

A Importélncia deste livro está em permitir que você comece progra­
mando, rápida e efetivamente. em BASIC. Para atingir esse objetiVO e tor­
nar simples o seu caminho. tive que simplificar; em conseqüência. este 11-
VIU não descrevo todos os aspectos e concepções do BASIC - apenas os 
mais Importantes. 

Espero que você entenda tudo rapidamente e, em pouco tempo, es­
teja osclcvendo seu primeiro programa BASIC. "curtindo" e se divertindo 
com o poder de suas novas habilidades em programação 



o que você 
vai aprender 
Capítulo um - ExplicÁ") a linguagem do compul,1dor e apresenta v()(;ú aos 

heróis do liVrO: o Computador. o Int6rpwte. o Progrllma, as Instruções c 
outros caracteres do elenco. 

Capítulo dois - Mostra como se cornUfl lCi'lf com seu complJwdor u SOllejo 

os recursos do teclado e do VISOr. Você aprendür<i a dl~lita r seus prunelros 

programas BASIC c a execlJli-l-los 

Capitu lo três - Mostra como realizar cólculos com o B/\$IC 

Capítulo quatro -Ajuda vocé a escrever progr:unas ql 10 p OSS<lm ser usa 
dos repetidamente. Além diSSO. vocé aprender;r a usnr van~vCIS . correta e 

efetivamente. 

Capítul o cinco - M ostra como fazer seus proor;Jmns cla ro;-.; c legíveis. 

Capítulo seis - Mostra como tomar deCisões complexas. baseadas na lo 

gica e nos valores. 

Capítulo sete- Explica como repetir tarclas automaticamente, US(jnno 1,1 
ços de programa (Ioops). 

Capitulo oito - Mostra o método correto pam projetar um progr,llllJ (11) 

algoritmo ao programa de execução documentado - InclUindo o proJ()\O \ lo 
fluxograma. 

Capitulo nove - Ajuda você a aplicar todas eslas concepções no ustudlJ 
de um caso prático. 

Capítulo dez - Ajuda você a examinara próximo passo P;)fd d eSJ.X;·oaIl7d 
çâo em programação. 

Apêndices A, 8 e C: Oferecem as respostas piJfa os exercíCIOS s('I(~clonJ 
dos. uma IIsla de palavras comuns reservadas c um qIOSsaIIO. 

Se você está pronto, vamos abrir o Album de Fél mtlia e eu lhe élprespnt;m' l 
os heróis deste livro 
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Conheça 
nossos 
Heróis 
Apresentando (no sentido dos 
ponteiros do reloglo), 
Omo, o prograrnador, o Intér­
p rete BASiC Abraçado com 
seu amigo o Cornputador, a 
Cobra Programa. o Travesso 
Bug, duas varlave/s, Instruções 
de Programa, prontas para an­
Udr para os seus lugares assI­
nalados, e o mdlspensaveJ flu­
xograma, onde Dmo doscansa. 
Oba, nosso Bug parece estar 
pronto para alguma traves­
sura! 



Desculpe .. 
Nosso travesso Bug 
continua brincando. 
É dem8ls para 
uma fotografia de grupo .. . 

D 



Este e o 1 • vIVe na memóna 
de seu compufador. Seu trabalho a traduzir 
suas InSfruçõeS para o computador AiucL.1rá 
vocé em rudo que puder. 

Es/c ê~e/l almgo o Computador - a seu 
comando 

NlIo. isto monstro - é a Cobra 
Proglama Ela é feita de instruçôes 
Você aprenderA a rnontá.Ja . Ela é mUito 
manS·1 quandO vocô a conhece Mantenha 
o Bug /onga dala , 

ALBUM DE FAMíLIA 



EslO e 01110 DI.: (> al1l!g//Vel Apesar de não tur 
l1li0 uma f'dlir:i:Jç',io lorm"l. ele lhe mostrar;) 
como é !:liInple ,o;' escrever BASIC. 

Esta é urna varr(IVcl llumém;iI Seu casaco tem 
lima c tlquet'1 COI1 I sel/lJome e V;.IOf imp((·sso. 
Eh PSt,llnrclJ/ IJO/que qu(:( voltal (MIa <;~"" "ÍI'e,1 
resorv(l(/a na m('mOfli' 

AqUI pst;m a~ InstruçÓBs BA$IC. prontas pala 
Integrar a Cohra Programa 

fs/c é seu melhor amigo, o Fluxograma Ele' n 
a/(ldara a prO/I..'/ar pr09ramas que funcionam 





Eu afirmei no prefácio que "você es­
tará escrevendo programas BASIC 
em até mesmo 1 hora" - então por 
que começar com um cap itulo de 
conceitos e definições? Não estare­
mos perdendo tempo? Ao contrário: 
nosso propósito é aprendere rererin­
formações, e um verdadeiro aprendi­
zado requer profundidade de enten­
dimento. A informação apresentada 
neste capítulo ajudará você a enlen­
der melhor o que é um programa, 
como um programa BASIC é execu­
tado, e o vocabu lário dos computa­
dores. 

Antes de começar a escrever seu 
primeiro programa, existem alguns 
conceitos e definições importantes 
que você deve aprender. Quando 

você souber estes termos, eu poderei 
explicar o que acontece e o que fazer, 
da maneira mais simples possível, e 
você estará apto a seguir adiante ra ­
pidamente. Então, leia este capítulo 
cuidadosamente para que você real­
mente entenda o que está fazendo. 

Nós começaremos por aprender a 
dar instruções a um computador ­
isto é chamado de programação. A 
seguir explanaremos a necessidade 
de uma linguagem programada, 
como o BASle, seus dialetos e seus 
usos. Finalmente, examinaremos os 
com ponentes do sistema do compu­
tadore aprenderemos alguns dos jar­
gões técnicos usados para descrever 
estes componentes. 
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Programando 
Seu computador é uma máquina projc lada pa ra procc~S:l r in/il/"1II3-
çào- tan to textual quanlo numé rica. Por exemplo. você pode fazer 
seu computador desenvolver palavrase sent.ençascm uma te la - ist.o 
é conhecido como pl'ocessanlento de textos-ou você pode fazê- lo eon­
verter uma medidn expressa em onças para seu valor em gramas­
il'ito é con heódo cemo processamento J)umérico. Para ordena r este 
processamento au seu computador é preci so fo rnecer-lhe instruções 
na forma de " l inguagem" que el e entenda . Cada computador pode 
"en tende r" a penas (isto é, reco nhecer c executar) um pequeno nü­
mero de insinlçóes difemnciadas (n lgumas centenas). 

As instruções que um computador pode entender d iretamente r.;ftO 

ch amadas de instruções de linguagem d l:l máquina . Estas ins truções 
estão armazenadas em formato binário, isto é, em grupos d~ O's l~ l's 
na m emóri a do computador. Cada O ou L ó chamado de bit ~ um grupo 
de oito bits é chamado de bytc. 

A seq üência de instruçôeH que exec uta a lgo proveitoso é chamada 
de pt·ograma (uma seqüênc ia de inst rw.;ões que nâo executa nada é 
um er/"O). Seu computador executa uma inst rução de cada vez. Inreli z-

Aprenda a 
dar IIlsl1uçôcs 
ao seu computado! I 



mente, escrever um programa de com pl:tad or (uma seqü&!1cia de in !:)­
truções) na linguagem de máquina, isto é, na for ma binár ia, é um pro­
ces!:)o lento c tedioso. O id eal seria dar mo!:) comandos escri tos ou fa la­
dos, na ling uagem do di a a d ia (em port.uguês) ao com putador e ele 
executá-los. Mas isto não é possíve l, jú que um computador n50 pode 
entender nada da nossa linguagem usual ~ seja e la falada ou escri t.a. 
A razão para isto é mui t o simples: um computador executa ordens 
exa tas e estritas; el e é lógico e preciso, e isto req uer inst.ruções cl a ras 
e objetivas, numa forma e seqüência próprias . O problema é que a li n­
guagem fa la da mente por si só ~ se ntenças podem ser a mbíguas e 
mui ta s vezes sua interpretação depend e de gest os e expressões fa­
ciais. Esse t ipo de comunicaçã o não pode ser interpretado por um 
computador. 

Até mesmo o port uguês escrit.o cu idadosame nte pode se r insufi­
cientemente preciso para um com pu ta dor. Por exemplo: você nJ o 
pode dizer a um robô computadorizado para "ir à cozi nha e coz inhar 
um ovo", e esperar resul t.ados, a menos que el e lenha sido I-il"ogra ­
mado para se movimentar em sua cozinha. Um robô tem que ser t.rei­
nado (ou prog ramado) antes de poder operar em um am bien te como o 
nosso. E, mesmo que sej<l t.n~in ndo para saber se movimentar em S /lU 

cozinha, ele pode nã o ter sucesso na cuzinha de seu amigo, porque as 
coisas podem estar colocadas em lugares diferentes. Lembre-!:)e: a co­
municação com um computador deve ser cl a ra, precisa e objetiva. 

É por esta razão que " linguagens" simplilicadas foram inventadas 
para a comunicação com os com puta dores. A linguagem binári a (tam ­
bém conhecida como linguagem de máquina ) é a lingu a gem mais fáci l 
para o cnt~ndimento do computado r. No entanto , esta li nguagem é de 
d ifícil e ntendimen to para as pessoas. Ou Lrossim , outr as linguagen s 
tê m sido inventadas para facilitar a comunicaçã o. Estas ling uagens 
asseme lham-se ao idioma comum e são cha madas de linguagens de 
alto nível. 

"Eu amo BASIC' 
Por favor, fale BASIC cOfmgo " 

3 



"Lembra-se de mim? 
Eu sou o programa e sou 
feito de ins truções." 

"Lembra-se de mim? 
Eu sou o Intérprete 
BASIC. 
pronto para traduz" 
suas instruções para o 
computador. Eu sou um 
programa e resido na 
memória de seu 
computador. ,. -

Pa ra a comunicação clara e efe tiva com um computador, apenas 
um número li mi tado de palavras em nosso idioma pode ser usado, 
como ordens predeterminadas . EnLretanto, sentenças ou comandos 
que especifica m instruções para um computador devem obedecer às 
estrit as regras gramat. icais, chamadas de s inLlixe da li nguagem. A 
combinaGão deste vocab u~ário restrito com a sintaxe é chamada de 
lingwlgem prognlmada. O BAsrc é uma destas linguagens. 

F.m suma, uma linguagem program ada é um conjun to de regras (a 
sintaxe), palav.-as e s ímbolos (o vocabulá rio), que permite a você es­
crever instruções para um co mputado r, em um formato que seja cla­
ramente entendido. A seqüência dessas inst.ruções é chamada de pro­
grama. 

Aqui est.á um exemplo. Suponha que você que ira 

somar 2 -4- 2 

e mostrar o resultado. Usando BASIC, você escreveria: 

lR "" 2 + 2 
2 PRI NT R 

onde R ocupa o lugar de "resultado". 
Mas, espere ... Nós dissemos antes que a única linguagem que um 

computador pode entender diretamente é a linguagem da máq uina; e 
agora estamos escrevendo instru ções para um computador na li ngua­
gem feçhada do idioma inglês. Isto não será uma cont radição'! 

Não há contradição. Na verdade, o computudol· não pode entender 
diretamente o BASTe e, por outro lado, nenhuma outra ling twgem de 
programação de alto nível (uma li nguagem que usa o inglês em sen­
tenças). Port.a nto, para ser en tendido por u m computador , um progra­
ma escri to om linguagem de alto nível como BASIC, deve ser inter ­
pretado por um programa especial , mu ito apropriadamentE chamado 
de in tél"prete. Em out ras pa lavras, você fa la BASICcom seu computa­
dor, aLravés de um in térprete. En tão, para execu ta r um programa 
BASJC. seu. com putador deve ter um intérprete BASIC. Vamos agora 
apre nder o que um intérprete faz. 

o Intérprete BASIC 
o intérpre te BASl e lê Cadi\ instrução BAS IC que você di giLH no 
teclado e a t.raduz automaticamente numa seqüência de instruções 
em li nguagem de máquina, que seu computador pode entender c exe­
cutar. Este processo é completamente invisível para você (isto é, e le 
se processa dentro doseu computador). Desde que você a t ive o progra­
ma inLérprete de seu computador, para todos os propósitos prá ticos, 



"Quando eu estou na memória, 
seu computador fata BASte. .. 

seu computador pode falar em BASTC. Seu computador também pode 
ser capaz de falar outras linguagens de programação (se for provido 
dos intérpretes. apropriados). 

Há vários tipos de intérpretes BASIC que você pode usar no seu 
computador. Aqui nós exp licaremos os doi s tipos essenciais: o resi­
dente e o não-residente. A maioria dos pequenos computadores é pro­
vido de um intérprete BASTC residente. Este intérprete échamado de 
residente porque ele mora permanentemente na memória do compu­
tador. Ele está à disposição imediata mente. tão logo o computador 
seja ligado, para qualquer ordem emitida como B oU BASIC. 

No momento em que o símbolo de confirmação BASIC (pronto(>)) 
apareça em sua tela, você sabe que o computador está pronto para 
execut.ar as instruções BASrC solicitadas. 

Um intérprete residente geralme nte tem uma desvantagem: ele 
pode prover, apenas, uma pequena ve rsão do BASIC. Desde que um 
intérprete residente é "constru ído" na memória permanente deum 
computador, ele tem que ser pequeno em tamanho, pois o tamanho 
tota l da memória de um computador é limitado. A memória de um 
computador deve conter o programa. incl uindo o Intérprete BASIC, e 
ai nda possuir espaço suficiente para cálculos, administração do sis­
tema e dados a serem operados. Estas neçessidades de espaço limitam 
o tama nh o, assim como diminuem a complexidade do intérprete resi­
dente. Em computadores que vêm com uma pequena quan tidade de 

5 
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memória, o inté rprete residen te é muitas vezes um "minúscu lo 
BAStC", que impõe limites àquilo que voce quer fazer com ele. 

Alguns residentes BAS tC, no entanto, são suficientes para apren­
der a programar em BASIC, ao menos para os propósitos deste livro. 
Mais tarde, quando você aprender a escrever programas mais comple­
xos, provavelmente vai querer mais recursos. Você então irá querer 
um Intérprete t1ão~residellte. 

Para prover ma is caracte r ísticas, um intérprete deve ser mais 
complexo e conseqüentemente, maior no tamanh o. Será guardado 
num dispositivo de memória como um cassete ou diskette, de forma a 
não ocupar a maior parte da memória disponíve l, lodo o tempo. Nos 
computadores bem pequenos é necessário, usualmente, adquirir me­
mória adicional , passível de acomodar um intérprete maior. 

O intérprete mais completo é fornecido com uma versão de BASte 
chamada: BASIC completo, BASIC ampliado, BASIC de pollto flu­
tuante, ou BASIC avançado, dependendo do fornecedor; em cassete 
BASIC ou diskette BASIC, dependendo do meio de armazenamento 
magnético utilizado. Usualmente, todos os programas escritos em 
BASIC residenie podem !:ler executados sem mudança!:l num J3ASIC 
avançado. Nestes casos, as duas versões são de!:lcritas como sendo as­
cClldentemente compatíveis. 

Para usar um cassete ou um diskeUe BASIC, você deve primeiro 
tn:msferir o intérprete do cassete ou do diskette para dentro da me­
mória do computador. Isto é chamado de carregamento do inté rprete. 
Você deve então dar uma ordem específica como F BASIC, para ativar 
seu intérprete BASIC avançado. O in térprete então mostra uma indi­
cação na tela que é geralmente diferente da indicaçào do BASIC resi­
dente, para náocriar nenhuma confusão. Somente então você pode in­
troduzir as instruções BASIC. 

Deixe-nos agora explicar o que é BASIC, como ele foi criado, e os 
dialetos resultantes. 

o que é BASIC? 
Linguagens de a lto nível foram criadas para facilitar ao usuário 
dar instruções a um computador, isto é, programá-lo. Através dos 
unos, centenas de linguagens de programação foram inventadas. 

No início, os computadores eram usados primariamente com pro­
pósitos cientificas e as linguagens de programação eram criadas para 
facilitar os cálculos numéricos. Assim, o ascendente das linguagens: o 
F'ORTRAN ("FORmula TRANsIator") foi criado propositalmente 
para cálculos numéricos específicos. O FORTRAN, no enta nto, t i­
nha várias deficiênCiaS e vá ri as li nguagens novas foram cri adas. O 
BASIC é uma dessas linguage ns; COBOL, APL e PASCAL foram ou­
tra s que se tomaram amplamente utilizadas. 



A invenção do BASIC representou a maior revolução. O BASIC foi 
criado para ser simples e fácil de aprender. Além do mais, ele é intera­
tivo._Vamos ver o que isto significa. 

BASIC é a sigla de "Beginners All-purpose Symbolic Instruction 
Code" (Código de Instrução Simbólica de Propósito Geral para Princi­
piantes). Ele loi inventado em 1964 por John Kemeny e Thomas 
Kurtz do Dartmouth College, trabalhando subvencionados pela Na­
tional Science Foundation. A vantagem dos al'.tores foi projetar uma 
linguagem que pudesse ser facilmente usada por um iniciante. Eles 
tiveram sucesso em seus propósitos. A partir desse dia, o BASIC tor­
nou-se uma das mais fáceis linguagens de programação para se 
aprender. 

Pelo fato de o BASIC ter sido projetado para ser interativo _ na 
verdade, ele foi a primeira linguagem interativa - um usuário pode 
interagir com o programa em um terminal ao invés de submeter 
as séries de cartões perfurados IBM como nas antigas linguagens. O 
BASIC originalmente foi processado no sistema de tempo comparti­
lhado, GE225 no Dartmouth College. Os terminais estavam disponí­
veis em todo o campus e vários usuários tinham acesso ao computa­
dor, simultaneamente. 

O sucesso do BASIC foi rápido. A General Electric (GE) imediata­
mente decidiu usá-lo comercialmente. Kemeny e Kurtz publicaram o 
primeiro livro sobre BASIC em 1967. A Hewlett Packard (HP) e a Di· 
gital Equipment Corporation (DEC) decidiram tornar o BASIC utili­
zável na maioria de seus computadores. 

O BASIC oferece duas enormes vantagens sobre linguagens como o 
FORTRAN: 

1. Para o usuário: O BASIC é a linguagem mais fácil para se 
aprender, especialmente para os-iniciantes. 

2. Para o fabricante: O BASle é a linguagem mais fácil para in­
tegrar em um computador. Pelo fa.to de a linguagem ser simples, 
o intérprete também é simples e racional, e exige apenas uma 
pequena participação da memória. 

O terceiro fator que contribuiu para o enorme sucesso do BASIC foi 
o advento dos econômicos microcomputadores. Quando os microcom­
putadores se tornaram realmente utilizáveis, por volta de 1970, o 
BASIC tornou-se a linguagem de programação universal para estes 
pequenos computadores. Como o intérprete BASlC na versão simpli­
ficada do BASIC requer apenas 4K (4,096 bytes) de memória, mesmo 
os menores computadores puderam acomodar um residente BASIC. 
(Lembre-se de que um residente BASIC se refere a um intérprete 
armazenado permanentemente na memória do computador.) Os mais 
recentes computadores de porte têm grandes memórias (64K ou mais 
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- sendo que 1K se refere a 1,024 bytes) e podem, portanto, receber 
versões mais poderosas de BASIC. 

Hoje, o BASIC é ut ilizado na maioria dos computadores, Através 
dos anos, os fabricantes têm adicionado extensões e "novas caracterís~ 
ticas" à linguagem de tal forma que a linguagem BASIC é prova\'el­
mente hoje a linguagem de-computador menos padron izada. Não há 
dois BASlC iguais. Na verdade , o BASIC tornou'se uma família de 
linguagem e não mais uma linguagem única. Apesar de muitos pa­
drões terem sido propostos, nenhum fez sucesso até hqic. Isto quer dizer 
que você deve reaprender BASIC em cada computador? Não de todo. 
Desde que você conheça a essência do BASIC , comum a todas as ver­
sôes, você pode facilmente aprender as novas características que cada 
versão oferece . Todo BASIC tem essencialmente o mesmo núcleo de 
instruções. Você aprenderá mais sobre estas instruções, à medida que 
for lendo este livro. 

Qual BASIC? 
Seu computador prova velmente tem várias versões diliJl'ontes de 
BASIC, disponíveis. Inicialmente descreveremos os dois tipos essen­
ciais de BAs rc: o' BASIC residente (geralmente um mini llASIC) e o 
BASrC não-resident'e (um BASIC completo ou BASIC avançado). 
Vamos agora examinar sumariamente algumas das suas diferenças. 

Um "mini" ou "micro BASIC" tem menos características e conven­
çôes que um "BASIC avançado" ou um "BASIC ampli ado". A li mita­
ção usual de um "mini BASIC" é que ele opera apenas com números 
inteiros, isto é, e le não opera com frações, Esta versão de BASlC ~ 
também chamada de "BASIC de números inteiros". Em contraste, 
uma versão BASIC a perfeiçoada que também opera com frações é 
chamada de " BASIC de ponto flutuante". Esta característica é 
altamente desejável se você planeja fazer cálculos. 

Um mini BASIC geral mente armazena informações no cassete, 
mas não no diskette, Assim como geralmente armazena programas, 
mas não dados e também não opera com "arqui vos". Normalmente, 
e le pode apenas manipular informaçõe:,; qu I'.! são parte de um pro­
grama ou que tenham sido fornecid a:,; pelo teclado. Por out.ro lado, um 
"BASIC avançado", usando unidades de di sco, oferece grande con­
ven iência e poder para operar um conjunto de inforp13ções (arquivo) e 
programas. 

Alguns fabricantes fornecem versões ainda mais "avançadas" de 
BASIC que são específicas para os fabricantes. Um usuário é geral­
mente aler tado para este fa to pelo rôtulo ou etiqueta "BASle avança, 
do". Isto representa que recursos mais poderosos estão disponíveis 



para o programador experiente, Outrossim, o uso destes recursos 
especia is geralmente torna um programa BASIC incompatíve l com 
outros intérpretes BASIC. 

O BASle usado neste livro é um mini BASIC universal ; dessa for­
ma, você poderá aprender experiências apl icáveis a todas as versões 
BASle. Deseja?hos, no entanto, aponlar var iações e extensões co­
muns, através do texto. 

Em suma, você não precisa se preocupar com a versão BASIC que 
está usando. Mais tarde, se qui ser escrever programas mais comple­
xos, pode estudar o manual de referência para a versão BASIC que 
você quer usar. Finalmen le a informação sobre algumas dati caracte­
r ísl icas avançadas de BASte, será a presentada no últinlO'ca pílulo 
deste li vro. 

Agora que entendemos mais sobre linguagens de programação, em 
geral, e em BAS1C, em particu lar, vamos aprender mais sobre o com­
putador e como ele processa informações. 

... _ .. -- ,-­
~. 

---- ----------" 

"Eu sou (orte, preSlllnasa 
e f/ll1lgavel, desde que 
vace I ne conheça " 
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Seu Computador 
Seu computador processa informações e se comun ica com você a tra­
vés do teclado e da tela, além de, eventualmente, uma impressora. O 
teclado é usado para mandar informações para o computador. Sempre 
que uma tecla for pressionada, o código eletrônico correspondente ao 
caráter desta tecla é enviado ao computador, onde ele é ret:onhccido e 
processado ou então ignorado. O teclado é seu dispositivo de entrada , 
ele provê de informação o computador. 

JV 

" ESfe e meu iedJ(/o." o tecI, n/o !11andd luformal..;dO 
para o COlnplluldn{' 

A tela ou C.R.T (tubo de raios catódicos) mostra as informações 
geradas pelo programa. Normalmente, cada caractere qu e você pres­
siona no teclado a parece na tela. El e é enviado primeiramente para o 
computador e depois "surge" na tela. Geralmente nâo há conexão 
direta entre o teclado e a tela. Toda comunicação é feita através do 
computador. Isto está ilustr ado na página seguinte. 

Depende ndo do projeto do s iste ma, o computador em si pode ser 
acond icionado em uma caixa sepa ra da ou integrada ao teclado , a tela 
e/ou a unidade de disco. Mas, independentemente do conjunto, o com­
putador propriamente dito inclui U~"7la unidade de processamento (a 
unidade central de processamento), uma memória e várias ligações 
(interfaces - dispositivos elet rônicos para ligaçã o com impressoras e 
outros periféricos). Vamos examinar esses três elementos. 

A unidade central de processamento (U.C.P.) identifica as instru ­
ções do programa, uma instrução de cada vez; traz da memória e as 
execu ta . A V.C.P. requer alguns componentes. Estes componentes 
são chamados de circuitos integrados, ou clups. Todos os microcompu-



'Lu precISO de uma entrada , 
par;} soVor o que você quer " 

tadores usam um chip microprocessador como um e lemento essencial 
da U.C.P. Um chip típico é mostrado na ilustração seguinte. 

A memória ar mazena os programas e todas as informaçOeI'> que o 
programa utiliza , lê ou produz, durante sua exccução. Para a execu­
ção de um programa, cl'>te deve primei ro esta r inserido na memória do 
computador . Por exemplo: se um programa está ori ginariamente ar­
mazenado em cassete ou diskeUe, ele deve ser tra nsfer ido para a me­
mória do computador. Isto é chamado de carga (loading) do programa. 
A memóri a do computador deve ser suficiente para aco moda r os pre>­
gramas de maior ta manho, a lém dos dados que o programa utili7..a rá. 

Dois tipO!. de memória estão presentes em seu compu tador: ROM e 
RAM. O t ipo "normal" de memória que você usa rá para armazenaré a 
RAM ou memór ia de acesso aleatór io. A RAM mandom Access Me­
mory) é uma memória de onde se pode ler e onde se pode escrever. As 
inform ações podem ser eSCritas na RAM e li das a pa rt ir dela. Uma 
RAM pa rece exatamente com um microprocessador mostrado a l'mixo, 
com exceção de que ex iste um chip diferente dent.ro dela . Infel iz­
mente, no estágio a tual da tecnologia, este t ipo de mcmlÍria é volátil, 
O conteúdo da RA M desaparece no momento em que a energia é desl i­
gada. 

Por causa disto, ao fin a l de uma sessão, você sempre deve a rmaze­
na r seu programa em um meio não-volátil , como um cassete ou um 
diskette, caso quei ra guardá -lo. Lembre-se a inda de que deve haver 
um intérprete BASIC na memóri a (na RAM ou ROM ) antes que você 
possa executar seu programa BASIC. 

11 
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" Este é um chip microprocessador. " 

A ROM CRead Only Memory) é uma memória da qual apenas se 
pode ler. Este tipo é permanentemente carregada com programas 
pelo fabricante e não pode ser mudada. Ela é não-volátil (perma­
nente) e nunca é apagada. Ela geralmente contém um intérprete 
BASIC residente, além de um programa especial, o monitor, o qual é 
necessário par'a a comunicação com O computador a partir do mo­
mento em que ele é ligado. 

Se sua ROM não contém nada, o computador não saberá o que fazer 
quando você pressionar as teclasde seu teclado. No mínimo, seu ROM 
deve conter um monitor. Este monitor examina as informações envia­
das pelo teclado e reage executando ações gerenciais como ativar o in­
térprete BASIC residente ou o carrt:gamento de um programa do cas­
sete. 

Você nao pode usar o ROM para armaze"nar qualquer outro progra­
ma. Todos os outros programas que você der entrada no seu computa­
dor são carregados na RAM. Algumas vezes você pode usar cartuchos 
de programas em seu computador. Nestes casos os programas são ar­
mazenados em chips ROM dentro do cartucho. 



Seu compuladp,- nao fará nada 
até que você introduza um 
programa em sua memoria 

Finalmente, dois dispositivos adicionais sâo comumente conecta · 
dos a um computador: um banco d.e memória e uma impressora. Estes 
di sposit ivos são conectados através de interfaces - os dispositivos 
el etrônicos necessários para conexão de periféricos. O periférico pode 
ser um arquivo cassete ou uma ou ma is uni.dades de disco. (Nota: 
Ambos os dispositivos usam um meio magnético para registrar infor· 
mações e podem armazenar muito ma is informações do que a me­
mória interna eletrônica do computador). Estes dispositivos especiai s 
requerem uma conexào eletrônica (interface) especial , na caixa do 
computador, que permita sua comunicação com o compu tador. Muitos 
computadores pessoais trazem embutida uma interface para um ar­
quivo de fita; no enta nto , uma ou mais interfaces separadas são geral ­
mente necessárias para conectar uma ou mais unidades de disco ou 
impressora ao computador. 

Uma impressora é necessária para se obter a permanente impres­
sâo dos programas ou dos resul tados. Uma impressora é um disposi-
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fiuo de salda, assim como a tcla de um tubo de raios catódicos. Exis­
tem instruções específicas no BASIC para comandar informações 
para ambos: a tela ou a impressora. 

Finalmente, um modem é um outro dispositivo freqücn temente 
utilizado. Um modem permite a você se comunicar com outro compu­
tador ou terminal, atravé~ da linha telefônica comum. Ele é muito 
útil quando usado por uma rede de lojas comerciais ou para ter acesso 
a bancos de dados (conjunto de informações). Nós aprendemos. até 
aqui, o vocabulário necessário. Antes de passarmos para o capítulo 2 e 
começarmos a usar o computador, é necessário ainda uma recomen­
dação. 

o programa monitor está 
o tempo lOdo pronlO para 
execufDr todas as tamfas 
comuns 

' .. ' , 

. . 

- -f-

. . 

. . ' , 

. . 



Os Computadores e a Sintaxe 
Os computadores são rápidos, pacientes e precisos. Eles fazem ape nas 
aquilo que lhes é dito para fazer, e o fazem perfeitamente. Para se co­
mun icar com sucesso com seu compu tador , você deve ser exato. Se 
você cometer um ~rro ou engano ao escrever UJll8 instrução BASIC, 
não causará danos ao computador, mas seu programa não será execu­
tado com sucesso. Ele geralmente irá parar e dizer: "erro de s intaxe". 

Recorde que a sintaxe é um grupo de r egras que espec ificam a 
forma correla de escrever uma instrução BASIC. RCb'T8S de s intaxe 
são r igidas. Por exemplo: você não pode usar um significado aproxi­
mado. Se as regras especificam um ponto, você não pode usar uma vir­
gula ou dois pontos em seu lugar. Qua lquer desvio é r igidamente in­
terpretado pe lo computador e tem um sign ificado preciso. Qualquer 
desvio representará um erro, ou ao final , resultados inesperados. 

Lembre que se você não obedecer exatamente às regras, seu pro­
grama provavelmente não funcionará. Não tente ser criativo. As re· 
gras são simples, diretas e fáceis de seguir, ao escrever as instl"uçõe~ 
do programa. É melhor guardar sua criatividade para o projeto do 
programa e para o planejamento das tar.efas a serem realizadas . Por· 
tanto, é importante que você s iga cuidadosamente as instruções e re­
comendações dadas neste livro. 

"Lembre-se 
seja exato. " 
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A Comunica~ 

Neste capítulo você aprenderá a se 
comunicar com seu computador . 
Você ap renderá as instruções em 
BA$IC e a fazer o computador escre­
ver palavras e sentenças. A informa­
ção trocada entre você e o cem puta­
dor incluirá programas (instruções 
BA$IC que você escreve) e dados (os 
números ou caracteres que você en­
vi'a ou recebe) . 
Em primeiro lugar você aprenderá a 
usar o teclado de um computador e 
então pOderá começar a enviar- lhe 
instruções. Em particular, você 
aprenderá a mover o cursor na tela e 

corrigir os erros de impressão. Então 
você escreverá suas primei ras i nstru­
ções em BA$IC e fara o computador 
desenvolver mensagens na tela . 
Você aprende rá a diferença entre 
execução imediara e execução pro­
gramada. Finalmente, você apren· 
derá os passos que envo lvem a escri­
ta de um programa simples e sua exe­
cução. 

No final deste capítulo você estará 
familiarizado com a experiência bá­
sica necessária para a comunicação 
com seu computador. 



." 

10 com o seu 
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Computador 
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o teclado do compurador 

Aprendendo sobro 
o It::C!LJdo 

f , 

Usando o Teclado 
o desenho abaixo mostra um teclado de comput.ador. Note que ele € 
muito semelhante ao teclado comum de uma máquina de esc rever, ex­
ceto pelas teclas adicionais especiais. 

o teclado do computador pode ter vários modelos e combinações de 
teclas e, com exceção de alguns poucos detalhes, todos têm ca racterís­
ticas essenciais comuns . As teclas principais são: 

1. As letras do alfabeto (de A a Zl 
2. Os d ígitos (de O a 9) 
3. Símbolos como "" ,+ ,t , ", e $ 
4. Uma tecla de "retorno do carro", geralmente marcada com RE­

TURN , CR, ou -' 

5. Uma tecia SHIFT (Troca) e uma tecla de controle - CTRL 
G. Uma tecl a RUBOUT (apagar ) e uma tecla ESC ou BREAK (In­

terrupção), 
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Alguns teclados estão providos de teclas adicionais, como um con­
junto separado de teclas numéricas e teclas com funções especiais . 
Agora examinaremos a função e o uso de todas estas teclas. 

Caracteres, Números e Símbolos 
o propósito de cada tecla de letra, número e símbolo especial é óbvio. 
Estas teclas são utilizadas com o mesmo propósito que os da máquina 
de escrever comum. 

A Tecla RETU RN (tecla de introdução) 
Numa máquina de escrever, a tecla de retorno realiza duas ações: ela 
reconduz o carro ao começo de uma linha, e avança o papel para a li­
nha seguinte. Daí o seu nome. Num computador, entretanto, a tecla 
RETURN geralmente move o cursor para o começo da linha seguinte 
na tela (o cursor é um quadrado brilhante ou um traço de sublinhar 
que indica a posição seguinte onde um car~ctere será escrito na tela). 
Em um computador, a tecl a RETURN poderia ser chamada apropria­
damente de tecla de entrada (ENTERl , já que sua função precípua é 
introduzir um caractere, uma linha do texto ou um dado na memória 
do computador. Na verdade, alguns teclados nomeiam esta tecla de 
ENTER. Outros identificam-na com uma seta (-'). 

Em nenhum caso, uma instTUI;âo para o computador, incluindo as 
instruções em BASIC, podem ser terminadas com um RETURN. O 
RE'l'URN s~gnifica "entrada de linha na memória". Na verdade , o que 
você digita numa l inha é ignorado pelo computador até você pressio­
nar RETURN. Desta mane ira, você pode -cQrrig.ir erros que tenha co­
metido antes de introduzir a linha na memória do computador. 

O RETURN é usado apenas em tempo de digitação. Apesar de ne­
cessário, o RE1'URN não é armazenado como parte de uma instrução 
de programa. Neste capítulo introdutório, para ajudá- lo a aprender, 
mostraremos todos os caracteres que você deve digitar e desenvol­
veremos um símbolo indicando RETURN no final de cada linha. Este 
símbolo aparecerá como ~ . 

Lembre-se: você tem que pressionar a tecla RETURN para trans­
mitir uma instrução ao computador. Da mesma forma, quando o com­
putador, mais tarde, lhe pedir valores, você os introduzirá pressio­
nando a tecla RETURN. 

A Tecla SH I FT (tecla de troca) 
A tecla de troca trabalha igual àquela da máquina de escrever. Ela 
permite a você trocar os símbolos que aparecem nas teclas. Com exce­
ção das teclas de letras, a maioria das teclas tem dois símbolos im-
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pressos: um s uperior e um infe r ior . Se você não pressiona r a tecla de 
troca, o símbolo inferior é o que gera lmente f1pa rece qua ndo a tecla é 
pressionada. Quando você pressiona SI-:llIT junto com a tecla, o sím­
bolo s uperior será gerado. Com as tecl as de letras voce gera letras 
ma iúsculas e mi núscu las; no entanto, em a lguns teclados s implifica­
dos, aS teclas de letras G;eram apenas let ras maiúsculas; a posição in­
fe ri or é usada por Outl'OS sím bolos ou funções. O llASIC "pildrào" 
exige que as instruções sejam escritas com letras maiúsculas. Por· 
tanto, neste livro , usaremos a penas letras maiúscu las em nossos pro· 
gramas. Se o seu teclado for provido de letras minúsculas, você pode 
muito bem introduzir e man ipular textos que as incluam. 

A maior ia dos teclados também sáo providos de uma t.ecl a de fixa· 
çào (CA PS LOeK ), o que lhe permite operar o teclado na posição suo 
perior, Batendo nesta tecla nouamente, liberta-se a "lixação". O pro· 
pósito da tecla SHIF'f é reduzir o número total de teclas. Usando 
SHIFT, dobra-se o número de símbolos ou comandos que cada tecla 
pode ge rar. 

Vamo!'; praticar o qu e acabamos de ap·render. Vá ao f.\e u teclado e 
bata teclas aleatoriamente. Pressione qualquer tecla , em segu ida Ui;t 

a tccla SHlFT e olhc os ca racteres resultantes na tela. Agora pressi~ 
ne HETURN e veja o que acontece. 

A Tecla CTRL (tecla de controle) 
A tecla de controle (CTRL) é utilizada para in troduzir rapidamente 
comandos, freqücnlemente uti lizados no computador. Nt'io existe em 
máq llinas de escre ver. A t ecla CONTROL é usada, como a tecla 
SHIFT, pressionando-a para baixo, segurando-a embaixo e pressio­
nando uma outra tecla do teclado ao mesmo tempo. Isto é chamado de 
geração de um caractere de controle. Por exemplo, "CTRL 1\. " é gerado 
apertando· se e segurando-se a tecla eTRL e a tecla A si multanea· 
mente. Esta é a maneira conven iente de gerar um comando ou código 
de con trole - pressionando apenas duas teclas. (Nota: os códigos de 
controle sào romecidos para facil itar o uso dos comandos mais fre­
qüenteme nte utilizados, tal como O movimento do cursor na tela, isto 
é, esquerda , d ireita, para cima, para baixo, pOr uma posição, palavra 
ou sentença - e para suprimir ou inserir um car<lcLere ou uma linha 
inteira de texto). O uso de caracteres de controle é específico para 
cada programa usado no computador , e seus efei tos estão explicados 
na documentação do programa. Nós não usaremos nen hum código de 
controle neste liv ro. Você pode, no entanto, querer aprender ao menos 
um: ocódigo requerido pa ra in terromper um programa mal feito (nor· 
ma lmente CTRL e l. 



o teclado numénco 

A Tecla RUBOUT (tecla de apagar) 
, 

A tecla RUBOUl' ou tecla de "apagar" e usada para u ma função ab­
solutamen te necessária . Ela pode ser incluída em alguns teclados, 
desde que a mesma função possa ser obtida pelo movimento do cursor 
de volta sobre o caractere. 

A Tecla ESC ou BREAK (tecla de interrupção) 
A tecla ESC oU BREAK é geralmente incluída como um "código de 
controle" padrão, comum a todos os prOb'Tamas. Ela pel'mite que você 
pa re qualquer programa, apertando apenas uma tecla. Cada progra­
ma, seja um intérprete BASlC ou seu próprio programa, deve permi­
tir um comando especial como END ou EXIT que finaliza sua ext."Cu­
ção. No entanto, no caso de acontecer alguma coisa inesperada, e você 
quiser parar a execução do prograrpa imediatamente, você pode 
geralmente usar a tecla ESC. Às vezes, você também pode usar um 
código de controle (como CTRL C) e dessa forma usar a tecla CTRL 
para executar esta função. 

o Teclado Numérico 
o teclado numérico (mostrado à esquerda) é muito usado em aplica­
ções onde os números devem ser digitados rapidamente. Este teclado 
é usado do mesmo modo que um teclado de calculadora de mesa. Suas 
teclas simplesmente duplicam as funções das teclas usuatS de um te­
clado regular (de O a 9, + ,~,x , --:- , e "' ). 

As Teclas de Função 
As teclas de função são um modo prático de introduzir no computador 
os comandos de uso mais freqüen te. Pressionando uma tecla, de fun­
ção única, obtemos o mesmo resultado da digitação: uma ordem longa 
como PRINT ou EXECUTE. 

Assim, você pode pressionar uma única tecla para apagar um 
caractere, inserir um bloco de caracteres ou executar um programa. 
Estas teclas são feitas especialmente pelos fabricantes e dispensam 
esforços de digitação. Entre as teclas úteis podemos citar as que 
giram a tecla, limpam a tela, suspendem a página na tela ou abai · 
xam-na, e as teclas que posicionam o cursor: t, "', - , --

o Cursor 
Lembre-se de que o cursor é um quadrado ou traço de subl inhar que 
mostra sua exata posição na tela. Geralmente ele pisca , de forma que 
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Aprenda a mover 
o cursor 
na leIa 

você pode vê-lo facilmente. Aqui está um cur:,;or, mostrando onde você 
está na te la, após ter digitado HELLO: 

( > HELLO O ) 

'-,-----

Movendo o cursor para trás e para frente, para cima e para baixo, na 
tela , você pode sobrepor caracteres e modificar qualquer tex to que 
tenha digitado anteriormente. Isto é muito conveniente pam se fa..-;er 
mudanças. Você usará o cursor, freqüentemente, para corrigir erros 
de digitação. 

A maioria dos teclados também possui ao menos 4 tecl as de funções 
para posicionar o cursor na tela: t, .j., - , - . 

Você pode querer, agora, voltar ao teclado e praticar algumas das 
coisas que você aprendeu . Quando você se sentir razoavelmente fa­
miliarizado com o teclado, volte e aprenda a escrever instruções 
BASIC para o computador. 

Falando em BASIC 
Para falar BASIC com seu computador, você precisa de um intérprete 
BASIC na memória. Se o seu computador tem um intérprete BASIC 



residente, vocé não deve faze r nadu . No entanto. alguns gisl('1l1{\s ex i­
gem que você digite: 

e .. 

ou: • 

BASIC 4' 

para ativar o intérprete . Se o seu computador não te m um intérprete 
BASlC residente , você deve carregá-lo (transferi-lo ) de um dishetteou 
de um cassete. Quando o intérprete está a tivado você obtení uma con­
firmação como: 

XBASIC 2.1 AEADY 

> 

XBASIC é o nome dado ao intérprete, 2. 1 é a versão. Sucessivas 
versões SilO liberadas continuame nte e estes números permi tem que 
você dist inga uma das outras. > é espaço. (O s ímbolo de espaço pode 
variar. Neste li V 1"0 usaremos o Sí mbolo > .10 espaço ou pausa é uma 
mensagem do intérprete BASIC. que s ignifica: "Estou pronto. Vá 
adiante e diga-me oque faze r". Tão logo você veja este símbo lo. saberá 
que o intérprete BAStC está pronto c espe ra ndo por suas instrU(,:ões. 

Agora prosseguiremos sabendo que: 

1. Um in térprete BASIC está na me mória de seu computador. 

2. A pausa do BASrC é usada pelo seu intérprete (identificada aqui 
pelo Símbolo » e aparece em sua tela. Seo símbolo não aparecer , 
pressione RETURN e veja o que acontece. Se mio funciona r, des­
ligue seu computador e li gue-o novamente. 

Agora nós escreveremos nossa primeira instrução BASIC para o 
computador. Digite o seguinte (exatamente como apa rece aqui ): 

PRINT "ALO " 

A te la mostrará o seguinte: 

XBASIC 2.1 AEADY 
> PRINT " ALO" o 
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o > na esquerda é a pausa. dizendo a você que o intérprete está es­
perando por uma instrução. Os caracteres da direita foram digitados 
por você. Nada aconteceu ainda. Você lembra por quê? 

Falta pressionar a tecla RETURN para dar entrada à sua instruo 
ção. Agora pressione RETURN. Sua tela mostrará o seguinte: 

XBASIC 2.1 READY 

> PRINT "ALO" 

ALO 
> 0 

o intérprete recebeu sua instrução e imediatamente executou-a 
escrevendo ALO como foi requisitado. Em seguida executará uma 
nova pausa (» dizendo a você que está pronto para uma nova ins­
trução. 

Vamos examinar nossa primeira instrução BASIC mais detalha­
damente: 

PRINT "ALO" 

Esta instrução tem 2 partes: PRINT e "ALO". PRINT é umapala· 
ura reseruada, que t em um sentido específico para o intérprete. 
"ALO" é a mensagem a ser executada entre aspas. Você pode usar 
qualquer mensagem entre aspas. Vamos tentar outra. Digite: 

PR1NT "ESTE E UM OUTRO TESTE" "2 

O que se segue deverá aparecer em sua tela: 

> PRINT "ESTE E UM OUTRO TESTE" 

ESTE E UM OUTRO TESTE 
>0 

Tente novamente. Execute sua própria mensagem, mas lembre-se, 
se você esquecer uma das aspas ou se escrever errado PRINT, não fun­
cionará e você receberá uma mensagem de erro. Vá adiante. Tente. 
Você não provocará nenhum dano ao computador. 

Você tal vez nào se lembre por que esta instruçào é chamada 
"PRINT", quando na verdade ela meramente mostra a informação em 
sua tela e não imprime. Mesmo que você tenha uma impressora li-
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gada ao seu computador, nada serú impresso. Você provavelmente es­
queceu a razão. Os primeiros tenninHis eram como mâqu i n~ls de es­
crever que, na verdade, imprimiam ie não mostravam) a informação. 
E, mesmo que a tecnologia ten ha mudado, a instrução BASIC não 
mudou. Uma outra instrução BASlC é hoje usada para enviar infor­
mações à impr.~ssora, ao invés de à tela do vídeo. Esta instrução é cha­
mada LPRINT porque é usada essencialmente para lislar programas 
no papel. 

Antes de prossegu ir, esteja certo de que a pausa BASIC está em sua 
te la. islo é. de que o intérprete BASIC está pronto para ace it..:,u um 
outro cOInando. Se a pausa não apar~cer , você núo pode executar um 
comando BASIC. Tente pressionar RETURN oU CTRL C, ou, caso não 
funcione, tente religar seu sistema. 

Nós escreve remos agora nosso primeiro programa BASle, ao invés 
de executar uma única instrução. Digite o seguinte: 

10 PRINT "ALO",:, 
20 PRINT "COMO ESTA VOCE?" 7 
30 END 7 

Sua te la mostrará o seguinte: 

> 10 PRINT "ALO" 
> 20 PRINT "COMO ESTA VOCE?" 
> 30 END 
>0 

EXErUTE HUN 
cc 
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Você deve estar surpreso pois nada aconteceu. O computador sim­
plesmente responde com um >. Estas três linhas são mais do que três 
instruções BASIC. Elas constituem um pequeno programa BASIC. 
Note que cada linha começa com um numero, este numero é chamado 
de numero de linha ou rótulo. Ele diz ao computador que queremos 
escrever um programa cowpleto, e não executar cada instrução ape­
nas. Agora digite: 

AUN 7 

(No ta: Este comando pode ser diferente em alguns interpretes.) 
Você deve ver em sua te la: 

ALO 

COMO ESTA VOCE? 
>0 

ou, dependendo de seu intérprete: 

ALO 

COMO ESTA VOCE? 

END 
>0 

Como funciona? Primeiramente nós criamos um programa de três 
linhas e o guardamos na memória, uma linha de cada vez, pressio­
nando RETU RN. Então , executamos o programa digitando RUN. 
Esta ê a mane ira normal de escrever e executar um programa. Nós 
seguiremos este procedimento de agora em diante. Toda linha deve 
ser precedida de um rótulo numérico e o programa serã executado au ­
tomaticamente na ordem dos rótu los. 



Se em algum momento você digitar uma instrução setllnutllcl'O de 
linha , em resposta a um > , a instrução será executada na honl e nâo 
será memorizada. Istoé chamado de modo imediato ou lIIodooperador 
em BASIC. 

Se em algum momento, você digitar uma instrução 13ASIC rotula­
da em resposta"'a um >, a instrução será memorizada quando você ba­
ter RE'l'URN, mas não será executada até que você digit.e RUN . Isto ê 
chamado de modo suspenso ou modo normal. Vamos demonstrar 
como funciona: nosso programa de três linhas está armazcnado na 
memória. Ele pode ser executado a qualquer tempo, e quantas vezes 
se quiser. Agora, digite: 

RUN ":1 

novamente e você verá: 

ALO 
COMO ESTA VOCE? 
> 0 

Vamos examinar a memór ia do computador e mostrar seu conteú­
do. Digite: 

LlST ";1 

e você verá em sua tela: 

lO PRINT "ALO" 

20 PRINT "COMO ESTA VOCE?" 

30 END 
>0 

Seu programa está li stado na tela como foi armazenado na memória 
do computador. 

Você pode até guardar se ll primeiro programa no seu cassete ou 
diskette. Para fazer isto o comando usual é: 

SAVE ";1 
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você pode, então, tê-lo de volta, um pouco depois, digitando: 

l OAD 7 

Para demonstrar a diferença entre instrução imed ia ta e suspensa, 
dig ite: 

• 

PRINT "ADEUS" 7 

Você vê na tela: 

> PRIN T "ADEUS" 
ADEUS 
> 0 

Agora digite: 

lIST 7 

Novamente você verá na sua tela: 

10 PRINT "ALO" 
20 PR1NT "COMO ESTA VOCE)" 

30 END 
> 0 

Se você não tiver usado 
um numero de Imha, 
a instrução se perde! 



A instrução imediata: PRINT "ADEUS", não está lá para ser vista. 
Ela não foi memorizada. 

Sumário de um Programa 
Em resumo, UIT."tl instrução imediata é executada tão logo você a di­
gita. Ela não é armazenada na memória do computador, e você preci­
sará digitá-la sempre que quiser executá-Ia. Esta facilidade é cha­
mada de modo de execução imediata. Na prática, esta maneira não é 
usada com muita freqüência - geralmente quando você quer verifi­
car alguns valores depois de o programa ter parado. Experimente di­
gitando instruções BASle e veja o que acontece. 

Quando uma linha é precedida de um rótulo, a maneira é chamada 
de: modo de execução suspensa. Neste modo, cada linha do programa é 
armazenada na memória do computador. Quando um programa com­
pleto tiver sido digitado, você simplesmente pressiona o comando 
RUN e o programa inteiro será executado. Lembre que, quando você 
desliga o computador, o que a memórta RAM contém desaparece, in­
cluindo qualquer programa que você possa ter digitado. Se você qui­
ser guardar seu programa para usar mais tarde, você deve transferi­
lo (SAVE) para um cassete ou diskette. 

Cada linha de um programa BASle deve começar com um rótulo. 
O rótulo especifica a ordem na qual a linha deve ser executada. Por­
tanto, a linha 10 será executada antes da linha 20. 

o computador 
executa uma 
instrução de 
cada vez 
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o comando END, linha 30 em nosso exemplo, éopcional nos BASIC 
mais modernos, mas é necessár io nos mais antigos. O comando END 
diz ao intérprete que ele chegou a um END legítimo e não a um aci­
dentai, durante a execução. 

Como detalhe final , note que o dígito O (zero) deve parecer di­
ferente da letra O. A maneira tradicional de evitar a confusão tem 
sido a de mostrar o dígito O (zero) como ~ - um O cortado por dent ro. 
No entanto, hoje, o zero pode ser facilmente executado na te la como 
um símbolo mais fino do que aquele da letra O, e o 0 é raramente 
usado. Nos textos mais novos de BASIC você encontrará tanto O O 
(zero) como a letra O cortados por dentro para evitar confusão. 

Um Programa mais Longo 
RUN, LlST e SA VE sao chamados comandos. Eles sao palavras reser· 
vadas, usadas em si mesmas para especificar ações especiais do sis­
tema do computador, ou mais exatamente pelo intérprete . Estes co­
mandos são também parte do BASIC. Nós aprenderemos progressiva­
mente outras instruções e comandos à continuidade deste livro. 

Vamos agora escrever um programa mais completo, usa ndo o 
PR[NT e o comando NEW. Digite O seguinte: 

NEW 7 

E-.em seguida: 

LlST 7 



Nada aconteceu. Não há nenhum programa na memória. O comando 
NEW limpa a memória do computador. Agora digite: 

NEW 

10 PRINT "F~TE" i1 
20 PRINT "E" i1 
30 PRINT "OUTRO" i1 
40 PRINT "EXEMPLO" i1 
50 END., 

Vamos descobrir o que este programa faz . Digite: 

RUN ., 

Agora você verá em sua tela: 

ESTE 

E 
OUTRO 

EXEMPLO 
>0 

Um "END" pode aparecer ou não, dependendo do seu BASIC. Nos­
so programa mostr~ o texto como esperado. Vamos verificar se o pro­
grama foi corretamente armazenado na memória, digitando: 

lIST i1 

Você agora verá em sua tela: 

> lIST 
10 PRINT "ESTE" 
20 PRINT "E" 

30 PRINT "OUTRO" 

40 PRINT "EXEMPLO" 

50 END 
> 0 
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o comando NEW foi utilizado para limpar a memória do computa­
dor, isto é , apagá-la e criar espaço-para um novo programa. Se o co­
mando NEW não for usado, uma instrução nova só apagará uma ou­
tra antiga se seus rótulos forem idênti cos. Tal procedimento pode le­
var a erros, pois as instruções antigas podem ser "esquecidas" dentro 
do novo programa. Se vÓCê não usar NEW. toda vez que digitar uma 
instrução com rótulo 10, ela automaticamente apagará a instrução 
anterior do mesmo número de linha. Mas, cuidado, se você previa­
mente escreveu uma instrução com rótu lo 15 e depois digitou um pro­
grama em cima sem o NEW, a instrução "15" viri a da memória do 
computador e seria automaticamente incorporada em seu novo pro­
grama em seqüência, (desde que o rótulo 15 não seja usado em seu 
programa novo). Vamos demonstrar isto. Digite: 

15 PRINT ". '" '" •• " ~ 

A seguir: 

RUN 7 

Sua tela mostrará o seguinte: 

ESTE . '" ... 
E 
OUTRO 

EXEMPLO 
>0 

Como você pode ver, a nova instrução PRINT rotu lada 15, foi auto· 
maticamente inserida no programa antigo após a instrução 10. Va· 
mos dar um LIST ao programa. Digite: 

U ST ., 

Sua tela mOl'ltrará: 

10 PRINT "ESTE" 
15 PRINT ".****" 
20 PRINT "E" 

30 PRINT "OUTRO" 

40 PRINT " EXEMPLO" 

50 ENO 



Voce pode verificar que a instrução 15 é, agora, parte do seu pro­
grama. Lembre-se de que cada vez Que você digitar uma instrução 
para o programa com um rótulo, ela é automaticamente inserida na 
memória do computador em sua seqüência própria . 

Nós demonshmremos agora que quando você usa um número de li­
nha que já existe, esta instrução nova automaticame nte apagará a 
anterior. Vamos agora usar esta característica para apagar a instru­
ção 15. Digite. 

15 PRINT ". ";1 

Em seguida: 

RUN ";1 

Sua tela mostrará: 

ESTE 

E 

OUTRO 
EXEMPLO 
>D 

Como você pode ver, sua nova afirmação PRINT com rótulo 15 su­
perpôs-se à anterior. Verifique digitando: 

LlST ";1 

Sua tela mostrará o seguinte: 

10 PRINT "ESTE" 

15 PRINT " .......... " 
20 PRINT "E" 

30 PRINT "OUTRO" 

40 PRINT " EXEMPLO" 

50 END 
>0 
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Para ev itar acidentes, quando escrever um novo prOb'Tuma, você 
deve usar o comando NEW para limpar a memória deseu computador 
e evitar interferênc ia de instruções "esquecidas" de programas an· 
teriores. 

Vamos agora apagar a instrução 15. Há várias maneiras de fazer 
isto. Aqui nós digitaremos: 

15 71 

Esta instrução consiste apenas em um rótulo. Isto é chamado de 
instrução vazia. A instrução 15 nâo faz nada, exceto apagar a lguma 
versão anterior. Agora digite RUN. Você verá o seguinte em sua tela: 

ESTE 

E 
OUTRO 

EXEMPLO 

>.0 

Seja cuidadoso. Esta característica pode ser perigosa. Se você digitar: 

20 



pOl' acidente. e ape rtar o RETURN. você apagill"ü a versilo anterior da 
instrução 20 e colocará em se lugar uma instruç[w "vazia" que não faz 
nada. Pa ra ev itar surpresa, verifique sempre s ua li stagem de progra· 
ma, antes da execução: 

Sumário 
Nós agora aprendemos a escrever programas BASIC c lemcnlares que 
most ram informaçõcs na tela. Nós escrevemos um programa llASIC 
lIsando instruções rotul adas. Nós discutimos por que os programéls 
devem ser precedidos do comanda NEW e terminados com a instrução 
ENO. Nós vimos como um programa é armazenado automaticamenlc 
na memóri a do oomput.."ldor, após introduzido 'c, assim , podendo ser 
executado, pela digitação do comando RUN. Nós vimos ulrf'lbém como 
um programa podc ser mostrado com o comando LlST. Finalmente, 
nós usamos o comando SAVE par;'1 guardar um programa numa fita 
cassete ou diskette , 

Nós aprendemos que a execuçúo das inst.ruções do programa é fei ta 
na ordem dos rótulos. Se você duplicar um númcro I"Otulado, seja in · 
tenc iona lmente ou por engano, a nova instruçüoapagal"fl a utomatica­
mente qualquer inst rução prévia com o mesmo número de linha. 
Também, se a qualquer tempo vocô adicionar um a I in ha com um novo 
rótulo, o intérprete a inserirá automati camente em sua seqüência 
prôpria , dentro do programa. 

Neste capítulo nós in t roduzimos vár ios conceitos novos. Se você re­
almente qui ser apre nder como progra mar, é essencial que comece 
praticando o que aprendeu. Seguem-se alguns autotestese exercícios. 
Você devc fazê- los. As respostas aos exercícios selecionados são dadas 
no final deste livro. 
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Exercícios 
2·1 : Escreva um programa Que impnma: "Tenha um bom dia". 

2-2: Escreva um programa que Imprima: 

AAAAA 
BBBB 
CCC 
DO 
E 

2-3 : Escreva um programa que imprima: 

........ 
'T I T UL O' .. ...... 

2-4: Defina os seguintes termos: 

a. rólUlo 
b. execução programada 
c, execução imediata 
d . instrução vazia 
e. cursor 
f . tecla de controle 
g. conjunto de teclas específicas 
h. palavra reservada 
i. símbolo 

2-5 : Qual é a diferença entre PR INT o LPRINT? 

2-6: Você pode execu tar um programa inteiro digitando instruções uma de cada 
vez no modo imediato? 

2-7 : Por que usar a instrução NEW antes do digilar um novo programa ? 

2-8 : Você pode digitar instruções de programa com a numeração fora de 
seqüência? 

2-9: Dê exemplos de alguns comandos BASIC. 

2-'0 : A instrução a seguir é um modo válido para mostrar a palavra EXEMPLO? 

PRINT EXEMPLO 

2-" : Qual é o uso da tecla RETURN ? 

2-12: Explique como se pode apagar a instrução 20 de um programa? 

2-13: Se você iá digitou a in strução 30 e deseja inclui r uma nova instrução 30. 
deve eliminar primei ro a anterior já digitada? 



2-14: Escreva um programa que mostre o seguinte 

TTTTTT H H EEEEEE 
TT H H EE 
TT H H EE 
TT HHHH EEEE 
TT H H EE 
TT H H EE 
TT H H EEEEEE 
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Neste capitulo IlóS começaremos a usar 
numeres. Nós os mostraremos na adi­
ção. subtração. multipl icação e divisão. 
Aprenderem os a rea li za r cálculos . 
usando simples operadores aritméti­
cos. e descreveremos outros importan­
tes operadores existentes em BA$IC. 

• , 
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outras rnaneiras de 
Imprimir numeras 
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Imprimindo Números 
Até agora, nós imprimimos apenas textos. Vamos, então, imprimir 
números. Digite: 

PRINT3 'M' 

o resultado deve ser: 

) 
Lembre~se de nossa explicação no capítulo 2 de que uma instrução 
está no modo imediato quando uma instrução não precisa ser prece­
dida por um rótulo e é executada imediatamente. Neste capítulo nós 
escreveremos todos os exemplos no modo imediato de forma que você 
possa executá-los pressionando apenas algumas teclas. 

Note que em BASIC os números não precisam ser limitados por as­
teriscos ou aspas, apenas os textos: o uso de asteriscos permite que o 
intérprete diferencie facilmente os textos do usuário das palavras re­
servadas BASIC, como PRINT. O texto inserido em asterisco é cha­
mado de string e uma string·pode incluir números. 

Vamos agora tentar alguns números longos como 100, 1.000, 
10.000, etc. Em algum ponto, seu intérprete BASIC recusará impri-



mir e executará uma mensagem como: "NÚMERO GRANDE DE­
MAIS" . Cada intérprete BASIC limita o tamanho dos números intei­
ros que ele pode manipular, em um valor específico. Se voce precisa 
lrabalhar com números inteiros maiores que o mâximo valor permi­
lido pelo seu intérprete. você deve usar um inlérprete BASIC di. 
ferenle, que perm~ta números maiores . 

Recorde que o intérprete BAsrc que permite o 'uso de números in­
teiros é chamado de BASlC INTEIRO. O BASlC intei ro , no entanto, 
não permite o uso de números decimais. Vamos descobrir se o seu In­
térprete BASIC permite números decimais . Digite: 

PRINT 1.5 , 

Se você vir 1.5 em sua te la. seu BASIC pode manipular números deci­
mais. Se o seu BASIC não puder manipular números decimais, prova· 
velmente aparecerá uma mensagem de erro ou um ? em sua tela. 

No jargão dos computadores. numeros decimais são chamados de 
números de ponto flutuante. Um intérprete BASIC que permita o uso 
desses números é chamado de BASIC de ponto fllltuante . 

Notação Científica 
Vamos conversar um pouco mais sobre números decimais. Ass im 
como nos inteiros, no caso de números decima is . o intérprete relerâ 
apenas um certo numero de dígitos . Por exemplo: o valor correto de 
um terço é: 

0.33333333333 ... (etc.) 

Dentro do computador, o valor pode ser armazenado como: 

0.3333333 (apenas sete digitos significantes são retidos depois do 
zero) 

Diz-se que o valor correto foi truncado (cortado) no sétimo dígito. 
(Nota: isto é uma aproximação, mas gera lmente é suficiente. ) 

Se o seu intérprete BASIC permite números decimais, ele também 
usará uma representação científica para estes números. Quando um 
número é muito grande ou muito pequeno, ele será mostrado na nota­
ção científica para ganhar espaço. Eis aqui um exemplo: 

3.2E6 

Significa: 

3.2 X 106 = 3200000 

41 



42 

10b sig nifica 10 na I>otcncia 6, i!'ito ê, 10 mu ltipticado 6 vezes por el e 
mesmo: 

10 x 10 x 10 x 10 x lO x 10 = 1.000.000 

Similarmente: 

1.12E - 7 

Significa: 

1.12 X 10.1 = 0.0000001 12 

10.7 significa 1110 na potência 7, isto é. 1/10 multiplicado 7 vezes por 
e le mesmo (1110 é 10.1). 

Usando a Aritmética 
Vamo::; agora realizar cálcul os aritmético::; simplefl. Digite: 

PRINT 2 + 2 :M' 

o resultado que aparece ê: 

( 4 ) 
NÓfl realizamos nosso primeiro cálculo aritmético. O símbolo da 

adição + é chamado um operador. Um operador é um s ímbolo que re­
presenta uma operação a ser realizada sob re um ou mais operanclos. 
O BASIC provê no mínimo cinco operadores aritméticos: 

(meno$) 

t· (maú;J 

* (multiplicaçiio) 

I (div isão) 

. ou "' ... f exponenciação) ( ' é muitas ueze~ nW$tradQ como t ou I ). 

Agora tente este exemplo. Digite: 

PRINT 2 ~ 3 :M' 



o resultado deve ser 6. O símbolo * é o símbolo da multipl icação. O 
s ímbolo usual da multiplicação, x; poder ia ser conrund idocom a letra 
X, }X)r isso as li nguagens de programação usam o s ímbolo *. 

Aqui estão out.ros exemplos de intitruçõcs aritméticas válidas: 

PAINT 1 + 2 ·"3 ~ 

O resultado é: 

) 
PAINT 3 - 2 ~ 

o resul tado é: 

( ) 
PRINT 8/2 7 

"Voce prC'clsfI de mais .nr,lIICJ " 

--
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o resultado é: 

(~_4 ____ J 
PRINT 1 + 2 ·1 3 + 4 ~ 

• 

o resultado é: 

( 10 ) 
Se o seu BAStC permite números decimais, as seguintes instruçóes 
também são viáveis: 

PRINT (613 + 12/4)/2 ~ 

o resultado é: 

( 2.5 ) 
Note que pa rênteses foram usados neste exemplo pam clareza do gru ­
pamento das operações. Digite: 

PRINT2 + 3 + 4/2 7 

o resultado é: 

(---,-----] 
A di visão (I) foi '·Nllizada primeiro . hito se deve ao f"l lo de que em 
BASIC se é dada uma escolh <l (isto é, se não usa rmos parênteses), u 
divisão (I) ou a multiplicação (* ) ocolTerão antes da adição ( +) ou da 
subtração (- ). Se você pretendesse dividir o grupo 2 + 3 + 4 por 2, 
então deveria necessariament.e digitar: 

PRINT (2 ... 3 + 4)/2) 7 

o resultado seria então: 

( ____ 4.5 ____ ] 

A divisão então ser ia reali zada sobre o grupo (2 + 3 + 4). É uma boa. 
prática usar livremente os parênteses, para ev itar fJ ua lquer con ru ­
são. Por exemplo, a seguinte expressão (ou grupo de valores e operu ­
ções) 

1 + 2 + 3 
4 + 5 

x 3 



poder ia se r traduzida na seguinte expressão BAS IC: 

((1 + 2 + 3)/{4 + 5))* 3 

ou 

11 + 2 ~ 3)/14 + 5)* 3 

Pelo fato de a execução ocorrer da esquerda para a d ireita, quando os 
operadores têm a mesma prioridade, a div isão ocorrerá, aqui, a ntes 
da multiplicação. 

Se você tivesse que escrever o seguinte em BAS IC: 

(1 + 2 + 3)/(4 + 5)'" 3 

seria equi valente a: 

1 + 2 + 3 

14 + 5) x 3 

Usar parêntese determina grupos. Esteja celto de co locar correta· 
mente sempre um parêntese na dire ita , quando houver outro na es· 
querda. 

Vamos agora usar nossa nova ex periência em computação para 
most rar va lores inteiros. 

Formatos de Impressão 
Se você di gi tar: 

PRINT " O PRODUTO DE 2 POR 3 E", 2,. 3 '; 

o resultado será: 

( O PRODUTO DE 2 POR 3 !: 6 ) 
Na instrução PRINT acima nós misturamos texto e números, separa· 
dos por uma vírgula. Mais precisamente usamos uma expressãQ, 2 * 3, 
preferivelmente a um número. Agora digite: 

( PRINT " O PRODUTO DE 2 POR 3 E", 2 * 3 x 

e você obterá: 

O PRODUTO DE DOIS POR TRES E, 2 * 3 
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Esta é uma instrução BASIC válida, Illas não aquela que você preten­
dia . Lembre-se de que qualquer coisa entre aspa:; é mostrada literal­
mente. A v írgula ou ponto e vírgula devem e::;tar {ora dali alipali para 
funcionar corretamente. 

O comando PRINT pode ser usado para imprimir vários itens na , 
me:;ma linha . Os iten:;, en tretanto, devem ser separados por um ponto 
e vírgula ou vírgu la. O ponto e vírgula resultará num pequeno espaço 
entre os itens que foram impressos, e nquanto a víq;'ula resultará 
num espaço mais longo. Como um tabulador numa máquina de eScre­
ver, o símbolo vírgula é usado para criar tabulaç6eli, isto é, campos na 
tela. Esta técnica é conveniente para mostrar tabelas . 

Vamos testar esta nova característica. Digite: 

PRINT 1 ;2;3 ~ 

Sua tela mostrará: 

( 1 2 3 ) 
Agora digite: 

PRINT 1,2,3, ~ 



Sua tela mostrará : 

( ____ 2 _3 ____ ) 

Vamos agora calcular o percentual de imposto sobre uma venda de 
Cr$ 1234. O percf'ntual de imposto·é de 6.5'70. Assumi remos que o seu 
BASte permite números decimais. A instrução é: 

PRINT " O IMPOSTO SOBRE AS VENDAS E" ; 1234 • 6.5/100:ti' 

o resultado é: 

( O IMPOSTO SOBRE AS VE NDAS E 80.21 ) 

Nós também podíamos digitar: 

PRINT "O IMPOSTO SOBRE AS VENDAS E" ; 1234 ·0.065 :ti' 

eobteríamoso mesmo resultado. Há várias maneiras equivale ntes de 
escrever um programa. 

Você pode imprimir váriuS itens numa linha. O lhe: 

PAINT 1 ;2;3;4;5;6;7;8;9; ''VARIOS ITENS":ti' 

A tela mostrará: 

( 123456789VARIOSJTENS ) 
Nós aprendemos até aqui a rea lizar cálcu los aritmé ticos simples e a 
mostrar os resultados. Vamos usar esta nova experiênc ia para resol­
ver a lg uns problemas simples. 

Exemplos de Aplicação 
Vamos calcular o consumo de milhas por galão de um carro. A fór­
m ula mate mática é: 

CONSUMO EM MILHAS = DISTANCIA {em milhas) -;- GASOLINA (em 
galões) 
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Vamos supor que a distância percorrida foi de 510 milhas e a quanti­
dade de gasolina utilizada tenha sido de 20.2 galões. Aqui está a ins­
truçãu escrita em BASrC: 

PRINT "O CONSUMO E"; 510/20.2; "MPG" ~ , 

Para os leitores que trabalham com o sistema métrico nôs convertere­
mos o cálculo em litros por quilômetros. Um galão vale 3.8 litros. 
Uma milha equivale a 1.6 quilômetros. O consumo em litros por qui­
lômetros é: 

PRINT "O CONSUMO EM GASOLINA E"; (20.2 * 3.8)/{510 • 1.6) ; "L 
POR KM" ~ 

Aqui está um outro problema simples. Dada a temperatura em 
graus Fahrenheit, oequivalente em Celsius écalculado pela fórmula: 

valor CELSIUS = (valor FAHRENHEIT - 32) x 5/9 

Para calcular o equivalente Celsius de 79"F, digite: 

PRINT "79 GRAUS F = "; (79 - 32) * 5/9; "GRAUS C" ~ 

o resu I tado é: 

( 79GRAUSF = 26.1111111GRAUSC ) 

Para completar, note que 5/9 não foi inclu ído no parêntese, o que não 
importa, desde que a * ou a / seja executada primeiro. 

'~ih' _~~>--=-Y 

Sumário 
Neste capítulo aprendemos a realizar cálculos aritméticos e a mos­
trar textos e resultados na mesma lin ha. Nós usamos esta nova ex· 



periência para auto matizar o cá lcu lo de fórmulas s imples escrevendo 
uma insLrução IJASIC de uma linha . 

Até aq u i especificamos todos os va lores dentro da inst ruç<io BASIC 
em si. O que queremos fazer agora é escrever um programa e então 
introduzir valores, repetida mente . pelo teclado, de forma que va lores 
direl'entes possam ser usados num programa, sem ter que )'ccscrevê-
10. Vamos rea liza r isto com variáveis. Este é o tópico do próx imo capi­

tulo. 

Exercícios 
3-': Escreva uma Instruçáo em BASIC que calcule : 

5 ' 6 
1 t 2 +3 

3-2 : Escreva uma instrução em BASIC que calcule ' 

1+ 1/2 _,_ 
1+ 1/2 

3-3 : Escreva uma instrução em BASIC que calcule o eqUIvalente em Fahrenhelt 
de 2O'C. 

3-4: Dada uma velocidade de 100 Kmlhora. calcular a velocidade equIValente em 
m.p.h. ll milha = 1.6Km) 

3-5: Calcule o númerode segundos em um dm. uma semana. um mês c um ano 

3-6: Assumindo urna velocidade média de 55 m.p.h .. calcule o tempo neces­
sá rio para viajar 350 milhas. 

3-7 : Assumindo que um ano tenha 365 dias. calculo o numero de dl,l$ que você 
ja viveu até hoje. 

3·8 : Calcule o saláno equivalente anual de uma peSSQ..l S<lbcndo-se que 
a) pagamento semanal (existem 52 semanas em um dl)()f 

b) pagamento bissemanal (mult iplique por 26) 
c) pagamento mensal 
dI pagamento horáno (multiplique por 2080) 
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lO e Valores 
Variáveis 

Neste capi tu lo aprenderemos a es~ 
creve r programas que possam ser 
utilizados, repetidamente, sem m u­
danças e que most rem resultados di ­
ferentes, dependendO dos dados for­
necidos at ravés do teclado. Até aqui, 
para obter resultados de um calculo 
aritmetico, como 2 I 3, nôs incluímos 
na ins t rução do prog rama os nu­
meras a sere m operado$. Agora 
aprenderemos <l esc rever programas 
que possam ser executados muitas 
vezes. com dados diferen tes. O pro­
grama especificará as operações a 

serem real izadas. Os dados entrarão 
pelo teclado digitados pelo usuár io 
no momento em que o programa é 
execut ad o. Isto torna O programa 
reutilizável. 

Além d isso. introduziremos o con­
ce ito de variável e aprenderemos a 
usar duas novas instruções: INPU T e 
LH. 

V am o s começar agora apren · 
dendo a fornecer in formações ao pro· 
grama, enquanto ele está sendo exe­
cutado. 



Com INPUT. seu 
compu/ado!" acellel 
nt)meros c letras 
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Digite o segu inte programa: (Nota: Nós não utilizaremos mais? 
para indicar RETURN no final de cada linha): 

, 
10 INPUT A 
20 PRINT A; 2 • A; 3 • A 

30 END 

Agora execute esse programa, digitando RUN. Você verá em sua 
te la algo como: 

) 
Geralmente um "?" aparece em sua tela, com o cursor piscando perto 
del e, para fazê-lo lembrar-se da digitação de um dado necessário. 
Agora digite um numero, por exemplo, 3; complete a entrada do dado 
pressionando a tecla RETURN. Sua tela mostrará agora: 

(,---~69 __ J 
Seu programa foi executado. Vamos vero que aconteceu. A primei. 

ra linha foi: 

10 INPUT A 



Esta instrução pediu a você para fornece r um núme ro pelo teclado. O 
programa mostrou um ? e parou - esperando por SU ;l entrada tlN ­
PUT). O va lor 3 que você forneceu foi, em seguid a, lido em substitui­
ção ao A. "A" é chamado de: uma variável. Este é o nom c usado IM ra 
armazenar um valor .. Formalmente uma variável é o nom c d,ld o a 
uma locação da"memôria. Exemplos de alguns no mes de varift vcis 
são: A, B, C, F,Zl , G2. A maioria dos BASIC permite nomes va ri úveis 
com várias letras, como por exemplo: NVMBER 1. SOMA, T1\XA, 
RESULTADO. 

A segunda instrução foi: 

20 PRINT A; 2 .. A; 3 .. A 

Esta instrução resultou na impressão de 3,2 * 3,3 'I: 3 ou: 

( 369 ) 
Usando a instrução l NPUT, é ainda po.!-:sível entrar com diversos 

valores ao mesmo tempo. Aqui está um exemplo. Digit.e : 

10 INPUT A, B 

20 PRINT A; A • 2; B; B ~ 2 
30 END 

Agora digite RUN. Você verá o t'?" aparecer em sua teln. Oigilc dois 
números, 2 e 3, separados por uma vírgula e , em seguida , pressione 
RETURN. Você verá em sua tela: 

( 2436 ) 

Vamos examinar o que aconteceu. A primeira entrada do progra ­
ma foi: 

10 INPUT A, B 

Esta instrução resultou na solicitação de doi s valores a serem for­
necidos por você. os quais serão armazenados nas variávei s A e 11. 
Lembre-se de que variáveis são nomes de locação de memória . 1\ se­
gunda instruçüo do programa foi: 

20 PRINT A; A • 2; 8; 8 .. 2 

Esta instrução resultou na impressão dos valores: 2, 2 * 2, 3, 3 * 2, ou: 

( 2436 ) 
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Vamos tentar executar este programa novamente. Desta vczlcnte di­
gitar: 

5,8 

e o resu ltado será: • 

( 5 10816 ) 
Nôs podemos usar este programa repetidamente e obter novos resul ­
tados, digitando novos valores no teclado. Nôs {[".cmos nosso p,'ogra­
ma reuti lizável , usando nomes variáveis (A e Bl no lug<l r de vulorcs 
ex plícitos. 

A fim de tornar este programa rea lmente reuti lizávc l, vamos 
agora melhorar seu estilo e sua legi bilidade. Supon ha que quei ramos 
guardar o programa e usá- lo RUN novamente daqui há alguns dias. 
Nós podemos esquecer o que ele faz ou podemos não lembrar quantos 
valores devem ser fornec idos. Podemos reescrever o programa para 
mostrar esta informação na te la . Aqui está uma versão aperfeiçoada: 

10 PRINT " * ESTE PROGRAMA MULTIPLICA QUAISQUER DOIS 
NUMEROS POR 2 o" 

20 PRINT "DIGITE DOIS NUMEROS" 
30 INPUT A B 
40 PRINT"PRIMEIRO NUM ERO :"; A, "DOBRO:"; 2 " A 
50 PRINT"SEGUNDO NUMERO :"; B, "DOBRO:"; 2' B 
60 END 

e aqu i cstá o resultado: (Nota: atra vés do texto, nós mostl'aremOti os 
dados fornecidos pe lo usuário em negrito ): 

.. ESTE PROGRAMA MULTI PLI CA QUAISQUER DOIS NUMERm 
POR 2" 

DIGITE DOIS NUMEROS 
75,7 
PRIMEIRO NUMERO: 5 DOBRO: 10 
SEGUNDO NUMERO: 7 DOBRO: 14 

Nós aprendemos até aqui a fornecer dados numêricos ao programa 
usando a instrução INPUT. Também introduzimos o conceito de vur i· 
ável. Vamos agora aprender a usar estas técnicas efetivame nte e a 
desenvolver programas mais com plexos. 



"Alá numérico, 
eu sou uma string 
Eu armazeno urna cadela 
de carActeres. 
Voce pode me reconhecer 
facilm ente olhe para 
minhas antenas!" 

Os Dois Tipos de Variáveis 
Há dois tipos de variáveis em BASIC: numérica e string*. Vari á veis 
numéricas representam números; variáveis string representam 
texto . Estes dois tipos de variáveis sâo diferentes; a variável string 
tem um "$" no final do nome. Ela também 6 usacla de forma diferente. 
Por exemplo, você pode somar números, mas não textos. Vamos 
aprender primeiro sobre as variáveis numéricas, depois sobre as vari­
áveis string. 

Variáveis Numéricas 

Vamos aprender as regras para nomear uma variável numérica; de­
pois aprenderemos a usar estas variáveis efetivamente . Nós estamos 
prontos para usar duas variáveis numéricas chamadas A e B, desde o 
começo desse capítulo. Nós demos a elas um valor entrando com nú­
meros pelo teclado. Vamos aprender agora a dar nomes a uma vari ­
ável . 

Quando nomeamos uma variável, todos os BASres incluindo o 
BASICs original de Dartmouth, permitem o uso de uma letra, opcio-

* N.T.: O termo em inglês slring pode ser traduzido como va riávcl alfanumérica. 
Entretanto, dado ao uso univcrsal do termo slring usaremos allernadamenle ambos os 
lermos no decorrer do livro, tentando fixá -los junto ao leitor. 
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nalmente seguida por um único número. Aqui estão exemplos de no­
mes válidos de variáveis: 

A (uma letra) 
B (uma le.tra) 
Z (uma letra) 
AI (uma letra e um dígito) 
A2 (uma letra e um dígito) 
B2 (uma letra e um dígito) 

Com essa definição, os seguintes nomes não são legais: 

12 (nào começa com uma letra) 
A2S (muitos caracteres) 
BA (apenas uma letra é permitida) 
IB (deve começar com uma letra) 
AS 1 (muito longo - apenas uma letra é permitida) 

A vantagem dos nomes curtos é reduzir o tamanho e a complexi­
dade do intérprete BASIC. A desvantagem desses nomes curtos é a 
dificuldade de lembrar. Por exemplo, o longo nome RESULTADO é 



mais descr it.ivo e memorizável do que o curto R. Para melhorar a legi­
bilidade, a maioria dos novos BASIC permite nomes longos, isto é, 
uma seqüência de caract.eres. Usualmente, você pode usar qualquer 
número de letras consecutivas, seguidas de dígitos opcionais; até um 
comprimento Náximo. Por exemplo: os seguintes nomes são as variá­
veis legais mais longas. 

VENCEDOR 
PERDEDOR 
RESULTADO 
SOMA 

ESTUDANTEl 
ESTUDANTE2 
ESTUDANTEl4 
CAS024 

Os seguintes não são legais: 

R2D2 (letras não sôo consecutivas) 
3TIMES (co meça com um digito). 

A-ONE (sfmbolo ilegal) 

É claro que um programa com nomes de va r iáveis longos e explíci­
tos é mais legível. Nesse capítulo usaremos ambos, nomes curtos e 
longos, para que você possa usar ambas as convenções. Lembre-se de 
que nomes longos são simplesmente uma questão de conveniência e 
não afetam em nada o programa. 

Há ainda mais uma restrição a nomes: você nãu pode usa r um nome 
que seja uma palavra reservada, isto é, um nome que tenha um sign i­
ficado para o seu intérprete BASIC. Por exemplo. você tliío pode usa r 
LIST, END ou RUN como nomes de variáveis. (Nota: a lista de pa la­
vras reservadas comuns aparece no final desse livro, assim como no 
final do manual de referência do seu inté rprete BAS IC ). Alguns 
BASICs estão ainda proibidos de usar lIma palavra reservada, mClómo 
como parte de um nome. Por exemplo, OR é uma palavra rese rvada 
padrão - por esta razão , em alguns BASICs, voce náo pode usa r 
PORT como um nome de variável. 

Agora que nós sabemos como criar nomes legais para variáveis nu ­
méricas, vamos aprender a dar um nome pa ra um pedaço de tex to co­

L.-..::::~--- nhecido como striflg (cadeia de caracteres). 

' Lu .... ou wna 
va,." .Jvc! string. 
Eu contenho texto. 
Meu nome termlfli'/ 
co/n um $ . " 

Variáveis String (variáveis alfanuméricas) 
Primeiro vamos conhecer uma cadeia de caracteres (st rillg ). Eis um 
exemplo de cadeias: 

"RESULTADO" 
"ESTE E UM EXEMPLO" 
"MEU NOME E JOAO" 
"25 VEZES 4 ~ " 
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Note que uma cadeia de caracteres est:í normalmente inserida entre 
aspas; de outra maneira e la poderia ser confund ida (:om um nome de 
variável. Uma cadeia deve conter uma sequênda de caract.ercl'>, ex­
ceto o símbolo dt:! aspas (cada vcrsáo de BASIC t em, no enk'lnto, uma 
maneira de contornar esta)imitaçàol. O comprimento de uma cadeia 
de caracteres é sempre limitado, o limite típico deve ser 128 CaT<1C­
teres. 

Vamos conhecer agora as variáveisstring. Quando o valor armaze­
nado em uma variável é um texto (isto é, uma cadeia de caracteresl , 
ao invés de um número, a vari ável é chamada de variável strilZg. 

O nome de uma variável string é como um nome de uma variáve l 
numérica , exceto pelo fato de que ela deve ter um "$" no final. Aqui 
estão algu ns nomes curtos válido.!; pal·U variáveis string. 

A$ 
R$ 
AI$ 
B5$ 

Se o seu BASIC pennite nomes longos, aq u i estão vários nomes 
válidos: 

NOME$ 
PRIMEIRO$. 
CIDADE$ 
UNIDADE25$ 

Lembre-se de que um nome como BRAND$ pode ser ilegal para al ­
guns BASIC que contêm a palavra reservada ANO, Mas não se preo­
cupe, porque o intérprete provavelmente lhe dirá isto, tão logo você o 
digite. 

Vamos ilus trar o uso de variáveis string, com um programa que o 
cumprimente pelo nome: 

10 PRINT " EU SOU HAL, O COMPUTADOR" 
20 PRINT " QUAL E SEU PRIMEIRO NOME"; 
30 INPUT PRIMEIROS 
40 PRINT " E QUAL E SEU ULTIMO NOME" ; 
50 INPUT ULTIMO$ 
60 PRINT "ALO,"; PRIMEIRO$;" "; ULTIMO$; "I" 
70 PR1NT " AGORA EU SEI SEU NOME!" 
80 PRINT " EU GOSTO DE"; PRIM EIRO$; "COMO UM PRIMEIRO 

NOME," 

90 ENO 



Se o seu BASIC exige nomes curtos, use P$ no lugar de PRIMEIRO$ e 
U$ no lugar de ULTIMO$. Aqui está uma amostra. Note que oscarac­
teres que você digita aparecem aqui em negrito: 

> RUN 
EU SOU HAl, O COMPUTADOR. 
QUAL E SEU PRIMEIRO NOME? JOAO 
E QUAL E SEU ULTIMO NOME? SOUZA 
ALO, JOAO SOUZA! 
AGORA EU SEI SEU PRIMEIRO NOME! 
EU GOSTO DE JOAO COMO PRIMEIRO NOME. 

> 

Você pode se comunicar com seu computador! Vamos anotar a lgumas 
das características básicas desse programa. Vamos começar com a li­
nha 20: 

20 PRINT "QUAL E SEU PRIMEIRO NOME"; 

Note que essa linha termina com um ponto e vírgula. O ponto e vir­
gula s ignifica '~mostre o caract.ere se~in t.e imediata mente após esse 
texto". O resultado da instrução 20 e sua resposta na instrução 30 é: 

QUAL E SEU PRIMEIRO NOME? JOAO 

Se você tivesse escrito: 

20 PRINT " QUAL E SEU PRIMEIRO NOME" 

com o ponto e vírgula ao final, o resul tado ter ia s ido: 

QUAL E SEU PRIMEIRO NOME 

7 JOAO 

Naturalmente que você pode escolher uma ou outra mane ira. O for­
mato é uma questão de preferência . Mas lembre-se, caso você queira 
que os caracteres digitados apareçam na mesma linha da mensagem 
anterior, use o ponto e vírgula no final da instrução PRIN'I'. Caso con­
trário, a posição seguinte na tela $Crá o começo da linha seguinte. 

Agora nós já sabemos mais sobre as va riáveis numéri cas e string; 
vamos usá-las na continuidade do diálogo com HAL, o computador. 
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Vamos acrescentar o seguinte em nosso programa: 

90 PRINT " QUAL E O ANO CORRENTE f2 DIGITOS)"; 
100 INPUT ANO CORRENTE 
110 PRINT "E M QUE ANO VOCE NASCEU (2 DIGITOS)"; 
120 INPUT ANO DO NASCIMENTO 
130 PRINT "QUERIDO'':'; PRIMElRO$; "; NESTE ANO VOCE TEM OU 

TERA"; ANO CORRENTE - ANO DO NASCIMENTO 
140 END 

Aqui es tá um diálogo de amostra , Novamente os caracte res que 
você digitou são mostrados em negrito: 

QUAL E O ANO CORRENTE (2 DlGITOS)? 84 
EM QUE ANO VOCE NASCEU (2 DIGITOS)? 50 
QUERIDO JOAO, ESTE ANO VOCE TEM OU l ERA 34 

Vamos examinar o programa em detal hes. A inst rução 

90 PRINT "QUAL E O ANO CORRENTE (2 DIGITOS)"; 

impr ime uma mensagem óbvia. Nova men te o ponto e vírgula é usado 
c, portanto, osdois digitos fo ram executados na mesma linha. Na afir­
mação seguinte : 

100 INPUT ANO CORRENTE 

ANO CORRENTE é urna v<ll·iávelnuméri ca. O valor 84 que voei' di­
gitou serâ lido em seu luga r. Daqu i para frente, sempre que o Iwme 
ANO CORRENTE fo r usado, o va lor 84 o substi tuirá automa tica­
mente através do intérprete BASIC. lsto acontecerá na instrução 130. 

A i nSlruçflo 

1 lO PRINT "EM QUE ANO VOCE NASCEU (2 DIGITaS)"; 

é idêntica a instrução 90. Notco pontue ví rgula no fina l. A im:itruc;ão 

120 INPUT ANO DE NASCIMENTO 

é idênt.ica a instrução 100. ANO DE NASCIMENTO é uma nova vari­
ável numérica. Ela contém o va lor 50. Na inst.ruç{1O seguint.e (130) 
nós usamos este nome de variáve l. Nol.e que o valor 50 é auLomat ica­
mente subst! t uído pelo in térprete. Vamos examinar: 

130 PAINT " QUERIDO"; PRIMEIROS; " , ESTE ANO VOCE TEM OU 
TERA"; ANO CORRENTE - ANO DE NASCIMENTO 



Quando essa instrução é executada ocorre o segu inte: 

QUERIDO JOAO, VOCE TEM OU TERA 34. 

Vamos separa r em partes esse res ultado e exa llli nú-Io: 
• 

QUERIDO 

(esla é chamada uma constante alfanum.érica . VII/a CUIl Ij / n llll' a{­
fanuméricaé uma constanle que é parte de uma inslrl/("rlo do pro ­
grama) 

JOAO 

(es te é o valar da string queé digitada /lO ledado e armazcllada na 
variável alfanumérica chamada PRIMElnO$. Ele permanecerá 
lá desde que vocé não use o comundo NEW ou não cntre com 1/1/1 

novo valor em PRIMEIRO$) 

ESTE ANO VOCE TEM OU TERA 

34 

(esta é oulra constante (ilfanll.mérica.) 

(esle é o resu.lta.do do ANO CORRRNTE - ANO DE NASCI ­
MENTO, istoé,84 - 50 = 34) 

Digitando e examinando esse prognlln a você pode, de qualquer 
forma, ficar com algumas frustr ações. Por exemplo, você pode querer 
in t roduzir dados atuais, incl u indo dia c mês para poder ca lcula r s ua 
idade hoje. No en tanto, isto exigirá a comparação dodia e mês de hoje 
com a da ta de seu a niversário. Para fazer isto, nós devemos aprend er 
uma nova instrução BAsre: 

IF (condição) THE N (ação) 

Nós di scutiremos esta inst rução em detalhes no capítu lo 7. U ma ou­
tra coisa que você pode querer fazer é escrever o programa pam qu e se 
execute repetidamente (assim você não precisa d igitar HUN a cada 
vez). Aprenderemos a fazer isto no capítulo 6 quando iremos d iscutir 
a instrução GOTO. 

Agora que estamos fami l iari zados com as variáveis n\.nnéricas e as 
strings, vamos a pre nde r a uti lizá-las em um progra ma longo - pri­
meiro designando um valo!" pa ra uma var iável , depoi s usan do a téc­
nica do contador. 
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Designando um Valor para uma 
Variável (A (ns/rue.,,, LErI 

Até aqui, a única maneira de atribuir um valor a uma variável foi 
com a instruçâo INPUT. Por exemplo, quando a seguinte instruçii.o é 
executada: ' 

20 INPUT A 

Você digita um valor como 5.2 (segundo de ~ ) c o valor de A é t:n tão 
5.2. 

Há, no entanto, outra maneira de atribuir um valor para A. É cha­
mado de in::;trllção designativa. Aqui está um exemplo: 

10 A = 5.2 

(Nota: use 5 em vez de 5.2 se você tem um fiAS le de núme ros intei­
ros). Esta instrução atribui O valor 5.2 para A co mo parte do progra­
ma , assim você não tem que fornecê-lo pelo teclado. Você pode ainda 
escrever: 

10 B = 1 

20 C = 2 
30 A = B-C 



Como você pode ver, o valor de A será 2 + 1 = 3, quando a instrução 30 
for executada. 

Nos llAS1Cs mais novos a instrução designativa deve começar com 
a palavra reservada LET. Nestes BAS1Cs este exemplo poderia ser 
escr ito: 

10 LET B == 1 
20 LETC == 2 
30 LETA = B+C 

o propósito da instrução LET foi simplificar o projeto do intérprete 
dizendo explicitamente que a instrução é uma instrução designativa. 
A instrução LET, algumas vezes, não é usada. Eliminando-a, elimi ­
namos um passo para o programador: 

Vamos agora mostrar o valor da instrução de designação . Nós exa­
minaremos dois exemplos. Em ambos, nós calcularemos a soma e a 
média de dois números. Eis o nosso primeiro programa sem a instru­
ção designativa: 

10 PRINT "DE ME DOIS NUMERaS" 
20 PRINT "EU QUERO CALCULAR SUA SOMA E MEDIA" 
30 PRINT "PRIMEIRO NUMERO POR FAVOR:"; 
40 INPUT A 
50 PRINT "SEGUNDO NUMERO POR FAVOR·"; 
60 INPUT B 

70 PRINT "A SOMA DE"; A; "E"; B; "E :": A + B 
80 PRINT "SUA MEDIA E:"; (A + 8)/2 
90 END 

E aqui está um típico RUN: 

:;,.RUN 

DE ME DOIS NUMEROS 
EU QUERO CALCULAR SUA SOMA E MEDIA 
PRIMEIRO NUMERO POR FAVOR: 24 
SEGUNDO NUMERO POR FAVOR: 41 
O TOTAL DE 24 E 41 E: 65 
SUA MEDIA E: 32.5 
> 

Repare que a expressão A + B é repetida duas vezes-na instrução 
PRINT. Este é um inconveniente pequeno. No ept..mto, num progra­
ma mais longo isto inclui a possibilidade de se digitar erros. Em 
suma, se você quiser mudar o programa para usar uma fórmula di­
ferente, seria necessário reescrevê-lo. 
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Aqu i está um programa equivalente que usa uma uariáuel inter­
mediária chamada SOMA, para armazenar o resu ltado . É mais fácil 
de ler e com menos possibilidades de er ro. 

10 PRINT" DE ME NUM EROS" 

20 PRINT "QUEr.O CALCULAR SUA SOMA E MEDIA" 

30 PRINT " PRIMEIRO NUMERO POR FAVOR:"; 
40 INPUT A 

50 PAINT "SEGUNDO NUMERO POR FAVOR:"; 

60 INPUT B 

70 SOMA = A + B 

80 MEDIA = SOMA / 2 
90 PRINT "A SOMA DOS NUMEROS ACIMA E:"; SOMA 

100 PRINT "SUA MEDIA E:"; MEDIA 

110 END 

Duas novas variáveis são usadas: 

70 SOMA = A+ B 
80 MEDIA = SOMA / 2 

Usando nomes de var iáveis ad icionais tem-se duas vant.agens: o 
programa é ma is claro e émais fácil para modificar. Por exemplo , va­
mos admitir que agora queremos mudar este programa para obter a 
média de três números. Para fazer isto , digitar íamos: 

62 PRINT " TERCEIRO NUMERO POR FAVOR:"; 
64 INPUT C 

70 SOMA =' A + B + C 

80 MEDIA = SOMA / 3 

No resto do programa não haveria modificações. Nós ter íamos s im­
plelômente escrito um terceiro número, e modificado a fórmula em um 
único local. Aqui está o programa completo: 

lO PRINT "DE ME NUMEROS" 

20 PRINT " QUERO CALCULAR SUA SOMA E MEDIA" 

30 PRINT "PRI MEIRO NUMERO POR FAVOR:"; 
40 INPUT A 

50 PAlNT "SEGUNDO NUMERO POR FAVOR:"; 

60 INPUT B 

62 PRI NT " TERCEIRO NUMERO POR FAVOR:"; 

64 INPUT C 

70 SOMA = A + B + C 
80 MEDIA = SOMA/ 3 

90 PRINT "A SOMA DOS NUMERaS ACIMA E:"; SOMA 
100 PRINT "SUA MEDIA E:" ; MEDIA 

11 0 END 
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E um típico RUN: 

DE ME UM NUMERO 
QUERO CALCULAR SUA SOMA E MEDIA 
PRIMEIRO NU~ERO POR FAVOR:? 5 
SEGUNDO NUMERO POR FAVOR:? 3 
TERCEIRO NUMERO POR FAVOR:? 10 
A SOMA DOS NUMERaS ACIMA E: 18 

SUA MEDIA E: 6 

Agora, aprendemos dois métodos para a:;sociar um va lor a urna 
variável: 

.... Podemos usar a instrução lNPUT - quando um valor ti suprido 
em tempo de RUN, isto é, cnquanto o programa é executado . 

.... Podemos usar uma instrução designativa - em que um valor ou 
um método para calcular um valor (uma fórmu la) é armazenado 
no interior do prõp,"io programa. 

o primeiro método (usando a instrução INPUT) deveria ser usado 
quando você espera que o valor explicitamente suprido pela variável 
(este não é um va lor calculado) seja diferente cada vez que o progra­
ma é executado. 

O segundo método (usando uma instrução designativa) deveria ser 
utilizado toda vez que você usar uma fórmula para c<:Ilcular O valor da 
variável ou toda vez que você espera que o valor explicitado (isto é, 
um valor não calculado) permaneça o mes mo, a cada vez queo progra­
ma for exeeutado. 

Vamos agora aprender as regras completas para escrever uma ins­
trução designativa. 

A Sintaxe de uma Designação 
As regras (ou sintaxe) para escrcver uma inst.rUl:~üo designativa são 
simples: A forma geral de uml:l instrução des ignativa é: 

< variável > = < expressão> 

Deve sempre haver uma variável à esquerda e uma expressão à direi­
ta. Mas precisamente, uma expressão é: 

.... um número ou uma variável ou 

.... um número ou uma variáve l seguidos de um operador (assim 
como +, - , *, /) e uma outra expressão. 
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Aqui estão algumas expressões de amostra: 

3 
A 
2+2 
A+2 
A + B *3 

(um número) 
(uma variável) 
(número, operador, número) 
(variávEL, operador, número) 
(variável, operador, expressão) 

Expressões devem ser incluídas entre parênteses, por exemplo: 

3+(A + 2)!2 
B + «C * 2) + (D/2))/4 

Você pode querer pensar numa expressão como um valor, ou como 
alguma coisa a ser calculada que resulte num valor (em outras pala­
vras, como uma fórmula para um valor calculado). 

O símbolo igual (=), usado em uma instrução designativa, não tem 
a mesma interpretação que tem na matemática padrão. Numa ex­
pressão ele significa "recebe o valor de". Por exemplo, você pode es­
crever: 

10 A = 1 

20A = A + 1 

(A expressão A = A + 1 poderia ser sem sentido ou um absurdo na 
matemática). Em BASre, após a afirmação 20 ser executada, o valor 
de A será 1 (o valor prévio de A) + 1 = 2. Para evitar qualquer confu­
são, várias das modernas linguagens de programação usam a_ ou os 
símbolos: = ao invés do sinal =. Lembre-se de que em uma instrução 
designativa em BASIe, o sinal = indica que a variável da esquerda 
recebe o valor da expressão da direita. Aqui estão exemplos de instru­
ções designativas válidas: 

A = - 3 + 2 ( - 3 é um número inteiro negativo) 
B = A+l 
C ~ (2 * 3) + (A I B) 
MEDIA ~ SOMA I NUMERO DE PARCELAS 
QUADRADO = A >I< * 2 
X = B * * 2 - (4 * A >I< e) 

Vamos examinar esta última designação e verificar se ela satisfaz 
nossa definição. 

B * "2 

é 

< variável> < operador> < número > 



seguido de 

- (4 * A • C) 

isto é, 
• 

< ope rador> < expressão entre parênteses que contém um 
val ol" > 

Dentro do pa rêntese 

4'A*C 

é 

< número > < operador > < variável > < operador> 
< variúvel> 

Sim, é uma expressão válida. 

No entanto, as seguintes dési/,TJlaçÕCS não são válidas: 

B + C o: SOM A (apenas uma uariável - ~tão umaexpres­
são - à esquerda. do sinaJ = ) 

2 = A (eleve haver uma variável, não um valor, 
ti esquerdo.) 

SOMA = B + C (0/3) (operador faltando depois do, C) 

(MEDiA) = (B + C)f2 (Ilão hâ parênteses do lado esquerdo) 

(faLiando valor à direita) 

Finalmente, note que no momento em que uma designação é exe­
cutada, todas as variáveis do lado di reito do sinal = dcvem ter recc­
bido um valor. Se você escrever: 

la B = 2 
20 SOMA = B + C 
30 INPUT C 

o programa falhará na linha 20 desde que C não tem um valor. Você 
provavelmente pretendia escrever: 

l a B = 2 

20 INPUT C 
30 SOMA = B + C 
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Nós agora a pre nde mos a si ntaxe das designações. Vamos usar esta 
nova experiência e introduzir uma técn ico} importante para o uso de 
des ignações: a técnica de contagem. Nós a usaremos em vários dos 
nossos programas. 

A Técnica da Variável de Contagem 
Lembre-se de que uma variável é simple:-;mente um nome dado pa­
ra urna locaçüo da memóri a. Um val or pode ser armazenado numa 
locação da memória pelo uso da instrução INPUT ou uma instruçúo 
des ignativa ("' ). Neste exe mplo, nós que re mos mudar o va lot· de uma 
vàriável, repetida mente , de forma a contar eventos. A têl.: n ica i.l se r 
w:l(lda para fazer is to é chamada de: a técnica de con {ador de variáveis. 

Vamos agora demonst.rar como designaçõcs suces.<;ivas podem IllU · 

dar o valor da vari ável N. DiJ..:"ite o seguin te no modo imediato. (Nut;"l: 
Ci>tc modo também é Challl<Hlo de macio dI' (:alcu!a(/om .): 

N '" 1 

o va lor é automaticamen Le a rmazenado em N. Vamos verifi ca r o que 
ocorre. Dig ite: 

PRINT N 

o va lor 1 apa n,'Ce. Agora di g ite: 

N agora conté m 2. Digite: 

PRINT N 

A resposta é : 

2 



"Eu sou uma vanave! 
de contagem." 

o va lor 2 subotitu iu o va lor 1 em N. Digite: 

N=3 

Agora digite: 

• 
PRINT N 

e verifique que o valor 3 foi armazenado em N. O mecanismo traba­
lha. Nós, daqui a pouco, usaremos esta técnica para contar eventos. 
Em outras palavras, uma variável pode ser usad a como um contador 
de eventos. Aqui está um exemplo de um programa a vançado que cal­
cula quantas vezes você informa um nú mero no teclado. Ele pára 
quando você atinge zero. 

10 SOMA = O 

20 SOMA = SOMA + 1 

30 PRINT "ENTRADA DE QUALQUER NUMERO. DIGITE ZERO PARA 
PARAR"; 

40 INPUT NUMERO 

50 PRINT "VOCE DEU ENTRADA A" ; SOMA; " NUMEROS" 

60 IF NUMERO < > ZERO THEN 20 

70 END 

Ma is tarde, no capítulo (j , nÓii eX~lInina remos inl'iLt"uções como a ill K­
truçáo 60 delalhadamcnLc. A i IlsLruçüo significa: lI" N UM ~:: RO não c 
igual « » a ze ro, 'I'HEN (entàol execuLc a ins truçüo 20. Aq ui eKtit 
um t. ipico RUN : 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARA~? 5 
VOCE DEU ENTRADA A 1 NUMERO. 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARAR? 1 
VOCE DEU ENTRADA A 2 NUMEROS. 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARAR~ 2 

VOCE DEU ENTRADA A 3 NUMEROS. 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARAR? 3 
VOCE DEU ENTRADA A 4 NUM EROS. 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARAR? 4 
VOCE DEU ENTRADA A 5 NUM EROS. 

ENTRADA DE QUALQUER NUMERO. DIGITE O PARA PARAR? O 
VOCE DEU ENTRADA A 6 NUMERaS. 

END 

Neste programa o valor de SOMA é inicializado em O na primeira ins­
trução. Ele acrescenta mais um, a cada vez que um novo número é 
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introduzido. Esta é uma variável de contagem. Nós veremos vários 
exemplos desta técnica conforme formos escrevendo mais programas. 
Mais tarde, aprenderemos a ajustar tal programa, caso não que ira­
mos ter o O contado como número quando paramos o programa. 

Sumário 
Neste capítulo aprendemos a escrever programas que podem ser utili­
zados repetidamente. Estes programas fornecerão novos resultados, 
dependendo dos valores introduzidos pelo teclado. Nós conseguimos 
isto através do uso de variáveis e de valores designados para elas. 

Uma variável deve ser entendida como um nome dado para uma 
locação da memória, na qual um valor ou um texto pode ser armaze­
nado ou acumulado. 

Nós aprendemos a mudar o conteúdo de uma variável usando uma 
instrução designativa ou um INPUT. Nós podemos agora escrever um 
programa simples que automatize um diá logo ou um cálculo simples. 

No entanto, nossos programas agora, consistentemente, excedem 
dez linhas. E les estão se tornando longos. Vamos mantê-los claros. No 
próximo capítulo, antes de proceder a qualquer aprendizado adicional 
com novos detalhes e técnicas, nós aprenderemos a escrever um pro­
grama cla ro. 

Exercícios 
4-1 : Introduza quatro números pelo tec lado e mostre o total. a média e o produto 

dos mesmos. 



4-2: Vamos admitir que seu BASIC permite "variáveis com nomes longos" São 
válidos estes nomes de variáveis] 

a, 248 
b.B24 
c. A + a 
d. A~LUSB 

e. ALPHA2D 
f. EXEMPLO 
g. INPUT 
h. INPUT 1 

i. PI 
j.3$ 
k. TRES 
I. NOME$ 

4-3: Escreva um programa que pergunte O nome do usuário e diga: "EU ACHO 
QUE CONHEÇO UM (o nome aqui)! " 

4-4: Escreva um programa que solicite: 

- o nome de um objeto 
- o nome de uma peça de mobília 
- o nome de um amigo 

e então diga: " O SEU AMIGO (nome) TEM UM (objeto) SOaRE UMA (peça 
de mobilia)") 

4-5: Escreva um programa que solicite a cor de seus olhos e então diga: "EU 
GOSTO DE OLHOS (a cor)" . 

4-6: As seguintes instruções são válidas? 

d . B + C = A 
e.3 = 2 + 1 

a. A + 1 = A 
b.A= A +A+ A 
c. A = B + C f. NUMERO = PRIMEIRO + UL liMO' 2 
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Escrevendo u 

Até agora nós escrevemos programas 
curtos, usando três IlpOS diferentes de 
instrução: PRINT, INPU T e designativa 
(=). Nós também aprendemos a escre­
ver exp ressões artt mé tlcas simples. 
Nos capitulos quo se seguem, apren­
deremos novas técnicas e tipoS de in s­
trução. c escreve remos prog ramas 
mais longos. Antes de prosseguir, no 
entanto. vamos aprende r a faze r com 
que nossos proyr<1mas sejam claros e 
legíveis. 

Fazer um programa legível é Impor­
tante. Se você esc reve um prog rama 
hOJe e vai usa-lo ou m udá-lo daqui a al­
guns dias. levara provavelmente algum 
tempo para se lembrar e entender o que 
o programa faz e como faz . A regra é pla­
nejar antecipadamente e fazer cada pro­
grama tão legível quanto possível na ho­
ra em que o escreve. O propÓSito desse 
ca pítulo ó ajudá-lo a melhorar a legibil i­
dade de seu programa. Examinaremos 
sete técnicas: 

1. O uso da instrução REM {inlroduz obser· 
vações num programaI 

2. O uso das múltiplas instruções em uma 
linha 

3. O uso de espaços vazios dentro de uma 
instrução 

4. O uso do "PRINT vazio·' e da instrução 
eLE (para melhorar o "display" da lelal 

5. O uso da instrução " INPUT reduzida" 
{para reduzir o numero de linhas de um 
programai 

6. A seleção de nomes signilicativos para 
as var iaveis. 

7. A numeração apropriada da l inha . 

Agora descreveremos uma lécn ica de 
cada vez. 



m Programa 
laro 

- -
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A Instrução REM 
Aqui está um exemplo do uso da instrução REM: 

10 REMu'PROGRAMA DE ADICAO··· 
20 PRINT "DE ME DGIS NUM EROS:" ; 

30 INPUT PRIMEIRO, ULTIMO 

40 PRINT "SUA SOMA E:"; PRIMEIRO + ULTIMO 

50 END 

A instrução REM é usada pa ra torna r os programas mais legíveis, in· 
troduzindoobservaçães no texto. Esta instrução é ignorada pe lo intér­
prete quando O programa é executado e nâo tem efeito sobre o pmgra­
ma. Aqui estão exemplos adic ionais de observações qu e vace pode 
usar: 

25 REM AGORA LE IA OS DOIS NUMEROS 
45 REM NOS PODEMOS AINDA Ml)LTIPlICA LOS COMO PARTE DA 

INSTRUCAQ ACIMA 

As observaç6es são 
IflV/5IVelS p ara o 
Ifllerpre te 



" Vep como alguns 
aslenscos fazem seu 
prograrna mais leglvc l ' 

e aqui está o programa resultante: 

10 REM+HPROGRAMA DE ADICAO~H 

20 PRINT "DE ME DOIS NUMEROS;"; 
25 REM AGORA LEIA OS DOIS NUMEROS 
30 INPUT PRIMEIRO, ULTIMO 
40 PRINT "SUA SOMA E:"; PRIMEIRO + ULTIMO 
45 REM NOS PODEMOS AINDA MULTIPLICA LOS COMO PARTE DA 

INSTRUCAO ACIMA 
50 END 

Para melhorar a legibilidade, use livremente asteriscos, hifens ou 
outros símbolos: 

10 REM""'~PROGRAMA DE ADICAO""" 
60 REM _ .• _. SEGUNDA PARTE _ .. - -

100 REM = = = - - GRAND FINALE - - - = = 

200 REM $$$$$ MUDE ESTA SECA0 MAIS TARDE $$$$$ 

Várias Instruções em uma Mesma 
linha 
A maioria dos BASICs permite que você escreva duas ou mais instru­
ções na mesma linha, usualmente separadas por uma vírgula. Aqui 
está um exemplo: 

50 PRINT "DIGITE UM NUMERO"; : INPUT NUMERO 
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Isto é equ ivalente a: 

50 PRINT "DIGITE UM NUMERO"; 
60 INPUT NUMERO 

Note que deve haver ':penas um nú mero de li nha por li nha. Ou­
trossim, qua ndo duas instruções sào escritas na mesma li nha há a l>e­
nas um número de linha à esquerda. Aqlli está outro exem plo: 

100 REM"'*CALCULE TUDO EM UMA UNHA~lH 
110 SOMA = A + B : PRODUTO ", A ''S : MEDIA '" SOMA 12 

Há três instruções na linha 110. 
Escrever várias instruções na mesma linha traz benefícios em pe lo 

menos do is casos: para clareza do INPUT e para introduzir observa­
ções à direita da instrução. Aqui está um exemplo, mostrando como o 
INPUT fica mai s claro: 

70 PRINT " INTRODUZA DOIS NUMERaS"; : INPUT Nl, N2 

A linha 70 está escrita, correspondendo ao que acontece na tela. Isto 
torna o programa mais fácil de ler. 

Aq ui está um exemplo , mostrando como um REM é introduzido na 
mesma linha a que se refere a instrução: 

60 RESULTADO = A + 2'B - 5: REM O RESULTADO DEVE SER POSI­
TIVO 

Aqui está um outro: 

50 TEMPERATURA = (FAHR-32) • 5/9 : REM CONVERTER PARA 

CELSIUS 

Utilizando Espaços em Branco 
(espaços vazios) 
Com exceção de nomes, cadeias de caracteres, ou dados, os brancos 
são ignorados pelo BASIC. Por exemplo, você pode escrever: 

20 PRI NT4+ 2·3 

No entanto, uma instrução como esta é difícil de ler. hll'fi fac ilita,· a 
releitura de seu programa , use liberalmente os espaços vazios. Use 
espaços em branco: 

.... depois de cada palavra reservada como PRINT ou. INPU1'. 



Use espaços IIberafmenre 

Aqui estão exemplos: 

50 PAINT 4 
60 INPUT NUMERO 

.. antes e depois de cada operador. 

Aqui estão exemplos: 

30 PRINT 4 I- 2 ~ 3 
40 RESULTADO = A1I{{B - C) • Dl 

Você pode ainda querer usar espaços antes de uma palavra reser· 
vada, para alinhar ou ressaltar as instruções em seu programa. Aqui 
está Uni exempl o: 

10 PRINT "DEZ" 
20 PRINT "VINTE" 
90 PRINT "NOVENTA" 
100 PRINT "CEM" 
200 PRINT "DUZENTOS" 
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Sem os doi s espaços alinhadores nas linhas 10, 20 e 90, o prngmma 
a parecena assi m: 

lO PRINT "DEZ" 

20 PRINT "VINTE" 

90 PRINT "NOVENTA" 

100 PRINT " CEM" 

200 PRINT "DUZENTOS" 

f·'inalment.e, aqui está um exemplo do uso do espaço vmo:iodentro da 
afirmação REM, para fac il ita r ai nda ma is a leitura: 

, REM ESTE PROGRAMA MANTEM MEU ESTOQUE 

2 REM DIREITOS RESERVADOS PROPRIOS 1984 

3 REM ESTAS SAO AS VARIEVEIS 

4 REM C E ACOR(1 Ala) 

5 REM U E O NUMERO DAS UNIDADES (ATE 1.000) 

6 REM 5 E O TAMANHO (1 A 50) 

7 REM C5T E O CUSTO UNITARIO 

8 REM R E O PRECO DA VENDA 

9 REM a E A QUANTIDADE DE COMPRA 

Note como os espaços são utili zados para rcalçar a legib ilidade. Vocô 
não pode, no entanto, adicionar espaços no meio de uma palavra re­
servada , ·em um nome de variável, ou dUl'ante uma resposta a um lN­
PUT, a nâo ser que os espaços sejam pal-te de uma cadeia de carac­
teres. 

Aperfeiçoando o Visual de Saída 
Duas novas técnicas podem ser usadas para aperfe içoar a forma como 
seus resultados apa recem na tela: a instrução CLE (c"lear) e a instru ­
ção PRINT vazia. 

A instrução CLE limpa a tela ao tempo em que ela é usada. Você 
pode querer começar cada programa novo com: 

10 NEW : CLE 

Esta é uma instrução dupla numa única linha que limpa a memória 
(NEW) e a tela (eLE). 

Aqui está um truque que você pode usa r. No final do seu programa 
você pode escrever: 

110 CLE: lIST 



SlInpliflque-o! 

Isto I impará a tela e listará o programa in ­
teiro, antes que ele seja executado. 

Vários BASle", mas não todos, [J0S­

suem um comando CLE ou similar (CLS, 
por exemplo). Cuidado que o comando CLE 
no BASIC Microsoft limpa as variáveis, ao 
invés da tela. (Nota: Se o seu BASlC nào 
tem um CLE, você geralmente pode conse­
guir O mesmo resultado, digitando: 

10 PRINT CHR$ (NUM) 
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onde NUM contém o código numérico de um caractere eopecial, que 
limpará a tela, especificado no manual.) 

A instrução PRINT vazia pode ser usada para mostrar uma lil.lha 
em branco (salto de linha). Você simplesmente digita: 

,. 
50 PRINT 

e uma linha em branco é executada. Se você quer pular trêg linhas na 
tela, digite: 

50 PRINT: PRINT: PRINT 

ou equivalentemente: 

50 PRINT 
60 PRINT 
70 PRINT 

Simplificando a Instrução INPUT 
Sempre que você usar uma instrução lNPUT, deve lembrar ao usuú­
rio do prog rama, explicando sobre o que entrar . Aljui está um 
exemplo: 

50 PRINT "DIGITE DOIS NUMEROS INTEIROS"; 
60 INPUT IDADE1, IDADE2 

A seqüência PRJNT-INPUT é tão lIsada que os mai s modernn~ 
BASICs permitem o encm·tamento da instrução lNPUT, c você pode 
escrever: 

50 INPUT "DIGITE DOIS NUMEROS INTEIROS"; IDADE1, IDADE2 

o qual é equivalente às duas instruções acima. Esta técnica dI: simp li ­
ficação reduz a d igitação necessá ria e mostra, daramente, o 
exectJtado na tela. 



&0 se u BASIC nâo permite esta s implificação, você pode usar uma 
instrução dupla em uma li nha : 

50 PRINT "DIGITE DOIS NUMEROS INTEIROS"; : 
INPUT IDADE', IDAOE2 

• 

Selecionando os Nomes das Variáveis 
Você sempre deveria selecionar nomes dI::! va riáveis que possam radl ­
menle lembrar-lhe o que ° nome represenlu . Por outro ludo, você pode 
encontrar dificuldades pal·a escrever um programa longo e cometer 
vários erros acidentais . Ass im , se os nomes de suas vari áveis nào 
forem claros, você pode, mais tarde, ser incapaz de imaginar o que faz 
o se u programa. 

Se o seu BASIC permite a penas wna única letra a lém de um dígito 
opcional como nome de variáveis. nào há mu iLooque você possa fazer. 
Aqui estào alguns nomes significativos: 

'0 REM NOS USAREM OS: 
20 REM 

30 REM 
R PARA RESULTADO 
P PARA PRIMEIRO NUMERO 

40 REM U PARA ULTIMO NUMERO 

Numere suas {mIJas 
adequadamente 
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Se o seu BASIC permite letras e nomes variados, util ize-os. Aqui está 
o exemplo acima, reescrito para uti li~ar esta facilidade: 

10 REM AQUI ESlAO AS VARIAVEIS PARA O SEGUNDO NUMERO 
20 REM RESULTADO PARA RESUl lADO 
30 REM PRIMEIIW PARA PRIMEIRO NUMERO 
40 REM UL liMO PARA UL liMO NUMERO 

Aplicam-se duas restrições essencia is. 

~ Seu BASte usualmente restringirá você a um número máx imo 
de caracteres . 

... Você nilo pode usar uma pa lHv nl reservHda corno PI{J N'I', HEM 
ou INPUT. co mo um nome de va ri áve l. 

É uma boa idé ia identificar os nomes de todas as va riáveis no co­
meço de cada programa, assim como algumas fórmulas e equaçôcs 
que queira utilizar. 

A Numeração Apropriada das linhas 
Até aqu i" neste capítulo, nós numeramos as linhas com mú lt.iplos de 
10, 

10 (instrução) 

20 (instrucãol 

30 (instrução ) 

Você pode. no entanto, usar qua lquer seqüência que queira. con· 
tanto que use números inteiros positivos e não vá além do li mi te do 
número de linhas do seu intérprete. Por exemplo , você pode escrever: 

ou: 

, (instrução) 

2 (in strução ) 
3 (in strução) 

100 (i nstrução) 

200 (instrução) 

300 (instrução) 

Nós tomamos a precaução de deixar um espaço padrão entre nú· 
meros consecut ivos de instrução para que possamos racil mente adi o 



cionar correções ou melhorias mais tarde. Po r exemplo, aqui está a 
versão 1 de um programa: 

10 REM*uPROGRAMA DE MUlTIPLlCACAO· u 
. , 

20 INPUT "DE."ME DOIS NUMEROS";Nl,N2 
30 PRINT "O PRODUTO E: ";N1*N2 

40 END 

Agora nós queremos clarificar o programa e melhorar o seu visual. 
Para fazer isto, nós digitaremos a seguinte instruçáo adiciona l: 

5 NEW : ClE 
15 PRINT " ESTE E UM PROGRAMA DE MULTIPUCACAO AUTOMA­

TICA" 

16 PRINT: PRINT : PRINT 
35 PRINT : PRINT 

A nova informação será inserida automaticamente. Vamos agora li s­
tar - LIST - o resultado: 

> LlST 
5 NEW: CLE 

10 REM** "PROGRAMA DE MULTIPLlCACAO~·" 

15 PRINT " ESTE E UM PROGRAMA DE 
MULTIPUCACAO AUTOMATICA" 

16 PRINT: PRINT: PRINT 
20 INPUT ·"DE ME DOIS NUMEROS"; N1. N2 
30 PRINT " OPAODUTOE:";Nl*N2 
35 PAINT: PAINT 
40 END 

Aqui está uma amostragem do nosso programa melhorado: 

DE ME DOIS NUMEROS? 12, 15 
O PRODUTO E : 180 

Se você planeja fazer alguma w rreção ou adiCIOnar alguma instru­
ção, deve dei xar grandes espaços na numeraçâo de suas linhas e usar, 
por exemplo: 

10 (Instrução) 

50 (instruçào) 

60 (instrução) 

100 (instrução) 
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Muitos BASICs têm um comando especial chamado Rb:NU MBER 
(renumeração), que automaticamente renumera t.odas as li nhas de 
seu progra ma com um incremento de 10. Isto é muito ulil em um pro· 
grama longo onde você pode esgotar uma seqüência de números ao 
inserir uma correção OI? "acréscimo", 

Sumário 
·Escrever programas que funcionem envolve um ingrediente chave: 
discipl ina. É importan te ser tão ordenado e organizado quanto possí­
vel, ao se escrever pl"Ogramas. Simplificaçáes incluem a possibilidade 
de enganos. Em particular, u&e o tempo necessário pa ra tornar claro 
seus programas. Neste capítulo nós descrevemos e acentua mos as téc· 
nicas necessárias para escrever programas claros. 

À medida que você escreva programas em BASIC, você deve envi ­
dar esforços para seguir as sugestões oferecidas neste capítu lo. É es­
sencial que você adquira bons hábitos para programar; caso con trário 
seus programas podem Be tornm" ilegíveis ou a té mesmo não funcio­
nar , à proporção que se tornem cada vez mais complexos. 

Exercícios 
5-1 : Descreva as técnicas que melhoram a legibilidade da leia 

5·2: O que vem abaixo é lega l? 

a A - A ,. 1 

b A =- A 

c. PRIN r ALPHA + 2 

d SUM - 2 \ (3 \ (4/5))/2 

+ 8. IN PUT NUM [ 11Q 

I. SUM - 2 2 ' 33 



5-3 : Explique por que a maiOria dos INPUTs devem ser acompanhados de uma 
mensagem prévia: 

-5-4 : Escreva três exemplos de INPUTs encurtados. 

5-5 : Por que usar RE Ms? . 

• 5-6: Qual é o valor de A depois destas duas instruções: 

30 A= 3 
40 REM A = 4 
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At é aqui, ap ren demos a nos comun i­
ca r com o computador e a uti liza r arit ­
méticas simples. No entanto, os pro­
g ra mas já rea lizados foram bobos e 
simples de serem rea liza dos m anual­
m ente; t a l fato se deve a t er m os 
usado apenas os recursos elem en­
tares do computador. Nôs não ti ra­
mos v an tag ens dos recursos mais 
avançados. Por exemplo: os com pu­
tadores são particula rmente bo ns 
para real izar duas tarefas: tomar de­
cisões complexas (baseada s em ló­
gica e em valores) e executar tarefas 
repetit iva s m uitas vezes, num curto 
período de tempo. Isto e o que apren­
deremos a fazer neste e no próximo 

ca pít u lo . Em parti cu lar, aprendere­
mos a tomar decisões. Nosso progra ­
m a se tornara " inteligente" à medida 
que decide o que fazer. 

Em BASle, deci sões de programa 
sã o tom adas te st ando um v alor, 
usando a instrução IF. Se o teste for 
bem·sucedido, uma pa rte do progra ­
m a é executada. Se fa lhar, uma outra 
pa rte é que será exec utada. Apren­
deremos agora a usar a instrução IF 
pa ra reali zar testes. Também ap ren­
d eremos o uso da inst rução GOTO 
para forçara programa a executar um 
g rupo de instruções fo ra da seqüên­
cia numérica: 



A Instrução IF 
A instruçào IF é escrita" 

IF Icond ição) 'l'HEN linsLruç;}o, isto é. faça algo) • 

Aqui está um exemplo : 

IF 1= 1 THEN PRINT "UM" 

o efeito dessa instrução é claro . Se OFl o valor da vari ável I é igua l 
a 1, ao tempo da execução desta instrução, entáo <THENI a pa l<lVnJ 
um é impressa . Se I não fo r igual aI, nada acontecerá e a inslrução 
seguint.e do programa é exec~tada. 

1 = 1 é chamada de uma expressão lógica. A exp ressão 1 = 1 é ver­
dade quando I é igua l a I ; caso contrário, e la é falsa. 

A informação 11-' ... Tl-IEN permite a você testar os valores de uma 
expressão e executar uma instrução ou outra - isto é, tomar uma de­
ci sâo - dependendo do resultado do Leste. Aqui está um outro 
exemplo: 

10 INPUT I 

20 IF I = 1 THEN PRINT "UM" 
30 END 

Olhe para a expressão 
mdeclsa do Omo. 
Ele p recisa escolher um 
dos dOIS cam/l1hos. 
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Agora siga Q programa. DigiLe "1" no Leclado. Sua tela mostrará: 

> RUN 
'1 
UM 

> 

Siga o programa novamente. Digite "2" no teclado. Em sua tela 
aparecerá: 

> RUN 
12 
> 

Desta vez, nenhuma mensage m foi exerutmla em respost.a ao 2. 
Vamos agora ensinar nosso programa a reconhecer os números de 

1 a 4: 

10 REM ESTE PROGRAMA RECONHECE OS NUMERaS DE 1 A 4 
20 INPUT "DIGITE UM NUMERO INTEIRO:"; NUMERO 
30 IF NUMERO = 1 THEN PRINT "UM" 
40 IF NUMERO - 2 THEN PRINT "DOIS" 
50 IF NUMERO - 3 THEN PRINT "TRES" 
60 IF NUMERO = 4 THEN PRINT "QUATRO" 

70 END 

Vamos executaI" o programa. Aqui eslúo duas execuções típicas, como 
aparecem na tela (em negriLo): 

>RUN 
DIGITE UM NUMERO INTEIRO :? 3 

TRES 
>RUN 
DIGITE UM NUMERO INTEIRO :? 5 

> 
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Nos podernos fazer o 
programa pu/ar 
f aTa cJn sequencla 
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Isto é bom, mas ainda não é perfeito. O ideal seria que quando digi­
tássemos 5, o programa respondesse alguma coisa como: 

EU NAO CONHEÇO ESTE NUMERO. 
, 

ou então requisitasse um outro número inteiro. 
Existe uma característica especial da instruçãO IF que permite tal 

solução. Por exemplo, você pode escrever: 

70 IF NUMERO = 5 THEN 20 

onde 20 é o número da linha a ser executada caso o teste tenha 
sucesso. Esta é uma nova forma da instrução IF. Esta instrução in­
dica que se o número é igual a 5, então a linha 20 deve ser executada 
em seguida. Agora nós pularemos fora da seqüência! Aqui está um 
exemplo: 

10 INPUT I 
20 IF I = I THEN 50 
30 PRINT"VOCE NAO DIGITOU UM 1" 
40 END 
50 PRINT "VOCE DIGITOU UM 1" 
60 END 



Sou um erro no 
proqramé). Pegue i 
VOU' . .-', 

RUN este programa e digite "1" no teclado. Sua tela mostrará: 

>RUN 
, 1 

VOCE DIGITOU UM 1 

> 

RUN o programa novamente e digite um "2" no teclado . Sua tela mos~ 
trará: 

>RUN 
72 
VOCE NAO DIGITOU UM 1 

> 

Nosso programa ficou " int~li gente", isto é, dá uma mensagem 
apropriada quando o dado de entrada é ou não 1. Você iria se admirar 
se tivéssemos chegado ao mesmo resultado usando o formato original 
da instrução IF. Vamos tentar: 

10 INPUT 
20 IF I = 1 THEN PRINT "ESTE E UM ÚM" 
30 PRINT "ESTE NAO E UM UM" 
40 END 

Agora siga este programa e digite um 1 no teclado. O resultado é o 
seguinte: 

>RUN 
71 
ESTE E UM UM 
ESTE NAO E UM UM 

Não funcionou . Indiferente ao sucesso ou fracasso do IF, a próxima 
instrução que se segue no programa (a instrução 30) foi executada. 

Neste exemplo obtemos primeiro a mensagem correta quando o IF 
é executado: 

ESTE E UM UM 
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Então a segunda mensage m é executada: 

ESTE NAO E UM UM 

A nova forma da instrução 11": 

IF I = , THEN 50 

Um IF bem-sucedido 
força o Intérprete 
a ativar a mstrução 

eli mina este problema . Usaremos esta inst.rução freqüentemente em 
nossos programas, 



Vamos agora olhar aten tamente a instJ'uçâo IF para uliliz<l- Ia ple­
namente . A forma geral da instrução 11" ... THEN é a segu inte: 

IF (expressão lógica) 'PHEN (instrução executável ou 
número de linhal. 

Vamos examinar agora as expressões lógicas e as instruções execu­
táveis, uma de cada vez. 

As Expressões Lógicas 
Em nosso exemplo, I - 1 é uma expressão lógica; isto é, pode ser tanto 
verdadeira quanto falsa . Verdadeiro ou fa lso são chamados valores 
lógicos. Aqu i estão alguns exemplos de expressôes lógicas: 

1 = 1 
1> 4 
NUMERO < 100 
ANO<>5 
IOADE < 13 

(I igual ui) 

(/ é maior qm> 4 ) 

(NUME1W é menor que 100) 
(ANO lIão é igual 05 ) 
(IDADE li menor que 13) 

Uma expressão lógica combina valores ou variáveis com operadores 
lógicos. Para completar, os operadores que você pode usar como ex­
pressões lógicas são: 

igual 
<> não igualou 

d iferente (em matemática isto é escrito como 'I: 0/1 #) 

< menor que 
> maior que 
<= menor que ou 

igual 
>= maior que ou 

igua l 

(em matemática se escreve ,.,;; ) 

(em matemática se escreve ~) 

Aqui estão algumas expressões lógicas mais complexas: 

(NUMERO + 2) > 4 
(IDADE - 5) > = 10 
«2 * I - 5)/2) < 10 
2> 1 

Você pode ainda escrever: 

4>2 (isto é sempre IJerdadeiro) 
4=2 (isloésemprefalso) 
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As seguintes não são lógicas vál idas: 

2< 1< 0 
(2 IDADE - 2) 

(apenas u.m uperador relacion.al pode 8er usado) 
(expressào lido -válida - (alfa u.m "' . Deveria I;er 
escrito (2 * IDADE - 2) < 5 ) 

Você pode a inda combi nar expre:ssôes lógicas usando os ojJerador('s 
lógicos AND, OR e NOT. Por exemplo , você pode escre"e .. : 

IF (IDADE > 9) AND (IDADE < 20) THEN PRINT "E UM ADOLESCENTE" 

Esta instrução imprimirá "E UM ADOLESCENTE" sempre que a 
idade for maior que 9 e menor que 20. O ANO se rá salil,;fcitó, isto é , 
verdadeiro, quando ambas as condições forem verdadeirm;. Note que 
você nâo pode escrever: 

IF IDADE (> 9 AND < 20) THEN ... 

pois, dentro dos parênteses deve estar apenas uma ex pressão válida . 
Vejamos um outro exemplo, usando duas expressões· lógicas: 

20 INPUT RESPOSTAS 
30 IF (RESPOSTA$ = "SIM") OR (RESPOSTAS = "NAO") THEN 60 

40 PRINT "RESPOSTA NAO VALIDA" 

60 PRINT "RESPOSTA VAlIDA- PROSSIGA" 

Este segmento de programa coleta uma resposta r.a var iúvel RES­
POSTA$ (recorde que no final do nome da var iáve l é usado para de­
signar uma variável a lfanumérica·(strillj(), i!'ito ê, uma cadeia de 
caracteres . SIM ou NÃO são as únicas respostas válidas; este progra­
ma verifica a validade do que você di gitou. 



O, 'I,U!! 'I, /- /<1 11 
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1111 V,/O IV, " 
Se você digita SIM, então (RESPOSTA$ = "SIM") é verdadeiro, e o 

IF é bem-sucedido; desta forma a instrução 60 é execu tada em 
segu ida e o programa imprime : 

RESPOSTA VALlDA - PROSSIGA 

De maneira similar, se você digita NÃO, ocorre o mesmo. 
Se você di gitar qualquer outra coisa, você obterá um d iagnóstico do 

tipo: 

RESPOSTA NAO VALIDA 

Um OR é satisfeito, isto é, verdadeiro, quando ao menos uma das 
condições é verdadeira. O OR não é satisfeito qua ndo am bas as 
condições são fal sas. Por exemplo, se você digitar " Y A", então 
(RESPOSTA$ = "SIM") falha, e a segunda condição de OR é testada 
(RESPOSTA$ = "NAO") . Ela falha e o programa executa a men­
sagem: 

RESPOSTA NAO VALIDA 

Finalmente, NOT pode ser usado para negar uma condição. Aqui 
está um exemplo de uma instrução IF complexa: 

IF ((MEOIA< 3.5) ANO (LASTEXAM< 3.0) ANO NQT (OAAL> t1..0)) THEN 
PRINT " FALHO" 

Nesta inst.rução test.amos t.rês condiçõcs de uma só vez. Não discut. ire­
mos aqui i nst.ruçõcs tão complexas quanto esta, mas você pode qtlcrer 
ex perimentá-las por s i próprio. 
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Instruções Executáveis 
Vamos recordar a definição da instruçao IF: 

IF (expressão lógica) THEN (instrução executâvel 
., ou linha numerada) 

Agora que estamos famil iarizados com expressões lógicas, vamos 
examinar o lado direito desta definição: 

THEN (instrução executável ou linha numerada) 

Uma instrução executável é simplesmente qualquer instrução que 
seja executada. Ela pode ser uma df!signação, um INPUT ou um 
PRINT. Não pode, no entanto, ser uma outra instrução lF, ou um co­
mando como REM, eLE, NEW ou LIST. 
o Agora que nós entendemos a teoria da instrução IF, vamos colocá­
la em prática. 

"Posso apresen tar um 
menu arrtmetico?" 



Um Exercício de Aritmética 
Usando nossas novas exper iências, va mos agora desenvolver um 
programa que,execute um "menu" na tela . Dependendo da ::>e lcção do 
usuário, este programa educacional conseguirá ad ições, subtrações, 
mult iplicações 0-': divisões. 

Aqui está o diálogo que planejamos gerar na tela: 

SEJA BEM VINDO PROFESSOR COM PUTADOR 

QUERO VERIFICAR SUA EXPERIENC1A ARITMETICA 

o QUE VOCE QUER PRATICAR? 

- ADICAO 
-$UBTRACAO 

(DIGITE 1) 

(DIGITE 2) 

- MUl TIPUCACAO (DIGITE 3) 
- DIVISA0 (D IGITE 4) 

QUAL E A SUA ESCOLHA (DIGITE 1 , 2. 3 OU 4)?: 3 

ESTA BEM. VAMOS MULTIPLICAR. 

QUANTO E 2 VEZES 3 : 6 

ESTA CERTO. PARABENS. 

Agora, aqui está o programa que atende o apresentado: 

lO REM .... • ESTE PROGRAMA TR EINA VaCE EM ARITMETICA ••• 
20 PRINT"SEJABEMVINDO PROFESSOR COMPUTADOR" 
30 PRINT "QUERO VERIFICAR SUA EXPERIENCIA ARITMETICA" 
40 PRINT "O QUE VOCE QUER PRATICAR?" 
50 PRrNT "- ADICAO (DIGITE 1)" 
60 PRINT "· SUBTRACAO (DIGITE 2)" 
70 PRINT" - MUL TIPUCACAO (DIGITE 3)" 
80 PRINT " - DIVI SA0 (DIGITE 4)" 
90 INPUT"QUALEA SUAESCOLHA :"; ESCOLHA 
100 IF (E SCOLHA = 1) THEN 200 
110 IF (E SCOLHA = 2) THEN 300 
120 IF (ESCOLHA '" 3) THEN 400 
130 IF (ESCOLHA = 4) THEN 500 
140 PRINT "ESCOLHA INCORRETA. VOCE DEVE SELE CIONAR UM 

NUMERO ENTRE 1 E 4" 
150 PR1NT"ATE LOGO": END 
190 REM .... ...... AOICAO .... ..... . 
200 PRINT " ESTA BEM. VAM OS SOMAR" 
210 INPUT "QUANTO E 4 + 7 : " ; NUMERO 
220 IF (NUMERO< > 11) THEN 600 
230 PRINT ESTA CERTO. PARABENS: END 
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290 REM ..... .... . SUBTRACAO 

300 PRINT " ESTA BEM . VAMOS SUBTRAIR" 

310 INPUT "QUANTO E 9 - 5: ";NUMERO 

320 IF (NUMERO < > 4) THEN 600 

330 PRINT " ESTA CERTO. PARABENS": END 

390 REM .......... MUHIPLlCACAO 

400 PRINT "ESTA BEM. VAMOS MULTIPLICAR" 

410 INPUT "QUANTO E 2 VEZES 3:"; NUMERO 

420 IF (NUMERO < > 6) THEN 600 

430 PRINT "ESTA CERTO: PARABENS": END 

. 490 REM .. ... ... . DiViSA0 ...... ... . 

"Parabens.1 " 



500 PRINT "ESTA BEM. VAMOS DIVIDIR" 
510 INPUT "QUANTO E 9 DIVIDIDO P0R 3: "; NUMERO 
520 IF (NUMERO < > 3) THEN 600 
530 PRINT "ESTA CERTO. PARABENS": END 
590 REM ...... , .. . ERRO DE CALCULO .. ... .... . 
600 PRINT " ERRADO. DESCULPE E ATE LOGO." : END 

Este programa parece imponente no tamanho, mas é realmente mui­
to simples. Vamos examiná-lo: 

As instruções de 20 a 90 produzem o d isplay ou "menu" na tela. O 
programa verifica a seleção do usuár io nas inst.ruçôes de 100 a 130 (o 
parêntese depoi s de cada IF não é obrigatório, ele fo i incluído para legi­
bilidade. Se o usuáriodigitar "I ", en tão tESCOLHA = 1 léverdadeiroe 
a instrução 200 é executada a seguir. Se o usuá rio digitar algu m nu­
mero que não seja 1, 2, 3 ou 4·ent.ão a instrução 140 é executada e o pro­
grama diz: 

ESCOLHA INCORRETA. VOCE DEVE SELECIONAR UM ~UMERO 
ENTRE 1 E 4 

ATE LOGO 

> 

isto é, o : END, instrução na linha 150. 
No nosso exemplo, digitamos 3. A instrução 100 fa lhou e, então, a 

instrução 110 foi executada a seguir. A instrução 120 tem sucesso 
desde que a escolha = 3 é verdadeira, e a instrução 400 é executada a 
segui,. Aqui está o segmento do programa correspondente: 

400 PR1NT " ESTA CERTO. VAMOS MUL TIPUCAR" 
410 INPUT " QUANTO E 2 VEZES 3 :"; NUMERO 
420 IF (NUMERO < > 6) THEN 600 
430 PRINT " ESTA CERTO. PARABENS" : END 

Em nosso exemplo , dig itamos 6 em resposta à instrução 410. 
Quando a instrução 420 é executada (N~MERO < > 6) é falso desde 
que o número = 6. (Lembre-sede que < > s ign ifica , diferente de). Em 

0. 
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seguida, a instrução seguinte a ser executada é a instrução 430, e o 
programa responde com: 

[ ;STA.cERTO. PARAq ENS 

1 
e pára até a linha 430, contendo duas instruções. A segunda instrução 
é: 

:END 

Olhando para este programa você pode rapidamen te descobrir 
uma nova frustração. Se você digitar outro número que nãose.ia 1,2.3 
ou 4 depois que o "menu" é mostrado, ou se você der uma resposta arit­
mética errada, o programa pára abruptamente. O ideal seri a que o 
programa continuasse. Por exemplo, seria bom se depois que o pro­
grama dissesse ao usuário que um número sem ser 1 a 4 não é válido. 
ele pedisse uma nova esco lha. Gostaríamos de ser capazes de voltar ao 
começa do progra ma e recomeçá-lo, ou mais genericamente, ser capa­
zes de ir a qualquer parte do programa. Isto é possível com a instruçüo 
COTO. Vamos examinar esta instrução. 

A Instrução GOTO 

A instrução GOTO é escrita: 

GOTO {númerode li nha ) 

Isto força a execução de uma inst.r uçüo especí ri ca . Aqui está um 
exemplo: 

10 PR INT "ESTE PROG RAMA RECONHECE ' ·S. DIGITE O PARA 

PARAR" 
20 INPUT "DIGITE UM NUM ERO:" ; NUMERO 
30 IF NUMERO = , THEN PRINT "UM" 
40 IF NUMERO = O THEN 60 

50 GOTO 20 
60 END 



GOTO força a execução 
de uma mstrução especifica 

Aqui está o resultado: 

> RUN 
ESTE PROGRAMA RECONHECE , '5. DIGITE O PARA PARAR. 
DIGITE UM NUMERO :? 1 
UM 
DIGITE UM NUMERO:? 5 
DIGITE UM NUMERO:? 25 
DIGITE UM NUMERO:? 1 

UM 
DIGITE UM NUMERO:? O 

> 

10 1 
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Cada vez que você d igitar 1, o p.'ograma reconhece-o e execu ta UM . 
Cada vez que você digita qua lquer out.-a coisa, o númel'O é ignorfldo e 
o programa requisita um novo valor. O pl'Ograma volta cont inua­
mente ao princípio. Isto é cha mado um loop ou laço. O programa volla 
sobre si mes mo. Se você di gita um O, ele é detectado pela instrução 40 
e o programa salta pJ~a a inst rução 60 e termina . Va mos agora re­
tirar a instrução 40. O programa ficará assim. 

10 PR INT "ESTE PROGRAMA RECONH ECE " S. DIGITE O PARA 
PARAR." 

20 INPUT "DIGITE UM NUMERO;"; NUMERO 
30 IF NUMERO = 1 TH EN PRINT " UM" 
50 GOTO 20 
60 END 

Aqui está a amostra do processamento s imples: 

ESTE PROGRAMA RECONHECE 1'5. DIGITE O PARA PARAR. 
DIGITE UM NUMERO:? 2 
DIGITE UM NUMERO:? 1 
UM 
DIGITE UM NUMERO:? 5 
DIGITE UM NUMERO :? O 
DIGITE UM NUMERO :? 

-.. 



Como um aprendiz de fe iticeiro, nós criamos um terrível problema: 
este programa não pára nunca! Este é um erro comum de programa­
ção chamado loop sem fim. O programa pode con t inuar executando 
para sempre. Não se preocupe. Isto não estraga o equipamento. Para 
pará-lo você deve pressionar a tecla designada pelo fornecedor do In -

" térprete para interromper um programa BAStC (Lente CTRL C). O 
pior que pode acontecer é você não se lembrar do que fazer , então deS­
ligue seu computador e ligue-o novamente . Mas lembre-se, se você 
desligar seu computador, perderá tudo o que tiver sido digitado antes 
e não estiver guardado em cassete ou diskeUe. Nós pretendemos pre­
venir esta situação desagradável, provendo uma saída norm al (pro­
gramada) para cada programa daqui para a frente. 

Introduzimos a inst rução GOTO; agora, vamos voltar à nossa defi· 
nição de instrução IF e simplificá-Ia. 

Reavaliando a Instrução IF 

Recorde que uma das formas da instrução IF é: 

IF (expressão lógica)THEN (número de linha ) 

A outra é: 

IF (expressão lógica) THEN fi nstrução executável) 

Aqui está um exemplo da primeira maneira: 

IF NUMERO = O THEN 60 

Isto é o equiva lente a: 

IF NUMERO = O THEN GOTO 60 

Então, na realidade, a forma geral da instrução IF é, de fato, mais 
s imples que nossa definição anterior: 

IF (expressão lógica) THEN (instrução executável) 
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Aqui está mais uma simplificação: o uso do THEN antes do GOTO 
é usualmente opcional. Na maioria dos BASICs as formas seguintes 
são equivalentes: 

IF NUMERO = O THEN 100 
IF NUMERO = O THEN (J OTO 100 
IF NUMERO = O GOTO 100 

Demonstraremos agora o uso de lFs e GOTOs em exemplos de pro­
grama. 

Contando os Números Um 

No capítulo 5 introduzimos a técnica de contagem. Vamos agora usá­
la para cont.ar quantos números 1 foram digitados no último progra­
ma da sessào precedente. Aqui está o programa melhorado: 

REM CONTAGEM DE 1 

lO PRINT "QUERO CONTAR QUANTAS VEZES O NUMERO 1 SOZI-
NHO FOI DIGITADO." 

20 PRINT "DIGITE O PARA PARAR" 
30 SOMA = O 

40 INPUT "DIGITE UM NUMERO: "; NUMERO 
50 IF NUMERO = O THEN 100 

60 IF NUMERO < > 1 THEN GOTO 40 
70 SOMA = SOMA t· 1 

80 PRINT "UM. TOTAL ATE AGORA:"; SOMA 
90 GOTO 40 
100 END 

Aqui está o resultado: 

QUERO CONTAR QUANTAS VEZES'P NUMERO 1 SOZINHO 
FOI DIGITADO. 

DIGITE U"M NUMERO:? 10 
DIGITE UM NUMERO:? 1 
UM. TOTAL ATE.AQQRA: _1 _ 
DIGITE UM NUMERO:? 9-: :­

DIGITE UM NUMERO:? 5 
DIGITE UM NUMEAO:?-1 
UM. TOTAL ATE AGORA:? 2 
DIGITE UM NUMERO:? 2 
DIGITE UM NUry1ERO:i 1 
UM. TOTAL ATE AGORA: 3 
DIGIJE UM NUMERO:? 410 
DIGITE LlM NUM~~() : ? 



Vamos examinar o programa. As instruções 10 e 20 executam 
mensagens: 

10 PRINT " QUERO CONTAR QUANTAS VEZES O NUMERO 1 50ZI­

Nf,JO FOI DIGITADO." 

20 PRINT "DIGITE O PARA PARAR" 

A afirmação 30 inicia o cont.ador variável SOMA em zero: 

30 SOMA = O 

Então, o número é coletado pelo teclado, 

40 INPUT "DIGITE UM NUMERO:"; NUMERO 

Se o número é O, então a instrução 50 é executada: 

50 IF NUMERO :> O THEN 100 

onde 100 é a instrução: END. Vamos supor que o número era 10 e ver 
o que acontece: 

60 IF NUMERO < > 1 THEN GOTO 40 

Se o número nào é 1, nós saltamos de volta para a linha 40 e requisita­
mos um novo número. Se o número é 1, fazemos: 

70 SOMA = SOMA + 1 

A variável contador SOMA é incrementada de um. Recorde o signifi­
cado de uma instrução designativa. Você pode ler na linha 70: 

SOMA recebe o novo valor de (valor a ntigo de SOMA) + 1 

Até este ponto, SOMA recebe0 va lor 0 + 1 = 1. A inst.ruçào seguinte 
é, 

80 PRJNT"UM. TOTAlATEAGORA" ; SOMA 

Então O programa sa lta de volta para a linha 40, requisitando um 
novo número: 

90 GOTO 40 
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Reavaliando o Exercício de 
Aritmética 

Recorde que desenvo l vemos um exercício aritmético no iníc io deste ca ­
pítulo. LamcnLamoso fat6de que ele era muito simplese nâo ten ha po­

dido reciclá -lo. No eIltanto, podemos agora fazê- lo. 
Como o pmg ra ma é bastan te grande , va mos ol ha r a penas os seg­

mentos ,"e levan tes. p,"jmeiro , aq ui está a seção q ue pede ao usuú,"io 
para selecionar um número entre 1 e 4: 

90 INPUT " QUAL E SUA ESCOLHA:"; ESCOLHA 
100 IF (ESCOLHA = 1) THEN 200 

110 IF (ESCOLHA = 2) THEN 300 

120 tF (ESCOLHA = 3) THEN 400 

130 IF (ESCOLHA = 41 THEN 500 
140 PRINT"ESCOLHA INCORRETA. VOCE OEVE SELECIONAR UM 

NUMERO ENTRE 1 E4" 

150 PRINT " ATE lOGO": ENO 

E aqui está o aperfeiçoamento: 

150 GOTO 90 

isto é tudo. Verifique: 
Agora queremos que o programa faça mais do que urna pergunta 

sobre aritmética. Dizemos que queremos fazer a ele 10 perguntas di­
ferentes. Podemos fazer isto adicionando GOTOs e um contador. 

"Olhe a {mnha 
entrada. por favor" 



Validação das Entradas 

o exemplo que acabamos de examinar mostra uma regra importa nte 
de projeto de programa. Sempre que você pede dados ao teclado, não 
assuma que eles ~ejam sempre supridos corretamente. Um usuár io 
pode digitar a tecla errada, deli berada ou acidentalmente. Para ev i­
tar erros de programa, faça sempre uma validação das entradas. Se a 
digitada num teclado não é válida, gere uma mensagem polida e re­
quisite novamente o INPUT, Nós executa remos a validação das en­
tradas na ma ioria de nossos exemplos . Vamos agora desenvolver dois 
programas completos, que tomem decisões. 

A Conversão de Unidades 
de Medição 

No capítulo 3 aprendemos a realizar uma simples conversão de mi­
lhas em qui lômetros. Aqui está a maneira de a utomat izá-Ia: 

10 REM ~ .. ., CONVERSA0 DE M ILHAS .. .. • 

20 REM 

30 PRINT " CQNVERTO MILHAS EM QUILOMETRQS" 
40 PRINT"DIGITE O PARA PARAR" 

50 !NPUT"QUANTAS M ILHAS':; MILHAS 

60 IFMILHAS = OGOTQ100 

70 KM = M ILHAS '" 1.6 
80 PRINT M ILHAS; "MI LHAS = " ; KM; "QUILOMETROS" 

90 GOT050 

100 END 

Aqui está o resultado: 

CONVERTO MILHAS EM QurLOMETROS 
DIGITE O PARA PARAR 

QUANTAS MILHAS? 7 

7 MILHAS = 1 1.2 OUILOMETAOS 
QUANTAS M ILHAS? 10 

lO MILHAS = 16QUILOMETROS 

QUANTAS MILHAS? O 
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o Cálculo da Idade 

Aqui está mais um exemplo. Vamos melhorar nosso programa inicial 
que computava a idade de uma pessoa. Você suprirá q. data de hoje e o 
dia, mês e ano em que vlf'cê nasceu e o programa lhe dirá sua idade 
exata. Aqui está o programa. 

10 REM ..... • CALCULO DE IDADE-o-H-

20 INPUT "QUAL E SEU PRIMEIRO NOME?"; PAIMEIRO$ 

30 PRINT "ALO"; PAIMEIRD$; "EU CALCULAREI SUA IDADE" 

40 PRINT "QUAL E A DATA DE HOJE? (AAlMM/DD)" 

50 INPUT "O PRIMEIRO ANO (2 DIGITOS):"; AA 

60 IF (AA< O DA AA> 99) THEN 50 

70 INPUT "ME$ (DE 1 A 12):"; MM 

80 IF (MM < l DR MM > 12) THEN 70 

90 INPUT "O DIA:"; DO 

100 IF (00<1 QR 00> 31) THEN 90 
110 REM 

120 PRINT "AGORA DE ME SUA DATA DE NASCIMENTO" 

130 INPUT "ANO (2 DIGITQS):"; ANASC 

140 IF (ANA5C< O DR ANASC> 99 ) THEN 130 
150 INPUT "MES (DE 1 A 12):"; MNASC 

160 IF (MNASC < 1 aR MNASC> 12) THEN 150 

170 INPUT "DIA:"; DNASC 
180 IF (DNASC < 1 QR DNASC> 31) THEN 170 

190 
200 REM-----CALCULO DA IDADE-----

210 IF MNASC< MM THEN 270 
220 IF MNASC>MM THEN 320 

230 REM ----- DATA DE ANIVERSARIO -----

240 IF DNASC< DD THEN 270 

250 IF DNASC> DD THEN 320 
260 PRINT "HOJE E SEU ANIVERSARIO. PARABENS" 

270 IDADE == AA - ANASC 

280 PRINT "VOCE TEM"; IDADE; "ANOS DE IDADE" 

290 END 

REM 

300 REM 

310 REM O DIA DO MEU ANIVERSARIO AINDA NAO CHEGOU ESTE 

ANO 
320 IDAIJE = AA - ANASC - 1 

330 GOTO 280 

340 END 

Apesar do tamanho, este programa é muito simples. Note como re­
afirmamos cada entrada. No entanto. para mant.er o programa curto , 
nossas validações são toscas. Nós não verificamos se cada número é 



um número inteiro, assim como não verificamos o número de dias de 
cada mês. Este é um ótimo exercício para o leitor. 

Aqui está uma maneira de verificar se M é igual a um número in­
teiro entre 1 e 12: 

IF NOT (MM :!: 1 OR MM = 2 OR ... MM :o 12) THEN 70 

Sumário 
Usando as instruções IF e GOTO, aprendemos a escrever programas 
para realizar testes sobre valores e tomar decisões. Nós aprendemos 
ainda como aperfeiçoar laços de programa (loops ) onde cada parte do 
programa pode ser repetida indefinidamente. Além disso aprende­
mos a , s istematicamente, verifi car e va lidar as entradas digi tadas no 
teclado. Nós já aprendemos a té aqu i toda a experiência bás ica neces· 
sár ia para escrever programas comuns e examinamos vários exem­
plos si~nificativos. Agora, escreveremos nossos programas de uma 
forma mais conveniente. 

Por causa da freqüência e da importância dos loops (laços de pro­
grama) e da automação nos programas, o BASIC oferece facilidades 
adicionais, na forma de instruções adicionais. Discutiremos essa:s fa · 
ci lidades no próximo capíta.lo. 

Exercícios 

6-1: Qual é o uso da Instrução IFl 

6-2 : Qual é o resultado do programa : 

10 INPUT RESPOSTA$ 
20 IF (RESPOSTAS == "SIM") THEN PRINT " OBRIGADO" 
30 IF (RESPOSTAS = "NAO") THEN PRINT "MUITO MAL" 
40 PRINT " SIM OU NÃO" : GOTO 10 

Se o resultado acima é Ilógico. sugira um programa melhor. 

6·3: As expressões a seguir são válidas) 

a. A == 4 
b. B = 2 OR C = 3 
c, A> 5 
d, 5>A 
e, 1>2 
I. SOMA>NUM ERO 
g. LETRA$ == "A" 

6-4: É válido o que se segue? 

10 IF A = 5 THEN IF B = 2 TH EN 18 

6·5: O que é um salto ou laço de programa (loop) ? 
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Automatizand( 

Usando as instruções IF e GOTO. po· 
demos executar um segmento de 
programa repetidamente. O seg ­
mento de programa correspondente 
é chamado loop e a maioria dos pro­
gramas usam loops. Neste capitulo 
aprenderemos técnicas aperfeiçoa­
das para a criação de loop. Também 
desenvolveremos programas sofisti ­
cados que automatizam tarefas. 

" 

Começaremos esse capítulo com 
uma revisão da técnica IF/GOTO para 
gerar um loop. Em seguida introdu­
ziremos uma nova instrução, e a FOR 

NEXT, que se destina a facilitar a 
criação de loops. Usaremos essa im­
portante instrução intenSivamente 
em nossos programas. 



~asR 

---- - ---



A Técnica IF/GOTO 

Começaremos por examinar um programa que automatize um Joop, 
usando a técn ica IF/GOTO. À medida que examinarmos o programa 
identificaremos certas características que sâo comuns a todos os , 
/oops. Por exemplo, exam Inaremos o uso da variável de contagem, in­
crementação, iniciação e testes , antes da saída do loop. Aqui está o 
programa. El e calcula a soma dos dez primeiros números intei ros. 

REM **" SOMA DOS DEZ PRIMEIROS NUMERaS INTEIROS H* 

10 SOMA = o 
20 1= ' 
30 SOMA = SOMA ~ 

40 1= 1 +1 

50 IF 1.= 11 THEN 70 
60 GOTO 30 

70 PRINT "A SOMA Dds DEZ PRIMEIROS NUMEROS INTEIROS E:"; 
SOMA 

80 END 

"O que acha de fazermos 
alguma cOisa mais complexa?" 
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"Lembra-se do Inlln ?" 

"PegueI voce 
novAlnenle .l " 

Duas variávei s são utilizadas neste programa: SOMA e i. A variá­
vel SOMA acumula a soma dos 10 primeiros nú meros intei ros, na me- . 
didéj. em que nós os adicionamos - é o equivalente ao subtotal numa 
ca lcu ladora. I é o número inteiro que está sendo adicionado à SOMA. 

Lembre-se de qu e um a vari ável deve ter um va lor na primeira vez 
em que é usada. E~l.ão, antes de usarmos SOMA ou.1 numa fónnula, 
devemos estabelecer seus valores iniciais (O c 1, respectivamente). 
Isto é obtido pe las instruções 10 e 20. Estas instruções sào chamadô;ls 
instruções iniciais. 

A instrução seguinte é: 

30 SOMA = SOMA ~ 1 

Esta instrução adiciona valor atua l de I ao va lor atual de SOMA. 
Quando esta instrução é executada pela pr imeira vez, o va lor da 
SOMA é O e o valor de I é L Esta instrução determina o va lor 0 + 1 :; 1 
para SOMA, como resu ltado. Após esta instrução, a variáve l SOMA 
contém o va lor 1. 

A instrução seguinte é: 

40 1= 1 ~ 1 

o va lor atua l de I é 1. O resu ltado desta instrução é dar a I o novo 
valor, 2. Esta é a técnica de contagem: 1 é incrementndo por um, de 
forma a gerar o próximo número inte iro. Ao mesmo tempo, o valor de I 
indica quantos números inteiros foram somados a té entào. Em outras 
palavras, I é usado como o número in tei ro atual e como um con tador. 

Assim, t udoo que temos a fazer é voltar à afirmação 30, e continmlr 
a adicionar números in teiros: 

50 GOTO 30 

Errado . Este programa (cm teot'ia) nunca para ria (realmente e le 
parará qua ndo o va lor de SOMA fica l-ma ior que o máximo permitido 
por seu in té rprete). Não é o que nós queremos. Quei'C!l10s que o pm­
gram a pare depois de executar o laço ([oop) dez vezes. Deve mos intro­
duzir uma instrução teste. Aqui está ela : 

50 IF 1 :; 11 THEN 70 

Quando I atingir o va lor 11, a instrução 70 é executada e o progra­
ma pára. Isto se ch ama a salda do loop. Verifiquemos, ago ra, que o 
va lor 11 (ao invés de 10) é realmente correto na instrução 50. Seescre­
vermos: 

50 IF I ::: 10 THEN 70 
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Não vai funcionar. quando I atingir o valor 10, SOMA contém a 
soma de 1 a 9 apenas. O loop deveria ser executado uma vez mais. 

Lembre-se de que cada loop contém um cont ador. Você deve sem­
pre verificar cuidadosamente o va lor do contador que causa a saída do 
loop. No nosso exemplo , enquanto I não for igual a 11 o loop é man­
tido. 

60 GOTO 30 

Só quando I atingir o valor 11, é que os dez primei ros n llmeros 
terão sido adicionados. Tal fato ocorre porque em nosso programa, a 
adição (SOMA = SOMA + l) ocorre antes do incremento (I = 1 + 1 I. 
As duas inst ruções finais no programa permitem a saída do 100]) : 

70 PRINT "A SOMA DOS DEZ PRIMEIROS NUM EROS INTEIROS E·"; 

SOMA 

80 END 

Aqui está uma amostra da execução desse programa: 

( A SOMADOS DEZ PAI MElROS NUM EROS INTEIROS E: 55 

A ilustração na figura 7. ] mostra o fluxo de controle no programu. 
Os números entre parênteses são os números dus instruções: 

( INiCIO ") 

r 
Inieiahaçiio 

110,20) 

J 
Cálculo (30) 

I-Increnlentação 

" 
i 

_" Teste 
do contador 

(50) 

"1 '" 
Loop 

Mensagem 
de saídp GOTO 30 

(70) 

J 
( ENO ") 

Figura 7.1 Fluxo de cont ro le do prog rama da soma dos números inte iros 



Este diagrama é chamado de fluxograma. Discutiremos o assunto dos 
nuxogramas em detalhes no capítulo 8. Por hora, simplesmente note 
a organ ização geral do programa: inicial ização, cálculo mais incre· 
mentaç5.o, teste e saída. Todos os segmentos do programa com loop 
realizam essas fu:':.ções. 

Variações 

Vamos agora br incar com nosso programa de soma de números intei· 
ros e a profund ar nossos conhecimentos em programação. Isto de· 
monstrará as vá rias alternativas que podem ser ut ilizadas pa ra es· 
crever um programa. Por exemplo, na linha 50 nós pod íamos ter es· 
crito: 

50 IF 1> 10 THEN 70 

e o resu ltado seria o mesmo (quando I chegasse ao valor 11 sena 
maior que 10). Também poderíamos ter escrito: 

401FI = 10THEN70 
50 1= 1+ 1 

em lugar de: 

401 = 1+ 1 

50 IF 1 = 11 THEN 70 

Com esta mudança, I é testado pr ime iro e,depois, incrementado. Note 
que desta vez I é testado para o va lor J O (em vez de 11). 

Poderíamos ainda ter escrito: 

50 IF 1< 11 THEN 30 

60 REM 

Você pode ver ificar que estas versões são realmente corretas. 'ro· 
das estas variações são válidas e equivalentes. Mesmo um programa 
curto como o programa SOMA pode ser escrito de vár ias maneiras 
equiva lenLes. Não há uma única ma neira de escrever um programa. 
Assim como numa linguagem falada, você pode expressa r o mesmo 
conceito de vári as ma neiras diferentes. 

Este curto programa ilustrou o uso do loop e da variá vel de conta· 
gemo Nós também examinamos as fases típicas envolvidas neste pro· 
grama: inicialização, cálculo , incremcntação, teste e saída. Em vista 
do uso freqüente de loops em programas, uma instrução especia l foi 
criada para facilitar seu usoem BASIC. É a instrução FOR .. . NEXT. 
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A Instrução FOR ... NEXT 

A instrução FOR o •• NEXT a utomatiza grande pa rte da pl'Ogmmaçúo 
necessária ao loop. Explanaremos seu uso e operação, usando exem­
plos reais. 

Aqui está uma maneit'u de reescrever nosso programa de adição, 
usando estas novas instruções: 

RE M IH. ADJCAO DE NUMEROS INTEIROS - 2.' VERSAO ..... 

10 SOMA = O 
20 FOR I ::=. 1 A 10 

30 SOMA = SO~A + I 
40 NEXT I 

50 PRINT "A SOMA DOS DEZ PRIM EIROS NUMEROS INTEIROS E:"; 
SOMA 

60 END 

Note que este programa tem duas instruções a menos que o primei ­
ro. Ele é mais curto e ma is legível. Vamos examiná-lo em detalhes. A 
primeira instrução executada inicia liza SOMA em zero: 

10 SOMA = O 

A instrução seguinte é a instrução FOR 

20 FOR I = 1 A 10 

Esta instrução tem várias funçôes: 

.. Ela marca o início do loop automático (é onde e le começa) 

.. Ela especi fica que I (a variáve l de cont.agem) co meça com o 
valor ini cia l 1, quando a inst.rução é executada pe la p,-imeira 
vez . Ta l fato elimina a necessidade de uma instrução de inicia ­
lização pa ra L 

.. I é incrementado de 1 (até o valor máximo de 10) cada vez que a 
instrução é executada, a partir da instrução NEXT. Um teste 
automático é rea li zado e, qu ando I excede o valor 10, O loop não 
mais é executado e a instrução seguinte ao NEXT é executada 
em seu lugar (é a sa ída do [oop )_ 

o corpo do loop contém , simplesmente, a acumulação da soma: 

30 SOMA = SOMA + I 



A instrução NEXT: 

40 NEXT I 

marca o fina l do [CVJp e causa EI. reativação do FOR. Isto substitui duas 
instruções da versão precedente: 

401 = 1 + 1 

60 GOTO 30 

Cada vez que NEXT é executado, o programa volta para o in ício do 
loop, isto é, a instrução FOR. Quando FOR é ativado: 

~ I é incrementado de 1 
~ O novo valor de 1 é automaticamente comparado alO. 

Enquanto 1 não exceder 10, a execução prossegue. O loop pkí ra quando 
I é igua l a 10 e O NEXT é alca nçado. Neste ponto, ocorre a saída c a 

TII, te tem 
su~so 

Célculo 

Continuaçio 
do programa 

AM 

Te'Ste 
falha 

Figura 7.2 Loop automático com FOR ... NEXT 

Inicialitação 

loop automa tizado 
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instrução 50 (seguinte ao NEXT) é executada. Esta seqüência é ilus­
trada na figura 7.2 (um fluxograma) . 

A figura 7.2 mostra que a instrução FOR auLomatiza três tareras: 

... Inicialização da vc riável de contagem (I é inicialmente alocado 
como 1) 

... lncrementação da variável de contagem (I é incrementado de 1 
a cada passagem do programa) 

... Teste da variável e de contagem até o valor máximo II é com­
parado a l O) 

A instrução NEXTsimplesmente marca o final do loop e cria uma ins-, , 
trução "GOTO para o FOR". Após usar a instrução FOR algumas ve- ' 
zes, você apreciará como ela simplifica o projeto do loop e clareia o pro­
grama. 

FOR .. . NEXTé uma instrução conveniente. Você nãoé obrigado a 
usá-la, mas provavelmente descobrirá seu valor. Geralmente, quanto 
mais claro um programa, menor será o risco de erros. Daremos agora 
exemplos práticos para ilustrar o uso da instrução FOR ... NEXT e o 
uso de loops automatizados. 

Soma dos N Primeiros Números 
Inteiros 

Nós calcularemos a soma dos N primeiros números inteiros. Desta 
vez, o usuário especifica o valor de N, no teclado. Aqui está o pro­
grama: 

10 REM" SOMA DOS N PRIMEIROS NUMEROS INTEIROS" 
20 SOMA = O 

30 INPUT "QUERO SOMAR OS N PRIMEIROS NUMEROS INTEIROS. 
DIGITE N:"; N 

40 FOR I = 1 TO N 
50 SOMA = SOMA + I 
60 NEXT I 

70 PRINT"ASOMADOS PRIMEIROS"; N; "NUMERaS INTEIROS E"; 

SOMA 
80 END 

Aqui está uma amostra da execução: 

QUERO SOMAR OS N PRIMEIROS NUMEROS INTEIROS. DIGI­
TE N:? 5 

A SOMA DOS 5 PRIMEIROS NUMERaS INTEIROS E 15 



Você deve entender o programa facilmente. Desta vez nós pulamos 
de 1 para N onde N é fornecido pelo teclado (instruçào 30). Você pode 
melhorar este programa val idando a entrada: N deve ser maior que 1. 
O intérprete BASIC verificará automaticamente que N é um número 
inteiro, quando eftiver executando a afirmação FOR. Tente enganá­
lo. 

Tabelas de Valores 

Usando a poderosa instrução FOR ... NEXT nós mostraremos como é 
fácil automatizar cálculos e imprimir tabelas de varores. Aqui está 
uma tabela de quadrados (um número multiplicado por ele mesmo) e 
uma de cubos (um número multiplicado por ele mesmo e novamente 
multiplicado por ele mesmo) : 

la REM TABElA DE QUADRADOS E CUBOS 
20 REM PARA OS lO PRIMEIROS NUMEROS INTEIROS 
30 FOR I = 1 A 10 
40 PRINT I,I 2, 1 3 

50 NEXT I 
60 END 

Aqui está o resultado: 

2 4 6 
3 9 27 
4 16 64 
5 25 125 
6 36 216 
7 49 343 
6 64 512 
9 61 729 
10 100 1000 

Vamos olhar mais de perto a instrução 40: 

40 PRINT I, r ' 2, r - 3 

I 2 representa I na potência 2, isto é, I * I. Por exemplo, se I = 2, 
então I ' 2 = 2 x 2 = 4. Simila:mente I ' 3 representa I na potência 3, 
isto é, I*I*I. Se I = 4, então I 3 = 4 x 4 x 4 = 64. 
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Note que usamos uma vírgu la desta vez, na instrução PRINT, en­
tão os resultados são cuidadosamente alinhados. quando listados. A 
vírgula força um espaço automático (ou tabulação) na linha. O espaço 
exato entre as colunas depende do seu in térprete BASIC. Por exem­
plo: pode ser de 14 caracteres. 

Como exercício, você pode reescrever este progra ma, para executa r 
a soma dos quadrados e cubos dos N primeiros números inteiros, onde 
N é lido no teclado. Aprendemos a fazer isto na seção anterior. 

Linhas de Asteriscos 

Aqui está um programa simples, que imprime N linhas de asteriscos 
onde N é um número especificado no teclado: 

10 REM· LINHAS DE ASTERISCOS· 

20 PRINT "QUERO MOSTRAR LINHAS DE ASTERISCOS" 

30 INPUT "DIGA M E QUANTAS LINHAS: " ; N 

40 REM N E O NUMERO DE LINHAS A SER MOSTRADO 

50 FOR I = 1 TO N 
60 PRINT " •••• ** ...... . ................. " 
70 NEXT I 

80 END 

Aqui está uma amostra da execução: 

QUERO MOSTRAR LINHAS DE ASTERISCOS 

DIGA ME QUANTAS LINHAS: ? 6 

•••••••• •••••••••••• 

Novamente, a cada vez que uma entrada é supri(l3, pelo usuár io, é 
uma boa idéia validá-Ia para evitar erros de programação. Esperamos 
que<tuem fornece os dados ao progra ma, forneça um número posit ivo. 
Vamos admitir que você não queira mais do que 20 linhas de asteris­
cos . Deveria então dizê- lo ao usuário numa insl..rução PRINT apropri­
ada e usar uma instruçáo de val idação como: 

IF (N < I I OR (N > 20) GOTO 20 



Tome cUIdado quando 
estiver executando 
um loop 

laços de Programa mais Elaborados 

A instrução FOR ... NEXT oferece dois recursos avançados que nós 
ainda não descrevemos: 

~ Você pode incrementar o contador em qualquer va lor inteiro, 
como 2, 3, 4 ou até - 1 (ao invéf<! de incrementar dt.! ll. Isto é 
chamado de caract.eríst. ica de passo variável. 

.. Você pode criar um Loop dentro de outro loop. ~::stcs 100/>8 são 
chamados de loops encadeados ou loops seriados. 

Vamos examinar estas duas técnicas. 

)) 
/ 
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Sua vanavel pode 
usar mcrementos 
ddrrrntes de 1 

Passo Variável 

Aqu i está um exemplo de passo variá vel: 

FOR I ::: , TO 5 STEP ~ 

Cada vez que o loop é executado l será incrementado de 2. Voce I>oderá 
ai nda escrever: 

FOR I = 10 TO - 5 STEP - 1 

usando u m incremento de passo negativo. Pelo fato de o li mite su­
per ior da var iável de contagem (- 5) ser me nor do que o va lor inic ial 
(lO), e le é ol ha do como um "passo negativo" pelo interprete. O va lor 
de I será decrescido de 1 fi cada vez. O prime iro valor de I será 10. O 



próximo será 9, o segu inte 8, etc. O último será -5. Em out.ras pala­
vras, J tomará os seguintes valores em ordem: 10, 9, 8, 7,6,5,4,3,2, 1, 
O, - 1, - 2, - 3, - 4, - 5. O passo negativo é uma outra característica 
que você pode querer usar. 

Loops Encadeados (seriados) 

A técnica de loops encadeados é um recurso importante e poderoso, 
usado para automatizar processamentos complexos. Um loop enca­
deado é criado sempre que você usa um grupo de instruções FOR ... 
NEXT dentro de um loop, isto é , sempre que você usa um outro grupo 
de instruções FOR ... NE}\:T. 

Em geral, você pode usar quantas instruçôcs quiser entre as ins­
truções FOR ... NEXT. Especificamente, você pode ainda incluir um 
outro loop no limite destas instruções. Este conceito é ilustrado na fi­
gura 7.3. 

Quando usar o loop encadeado, note como o programa se torna mais 
difícil de ler. Pa ra remediar tal fato, você será encorajado a usar a 
denteação. Dentcação é uma outra técnica de clarea r o programa. A 
figura 7.4 mostra a versão denteada do programa da figura 7.3. 

INSTRUÇÃO 
INSTRUÇÃO 
INSTRUÇÃO 

,--- FOR 
INSTRUÇÃO 
INSTRUÇÃO 
FOR 
INSTRUÇÃO 
INSTRUÇÃO 
NEX1' 
INSTROÇÃO 
NEXT 
INSTRUÇÃO 
INSTRUÇÃO 
INSTRUÇÃO 
END 

Figura 1.3 Um foop seriado 

INSTRUÇÃO 
INSTRUÇÃO 
INSTRUÇÃO 
FOR 

INSTRUçAO 
INSTRUÇÃO 
FOll 

INSTRUÇÃO 
INSTRUÇÃO 

NEX1' 
INSTRUÇÃO 

NEXT 
INSTRUÇÃO 
INSrRUçÃO 
INSTRUÇÃO 
END 

Figura 7.4 Um programa de nteado 

Você pode encadear loops a qua lquer nível, até um numero. má­
ximo, depenrlendo de seu intérprete ou da capat.:idade de memória dis­
ponível. No entanto , você não pode sobrepor loops. Os loops sebruintes 
são legais : 
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Os seguintes não são: 

Não sObreponha loops! 
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Em suma, você nâo pode saltar (isto é, especificar um GOTO) de um 
ponto dentro do loop externo para um ponto dentro do interno: 

I~ 

Encadelmento correto S.lto ilegal 
(com IF ou GOTO) 



No entanto, você pode saltar para fora do loop interno : 

• 

Salto correto Salto correto 

Aqui está um exemplo de loop encadeado. Este programa mostra o 
tempo em minutos e horas: 

10 REM *** RELOGIO SIMULADO 'v* 
20 FOR HORA = O TO 23 
30 FOR MINUTOS = O TO 59 
40 PRINT "O TEMPO E"; HORA;" HORAS E'; 

MINUTO; "MINUTOS" 
50 NEXT MINUTO 
60 NEXT HORA 
70 PRINT " FINAL DO DIA" 
80 END 

Aqui está uma parte da execução: 

o TEMPO E O HORA E O MINUTOS 
O TEMPO E O HORA E 1 MINUTO 
O TEMPO E O HORA E 2 MINUTOS 
O TEMPO E O HORA E 3 MINUTOS 
O TEMPO E O HORA E 4 MINUTOS 

O TEMPO E O HORA E 59 MINUTOS 
O TEMPO E 1 HORA E O MINUTOS 

Características Adicionais 

Como informação fina l , valores decimais e expressões são geralmente 
permitidas na instrução FOR. Por exemplo, o que se segue é válido: 

FOR MEDIDA = 0.1 TO 13.5 $TEP 0.2 
FOR NUMERO = N TO {N * 2) $TEP 1 

Esta prática não é recomendada, e nós não usaremos aqui est as ca rac­
terísticas avançadas. 
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Sumário 

Loops são muito util izados para automatizar repetições de um seg­
mento de programa. A instrução FOR .. 0 NEXT é utili zada para auto­
matizar loops em BASTe. Na maioria dos casos , a instrução FOR ... 
NEXT pode subst ituir diversas outras instruções BASIC. Neste capí­
tulo, examinamos usos típicos para a instrução FOR 0. 0 NEXT, in- . 
cluindo loops encadeados, e desenvolvemos vários programas a vança­
dos. Agora que aprendemos todas as técnicas básicas de progra mação, 
você está quase pronto a começar a escrever seus próprios programas . 
No próximo capítulo, explicaremos como você pode começar. 

Exercícios 

7-1: Mostre os 15 primeiros números inteiros em uma linha (4 Instruções). 

7-2 : Escreva um programa Que leia o tempo em horas e minutos no teclado, e 
mostre-o como se segue: 

INPUT: 
Mostre: 

3 (horas). 
HHH 
MMM 
M 

31 (m inutos) 
(3 letras) 
f31erfiJsJ 
fllerra) 

(Sugestão: Você pode executar PRINT LETRAS; repetidamente para 
imprimir vários caracteres). 

7-3: Qual é a variével de contagem num loop? 

7-4: Você pode saltar para o meio do loop? 

7-5: Mostre uma tabela que converta onças em gramas (1 onça '" 28 gramas). 



7-6 : Calcule a soma dos N primeiros números impares inteiros -onde N é for­
necido pelo teclado - e mostre-o para cada número inteiro. 

7-7 : Leia as notas de 5 estudantes Que fizeram 4 testes, com gradação de O alO. 
Mostre as notas, depois o total e a média de cada um. 

7-8: Mostre uma tabela de impostos de venda para preços de Cr$ 1 a Cr$ 100 
com Cr$ 1 de incremento. Forneça a taxa do imposto pelo teclado. 
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Programar envolve escrever um pro­
grama que au tomatize uma ta refa . 
Até agora escrevemos vários progra­
mas cu riOS. Fizemos isto sem nenhu­
ma etapa intermediária. escrevendo 
diretamente uma seqüência de ins­
truções BA$IC. Esta técnica é boa 
para programas mu ito simples. mas 
náo funciona bem para os mais com­
plexos. 

Nes te capi tulo ap renderemos a 
maneira correta de criar um prog ra­
ma. Es t e é um proces so d e c inco 

t , Especifique a seqiiência de etapas en­
volvidas na solução do problema. Isto é 
chamado de projero de algorirmo. 

2. Desenhe um diagrama mostrando a se­
quência de eventos e etapas lôgicas. 
Isto é chamado de desenhO do fluXQ­
grama. 

3. Escreva o p rograma em BASIC. Islo é 
chamado de codificação. 

4. Ver ifique e tes te o programa. Isto é cha­
mado de correção de erros. 

5. Clareie e documente o programa . Isto é 
chamado de documeflfação. 

Até agora aprendemos e pra tica­
mos apenas as etapas 2 e 5. Mas esta 
seqüência só funcio nará para p rogra­
mas curtos. A ntes de escrever pro­
gramas longos, vamos estudar a se­
qüência completa envo!vida no de­
senvolvimento de um programa . 
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Projeto do Algoritmo 
Nós queremos escrever u m programa que resolva um dado problema 
ou automatize uma tarefa. Até agora projetamos programas para re· 
solver problemas simpl~. A seqüência de etapas requeridas para re­
solver cada problema foi , geralmente. óbvia , em que, praticamente, 
não havia uma etapa de proje to. De maneira geral, no entanto, dado 
um problema, devemos, antes de tudo, projetar uma solução. Para es­
crever programas, esta solução deve ser especificada como uma sc­
qüência de etapas. Esta seqüência de etapas é chamada de algoritmo. 
Formalmente, um algoritmo é definido como uma especificação passo 
a passo, para a solução de um problema. Tecnicamente , um algori t mo 
também deve ter um fim , ou seja, ele não pode continuar indefinida­
mente. Um algoritmo que não pâra é chamado de um erro! 

Aqui está um problema s imples. Vamos converter um peso medido 
em onças para seu equivalente em gramas. Lembre-se que 1 onça é 
equivalente a 28,35 gramas. A solução é óbvia: multiplicamos o peso 
em onças por 28,35 gramas. Este é um algoritmo de apenas um passo. 

Vamos agora examinar um problema ligeiramente mais complexo: 
vamos ler um número no teclado e verificar se ele está dentro de de­
terminados limi tes. Aceitaremos o número como válido se estiver en­
tre O e 100. A seqüência de etapas envolvidas na solução deste proble­
ma é a seguinte: 

1. Ler o número. 
2. Ver ificar se ele é maior do que zero. Se for, prosseguir; senão, 

rejeitar O número. 
3. Verificar se ele é menor do que 100. Se for, aceitá-lo; senão, rejei­

tá-lo. 

Este é um algoritmo de 3 etapas. 
Na prática, a maioria dos problemas é mais complicada e sua solu­

ção requer a lgoritmo maiores e mais complexos. Aqui estão alguns 
exemplos de a lgoritmos do dia a dia. Você pode encontrar muito mais 
no seu livro de cozinha, no seu earroou nos manuais dos seus eletrodo­
mésticos. 

Vamos examinar um algoritmo para cozinhar um ovo-de-três­
minutos. Aqui estão as etapas: 

1. Pegue uma panela 
2. Encha-a de água 
3. Ligue o fogão 
4. Coloque a panela no fogão 
5. Deixe a água ferver 
6. Coloque um ovo na água fe rvendo 
7. Marque 3 minutos no relógio 
8. Quando o despertador tocar, retire o ovo 
9. Desligue o fogão. 



"Demonstrarei o 
afgoritmo do 
ovo·<:!e*três*minutos. " 131 
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Este algoritmo parece direto, mas se ele fosse executado como um pl'O­
grama por um robõ computadorizado, ele teria que ser muito mais 
preciso . Por exemplo, precisaríamos especificar exatamente qual pa­
nela usar , e a qua ntidade exata de água a ser colocada na panela. 

A maioria dos algoritmos apresentados nos livros comuns assu­
mem que o usuário tenha um conhecimento anterior técnico e cul­
tural específico: e eles são. na maioria das vezes, incompletos. Em ou­
tras palavras, eles assumem que o usuário possa "ler nas entl-eli ­
nhas". Por isso é que existem man uais tão diflcei s de comprcender! 

Não comete remos o mesmo erro aqui . Nossos a lgoritmos serão 
complctamente especificados para tornarem-se programas utilizá­
veiS. 

Aqui .está urp último exempl o: um algoritmo para dar partida em 
um carro. Se assumirmos que o carl'O funciona pcl'feitamente, o al­
goritmo é mui to simples: 

1. Inserir a chave na ignição. 
2. Girar totalmente a chave para a direita . 
3. Soltar a chave enquanto aperta suavemente o pedal do acele­

rador. 

No entanto , sabemos que é possfvel que o carro não ligue. Isto por­
que há outros ratores envol vidos, como temperatura ou as condições 
mecânicas da máquina. Preparar um al goritmo completo para ligar 
um carro sob qualquer cond ição exigirá várias páginas, caso se queira 
prever todas as coisas que podem sair erradas. 

Ligar um carro é 
um Interessante algontmo 



No dia a dia podemos, algumas vezes, simplificar as etapas de um 
algori tmo. Mas num programa de computador, isto é impossíve l. Um 
algoritmo tem que ser correto (exato) e completo. Quando projetamos 
um algoritmo para uma solução de computador, devemos ser comple­
tos e ante<:ipar cada fato rawável que possa acontecer, ou nosso pro­
grama pode, eventualmente, falhar. O sucesso de um programa re· 
quer uma atitude espec\al: você deve tontinuamente duvidar do que 
faz, sempre supondo que possa estar errado ou incompleto . 

Nunca assuma que uma entrada esteja certa . Cheque·a e verifi· 
que·a. Sempre admita a possibilidade de erros. Ilustraremos estas 
considerações mais tarde, neste capítulo, quando examinarmos um 
caso real. 

Em suma, para automatizar a solução de um problema, escrevendo 
um programa de computador, comece prepa rando um algori tmo. O ai · 
goritmo final deve ser perfeito, apesar de que, no começo, ele rara· 
mente o é. De fato, no início, você provavelmente projetará uma 801u· 
ção aproximada (isto é, um a lgoritmo losco), então con tin uará !.l aper· 
feiçoar o algoritmo o quanto quiser, a té que ele alcance o estado em 
que você o considerará perfeito. Tenha sempre certeza de Que seus ai· 
gorit mos estão completos, antes de começar , efetivamente, a escrever 
as instruções. 

Lembre-se, o algori/mo 
é criado para trabalhar' 
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"Sou o fluxograrna . 
Quero ajuda-lo. 

• 

Por favo r, use-me" 

Fluxograma 
Assim, projetamos um a lgor itmo. O pensamento que agora vem à 
mente é: Vamos traduzi-lo rapidamente em um programa BASIe e 
executá-lo. Errado. Há ainda mais uma etapa que pode economizar 
horas do tempo de programação: é o chamado fluxograma. Se você 
omitir este passo, provavelmente escreverá um programa que não 
funcionará, e perderá muito mais tempo, mais tarde, tentando corri ­
gi-lo - com pouca garantia de sucesso. Em contrapartida, se você fi ­
zer um bom fluxograma, escrever um programa é apenas um simples 
passo a mais. 

Um fluxograma é s implesmente uma representação gráfica, mos­
trando uma seqüência de eventos. A figura 8.1 mostra um fluxogra­
ma das etapas envolvidas em "cozinha r um ovo-de-três-minutos". 

Como você pode ver, este fluxograma é uma representação gráfica 
do algoritmo que já apresentamos. Neste caso, cada retângu lo do flu­
xograma representa um passo do algoritmo. O propósito do fluxogra­
ma é mostrar toda a seqüência de etapas. Mais tarde, quando você se 
familiarizar com o fluxograma, você poderá omitir a etapa do projeto 
do algoritmo e começar diretamente com o fluxograma ,já que o fluxo­
grama é, exatamente, a representação do algoritmo. 
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Oual éo dia 
lEste ti Um tffrO! do seu ani ... er'Silri01 

Sim 

Não 
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Id.de '" 5 
esté ano - .no do nucimento 

AM 
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4 
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n"clmento - 1 

AM 

Figura 8.2 Fluxograma para cálculo da Idade 

Si 

, 

Cozinhando um ovo·de-três-minutos 

Figura 8.3 Losango (s(mboio da decisão) 

No caso de um algoritmo tão simples quanto o da preparação do 
ovo-de-três-minutos, o fluxograma não émuito útil, e pode serdispen­
sado. O verdadeiro valor do fluxograma aparece quando você começa 
a planejar a lgoritmos mais complexos que envolvem muitas escolhas 
e decisões. 
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Vamos agora projetar um novo programa que pergun te por ~ u a 
data de nascimento, a dat.a de hojo e então calcule a SU(l idade. O al­
goritmo é óbvio. O fluxograma é mostrado na figura 8.2. O losango no 
fluxograma indica um test.e, isto é, uma escolha na seqüência. Neslc 
ponto, para facilitar a.conversão do nuxograma em um programa. 
certifique-se de que cada cRcolha tenha apenas dois resu lL,1dos ou res­
postas: "sim" ou "nâo". Indique as setas adequadamente . Agora exa­
mine a figura 8.2 ü verifique que cada sela saída do losango seja indi ­
cada com "sim" ou com "não", dependendo do rüsult.ado do leste (vcj:1 
a figura 8.3) 

Em geral, há três maneiras como as seLas podem ser desenhadas, 
como most.ra a ligura 8.4. Você pode se lecionar qua lq uer ma neira que 
preferir. O propós ito de sua seleção será simples mente O de facili tar a 
leitura de seu fluxograma: A posição das setas, do "sim" e do "nilo", 
pode ser livremente Lrocada; em outras palavras, o "sim" pode ficar;) 
direita, se você preferir. 

Vamos voltar à figura 8.2, ao nuxograma que calcula a idade, e 
examinar o algoritmo que ele representa . 

o f!uxograrna 
é O reflexo do 
algor/uno 



Sim 

2 

Sim 

, 
Figura 8.4 As três maneiras 
de saída às sews 

Sucesso 
Teste 

figura 8.5 Um outro sím­
bolo para a cai xa de deciMo 

Primeiro é requ isitada a data de hoje. Este pa f>so corrcf> ponde ao 
primeiro retângulo no flu xograma (indicado como 1 I. O sCg"unou re­
quisito é sua data de nascimento. Este e o retâ ngulo indicado comu 2 
no fluXOb'Tama . 

Em seguida dev.çmos verificar se a data de nascimento c anterior it 
data de hoje . Se o valor da data de seu ani versário é maior do que o 
valor da data de hoje. um e rro será reconhecido e o proces5o terá que 
ser recomeçado. Caso contrário, a da ta de aniversá rio seni assumida 
como válida. Este passo corresponde ao losango (indicado como 3) no 
fluxograma. Para ser ainda mais aperfeiçoado, rejeitaría mos ainda 
idades que resultassem em 150 anos ou 'rnais, desde que tal idade não 
possa ser válida. No entanto, aceitar esta idade não cria sér ios ereitos 
adversos . Por conseqüência pode não valer a pena o tra!mlho de che, 
cá-l a com tal objetivo. 

No losango 4 do fluxograma, determinamos seo mês de sua data de 
nascimento é menor do que o mes corrente. Se ror, seu a ni versário 
neste anojá passou e sua idade pode ser calculada (no retângulo 5 do 
flu xograma) como a direrença entre ano corrente e o de se u nasci ­
mento. Por exemplo, se você nasceu em reve,·eiro de 1946 e nós esta­
mos em março de 1984, sua idade é : 1984 - 1946 = 38. 

Caso contrário (este é o retângulo 6 do fluxograma), sua idade é cal · 
culada como: o ano corrente menos O ano de seu nascimento. menos 1. 
Por exemplo, se você t iver nascido em junho de 1942 e estivermos em 

março de 1984 , sua idade seria 1984 - 1942 - 1 := 41. Pflra manter 
simples o exemplo, nós não checamos o dia do mês. Adicionaremos 
este aperfeiçoamen to mai s tarde. 

Os passos para o algoritmo devem esta r agora bem mais elaras. Va­
mos examinar os simbolos do fluxograma. 

Os Símbolos do Fluxograma 

No f1 uxograma os retângu los são usados pl:lnl cá lculos e a<;ões diretaR 
que não envolvem uma decisão como uma enlruda ou :-.a ida. Os losan­
gos são usados para testes ou deCisões. I::les deve m sempre te,· <l O me­
nos duas setas sa indo. Finalmente, cada I:lI grwitmo deve ter um co­
meço e um fim. Isto está defi nido nas ind icações : INÍC IO c FIM . 

PRINT A,B 
PRINT A,B 

Figura 8.7 Símbolos para PRINT 
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PARTE 1 PARTE 2 

Figura 8.8 Cortando um fluxograma 
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Os símbolos usados no fluxograma nào ~ão uniformemente padro­
nizados. Muitos foram propostos, mas nenhum ganhou acei tação uni ­
versal. O retângulo é sempre usado. O losango, no entanto, pode r,;er 
substituído por outro sem arestas como é mostrado na Figura 8.5. 
Além disso, os símbolos rNÍCIO e FIM podem ser co locados em um 
círculo pequeno como é mostrado na Figura 8.6. Fina lmente, a lguns 
símbolos especiais podem ser usados para ind icar o uso de periféricos 
específicos. Por exemplo, uma operação PRINTpode aparecer de duas 
maneiras como é mostrado na Figura 8.7. 

Na prática, você nâo precisa se assusta r com esses símbolos. Um 
fluxograma é, simplesmente, uma maneira de vi sua lizar, convenien­
temente. um a lgoritmo (especialmente quando ele contém várias de­
cisões) . Você pode ainda usar símbolos diferentes à sua escol ha. No 
entanto, é melhor usar os s ímbolos comuns, para que seus progra mas 
possam ser mais facilmen te comparados com outros, de forma que 
você possa ler e facilmente seguir qualquer outro nuxogra ma. 



Dividindo o Fluxograma 

Aqui está mais uma convenção muito usada. Se um fluxograma tiver 
de ser estendido por muitas páginas, você pode cortá-lo em pedaços. 
Classifique cada Silta de conexão com um número OU nome, garan­
tindo indicações de entrada para os fluxogramas das outras páginas. 
A figura 8.8 mostra um exemplo do uso de números para conectar 
setas. 

Aperfeiçoando o Fluxograma 

As instruções colocadas nos retângulos do fluxograma podem ser es­
critas como lhe aprouver. Elas não são instruções BASIC. Quando es-

Sim Não 

Idade " O- B khId. _ 0 - 8 - 1 

Figura 8.9 Um algoritmo simples 

Idade '" 0 - 8 

'IM 

Sim NO. 
Idade _ 0 - 8 - 1 

Figura 8.10 Um fluxograma aperfeiçoado 
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Se você pulou o 
fluxograma. 
provavo/mof)(e vai 
ter problemas 

crever seu fluxograma pela primeira vez. você pode escrever instru­
ções vagas como "diga-me sua data de nascimento". Mais tarde, você 
pode aperfeiçoar as instruções contidas nos retângulose desenhar um 
fluxograma mais detalhado, que seja mais facilmente traduzido para 
um programa. 

Se você sentir qUl::"'as instruções nos retângulos são suflciente­
mente precisas para escrever um programa equivalente, náo será ne­
cessário fazer nenhuma mudança adicional. Se senti r , no entanto, 
que elas são vagas ou complexas para serem transcritas diretamente 
para um programa, então você pode substitui-Ia por uma seqüência 
de instruções mais deta lhadas. 

Como exemplo, recorde o fluxograma da figura 8.2, que checa o mês 
de seu aniversário, mas não o dia , ao verificar se sua data de nasci­
mento já aconteceu no mês em curso. Vamos aperfeiçoar, para qUl' 
seja verificado tanto o mês quanto o dia. O segmento que corresponde 
ao fluxograma inicial aparece na fi gura 8.9. O novo, ou o Iluxograma 
aperfeiçoado, ê mostrado na figura 8.10. 

Na prâtica, a maioria das pei:isons não escreve o algoritmo. elas vãc 
diretamente à fase do fluxograma. [sto é ótimo. No entanto, progr(l­
madores com algu ma experiência (ou com quase nenhuma) também 
omitem a fase do fluxograma, e começam escrevendo o pro~ram.a C-!ll 

uma folha de papel. Isto é altamente perigoso e um caminho para o 
erro. Recomendo que você sempre desenhe um fluxogra ma antes de 
escrever qualquer programa. Mais tarde. quando se tornar um pro· 
gramador exper iente, poderá estar apto a dispensa r um fluxograma 
detalhado e desenhar apenas um esboço de fluxograma . 

Teste Manual 
Se voc'é já escreveu um Iluxognlllla . teste-o com cxcmplo~ t"C~li s. Tenha 
certeza de que o resultado é t;OlTeto ou, pelo menos, apure nta Ser 
corret.o. É chamado tes te manual, em opos içáo ao uso do computador. 

POI" exemplo, volte ao fluxograma que calcula a idade na fi gura 8.2 
e forneça-lhe sua própria data de nascimento e a data de hoje. como 
ind icado. Ele aponta sua idade correta? Se alil:Jllat.ivo, as coisas vão 

--~ .;.­- -, 

= 



- ._ . . 

- - - . 

bem. Se não, há algum erro. Agora Len te novamente, com valoreti 
diferentes, usando datas de aniversárioti que ocorram antes e depois 
da data de hoje. Funcionou? Se afirmativo, o algoritmo provavel­
mente está certo. Se não, há um erro . O teste manual é a maneira 
mais rápida de se assegurar de que não há nenhum erro primário. 

Tendo ei:>crito u'fu fluxograma que parece funcionar, teremos alcan-· 
çado todos os passos previamente necetisários para se escrever um 
programa reaL Vamos agora escrever o programa. 
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A Codificação 
Escrever instruções de programas é chamado de codificaçâo. A pro­
gramação se refere normalmente à seqüência total necessária para ' 
criar um programa, projetar o algoritmo, desenhar o fluxograma, 
codifica r, corrigi!- err~s e testar . Codificar envolve a tradução do 
conteúdo do fluxograma para instruções de programa. expressas 
numa linguagem de programação - neste caso, expressa em BASIe. 

Isto foi o que aprendemos a té agora : aprendemos a traduzir instru­
ções, fórmulas, testes e condições em instruções BASte. 

A chave para codificar bem é escrever um fluxograma detalhado o 
bastante para poder facilmente codificar cada etapa do flu xogram a 
em algumas poucas instruções BASle. Geralmente, nos pr imeiros 
passos da programação, cada elemento do fluxograma é traduzido em 
algumas instruçõesBASIC , uma ou duas, isto é, há uma equ iva lência 
direta entre os e lementos do tluxogra ma e as instruções. Ma is ta rde, 
quando sua ha bil idade e exper iência para programar t iver crescido, 
você estará apto a escrever fluxogramas mais "descontraídos", onde 
cada elemento é codificado em várias instruções BASIC. 

Apesar da experiência, a fase de codificação é , na maioria das 
vezes, aque la que requer o menor tempo na seqüência de desenvolvi ­
mento de um programa. Testar um progra ma requer usualmente 
muito mais tempo do que a codificação. Daí a import<incia de dese­
nhar um bom fluxograma para poder minimizar erros e tem po de 
teste. 

Quando codificar um programa, seja preciso, claro e legível, para 
que ele possa trabalha r rapidamente e possa ser faci lmente testado 
ou modificado. 

"Codificar é faGi/, 
desde que você tenha 
UfrJ bom fluxograma.!" 



Seja Preciso 

Escreva suas instruções de programa com o máximo cuidado: qual­
quer erro de colocação de sinais de pontuaçüo ou símbolo ... , provavel ­
mente ocasionará erros no programa. , 

Seja Cla ro 
Use nom es de variáveis que sejam fáce is de lembrar. De ixe intervalos 
ou espaços entre OS numeraS das instr uçõcs para o caso de qu erer 
inseri r outras ins truções enl..n:l elas. Use anotações (instrução REMI 
livremente, durante o programa, para dar maior clareza ao que ele 
faz. ) 

Então, até aqui projetamos um a lgoritmo, desenhamos um fluxo­
grama e escreve mos o programa correspondente. E você espera seria ­
mente que ele runcione. Não. Desculpe. Na ma ioria dos casos , progra ­
mas não funcionam na primeira vez . Usualmente exigem v:ll'ias ten ­
tativas e muita exper iência , independent.emente de seu tamanho, 
para funcionar corretamente. Este é o tópico da próxima fase. 

Fora COI11 os erros ! 
Seja precIso, 
seja claro. 
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A Correção dos Erros 
Você codificou seu fluxograma num programa BASIC. Seu programa 
está ainda no papel. Você agora o colocaria na memória de seu 
computador, digitando "RUN", fazendo tudo para que ele fun cione. 
Isto é chamado de leste e cor/'eção de erros. Em inglês. debuggillg. Os 
erros são conhecidos em inglês como bugs . Em português, usa-se o 
termo debllgar um programa, ou seja, corrigir-l he os erros. Cada vez 
que você encontrar um erro, deve corrigi -lo e então "RUN" nova­
mente o programa. Mesmo se tiver sido cuidadoso na codificação do 
prot,'Tama, um longo programa raramente funciona cor retamente. 

Felizmente, seu intérprete BASIC ajuda rá você a diagnostica r 
alguns problemas. Se seu programa contém um tipo de elTO que pode 
ser detectado pelo intérprete, a execução do programa será interrom­
pida logo depois que você digitar RUN e o inlél'prete dará a você um 
diagnóstico como "ERRO DE SINTAXE na linha 84". O interprete, 
an les de tudo, aj uda rá a det.ect.."lr erros de sintaxe (o uso ilega l de 
símbolos ou operações). Infelizmente, ele não aj udará a detect.a r os 
erros mais perigosos: os erros de l6gicae de projeto. Esta responsabil i­
dade é sua. Esta é a razâo para você investir t empo em desenha!' 
cuidadosamente seus fluxogramas. Também é por isso que cada vez 



o mtérpre le ajuda 
na dliJgnose dos 
erros de sintaxe 

que um número é fornecido a um progra ma, ou gerado por ele, deve 
ser validado o seu alcance. Na eventualidade de seu programa conter 
um erro lógico, esta técnica o ajuda rá a isolar a seção do progra ma que 
contém o erro. 

Usualmente, no caso de um programa simples, alguns erros t ipo­
gráfi cos serão detectados pelo intérprete BAS re. Você os corrigirá e 
seu programa funcionará. Deverá ser assegurado que ele func ione 
correta mente, testando-o para vários casos ou va lores; seu prognlma 
pode conter erros lógicos. Na ma ioria dos casos, no entanto, você fará 
com que seu programa func ione corretamente. 

Sugestões Práticas 
Aqui está uma sugestão prá tica: você deveria inser ir inst ruçôes 
PRINT adicionais durante o programa, para verificar os valores­
chave ao longo da execução. Isto o ajudará a detectar valores estra­
nhos e a isolar as instruçõcs que os causaram . Aqui está um exemplo 
de PRINT que você pode inserir: 

1235 PRINT "TESTE PARA VALOR MEDIO E"; MEDI A 

Assim, se o programa funcionar você pode removercSSlls informações 
PRINT extras. Esta técnica é chamada de rastreio de lima variável. 
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Como outra sugestão prática, a qualquer momento que seu progra­
ma seja interrompido automaticamente ou por intervenção do in lér­
prete, você deve usar o modo de execuçcio imediata para verificar o 
valor das diferentes variáveis do seu programa. Por exemplo, você 
pode digital': 

> PRINT MEDIA 

e, então: 

> PRINT SOMA 

para checar o valor corrente dessas duas variáveis_ 
A chave de uma correção de erros bem-sucedida é experiência e 

muita previdência. Da próxima vez , gaste muito mais tempo proje­
tando o programa e o nuxograma c você gastru-á menos tempo corri­
gindo erros. 

Então, seu programa funcionou con-elamente. Você acha que ele 
está correto e não quer ma is mexer nele. No entanto, pode-se encon­
trar um erro mais tarde, ou você pode usá-lo novamente ou reparti-lo 
com outra pessoa_ Para razer um programa reut.ilizáve l será neces­
sário mais um passo: você deve documentar o programa para que 
sempre se lembre daquilo que ele raz. 

Documentação 
Você terminou de projetar e codificar um progra ma. Você já está 
ramiliarizado com sua operação e com o que cada instrução faz_ Você 
ficará surpreendido em descobrir o quão rapidamente você esquecerá 
sua função e como é difícil lê- lo ou entendê-lo mais tarde. Se você 
pretende utilizá-lo de novo ou corr igir erros encontrados mais tarde , é 
vital que o clarifique pronta e completamente. Isto não só significa 
limpá-lo, como documentar tudo que possa requerer uma explanaçáo 
em manuais ou em instruções REM dentro do programa. 

Aqui está um sumário das técnIcas descritas para clarificar o 
programa. 

Use um layout claro: Seções separadas por linhas em branco ou 
instruções vazias. Use, para maior clareza, alinhamentos ou denLea­
ções. Você pode querer usar números de linha que tenham todos o 
mesmo comprimento. Desta maneira , todas as instruções do progra­
ma serão alinhadas vertica lmente. Adicionalmente, cada vez que 
você usa a instrução FOR ... NEXT será uma boa idéia dentear o bloco 
de instruções que estão incluídas entre o FOR e o NEXT. 



Use também espaços livrement.e, purll clarilicar instruções com­
plexas_ em parti cular aquelas que contêm expressões ma tcmii l..icas. 
Use parênteses para clarificar o resultado de um cálculo , 

Explique o que of'o'Ocê faz: Use a instrução RE M para explicar rôr­
mulas, testes, nomes ou convenções. É também uma boa idéia provi­
denciar uma pequena explanação escrita para quaisquer métodos ou 
técnicas que você esteja usando, que não sejam óbvios ou que nào 
sejam descritos pela instrução PRINT no programa. 

Limpe o fluxograma: Produzir um fluxograma limpo ou uma série 
de fluxogramas que correspondam exatamente ao seu programa. À;; 
vezes , durante o processo de correçâo ele erros, você pode qu erer 
mudar no último minuto e razê-lo diretamente no ])J·ograma. Asse­
gure-se de que isto refletiu-se no fluxograma original ou você encon­
trará muitas dificuldades para mudar ou corrigir seu programa mais 
tarde. 

Oocwnen fe seu programn 
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Renumere sU3s linhas: Às vezes, no processo de correção do progra­
ma , isto é, na fase de remoção de erros, ~ocê pode precisar inserir 
instruções ad icionais. Se você acha que seu progra ma está correto, é 
uma boa idéia renumerar as linhas para que todos os números de 
linhas estejam regularr.lcnte espaçados. Tal procedimento faci li tará, 
mais tarde, mudanças no programa. Programas especiais que renu­
meram um programa inteiro estão disponíveis no mercado. Se tal 
disponi bilidade não existe, pode ser uma boa idéia perder a lgum 
tempo renumerando instruçôes para obter uma seqüência clara. Isto 
é uma conveniência, não uma obrigação. 

Sumário 
Neste capítulo, descrevemos os cinco passos de um programa uca ­
bado: projeto, fluxograma, codificação, correção de er ros ~ docume n­
tação. Vamos revê-los. 

Cada programa requer o projeto de um a lgoriLmo. O algor itmo 
deve ser projetado no mínimo menta lmente. se não no papeL O 
algoritmo deve ser esboçado como uma série de fórmu las ou notas 
descrevendo os passos essenciais. 

O passo !'Ieguinte é desenhar o fluxograma que descreva a seqüên­
cia completa de even tos. Considerá-lo como um passo obr igatório 
para qualquer programa que envo lva mais do que algumas linhas. 
Lembre-se: quanlo mais cuidadosamente você projetar seu fluxogra­
ma, maior será sua chance de ter um programa correto. 

O passo segui nte é codificar. O fluxograma é traduzido em instru­
ções BASIC. Praticar , acelerará consideravelmen te esta fasc. De fato, 
a fase de codificação rapidamente se transforma na fase mais cu rta. 

Em seguida , vem o teste e a correção de erros. Esta fase é sempre 
necessária , mu itas vezes é a fase mais longa. Cada programa deve ser 
cuidadosamente checado. 



Finalmente, a qualidade da documentação facili tará ou impedirá o 
uso futuro ou as muda nças do programa. 

Exercício9 
8-1: Descreva as cinco fases de desenvolvimento do programa 

8-2: Qual é a diferença entre codi f iCàr e programar? 

8-3: Qual é o propósito da correção de erros? 

8-4 : Como você rastreia uma variável? 

8-5: Por que renumerar um programa após fazer muitas mudanças? 

8-6: O que é um fluxograma? 

8-7: Escreva um fluxograma para ligar seu carro ou operar um eletrodoméstiCO 

8-8: Quais são as vantagens de um programa escnto com clareza? 

8-9: Descreva as técnicas que podem ser usadas para clarear um programa 
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Agora desenvo lveremos um prog ra­
m a com pleto e o desc reve remos a 
cada passo. Aqui está um problema 
para ser resolv ido. Precisamos escre­
ver um program a que possa conver­
ter au tomaticamente um peso ex­
presso em onças em seu valor equi­
valente em g ramas. Este programa 
tanto pode converter um numero di­
gitado no teclado, co m o imprimir 
uma tabela d e conversão de pesos 
para os números existentes entre 
dois valores especificados. 
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o Projeto do Algoritmo 
A seqüência si mples de passos que seguiremos para solucion<lr este 
proble ma é bastante d ireta. Per 6"'Untaremos ao usuá rio o que ele (ou 
ela) quer (uma simples"conversão ou uma tabela de valores) c, então, 
procederemos à ação soli citada. Este é o nosso algori tmo simples. Va­
mos aperfeiçoá-lo. 

Uma onça é igual a 28.35 gramas. A conversão de onças em gramas 
é gera lmente realizada pela segu inte fórmula: 

P g'rrunas = P onças X 28.35 

ou, em resumo; 

P I; == P on X 28.35 

Aqu i está o a lgoritmo básico: 

.... Especificar se é conver são simples ou tabela 

.... Se for conve rsão, requisitar peso em onças 

.... Converte r em gramas (usa ndo a fórmula acima ) e mostrar o ro-
sultado 

~ FIM 
.... Se tabela, pedir O peso máx imo em onças 
... Con verter em gramas e mostrar os resultados até O limite de 

tabela 
~FIM 

Na prática, não há necessidade de escrever o algor itmo , desde que 
você prepare um fluxograma . 

o Fluxograma 
Na preparação do fl uxograma, precisamos, em primeiro luga r, saber 
o que o usuário quer que o programa execute: uma conversão s imples 
ou uma tabela de valores. Aqui está o elemento correspondente ao flu ­
xograma: 

(Conversã T bela 



Este é um elemento de decisão com duas saídas possíveis (isto é. ra­
mos): CONVERSÃO ou TABELA. 

Vamos primeiro examinar a CONVERSÃO, O usuário quer con­
verter um peso simples de onças em gramas. Devemos requI sitar o 
valor do peso. Aqui está, no fluxograma, a entrada correspondente: 

(Conversão) 

Peso requisitado 

(em onças) 

Podemos, agora, converter este va lor em gramas. No entanto, va­
mos aperfeiçoar o fluxograma, imediatamente. Como precaução, vali­
daremos o valor suprido pelo usuário, checando o quanto ele é razoá­
velou não. Aqui está a maneira como nosso fluxograma aparece com 
essa validade adicional. 

Diagnóstico/-"'C:::: 

PeS<l requ is itado 
(em onças) 

Note que adicionamos um elemento para checar se a entrada é razoá­
vel. Se for razoável, prosseguiremos. Se não, um diagnóstico como 
"entrada não razoável, tente novamente" é acionado , e o prog-rama re­
quisita um novo valor para o peso. 
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Agora nós temos um valor válido para o peso. Vamos convertê-lo 
em gramas. tsto é obtido como se segue: 

" 

p .. '" p_ )( 28.35 

Podemos agora mostrar o resultado. Isto é executado pelo elemento 
seguinte: 

Imprima p. 

A con versão s imples agora está feita. Terminaríamos aqu i esta 
parte do nuxogra ma. No entanto, vamos aáescentar uma caraderis­
tica conveniente e perguntar ao usuário se ele quer fazer uma outra 
conversão. Isto é obtido pelo elemento segui nte: 



o símbolo de decisão com a seLa à esquerda indi ca que esta s('La ficrú 
conectada ao começo do fl uxograma. Até esse ponto. nosso nuxogra­
ma está assim: 

Não 

Dia9nóslico .... -<:: 

Sim 

{Convflrsão! 

Peso requisitado 
(em onças) 

Sim 

PII - Pon )( 28.35 

Imprime Pg 

INic IO 

Vamos agora voltar ao nosso primei ro elemento de decisão e exa­
minar o que acon tece quando o usuár io quer execu tar uma tabela ou 
tábua dc valorcs. Esta é a opção "tabela" no alto do nllxognuna. 
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Devemos conhecer o valor máximo a ser convertido. Isto é obt ido 
pelo elemento seguinte: 

(TeDe\el 

Requl$iter número 
mblmo de onça$ 

(MAX) 

Novamente. por segurança, checarem os se este nú mero é razoável : 

Não 
"::>-<~Di.gnôstico 

Como antes, o programa não prosseguirá, até que um valor razoável 
para MAX seja fornecido pelo usuário. 

Quando um va lor razoá vel fo r fornecido, podemos prosseguir e 
mostrar uma tabel a qu e converta onças em gramas até o limite dese­
jado. 

t 
Imprima cabeçalho 

J 
Imprima valo," 

de peso em onças 
li gramas até o 

~ 
Finalmente, vamos acrescentar a mesma caracte rísti ca de conve­

n iê ncia que usamos no caso de /..'Onversão ún ica, ou seja . pe rgunla r ao 
usuário se ele gostaria de executar mai s uma conversão. 



Diaynôs lico 

Sim 

IConvenãol 

Requisitar peso 
lamonçnl 2 1 

(Tabela) 

Requisitat o 
numero mblmo 

de onças 
JMAXI 

3 • 
Nio ;>.f Dlallnôstico 

Pg '" POlI x 28.35 • 

Imprima Pg 5 

6 

, 

10 

11 

Imprlma O 
cabeçalho 

hnprima os valores 
de peso em onças 

a IIrama5 alê o MAX 

FIM 

Figura 9.1 Fluxog rama de conversão 
de peso 

Sim 

A figura 9.1 mostra ° fluxograma completo. Este fluxograma é tí­
pico. Os conteúdos dos elementos são, de a lguma fo rma, escritos " li ­
vremente". Alguns dos elementos no flu xograma foram codificados 
em apenas uma ou duas instruções BASIC, enquanto outras regue-

157 



158 

rem muito mais. No entanto, é a seqüência que conta. O falo de que 
alguns elementos podem ser mais detalhados do que outros não tem 
importância. Lembre-se de que a seqüência do fluxograma deve scr 
exata , mas os detalhes podem ser escritos da mane ira que for mais 
conveniente pa ra você. Não há necessidade de perder uma porção de 
tempo dissecando o cor. teúdo dos elementos , desde que você sinta que 
pode codifi.cá-\o de uma mane ira direta e objet iva. 

O fluxograma deve simplesmente ser claro e fácil de (er : Um fluxo­
grama claro e bem organizado au menta as suas chances de escrever 
um programa correto . 

Para completar, aqui estào alguns refinamentos ou a lternativas, 
que você pode considerar : 

.... Você pode explanarem deta lhes a maneira como você checará O 

peso para a "razoabi lidade". (Aq ui simplesmente checaremos 
se Pon é um número positivo.) 

.. Você pode ser mais explicito sobre o diagnóst.ico e sobre os diá­
logos. 

Em geral , a advertência é: simplifique. Faça exatamente o sufi ­
ciente para que: 

1. A seqüência de passos .seja correta e com plela. 
2. Você entenda cada elemenló e saiba facilmente como convert,ê-

10 em instruções de progra mas . 

Qua nto mais simp les o con teúdo dos elemen tos maj.s claro será o 
fluxograma. Aplicando essas advertênci as, podemos simplificar o flu ­
xograma, escrevendo: , 

Imprima cabeçalho 

emveilde: , 

Imprima valore$ de 
Imprima tabtlia pe$(l em onças e 

gramas alê o MAX 

• 
Ambas as opções são corretas. Use aque la em que você se si nta 

ma is confortável. Aqu i decidi sugerir os passos dos programas ma is 
desenvolvidos e conseqüentemente fi z o conteúdo dos elementos do 
fluxograma mais explícito. 



Você pode sempre reescrever ° conteúdo de um elemento ou qual­
quer parte do fl uxograma que queira, em um pedaço de papel separa­
do, para facili tar a codificação ou para tentar uma outra alternativa. 

Agora que temos um fluxograma, vamos testá- lo manua lmente 
com r..Úmeros reais, yara ter certeza de que ele funciona. Este proces­
so de checagem à mão é óbvio, portanlo, vamos adiante. 

A Codificação 
Agora escreveremos um programa que correspondc ao nosso fluxo­
grama. Para faci li tar a leitura do programa, assumiremos que o seu 
intérprete BASIC permite nomes de variáveis longos (nomes que 
usam ma is do que uma letra) e operações com ponto flu tuante (isto ê, 
permite o uso de números deci mais). 

Se nâo for este o caso, você deve simplesmente encurtar os nomes 
das variáveis. Se o seu BASIC é um BAStC de números intt"!iros (não 
números fracionados), o programa funcionará , mas a conversão será 
apenas aprox imada. 

Vamos agora cod ificar cada elemento do fluxograma em instruções 
BASIC correspondentes. 

Aqu i está o elemento 1 do fluX('lgrama . 

(Convetsio) 

Aqui estão as instruções correspondentes do programa: 

100 REM" · CONVERSA0 DE ONCAS EM GRAMAS ... • 
110 REM ESTE PROGRAMA EXECUTA OU UMA CONVERSA0 

DIRETA 

120 REM OU IMPRIME UMA TABELA DE VALORES 
130 REM PRIMEIRO ESPECIFIQUE O MODO DE CONVERSA0: DIRE­

TA OU TABELA. 
140 PRINT "QUERO CONVERTER ONÇAS EM GRAMAS" 
150 PRINT "SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE 

DIGITE V." 

160 PRINT "SE VOCE QUER IMPRIMIR UMA TABELA DE VALO RES 
DIGITE T." 

170 PRINT "SUA ESCOLHA (V OU T)" ; 
180 INPUT ESCOLHA$ 
190 IF ESCOLHAS "" "V" THEN GOTO 300 
200 REM ROTULO 300 E A CONVERSA0 DE VALOR 
210 IF ESCOLHA$ = "T" TH EN GOTO 500 
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220 REM ROTULO 500 E A TABELA DE CONVERSA0 

230 REM SE O CARACTERE NAO FOR V OU T A ENTRADA NAO E 

VALIDA. 
240 PRINT "V OU T POR FAVOR:"· 

250 GOTO 170 

Como você já está experiente, já é capaz de ir diretamente do ele­
mento 1 do fluxograma para a instrução do progra ma correspondente. 
No entanto, no começo, você precisará escrever embaixo uma versão 
detalhada do primeiro fluxograma. Aqui está a versão detalhada do 
elemento 1. 

INicIO 

ElIpllnllÇâo 
do 

.0 .aml 

ElIplanlç.io da 
esc:olhl de opções 

Di.gnóstico: 
Vou T, por favor 

S;m 
>-~ ,.. 

Sim 
>;;;;;;.,~ SOO 

Olhando para essa versão deta lhada, repare como proximamente, 
o fluxograma corresponde às instruções BASIC. Em suma, nole que 
introduzimos um teste de validade para "ESCOLHA$". Nós não va­
mos simplesmente assumir que o usuário coopere e digite "V" oU "T". 
Cheque-o. Lembre-se de que cada vez que você requisitar uma entra­
da (lNPUT) você deve va lidá-Ia. 

O resto é mais simples. Vamos converter o elemento 2: 



Requisitar peso 
(emore~5J 

As instruções correspondentes são: 

300 REM .... .. CONVERSA0 DE VALOR .. "" 

310 PRINT "DIGITE O PESO EM ONCAS .. " . 

320 INPUT PON 

Note que poderíamos também escrever: 

310 INPUT "DIGITE O PESO EM ONCAS ..... ; PON 

No caso, decidi separar o PRINT do INPUT para mostrar como as li ­
nhas do programa correspondem ao fluxograma. Você pode , no en· 
tanto, usar qualquer uma das formas. 

Vamos prosseguir. Aqui está o elemento 3: 

Sim 

Aqui está seu programa equivalente: 

330 IF PON < O THEN GOTO 310 
340 REM PESO DEVE SER POSITIVO 

350 REM PODEMOS ACRESCENTAR AQUI UMA MENSAGEM EXPU· 

CITA 

o equivalente para o elemento 4 é: 

360 PG = PON .. 28 .35 

e para o elemento 5: 

370 PRINT PON; "ONCAS SAO EQUIVALENTES A"; PG ; "GRAMAS" 

e para o elemento 6: 
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410 PRINT "VOCE QUER CONVERSA0 NOVAMENTE? S PARA SIM, 

N PARA NAO;" 
420 INPUT NOVAMENTE$ 

430 IF NQVAMENTES = "5" THEN GOTO 150 

440 IF NDVAMENHiS = "N" THEN END 

450 REM ENTRADA NAO FOI SEM S OU N. DIGA AO U5UARIO 

460 PRIN T "$ OU N, POR FAVOR" 

470 GOTO 380 

Se o que está acima não está claro para você, aqui está o fluxogra ma 
equivalente detalhado: 

Mensagem: 
"Uma outra conversão" 

Resposta 

Sim 
;:...,;;;;;,,~ '" 

Não 

Sim 

Diagnóstico par~ 
• resposta errada 

Vamos agora olhar para o lado direito do fluxograma na figura 9. L 
Aqui está o equivalente ao elemento 7: 

520 PRINT "EXECUTAREI UMA TABELA DE CONVERSA0" 
530 PRINT "DE ONCAS PARA GRAMAS" 

540 PAINT "DIGA ME O NUMERO MAXIMO PARA QNCAS:"; 
550 INPUT MAX 

E para o elemento 8: 

560 REM MAX DEVE SER IGUAL OU MAIOR DO QUE 1. 

SE NAO, ELE E REJEITADO 

570 IF MAX<l THEN GOTO 540 



Para maior clareza, vamos omitir uma linha na execução , an tes de 
imprimirmos a tabela: 

580 PRINT 
, 

Lembre-se: é um PRINT vazio. Ele executa uma linha em branco. 
Agora, aqui está o equivalente ao elemento 9: 

590 PRINT "aNCAS", "GRAMAS" 

Note que usamos uma vírgula, ao invés de um ponto e vírgula, para 
deixar um espaço ab'Tadável entre as colunas. 

E aqui está o elemento 10: 

6001=1 

610 PRINT I, I * 28.35 

6201 = 1+ 1 
630 IF 1< = MAX GaTO 610 

Finalmente, aqui está o elemento 11: 

650 GOTa 380 

o elemento 11 é o mesmo do elemento 6; então podemos simplificar 
nosso programa pulando (GOTO) para instrução do elemento 6. 

Aqui está o fluxograma (corrigido) correspondente: 

Imprima Pg 

Sim 

INicIO 

Imprima yalor de 
peso em Qnças e 
gramas ate MAX 
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o programa completo é most.rado a seguir: 

100 REM· ... CONVERSA0 DE ONCAS E GRAMAS·'" 
110 REM ESTE PROGRAMA REALIZA UMA CONVERSA0 DIRETA 
120 REM OU IMPRIME UMA TABELA DE VALORES 
130 REM PRIMEIRO, ESPECIFIQUE O MODO DE CONVERSA0 : DIRE­

TA OU TABELA 

140 PRINT " QUERO CONVERTER ONCAS EM GRAMAS" 
150 PRINT "SE VOCE QUER CONVERTER UM VALOR DIRETA­

MENTE, DIGITE V" 
160 PAINT "SE VOCE QUER IMPRIMIR UMA TABELA DE CONVER-

SA0, DIGITE I" 
170 PRINT "SUA ESCOLHA IV OU TJ"; 
180 INPUT ESCOLHA$ 
, 90 If ESCOLHA$ = "V" THEN GOTO 300 

200 REM ROTULO 300 E VALOR DA CONVERSA0 
210 IF ESCOLHA$ '" "I" THEN GOTO 500 
220 REM ROTULO 500 E TABELA DE VALORE S 
230 REM SE O CARACTERE NAO FOR V OU T, A ENTRADA NAO E 

VALIDA 
240 PRINT "v ou. T, POR FAVOR:"; 
250 GOTO 170 
260 REM 
270 REM 
300 REM u* CONVERSA0 DE VALOR .... 

310 PRINT " DIGITE O PESO EM ONCAS _. 
320 INPUT PON 
330 IF PON< O THEN GOTO 310 
340 REM PESO DEVE SER POSITIVO 
350 REM PODEMOS ACRESCENTAR AQUI MENSAGEM EXPUCITA 

360 PG = PON * 28.35 
370 PRINT PON; "ONCAS SAO EQUIVALENTES A ";P; "GRAMAS'· 
380 REM 
390 REM'" MODULO DE SAlDA ••• 

400 PRINT 
410 PRINT"VOCE QUER UMA OUTRA CONVERSAQ7 S PARA$IM, N 

PARA NAO·" 
420 INPUT NOVAMENTES 
430 IF NOVAMENTE$ = "S" THEN GOTO 150 
440 IF NOVAMENTE$ '- "N" THEN END 
450 REM ENTRADA NAO E S NEM N. DIGA AO U$UARIQ 
460 PRIN T "$ OU N, POR FAVOR·' 

470 GOTa 380 
480 REM 
490 REM 
500 REM ..... TABelA DE CONVERSA0 ·" 

510 REM REQUER O LIMITE MAXIMO 



520 PRrNT "QUERO EXECUTAR UMA TABELA DE CONVERSA0" 

530 PRrNT " DE ONCAS PARA GRAMAS" 

540 PRINT "DIGA ME O NUMERO MAXIMO DE ONCAS:"; 

550 rNPUT MAX 
560 REM M~ DEVE SER IGUAL OU MAIOR QUE 1. SE NAO, E RE · 

JEITADO 

570 IF MAX< l THEN GOTO 540 

580 PRINT 

590 PRINT "ONCAS", "GRAMAS" 

600 1= 1 
610 PRINT I, I • 28.35 

620 1= 1+ 1 

630 IF 1< = MAX GOTO 610 

640 REM I E AGORA> MAX. ESTE E O FIM DA TABELA 

650 GOTO 380 
660 END 

Algumas melhorias foram acrescentadas. Por exemplo: vários REMs 
foram acrescentados para ma ior clareza (veja instruções 260, 270, 
300, 380, 390, 480, 490, 5001. 

Outras melhorias podem ser feitas . Por exemplo: as instruções 600 
e 630 podem ser substi tuídas por uma instrução FOR .. . NEXT. Isto 
pode melhorar a legibilidade, mas à custa de um duro trabalho. 

Lembre ::;e . qualquer 
mudança que voce fizer 
pode gerar novos erros I 
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Lembre·se: qualquer mudança que você introduza para fazer fun­
cionar um programa pode levar a novos erros. Mude seu programa 
apenas se houver um claro beneficio. 

Agora temos um progrO:lma completo, Vamos lentar usá-lo . 

• 

o Teste 
Vamos executar (RUN) o programa. Aqui está uma amostra: 

RUN 
QUERO CONVERTER ONCAS EM GRAMAS 
SE VOCE QUER CONVERTER UM VALOR DlAETAMENTE, 
DIGITE V 
SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA IV OU Tl? V 

DIGITE O PESO EM ONCAS ... ? 3 

3 ONCAS SAO EQUIVALENTES A 85.05 GRAMAS 

Aqui está uma outra: 

VOCE QUER UMA OUTRA CONVERSA0? S PARA SIM, N PARA 

NAO:? S 
SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE, 

DIGITE V 
SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA IV OU TI? T 

QUERO EXECUTAR UMA TABELA DE CONVERSA0 

DE ONCAS EM GRAMAS 

DIGA ME O NUMERO MAXIMO P~RA ONCAS:? 4 
ONCAS GRAMAS 

1 ::18.35 
2 56.7 

3 85.05 
4 113.4 



Nosso programa paI'ece fun cionar tanto pa ra conversão ,;imp!e,; ( ' (11110 

para tabela , 
Vamos tentar enganá-lo: 

VOCE QUER UMÀ CONVERSA0? S PARA SIM, N PARA NAO:? S 
'SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE, 

DIGITE V 

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA IV OU TI? V 
V OU T POR FAVOR: SUA ESCOLHA IV OU T)7 V 

DIGITE O PESO EM ONCAS ... ? 7 

7 ONCAS SAO EQUIVALENTES A 198.45 GRAMAS 

Vamos tentar a op<;áo repetida: 

VOCE QUER UMA OU TRA CONVERSA0? S PARA SIM, N PARA 

NAO:?S 
SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE, 

DIGITE V 
SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA IV OU TI? V 
DIGITE O PESO EM ONCAS ".? 85 
85 ONCAS SAO EOUIVALENTES A 2409.75 GRAMAS 

vaCE QUER UMA OUTRA CONVE~SAO? S PARA SIM, N PARA 
NAO:? S 

SE vaCE QUER CONVERTER UM VALOR DIRETAMENTE, 

DIGITE V 

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA [V OU TI? V 

DIGITE O PESO EM ONCAS ".? 2.5 
2.5 ONCAS SAO EQUIVALENTES A 70.875 GRAMAS 

VOCE QUER UMA OUTRA CONVERSA0? S PARA SIM, N PARA 

NAO:? S 
SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE, 

DIGITE V 

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 

SUA ESCOLHA IV OU TI? V 

DIGITE O PESO EM aNCAS ... ? 3.1 
3.1 a NCAS SAO EQUIVALENTES A 87.885 GRAMAS 
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Vamos tenta r enganá-lo de novo: 

VOCE QUER UMA OUTRA CONVERSA0? S PARA SIM, N PARA 
NAO:7 S 

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE, 
DIGITE V 

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T 
SUA ESCOLHA IV OU TI? V 

DIGITE O PESO EM ONCAS ... 7- 5 

DIGITE O PESO EM ONCAS .. . 7 o 

Bem, ele parece funcionar. Mas você deve realmente testá· lo mui ­
tas vezes ma is, antes de ficar completamente satisfeilo. 

Neste caso , fomos bastante cuidadosos - e muito felizes. Nosf;O 
programa funcionou direto na primeira vez. 

Sumário 
Neste capitulo ilustramos a seqüência completa necessária para es­
crever um programa Que resolva um problema dado. Você agora pode 
fechar este livro; desenhar seu próprio fluxograma e convertê-lo em 
um programa Que funcione. 

A chave do sucesso em programação é praticar. 



Exercícios 
9.1: Acrescente neste programa a opção para converter gramas em onças 

9.2: Desenvolva o programa inclUindo a conversão de distânCia 

1 melro = 39.37079 polegadas 
, km .: 0.62138 milhas 
1 polegada = 25 .3995 mrn 
1 pé =:: 30.'179 em 
1 jarda = 0.91438 m 
, milha = 1609.31 49 m 

9.3 : Desenvolva o programa, Inclumdo a conversão de temperatura 

c = (F ~ 32) x 519 

F = (9/5)xC - 32 

9.4: Sugira meios adicionais para aperfeiçoar ou clarificar seu programa fmal. 
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Você ago ra aprendeu a escrever seu 
próprio prog rama em BASIC. Neste 
ca p ítulo exam inaremos o próximo 
passo que você deve dar no sentido 
de melhorar suas habi lidades de pro­
gramação. Reveremos o que voce 
pode fazer com o BASIC e, então, des­
creveremos experiencias e técnicas 
adicionais que podem ajudá-lo a es­
creve r programas comp lexos, mais 
facilmente. 



M c/hole suas 
habilidacJes 

172 

o que Você Pode Fazer com o 
BASIC 
Você pode escrever um progra ma BASIC para automatizar muitus 
tarefas, a nào ser que "elas requeiram cálculos matemáticos muito 
precisos, tomadas de decisões complexas ou uma resposta muito rá­
pida (como o controle do processo em tempo real), Você descobrirá qu e 
o BASIC está bem preparado para apl icações simples de negócios; 
como processamento de dados, mala-direta e cálculos financeiros co­
muns. Com extensões de li nguagem, o BASIC ainda se presta bem 
para gráficos c jogos. 

Outras áreas de aplicação típicas para o SAsfc incluem educação 
computador izada, a rquivo pessoa l e de nogócios, cálculos matemáti­
cos e técnicos com um grau limitado de precisão, e muito mais. As 
aplicações sâo geralmente li mitadas, principalmente pelas habi lida­
des ou técnicas de programação. 

Com O conhecimento que adquiriu até agora, você está apto a escre­
ver uma grande variedade de programas BA$C. No entanto, na me­
dida do seu progresso, você vai querer melhorar suas hâbilidades e 
usar ferram entas de programação mais convenientes e poderosas. 
Este é o tópico das próximas seções. 



F'{duque nVIl." 

Aperfeiçoando suas Habilidades 
Voce pode dar três passos essenciais para incrementa r suas habilida­
des em BASlC: 

1. Ganhar mais prática 
2. ObLer um conhecimenLo melhor dos recursos completos 

de sua versão pa rticular de BASIC 
3. Aprender técn icas adicionai s de program ação 

Vamos rever um passo de cada vez , 

Mais Prática 

A chave do sucesso efetivo em programação é a prática: escreva tan­
tos programas quanto possível e coloque-os para traba lhar. Desen­
vo lva bons hábitos de programação, segu indo todas as recomendações 
apresentadas nesse livro. Se seus programas funcionam consistente­
mente, após apenas algumas tentativas, você pode, por si mesmo. tor­
nar-se um efetivo e disc iplinado programador. Se não, reveja seus há­
bitos, ou talvez releia part.es desse livro, e ent.áo prat.ique um pouco 
mais. Lem bre-se: não luí outros meios pa ra se tornar um bom pro­
gramador, a não ser esc revendo muitos programas. Esse livro lhe deu 
um começo, mas nunca poderá ser um substituto para fi experiência 
real. 

Caracte rísticas Especificas do BASIC 

Cada intérprete BASIC provê capacidades específicas, incluindo 
instruções, comandos, facilidades de simplificação, extensões para O 

BASIe padrão, (corno gráficos e som), e um ambiente operacional (in­
cluindo comandos para armazenamento em disco ou cassete, facilida· 
des para aperfeiçoamento, ele .. .). Você pode intensi fi car sua habili­
dade de programação, aprendendo essas caractedsticas e facilidades 
adicionais. Na seção segu inte, descrevere mos as instruções adicio­
nais BAsre encontradas na maioria dos intérpretes. Você ganhará, 
aprendendo sobre elas. 

Técnicas Adicionais 

Desde q ue tenha desenvolvido programas mais longos (d iga mos. 
maiores do que um<l página), você vai querer aprender as técnicas 
usuais para resolver probl emas comuns tais como: ordenar it.ens. 
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classificá-los, formatar dados, a rqu ivamento e cr iaçi\o ue estruturas 
de dados. Estes tóp icos estão abordados em livros de programação. 



Mais BASIC 

Cada intél'prele BASIC oferece uma lon ga série de facilidades 
"padronizadas", além de muitas extensões que são especificas do in ­
térprete. As facilidades comuns oferecidas peJa maioria dos intérpre­
tes BASre incluem tudo que já estudamos . a lé m de..seis tipos de In8-
truçüo. Apl'csentaremos uma breve visáo de cada um desses tipos adi­
ciona is. Você os estuda rá por s i mesmo. ou com um livro mai s ava n­
çado. Eles são: 

1. Funções: Funções são express6es embutulos no BASIC tlJllill -inl 
ou criada s pelo usuário (user -d efi ned) . que ope ram sobre uma 
vari á vel dada, e realiwm um cálculo ou uGão específica. O BASJC 
sempre provê algumas funções embuLidus tais como: ABS, COS, EXP, 
IN, FIX, RND, SGN , SIN, SQH (lU TAN. Estas funções automati­
camente realizarão tarefas comuns . 

Funções adicionais podem ser definidas pelo usuútOio . V!lInDO; exami­
nar algumas das funções embut idas mais comuns: 

,.. A função INT calcula a parte inte ira de um númoro decimal 
pe la eliminação da part e fracionada do número. Por exemplo, 
INT (1.234) produz o va lor 1. 

... Similarmente, ABS calcu la o valor absolut.o. Por exemplo , A BS 
(-5, 2) é 5 . 

.. A função SQR ca lcu la a ra iz quadrada de um número . Por 
exemplo , SQR (4) produz o valor 2. 

l-"'unções podem a inda ser defin idas pelo usuá rio. Uma função dc/ini ­
da pelo usuário é essencialmente urna mrmu la escrita pelo usuár io, 
que tem um nome. opera sobre uma va r iável , e pode se r usada no 
programa, várias vezes. Assim, toda VCi!'. que o nome da função é usa­
do. a fórmu la éca lculada com ° valor corrente da variável. Esta é urna 
forma de s implificar um programa. 

Aqui está um exemplo de uma fun çao definida pelo usuário que 
calcula 2% de X: 

10 DEF FNA (X) = X"' 2 / 100 

E aqu i est.á uma maneira de usar esta função: 

2C PRINT FNA (50) 
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A sua execução imprimirá o valor 1. 

Vamos olhar estas instruções mais deta lhadamente. FN quer dizer 
função, FNA é função A, isto é. o nome da função. X é a variáve l "pos­
tiça". X não tem um valor quando a DEFinição é escr ita. O valor rea l 

• ou variável é substit uído por X ao mesmo tempo em que a fu nção ê 
util izada; por exemplo: ele pode aparecer como FNA (50). 

2. Sub-rotinas: Uma sub-rotina é um grupo de instruções ao alcance 
de um programa BASle. que tem seu próprio nome e que pode ser 
usado repetidamente. simplesmente escrevendo estc nome. Assim , 
cada vez que o nome da sub-rotina é usado no corpo do programa, 
todas as instruções incluídas na sub-rotina sâo executadas. Sub­
rotinas sâo convenientes para executar repetidamente um segmento 
do programa sem ter que repetir as instruções do programa cada vez 
que são requeridas. Aqui está um exemplo de sub-rotina : 

500 REM ESTE E UMA SUB-ROTINA DE MEDIA 
510 PR1NT "QUERO CALCULAR A MEDIA DE A E 8 " 
520 PR1NT "A : "; A; " 8 : "; B 

530 MEDIA = (A + B) / 2 

540 PRINT "A MEDIA E"; MEDIA 

550 RETURN 

Desde que A e B tenham recebido um valor, esta sub-rotina pode ser 
chamada por uma inst rução como: 

50 GOSUB 500 

Mais tarde , ela pode ser utilizada , de oovo, no programa com uma 
inst.rução do tipo: 

170 GOSU8500 

e produzirá um valor diferente . se A e B forem diferentes. A ut ilização 
de sub-rotinas clarifica seu programa, encurta-o e poupa tempo. Você 
pode a inda construir uma biblioteca de sub-rot inas e usá·las em 
vários programas. No entan to, seja cuidadoso com nomes de variáveis 
e núme ros de inst rução. 

3. Operações com. cadeia de caracteres: (strings): operações de 
strings permitem· lhe manipular textos convenientemente, operando 
sobre cadeia de caracteres. Tais operações podem incluir modificação, 
med ição, conexão de cadeias. secção e inserção de textos à esquerda, à 
direita ou em qua lquer posição dada, substit.uição do caractere ou ain­
da comparação de cade ias de caracteres (slrillgs). Estes operadores 
!>ão úteis para aplicaçôcs em proce!>sadores de textos e de palavras. 



4. Estruturas de dados: o BASlC permite variáveis subscritas, com 
um ou dois subscritos. Estas variáveis correspondem às matrizes ou 
vetores matemáticos ou tabelas. O uso de variáveis permite a você 
criar estruturas como listas e. então, convenientemente se referen ­
ciar a qualquer eler.:'.ento dentro da lista. Por exemplo: os elemen los 
de uma lista chamados CLIENTE podem ser referenciados como CLI­
ENTE (1) , CLIENTE (2) etc. e você pode imprimir todos os 10 valores 
escrevendo: 

50 FOR N = 1 AlO 

60 PRINT CLIENTE [N[ 

70 NEXT N 

Você pode comparar 2 elementos consecutivos escrevendo: 

100 IF CLIENTE [K] < CLIENTE [K + 11 THEN 500 

Isto é uma grande conven iência. 

5. Arquivos: Cada BA5IC de disco provê facilidndes para armazenar 
e/ou recuperar dados de/para os arquivos em disco. Estas facilidades 
são específicas de seu computador e do seu intérprete, e são descritas 
nos documentos do fabricante. 

6. Recursos adicionais: Recursos adicionais típ icos, que estão 
geralmente disponfveis em bons intérpretes BASIC, incluem as 
seguintes instruções: ON ... GOTO, READ, ... DATA, e PRINT US­
INC. Você deve explorar estas facilidades com o seu manual do intér­
prete, ou um livro, pois eles tornarão mais fácil o ato de programar. 

Também outras faci lidades mais simples podem ser utilizadas; por 
exemplo: você pode ter permissão para digitar: 

725 * 32 

obtendo dessa forma um modo conveniente de usar seu computador 
como uma calculadora de bolso. 

Além do mais, o modo de precisão dupla pode ser fornecido para 
melhorar a precisão de cálculos numéricos e as facilidades de ta bula·· 
ção (TAB) de forma a facilitar a impressão de tabelas. Fina lmente 
lembre-se de que há comandos específicos para o in térprete , para 
gerar gráficos, produzir efeitos sonoros e facilitar a ed içào - por 
exemplo , existem comandos que permitem-lhe modificar seu progra­
ma e os arqu ivos por ele criados - como auxílio na execução e na cor­
reção dos erros de um programa. Tais facilidades incluem con trole da 
tela. estabelecimentos de pontos de interrupção nos quais o programa 
parará automaticamente, paro. mostrar os valores de variáveis sele-
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cionadas durante a execução e, dessa forma, acelerando ou redu7.indo 
a velocidade das mostras da tela. 

Conclusão 

o propósito deste livro fo i ens inar-lhe rápida e efet.ivamenle como 
escrever seu primeiro program a BAStC. Se você refllmente se in­
teressou pe lo BASIC, vaj querer aprender mais. Seu próximo passo 
deve ser trabalha r em todos os exercícios e desenvolver alguni; de 
seus próprios programas. 

Conforme progrida. você vai querer aprender técnicas mais avan­
çadas. 

Espero que você concorde que aprender I3ASIC pode ser f{teil e 
agradáve l e gosta ria que seu desejo agora seja fazer c aprender mais. 
Apreciaria ouvi -lo se você tem alguma s ugest.ão para possíve is 
melhoramentos neste livro. 



Apênd ice A 

Respostas 
aos Exercícios 
Selecionados 

2 
2-2: 

10 PRINT "AAAAA" 
20, PRINT "888B" 
30 PRINT "CCC" 
40 PRINT "DD" 
50 PRINT " E" 

2-4 : a. Em BASIC. um ró tulo é uma li nha numerada. e deve preceder cada ins tru­
ção que é parte de um prog rama . 

b. O modo de execução programada é a maneira normal. na qual um p rO\jfil ­

ma é mtroduzido . As informaçóes BASIC são digitadas em Il llhas numera­
das e memo ri wdas pelo computador pa ra exec uç<'io poste riOr. 

c, Execução imediata é a mane ira pela qual uma inst ruç50 Ó impressa sem 
número de Imha e exec utada imediatamente Isto é l ilmbém chamado de 
modo de calculadora. 

d. Uma inst ruç;io vaz ia é uma inst ruçdo que nada faz. Ti picame nte é um 
número de linha ou um rótu lo que aparece sozmho -- sem mais nil(Ji] na 
mesma linha, ou com REM. 

e . Um curso r é um símbolo visual especial na tela (ass im co mo um quadra­
do ou uma linha sublinhar) que mostra a posição corrente na te la. Ele ge ral­
mente brilha para realçar sua v isibilidade. 

179 



180 

f. A tecla de cont role CTRL, Quando pressionada ao mesmo tempo que uma 
teda alfabética, produzirá um comando esped flco , A tecla de controle torna 
mais fácil emit ir comandos freQüentemente usados pelo computador, Visto 
que apenas duas tedas têm Que ser pressionadas. 

g . O "KEY PAO" é ui'n teclado. t geralmente um pequeno conlunto de te· 
das com propósitos espeçiais, posicionadas ã direita do teclado principal. 
Que são usadas para cálculos numéricos e posicionamento do cursor, 

h . Uma palavra reservada é um nome Que tem um significado especffico 
para o BASIC Não pode ser usado como nom e de variável pelo progra­
mador. 

i . O símbolo> é um caractercou mensagem gerada por um programa. Que 
indica qu8 o programa espera queo usuário introduza a Informação A maio­
ria dos BASle usa o símbolo ">". Que sig nrfica "d igite sua próxima Illstru­
ção" . O símbolo "7" sign.ilica " dê-me um lNPUT" . 

2-6 ' Sim, roas esta parece uma forma deselegante de fazê-lo. pois se você dese· 
jar executar (RUN) um programa novamen'te, você deve digi tar novamBnte as 
Instruções. Além disso. ramos condiCionais (a serem cobertos mais l ó:l rde) não 
funcionam co rretamente quando digitados dessa maneira. 

2-8 : Sim, o BASIC inserirá cada instrução em seu lugar apropnado. dentro do 
programa , de forma a que todas as instruções estejam em o rdem numérica, 

2·10 : Não. Você deve.dig itar: 

PR INT "EXEMPLO " 

2-12 : Para elim inar a instruçãO 20 em um programa, digite uma Inst rução valia 
com o rótulo 20. 

3 
3-2: 

PRINT 1 + (112) * (11(1 + (112))) 

ou 

PRINT 1 + .5/(1 + .5) 

3-4: 

PRINT 100* 1.6 

3-6: 

PRINT 350 / 55 



4 
4-1 : 

4-2: 

4-4: 

10 INPUT A. B. C. D 
20 SOMA = A + B + C + D 
30 ME DIA ~ SOMA i 4 

40 PRODUTO = A * B * C * O 
50 PRINT SOMA. MEDIA. PRODUTO 
60 END 

a = não 
b = sim 
c = não 
d = sim 

e = sim 
f = sim 
9 = não 
h = não 

10 PRINT "DE M E O NOME DE UM OBJETO". 
20 INPUT 0$ 

i -=-o sim 
nao 

k = sim 
I -'--- Sim 

30 PRINT "DE ME O NOME DE UMA PECA DE MOBILIA", 
40 INPUT MS 
50 PAINT "DE ME O NOME DE UM AMIGO". 
60 INPUT A$ 
70 PAINT 
80 PRINT "POR ACASO SEU AMIGO "; A$, .. TEM UMA ".0$; 

.. SOBRE A "; F$; "7" 
90 END 

406 : b. c. t são vál idos. 

5 
5-2: 

5-4: 

a = sim 
b = sim 
c = sim 

d = sim 
e = não 
f = não 

INPUT "SEU NOME: ": NOM E$ 
INPUT " O QUE E 2 + 3?", C • 
INPUT "OS 001$ ULTIMOS NUM EROS SAO ... ", A, B 

5-6: A = 3 
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6 
6-1: A Instrução IF permitet:lue O programa tome decisões, mudando dessa for­
ma seu comportamento, de acordo com as variações dos dados int rodUZidos ou 
dos valores calculados. 

6-3 : 
a == sim 
b = sim 
c = sim 
d = sim 

6-4: Sim 

e '" não 
f = sim 
9 = sim 

6·5: Um taço no programa loopexecuta repetidamente uma parte do programa. 
De forma a impedir um loopinf inlto (aquele que não pára de se repetir), um teste 
deve ser sempre leito dentro do Icop, o qual, quando bem-sucedido. permite 
que o prog ra ma saia fora do loop. 

7 
7-2: 

10 INPUT "HORAS. M INUTOS :"; HORAS. MINUTOS 
20 REM VALlDACAO DA ENTRADA 
30 IF HORAS > = O ANO HORAS < 72 ANO 

MINUTOS> = O ANO MINUTOS < 60 THEN 70 
40 PRINT ·' INCORRETO. TENTE NOVAMENTE" 
50 GOTO 10 
60 REM IMPRIMA LINHAS DE H 
70 IF HORAS = OTHEN 110 
80 FOR A = 1 TO HORAS 
90 PRINT "H"; 
100 NEXT A 
110 PRINT 
120 REM IMPRIMA UNHAS DE M 
130 IF MINUTOS = O THEN 170 
140 FOR A = 1 TO MINUTOS 
150 PRINT UM"; 
160 NEXT A 
170 PRINT 
180 END 

7.4: Um saito pode ser feito para dentro de um laço que não seja executado por 
uma instruçãO FOR ... NEXT. 

7·6: 

10 PRINT "PROGRAMA PARA SOMAR TODOS OS NUMEROS INTEI-
ROS PAR ES" 



20 PRINT "PARA UM VALOR INTRODUZIDO PELO USUArlIO" 
30 INPUT "O MAIOR NUMERO INTEIRO PAR PARA SOMAR", NUM 
010 REM TESTE PARA VALIDAÇÃO DE ENTRADA 
50 REM INT (NUM 1 2) <> NUM / 2 CHECA PARA NUMERO PAR -

VEJA CH. 10 
60 IFNUM > "lANDNUM < l0000AND INT {NUM / 2) ...:. NUM i 2TII [ N90 
70 PRINT "NUMERO ERRADO " , TENTE NOVAMENTE" 
80 GOTa 30 
90 REM FACA TABELA 
100 PR1NT "NUMERO", "SOMA" 
110 PRINT 
120 FOR N = 1 TO NUM STEP 2 
130 SOMA = SOMA + N 
140 PRINT N, SOMA 
150 NEXTN 
160 END 

7-8 : 

10 INPUT'''TAXA DO IMPOSTO EM PERCENTUAL": TAXA 
20 IFTAXA < , ORTAXA> 100THEN 10 
30 PRINT "PRECO" , "TAXA", "PAECO + TAXA" 
110 FOR PRECO '" 1 TO 100 
50 PRINT PRECO, PRECO .. TAXA /100, PRECO + PRECO .. TAXA / 100 
60 NEXT PRECO 
70 END 

8 
8·2: Codificar é um passo de programação. ProgramaI envolve projetar o al­
gorit'mo, fluxog r<lma, codificar, cOrrigir erros e documentar. 

8-4: Uma varlaval é rastroada pela inserção da Instrução PRINT que mostra o 
valor da variável em pontos criticas de um programa. Algumas vezes em co­
mando TRACE é fornecido pelo intérprete para facilitar. 

8-6: Um lIuxogramEI é um diagrama Simbólico, mostrando a seqüência de even­
tos que ocorrem durante a execução de um programa. 

8-8: Programas claramente escritos e fáceiS de entender são, portanto. fáceis 
de modificar. Isto permite ni!io s6 ao prog ramador que criou o programa. mas a 
outros programadores, mudá-lo facilmente, 
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Apêndice B 

Palavras 
Reservadas 

• 

mais Comuns em 
BASIC 

Esta lista ajudará você a evitar o uso de nomes ilegais para variáveis, mesmo que 
algumas delas não sejam reservadas pelo seu inté[prete. 

ABS 
AN O 
ARCCOS 
ARCSIN 
ARCTAN 
AT 
AUTO 

. BREAK 
CALL 
CHR$ 
ClEAR 
ClOCK 
ClOSE 
CLS 
COLOR 
CON 
CONT 
COPY 
COS 
DATA 
DATE 
DEFDBL 
DEFFN 
DEFQMT 
DEFSNG 
DEFSTR 

DEFUSR 
DELETE 
OIM 
OSP 
EDIT 
ElSE 
ENO 
ENTER 
EOF 
ERR 
ERRD R 
EXP 
FIELD 
FlX 
FN 
FOR 
FORMAT 
FREE 
FUNCTION 
GET 
GOSUB 
GaTO 
GRAPHICS 
HU N 
IF 
INKEY$ 
INP 

INPUl 
INSTR 
INT 
KILl 
LEFT$ 
LET 
lSET 
LEN 
UNE 
lIST 
LN 
LOAO 
LOC 
LOG 
LPRINT 
MEM 
MERGE 
MIDS 
MKD$ 
MKI$ 
MKS$ 
NEW 
NEXT 
NOT 
ON 

QPEN 
OR 
OUT 
PAUSE 
PEEK 
PLOT 
POINT 
POKE 
POP 
POS 
POSN 
POWER 
PAINT 
PUT 
RANDOM 
READ 
REM 
RENAME 
RESET 
RESTORE 
RESUME 
RETURN 
AIGHT$ 
RNO 
RSET 
RUN 

$AVE 
SET 
SGN 
SIN 
SLOW 
SOR 
$TEP 
STOP 
STRING$ 
STA$ 
TAB 
TAN 
TEXT 
THEN 
TI M E$ 
TO 
TRACE 
TROFF 
TRON 
UNPLDT 
USING 
USR 
VAL 
VAR PTR 
VERIFY 
VlIN 
VTAB 



Apêndice C 

Glossário 
BASIC 

algorithm (,1/goritm o) Uma seqüência 
de passos Que especificam a soluçáO 
pma um problema dado. 

alphanumeric (alfanumérico) Um con­
JuntO de caracteres alfabéticos e nu­
méricos. 

assignment (designaçáo) A operação 
de dar um valor para uma vari<'lvel, que é 
indicado pelo símbolo" ", " em BASIC 

BASIC (Begmners AII-Purpose Sym­
OOiíc Inslrucrion Code) Uma linguagem 
para programação de alto nlvel desti­
r'lada ao fâcll aprendizado. 

binary (bmário) Um sistema numérico 
que usa apenas dois dlgitos: O e I. 

bit Contração das palavras binário e dí· 
glto. Um bit pode ter va lor O ou 1. 

009 (erro) Um erro no programa. Erros 
podem ser Rrevenldos. o que é melhor 
do que saná-los. 

byte Um grupo de Oito bi ts . 

chip Um CirCUito integrado em um pe­
queno quadrado de sihcone montado 
em um invólucro de plâstico ou de cerá­
mica. 

coding (cOO,flcaçJo! O ala de converter 
um algommo ou um fluxograma numa 
seqüência de instruçOes para o progra­
ma. Este é um dos estágiOS do proces­
SO de programação. 

c:ommllnd (comando) Uma palavra re­
servada. usada para tarefas especificas. 
como: limpeza da tela. dar inicIO a um 
programa, ou pesquisar os arquivos. Es­
pecificamente. um comando at lvi l um 
programa especialiZado dentrO do com­
putador para executai a tarela 

computer (computador! Uma caixa fe­
chada contendo ao menos uma unidade 
central de processamento. uma me­
mófla. interlaces-padroo que permitam· 
no comunicar-se com o mundo exterior. 
e uma fonte de energia. A caIxa pode 
ainda incluir um teclado, uma tela e uma 
unidade de disco. Um computador é ca­
paz de armazenar pragramas e executá­
los. Ele se comUnica com o mundo ex­
ter ior através dos diSpositiVOS de entra­
da e salda. O dispOSi tivo de entrada 
usual é o teclado. O dlspüSltlvode saída 
usual é a tela que também podé ser a 
impressora. Uma memória adiCionai é, 
usualmente. fornecida na f alma de uni­
dades de diSCO ou de cassetes 

CPU CENTRAL PROCESSING UNIT 
(Umdade Central de Processamento) 
Um módulo eletrôn.co com a responsa­
bil idade de buscar. decodifoc<lr e execu­
tar uma seqüência prÓpna. as instru­
ções armazenadas na memona. Na mai­
oria dos pequenos computadores, a 
CPU ea memória residem em um único 
cartão de ci rcuito ou card A CPU nor­
malmente usa um chlp microprocessa­
dor e alguns outros componentes. 

CRT CATHODE RAY TUBE (Tubo de 
Raios Cafódicos) Uma tela de televisão. 
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Cursor Um slmbolo usado para indicar 
a posição corrente de um caractere que 
está S€'fldo e~ecutado na tela. Na maio­
ria das vezes um quadrado luminoso ou 
um t raço de sublinhar. Teclas especiais 
geralmente estão disponíveis p<Jw.J posi­
cionar. convenientemente. o cursor na 
tela. 

data Qualquer te~to ou numero que o 
programa pode operar. 

debugging lellminaçSo de erros) Ação 
de remoção dos erros (bugsl de um pro­
grama. Esta remoção pode ser árdua e 
todos os esforços devem ser usados 
para projetar um programa correto. para 
que se tenha o menor numero de erros 
posslvel. 

disk (disco) Meio magnético. no Qual os 
dados e os programas podem ser arma­
zenados . No disco. a informação é orga­
nizada em arquivos que podem ser re­
cuperados pelo nome Os discos p0-

dem armazenar uma grande quantidade 
de dados e são un s d ispositiVOS co­
muns de memória de massa usados em 
peQuenos computadores. 

disk-drive lunidade de disco) O meca­
nismo usado para ler e escrever em um 
disk. 

diskette Um disco maleável, isto é. um 
disco leve de S"' óU 5-1/4" destinado a 
fOrnecer um meio de armazenagem 
barata para programas e dados. 

double preeision (precisáo dupla) Nú­
mero que tem duas vezes mais dlgitos 
que uma representaçao normal. Cada 
intérprete representa números com um 
conjunto de digitas. A precisão dupla é 
usualmente exigida para cálcu los cient i­
ficas e cálculos de negócios que envol­
vem numeras longos e cálculos ex­
tensos. 

editor Programa projetado para facilitar 
a entrada emodificaçaodo te~to. Usado 
para remover erros ou fazer mudanças 
enquanto se digita um programa. 

empty statement (instrução vazia) 
Uma instru ção que não faz nada. Por 
e~emplo. a instruçáo: 

10 REM 

pode ser usada paTa prover um espaço 
no programa e facilitar a leitura. 

endless loop (loop sem fim) Um loop 
que não tem limite e se executa eterna­
mente. Este é um erro comum come­
tido pelos programadores quando não 
há um teste de condição incluldo no 
loop ou quand o o t est e é sem pr e 
bem-sucedido ou sempre lalha. Inter­
romper um /oop sem fim exrgeousode 
um caractere especial de interrupção ­
quase sempre o CTRL C. 

expression (expressA0) Uma combina­
Çao de operandos ou variáveis separa­
dos pelos operadores. Uma expressão 
representa uma fÓrmula e realiza um 
cá lculo espec ifico. Quan do uma ex­
pressão é avaliada pelo intérprete em 
tempo de execução. ela reSulta em um 
valor. 

file iarquivol Uma coleÇ<lo de Informa­
çOes a qual se deu um nome. Um pro­
grama é usualmente armazenado num 
disco disk como um arquivo. 

lixed point number (numero de ponto 
fixo) Um numero intei ro, isto é. o nu­
mero todo. onde o pooto decimal está 
numa posiÇ<lo fixada á direita do ul timo 
digito. 

floating point number (número de 
ponto flutuante) Um numero decimal. 
Um numero fixo de digitas é usado in­
ternamente para representar qualquer 
numero; e à medida que as operaçoos 
são realizadas sobre o número. a posi­
ção do pOntO decimal (vlrgula) f lutua á 
eSQuerda ou á direi ta. 

flowchart Ifluxograma) Representaçáo 
simbólica visuat de um algoritmo. 

graphies (gráfico) Desenhos. figuras ou 
s lmbolos mostrados na t e la. geral· 
mente usando um padrão de Pequenos 
pontosunsaoladodosoullos Ousode 
cor realça a aparência dos grMICOS. 

hardware O eqUipamento. Incluindo o 
computador, os discos. e qualQuer ou­
tro item , que componha um sistema de 
computador. Contrasta com: software 
(isto é. a instwçáo ou os programas). 

hlgh~le\le l laoguage (linguagem de 
alio nívef) Uma linguagem de programa 
destinada a facilitar o ato de dar Instru· 
ções ao computooor. O BA$IC é uma 
linguagem de alto nível. 

JC Um cirCUIto integrado. 



initialization (lmClalizaçáo) A fase \nJm 
programa) durante a qual os valores InI­
cIaIs SiÍo des gnOOos para as vanéve:s 
Qualauer loop reQuer uma fase de Inl­
crallzação 

instruction lif1 s lrwç~o) lI,mél ordem váli ­
da dada ao intérprete que alew ril 0$ da­
dos a serem operados Cada instrução 
precedIda de um numero de linha é 
parte de um programa (Comandos não 
afetam 05 valores dos dados Eles reali­
zam tarefas banars ou facrlitam o projeto 
ou o uso de um programa.) 

integrated clrtu!t (cirCUito integrado) 
"I ambém chamado IC. Um CIIcwto ele­
trónico com varias transistores e fun­
ções lógicas colocooas em uma peQue­
na peça de SlllclO. 

interface CIICUltoS eletrónicos que per­
mitem a conexão de um dispositivo es­
pecifico com o computador. Um disco. 
uma Impressora e um gravador reque­
rem cirCUitos eletrôniCos específicos 

interpret er (mlerp '''i E o programa. 
responsavel pela tf<.lduCão das II1Stru­
çóes de umél linguagem de programa­
ção (corr.o BASIC) p."lIa a linguagem b>­
náriél do computador e por sua execu­
ção. A Pélrt ir do momento em que se 
instala o IntérlJrete no comlJutador. ele 
passa a entender as >nslruÇÕes BA$IC 

UO InpullOurpu l (EIS Enfrada/Salda) 
Isto é. as comunicações de e para o 
computado'r. 

jump (salto) Um desvio ou rami ficaçêo. 
isto é. executar urna instrução fora de 
seQüência. 

K 1024 t lido como Kcu Kilo K é usado 
para determInar o tamanho da me­
m6na. usualmenie em bvtes. 

label (rótulol Um número de linha em 
BASIC. 

loading (carregamenroj A transferênCIa 
de dados ou de um programa para a me­
mória inlerna do computador_ 

logical Uma vaflãvel ou expressão Que 
assume o valor verd<Jdeiro ou falso. 

logical oxpression Uma comblnaçao 
de operandos ou variáveis sep<lIadéls 
por operadores relaclonalS \ = . > . etc.1 
O valor de uma expresstlo lógica é ver­
dadella ou lalsa 

loop Uma seQuenCla de instruçóes de 
programa Que se executa reoetlda­
mente. até Que ocorra um evento espe· 
ciflco. usualmente. até que uma vaM­
vel alcance um determinado valor. 

machine language (linguagem de ma­
quma) A linguagem binária que o com­
putador entende diretamente. IstO é. 
uma séfle limItada de Instruçóes que 
manipulam a mformação bména dentro 
da CPU e da mem6na. 

memory (memória) MeiO de armazenar 
Informaç:io. A memória interna usual· 
mente re SIde ao l;;rdo da CPU. e arma­
zena programas e dados como bytes. 
As unidades de memóna de massa são 
os cassetes e os discos. 

microcomputer (mlcrocompufador) 
Um computador que usa um microcom­
putador como sua unidade central de 
processamento. 

microprocessor (microprocessador) 
Um cirCUIto mtegrado que realiza a mal­
afia das {unções da CPU. em um úmco 
chlp. Um microprocessador moderno 
mcorpora as vezes. dezenas de milhares 
de transiS10res dentro de um único chlp 
e pode até incorpo"H a memória. 

monitor Um programa mln lmo requeri ­
do para operar um sistema decomputa­
dor O monitor lê os caracteres do tecla­
do. executa-os na tela e realiza a trans­
ferênCia báSica de dados entre o tecla­
do. a tela e os penléricos comuns. 

MPU Unidade microprocess<ldora. Um 
chip. 

nested loop (laços encadeados) Um 
loop embutido dentro de outro Ioop 

non·resident (nâo-Iesidenle) Um pro­
grama Que normalmentü não está na 
rnemófla pe rmanente (ROM) de com­
putador. Um progra ma não-residente 
pode se r armazenado em cassete' ou 
diskelle. 

operating svstem (s,stemas operacIo­
nais) Um IJrogfama que realiza tarelas 
b~sicas. que lornece extensas fac>llda­
des para rea lizar todas 3S transferênCias 
e prOCeS5<1mento comuns de dCldos ne­
ces,.;!i llos para o uso conveniente de re­
cursos de um Sistema de computadol . 
O sistema operacional maneja arquivos 
em diSCO. realiza conversões de lar­
mato. come.;;a e para progl8mas. 
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operator (ope/adorl Um SimbolO que 
representa quitlquer operação ... áhda so­
bre ... alores (Isto é ... (soma) * (multIpl i­
cação). etc) 

peripheral (perlfén'coJ Dlsposlti ... o co­
nectado ao computador. como U"13 im­
pressom_ uma unidade de disco ou um 
terminal. 

program (programa) Seqüência de ins­
truçóes a ser executada pelo computa­
dor. Cada programa é escrito numa lin­
guagem especifica de computador e 
de ... e ser carregado na memOria do 
computador na ordem em que de ... a ser 
executado 

RAM RANDOM ACESS MEMORY 
(Memória de Acesso Direro) A parte 
{modif icá ... ell da memória do computa­
dor que permite ler e escrever (sendo 
ROM o restante). 

relat ional oparator (operador relacio­
nall Um operador l6gico que estabelece 
uma relação entre os valores. 

reserved w ord (palavra rese rvada) 
Uma palavra que tem um Significado 
pré--definrdo para o Intérprete BASIe. 
NM pode ser usada pelo prog ramador 
como um nome de varitlvel. 

res ldent (residente) Um programa que 
é armazenado permanentemente na 
memOria do compu tador. isto é, em 
ROM . 

ROM READ-QNLY MEMORY (Me­
mória que Apenas Lê) Esta memória 
não pode ser mudada pelo programa-

dOf Ela geralmente comêm pilHe ou 
tudo do mOnitor e. alQumils ... ezes. um 
intérprete BASIC simples. 

RUN (Comando de Execuçé1o) Co­
mando que começa com a execução de 
um programa BASIC 

software Os programas. 

stat ement (ms/(uçâo) Uma instrução 
BASIC ou um comando_ que é parte de 
um programa. 

str ing (cadeia de caracteres) Uma se­
qüência de caracteres (contrasta com: 
um número). Em BASIC. o nome de 
uma variável é diferente. dependendo 
seela contém uma cadeia da caracteres 
ou um número. Por exemplo. WORO$é 
uma cadeia de caracteres enquanto que 
NUMBER é uma variável numérica. 

syntax (sintaxe) Um conjunto de regras 
que definem as instruções aceittweis 
para uma linguagem de computadoL O 
BASIC tem uma Sintaxe simples. O In­
térpre te sempre ver ifica e indica os er­
ros de sintaxe. 

terminal Combinação de uma tela e um 
teclado ou uma impressora e um tecla­
do. usado para se comunicar conve­
nientemente com um computador. 

variable (va,iáve~ Locação de memóriil 
que tem um nome e pode assumir su· 
cessivos ... alores a qualquer tempo. O 
BASIÇ distingue entre variáveis alfanu­
méricas e ... afláveis numéricas. O nome 
de uma vanável alfanumérica deve ter­
minar com um $. 
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