


SEU PRIMEIRO
PROGRAMA
' EM BASIC

Rodnay Zaks



CIP-Biasil. Catalogacdo-na-fonte
Sindicato Nacional dos Editores de Livros, RJ.

Zaks, Rodnn;f.

7258 Seu primerro progtama am BASIC / Rodnay Zaks ; traducao
de Eduardo Luiz Peixoto Fortuna, — Rio de Janeiro . Ao Livro

Técnico, 1985.
| {Série Computugio)
Tradugdo de: Your tirs BASIC program

‘ Apéndice
ISBN 85-216-0233-8

‘ 1. BASIC (Linguagem de programagdo para computadores)

I. Fortuna, Eduardao Luiz Peixoto 11, Trrulo LIl Série

Lss-oosa COD — 001.6424

Authorized uanslation trom Enghsh Language Edinen

Criginal copyright © SYBEX Inc., 1983
Translation © Ao Livro Técnico S/A — Rio de Janeire, RJ/Brasil, 1985

Dirsitos Reservados, 1985 por Ao Livro Técnica S/A — Inddstria e Comércio,
Rio de Janeiru, RJ/ Brasil

Rennprassao — 1987
Impresso no Brasil / Printed i Brazil

SERIE COMPUTACAQ
EDUARDO FORTUNA

Copy-desk / Maria Nazaré Muttos de Rezende

Capa / Danipl Le Noury

tHlustragoes / Einar Vinje

Diagramacao 8 montagem / Gilberto Lobato Bastos
Produgdo / Basileu Sannago Ribewro

ISBN 85-215-0233.8
(Edigio onginal: ISBN 0-89588-092- X }

AD LIVRO TECNICO S/A — Indistrnia e Comdreio

RIO DE JANEIRO SAQPAULD
Rua S& Figiie, 36/40 Rua Vitdna, 486/496 — 20 andar
Sda Cristoviio - CEP 20930 Centro — CEP 01210

Tel - (G271} 580-4868 Tel : {011) 221-9986



e s i |l

Falando em BASIC

Introducao, 1
Programando, 2
O Intérprete BASIC, 4
O que é BASIC?, 6
Qual BASIC?, 8
O seu Computador, 10
Os Computadores

e a Sintaxe, 15

Calculando com
BASIC

Introducao, 38

Imprimindo Numeros, 40
Notacao Cientifica, 41
Usando a Aritmética, 42
Formatos de Impressao, 45
Exemplos de Aplicacao, 47
Sumério, 48 )
Exercicios, 49

A comunicacao
com 0 Seu
Computador
Introducao, 16

Usando o Teclado, 18
Falando em BASIC, 22

Um Programa mais Longo, 30

Sumario, 35
Exercicios, 36

A Memorizacao de

Valores e o Uso de

Variaveis

Introducao, 51

A Instrucao INPUT, 52

Os Dois Tipos de Variaveis, 55

Designando um Valor para
uma Variavel, (A Instrucdo
LET),62

A Técnica da Variavel de Conta-
gem, 68

Sumario, 70

Exercicios, 70




Escrevendo um
Programa de
Forma Clara

Introducao, 72

A Instrucdo REM, 74

Varias Instrucées em uma
Mesma Linha, 75

Utilizando Espacos
em Branco, 76

Aperfeicoando o Visual
de Saida, 78

Simplificando a Instrucao

"INPUT", 80

Selecionando os Nomes das
Variaveis, 81

A Numeracao Apropriada das
Linhas, 82

Sumario, 84

Exercicios, 84

Automatizando as

Repeticoes

Introducao, 110

A Técnica IF/GOTO, 112

A Instrucao FOR... NEXT, 116

Soma dos N Primeiros NU-
meros Inteiros, 118

Tabelas de Valores, 119

Linhas de Asteriscos, 120

Lagos de Programas mais Ela-
borados, 121

Caracteristicas Adicionais, 125

Sumario, 126

Exercicios, 126

Tomando Decisoes

Introducao, 87
A Instrugao IF, 88
Um Exercicio de Aritmética, 97
A Instrucdo GOTO, 100
Reavaliando a Instrucéo IF, 103
Contando os Numeros
Um, 104~ i
Analisando o Exercicio de Arit-
mética, 106
Validacao das Entradas, 107
A Conversao de Unidades de
Medicdo, 107
O Calculo da Idade, 108
Sumario, 109
Exercicios, 109

Criando um
Programa

Introducao, 129 :
O Projeto dos Algoritmos, 130
Fluxograma, 134

A Codificacao, 142

A Correcao dos Erros, 144
Documentacao, 146

Sumario, 148

Exercicios, 149




Estudo de Caso: A
Conversao Metrica

Introducao, 151

Projetando o Algoritmo, 152
O Fluxograma, 152

A Codificacao, 159

O Teste, 166

Sumario, 168

Exercicios, 169

Apeéendice

Respostas aos Exercicios
Selecionados, 179

Palavras Reservadas mais Co-
muns em BASIC, 184

Glossario BASIC, 185

Indice, 189

10

O Proximo Passgo

Introducao, 171

O gue Vocé Pode Fazer com o
BASIC, 172

Aperfeicoando as suas Habili-
dades, 173

Mais BASIC, 175

Concluséao, 178




Prefacio

Centenas, talvez milhares de livios foram escritos sobre BASIC.

Por que mais um? Simplesmente porque a audiénea mudou. No pas-
sado, usar linguagem de programacao, tal camo o BASIC, era privilegio de
uns poucos, que tinham acesso aos computadores, Os programadores
eramum pequeno grupo de elite. Nao & mais o caso, 0s computadores pes
soais fizeram do BASIC a mais acessivel e a inguagem mais amplamente
utilizada em computadores. Além do mais, a malona dos Usuaros e um
pequeno ou nenhum preparo antenor. Eles usam os computadores para d-
versao, educagio, negocios ou om suas profissoes.,

Este livio e enderecado a este novo grupo de usudnos. Ele nao so pare-
ce diferente, ele ¢ diferente. Ele prelende atingir o iniciante e, portanto,
pressupée que o leitor ndo tenha nenhum conhecimento téenico anlenor.
Este livro é para todos —dos Baos 88 anos — que querram aprender rapida-
mente, como se iniciar com o BASIC,

O autor acredita gue todo o novo usuario de computador que queira
aprender a escrever seus proprios programas em BASIC sao jovens e entu-
siasmados ou, entao, de "cuca-fresca’. Eles querem um ensinameanto sim-
ples e direto para aprender o BASIC. Este é o caminho deste livio: ele se
propoce a fazer o aprendizado do BASIC de forma facil e divertida,

Aléem disso, este livio tem por objelivo ensinal a vaceé o essencial do
BASIC ern poucas horas. Vocé pode estar escrevendo scu 1.7 programa
BASIC em até mesmo 1 hora Corm um pouco mars de tempo, vocé saberd
o bastante para comecar a escrever programas uteis e sianificativos,

O tempo esta passando .. vamos comegar.

O autor Ihe deseja uma jormacda agradave! ao longo do magico caminhoe
do conhecimento.

Raclnay Zaks



Como ler
este livro

Fste ¢ um livio instrutivo. Vocé deve ler cada capitulo em seqiéncia e en-
tender cada um antes de continuar para o proxime. Providenciel exercicios
no final de cada capitulo para ajudar vocé a testar seus novos conhecimen-
tos, Faga tantos guantos puder. As respostas dos exercicios selecionados
serao encontradas no Apéndice A", ao final do livio.

Se vocé tem um computador, tente todos os programas. Para real-
mente aprender e lembrar, pratique e experimente. Este livio Ihe dara a ha-
bilidade e o conhecimento de que vacé precisa para comegar — mas lem-
bre-se, nada pode substituir a experiéncia.

Amportancia deste livio esta em permitir que vocé comece progra-
mando, rapida e efetivamente, em BASIC, Para atingir esse objetivo e tor-
nar simples o seu caminho, tive que simplificar; em conseqiiéncia, este Ii-
vro nao descreve todos os aspectos e concepgoes do BASIC — apenas os
rmais importantes.

Espero que voce entenda tudo rapidamente e, em pouco tempo, es-
teja escrevendo seu primeiro programa BASIC, “curtindo”™ e se divertindo
com o poder de suas novas habilidades em programacaoc,



O que vocé
vai aprender

Capitulo um — Explica a linguagem do computador ¢ apresenta vocé aos
herois do livro: o Computador, o Intérprete, o Programa, as Instrucoes o
outros caracteres do elenco.

Capitulo dois — Mostra como se comunicar com seud computador usando
0s recursos do teclade e do visor. Vocé aprendera a digitar scus primeiros
programas BASIC e a executa-los.

Capitulo trés — Mostra como realizar calculos com o BASIC.

Capitulo quatro — Ajuda vocé a escrever programas (ue possam ser usi
dos repetidamente. Alem disso, voceé aprender: a usar vanavess, coreta o
efetivamente,

Capitulo cinco — Mostra como fazer seus programas claros ¢ legiveis,

Capitulo seis — Mostra como tomar decisoes complexas, baseadas na lo
gica e nos valores.

Capitulo sete — Explica como repetir tarefas automaticamente, usando li
gos de programa (loops).

Capitulo oito — Mostra o método correlo para projetar um programa. o
algoritmo ao programa de execucao documentado — incluindo o projeta do
fluxograma,

Capitulo nove — Ajuda vocé a aplicar todas eslas concepcoes no estudo
de um caso pratico.

Capitulo dez — Ajuda vocé a examinar o proximo passo para a especializa
Gao em programacao.

Apéndices A, B e C: Oferecem as respostas para ¢s exercicios scleciona
dos, uma lista de palavras comuns reservadas ¢ um glossario

Se vocé esta pronto, vamos abrir o Album de Familia ¢ eu Ihe apresentarer
0s herois deste livro.






Conheca

NOSS0S

Herois

Apresentando (no sentido dos
ponterros do relogio).

Dino, o programacdor, o Inter-
prete BASIC abracado com
seu amigo o Computador, a
Cobra Programa, o Travesso
Bug, duas vanaveis, Instrugoes
de Programa, prontas para an-
dar para 0s seus lugares assr
nalados, e o indispensavel flu-
xograma, onde Dino descansa.
Oba, nosso Bug parece estar

pronto para alguma traves-
sura!




Desculpe...

Nosso travesso Bug
continua brincando.

E demais para

uma fotografia de grupo...




Este e o Interprete BASIC Ele vive na memona Nunca esqueca este rosto. Este e o Bug, Ele
de seu computador. Seu trabalho e traduzir infernizara sua wida Faca o possivel para
suas instrugoes para o computador. Ajudara manté-lo longe de seus prograimas

vocé em tudo que puder.

Este é seu amigo o Computador — a seu i N3o. isto ndo é um monstro — é a Cobra
comando Programa. Ela é feita de instrugoes
Vocé aprendera a monta-a. Ela é muito
mansa quando vocé a conhece. Manitenha
o Bug longe dela,

ALBUM DE FAMILIA




Este e Dmo. Ele ¢ amigavel Apesar de nao ter Aqur estac as instrugoes BASIC, prontas para
hdo uma educacao formal, ele the mostrara integrar a Cobra Programa,

como e simples’ escrever programas BASIC.
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Esta @ uma variavel numerica, Seu casaco tem Este é seu methor amigo, o Fluxograma. Ele o
wma eliqueta com seu home e valor impresso diwdara a projetar programas que funcionam
Ela esta mtels porque guer voltar para sua area

resorvada na memoréa



Falando ¢
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m BASIC

Eu afirmei no prefacio que “vocé es-
tara escrevendo programas BASIC
em até mesmo 1 hora” — entao por
que comegar com um capitulo de
conceitos e definigbes? Nao estare-
mos perdendo tempo? Ao contrario:
nosso proposito é aprendere reterin-
formacgoes, e um verdadeiro aprendi-
zado requer profundidade de enten-
dimento. A informagao apresentada
neste capitulo ajudara vocé a enten-
der melhor o que € um programa,
como um programa BASIC é execu-
tado, e o vocabulario dos computa-
dores.

Antes de comecgar a escrever seu
primeiro programa, existem alguns
conceitos e definigoes importantes
que vocé deve aprender. Quando

voceé souber estes termos, eu poderei
explicar o que acontece e o que fazer,
da maneira mais simples possivel, e
vocé estara apto a seguir adiante ra-
pidamente. Entao, leia este capitulo
cuidadosamente para que vocé real-
mente entenda o que esta fazendo.

Nas comegaremos por aprender a
dar instrugoes a um computador —
isto é chamado de programacgao. A
seguir explanaremos a necessidade
de uma linguagem programada,
como o BASIC, seus dialetos e seus
usos. Finalmente, examinaremos os
componentes do sistema do compu-
tadore aprenderemos alguns dos jar-
goes técnicos usados para descrever
estes componentes,



Programando

Seu computador € uma maquina projetada para processar informa-
cdo — tanto textual quanto numérica. Por exemplo, vocé pode fazer
seu computador desenvolver palavras e sentencas emuma tela —isto
& conhecido como processariento de textos— ou vocé pode fazé-lo con-
verter uma medida expressa em ongas para seu valor em gramas —
isto ¢ conhecido como processamento numérico. Para ordenar este
processamento ao seu computador é preciso fornecer-lhe instrugoes
na forma de “linguagem” que ele entenda. Cada computador pede
“entender” apenas (isto é, reconhecer e executar) um pequeno nu-
mero de instrucoes diferenciadas (algumas centenas).

As instrugoes que um computador pode entender diretamente sao
chamadas de instrucgoes de linguagem da mdquina. Estas instrugoes
estao armazenadas em formato bindrie, isto é, em grupos de (s e 1’s
na memoria do computador. Cada 0 ou L é chamado de bit e um grupo
de oito bits ¢ chamado de byte.

A seqiiénceia de instrugbes que executa algo proveitoso é chamada
de programa (uma seqiiéncia de instrugoes que niao executa nada é
um erro). Seu computador executa uma instrucao de cada vez. Infeliz-

Aprenda a
dar instrucoes

ao seu computadar!
O e v e s e, LR




mente, escrever um programa de computador (uma seqiiéncia de ins-
trucges) na linguagem de maquina, isto é, na forma bindria, é um pro-
cesso lento e tedioso. O ideal seria darmos comandos escritos ou fala-
dos, na linguagem do dia a dia (em portugués) ao computador e ele
executd-los. Mas isto nao é possivel, ja que um computador nio pode
entender nada da nossa li nguagem usual — seja ela falada ou escrita.
A razao para isto ¢ muito simples: um computador executa ordens
exatas e estritas; ele é lagico e preciso, e isto requer instrugoes claras
e objetivas, numa forma e sequéncia préprias. O problema é que a lin-
guagem falada mente por si s6 — sentencas podem ser ambiguas e
muitas vezes sua interpretagao depende de gestos e expressoes fa-
ciais. [isse tipo de comunicagido nao pode ser interpretado por um
computador.

Até mesmo o portugués escrito cuidadosamente pode ser insufi-
cientemente preciso para um computador. Por exemplo: vocé nao
pode dizer a um robé computadorizado para “ir & cozinha e cozinhar
um ovo”’, e esperar resultados, a menos que ele tenha sido progra-
mado para se movimentar em sua cozinha. Um robd tem que ser trei-
nado (ou programado) antes de poder operar em um ambiente como o
nosso. £, mesmo que seja treinado para saber se movimentar em sua
cozinha, ele pode nao ter sucesso na cozinha de seu amigo, porque as
coisas podem estar colocadas em lugares diferentes. Lembre-se: a co-
municag¢do com um computador deve ser clara, precisa e objetiva.

E por esta razdo que “linguagens” simplificadas foram inventadas
para a comunicagao com os computadores. A linguagem bindria (tam-
bém conhecida como linguagem de maquina) é a linguagem mais facil
para o entendimento do computador. No entanto, esta linguagem é de
dificil entendimento para as pessoas. Qutrossim, outras linguagens
tém sido inventadas para facilitar a comunicacao. Estas linguagens
assemelham-se ao idioma comum e sae chamadas de linguagens de
alto nivel.

“Eu amo BASIC!
Por favor, fale BASIC comigo.”




“Lembra-se de mim?
Eu sou o programa e sou
feito de instrucoes.”’

"l embra-se de mim?
Eu sou o Intérprete
BASIC,

pronto para traduzir
suas instrucoes para o
computador. Eu sou um
programa e resido na
memoria de seu
computador.”

A

Para a comunicacao clara e efetiva com um computador, apenas
um nimero limitado de palavras em nosso idioma pode ser usado,
como ordens predeterminadas. Entretanto, sentencas ou comandos
que especificam instrucoes para um computador devem obedecer as
estritas regras gramaticais, chamadas de sintaxe da linguagem. A
combinacao deste vocabuidrio restrito com a sintaxe é chamada de
linguagem programada. O BASIC é uma destas linguagens.

Em suma, uma linguagem programada é um conjunto de regras (a
sintaxe), palavras e simbolos (o vocabulario), que permite a vocé es-
crever instrugoes para um computador, em um formato que seja cla-
ramente entendido. A seqliéncia dessas instrugoes é chamada de pro-
grama.

Aqui estda um exemplo. Suponha gue vocé queira

somar 2 + 2
e mostrar o resultado. Usando BASIC, vocé escreveria;

TR=2+2
2 PRINT R

onde R ocupa o lugar de “resultado”.

Mas, espere... Nos dissemos antes que a (nica linguagem que um
computador pode entender diretamente é a linguagem da maquina; e
agora estamos escrevendo instrucées para um computador na lingua-
gem fechada do idioma inglés. Isto nao sera uma contradicao?

Nao ha contradicao. Na verdade, o computador nio pode entender
diretamente o BASIC e, por outro lado, nenhuma outra linguagem de
programacao de alto nivel (wma linguagem que usa o inglés em sen-
tengas). Portanto, para ser entendide por um computador, um progra-
ma escrite em linguagem de alto nivel como BASIC, deve ser inter-
pretado por um programa especial, muito apropriadamente chamado
de intérprete. Em outras palavras, vocé fala BASIC com seu computa-
dor, através de um intérprete. Entao, para executar um programa
BASIC, seu computador deve ter um intérprete BASIC. Vamos agora
aprender o que um intérprete faz.

O Intérprete BASIC

O intérprete BASIC lé cada instrucao BASIC que vocé digita no
teclado e a traduz automaticamente numa seqiiéncia de instrucoes
em linguagem de maquina, que seu computador pode entender e exe-
cutar. Este processo é completamente invisivel para vocé (isto é, ele
se processa dentro do seu computador). Desde que vocé ative o progra-
ma intérprete de seu computador, para todos os propésitos préticos,




“Quando eu estou na memoria,
seu computador fala BASIC."

seu computador pode falar em BASIC. Seu computador também pode
ser capaz de falar outras linguagens de programacao (se for provido
dos intérpretes apropriados).

Ha varios tipos de intérpretes BASIC que vocé pode usar no seu
computador. Aqui nés explicaremos os dois tipos essenciais: 0 resi-
dente e 0 ndo-residente. A maioria dos pequenos computadores é pro-
vido de um intérprete BASIC residente. Este intérprete é chamado de
residente porque ele mora permanentemente na meméria do compu-
tador. Ele estd a disposicao imediatamente, tao logo o computador
seja ligado, para qualquer ordem emitida como B ou BASIC.

No momento em que o simbolo de confirmacao BASIC (pronto (>))
apare¢a em sua tela, vocé sabe que o computador esta pronto para
executar as instrugoes BASIC solicitadas.

Um intérprete residente geralmente tem uma desvantagem:ele
pode prover, apenas, uma pequena versio do BASIC. Desde que um
intérprete residente é “construido” na memdéria permanente deum
computador, ele tem que ser pequeno em tamanho, pois o tamanho
total da memdria de um computador é limitado. A meméria de um
computador deve conter o programa, incluindo o Intérprete BASIC, e
ainda possuir espaco suficiente para calculos, administragao do sis-
tema e dados a serem operados. Estas necessidades de espaco limitam
o tamanho, assim como diminuem a complexidade do intérprete resi-
dente. Em computadores que vém com uma pequena quantidade de

5
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meméria, o intérprete residente é muitas vezes um "minuasculo
BASIC”, que impoée limites aquilo que vocé quer fazer com ele.

Alguns residentes BASIC, no entanto, sao suficientes para apren-
der a programar em BASIC, ao menos para os propésitos deste livro.
Mais tarde, quando vocé aprender a escrever programas mais comple-
x08, provavelmente vai querer mais recursos. Vocé entao ira querer
um Intérprete nao-residente.

Para prover mais caracteristicas, um intérprete deve ser mais
complexo e conseqientemente, maior no tamanho. Sera guardado
num dispositivo de memoéria como um cassete ou diskette, de forma a
nao ocupar a maior parte da memoria disponivel, todo o tempo. Nos
computadores bem pequenos é necessario, usualmente, adquirir me-
moria adicional, passivel de acomodar um intérprete maior.

O intérprete mais completo é fornecido com uma versao de BASIC
chamada: BASIC completo, BASIC ampliado, BASIC de ponto flu-
tuante, ou BASIC avancgado, dependendo do fornecedor; em cassete
BASIC ou diskette BASIC, dependendo do meio de armazenamento
magnético utilizado. Usualmente, todos os programas escritos em
BASIC residente podem ser executados sem mudancas num BASIC
avancado. Nestes casos, as duas versdes siao descritas como sendo as-
cendentemente compativeis.

Para usar um cassete ou um diskette BASIC, vocé deve primeiro
transferir o intérprete do cassete ou do diskette para dentro da me-
moria do computador. Isto é chamado de carregamento do intérprete.
Vocé deve entao dar uma ordem especifica como F BASIC, para ativar
seu intérprete BASIC avanc¢ado. O intérprete entao mostra uma indi-
cagao na tela que é geralmente diferente da indicagao do BASIC resi-
dente, para nao criar nenhuma confusao. Somente entao vocé pode in-
troduzir as instrucoes BASIC.

Deixe-nos agora explicar o que é BASIC, como ele foi criado, e os
dialetos resultantes.

O que e BASIC?

Linguagens de alto nivel foram criadas para facilitar ao usuario
dar instrucgoes a um computador, isto é, programa-lo. Através dos
anos, centenas de linguagens de programacao foram inventadas.

No inicio, 0s computadores eram usados primariamente com pro-
positos cientificos e as linguagens de programacao eram criadas para
facilitar os cdlculos numéricos. Assim, o ascendente das linguagens: o
FORTRAN (“FORmula TRANslator”) foi eriado propositalmente
para calculos numéricos especificos. O FORTRAN, no entanto, ti-
nha varias deficiéncias e varias linguagens novas foram criadas. O
BASIC é uma dessas linguagens; COBOL, APL e PASCAL foram ou-
tras que se tornaram amplamente utilizadas.




A invencao do BASIC representou a maior revolucao. O BASIC foi
criado para ser simples e facil de aprender. Além do mais, ele é intera-
tivo.. Vamos ver ¢ que isto significa.

BASIC ¢ a sigla de “Beginners All-purpose Symbolic Instruction
Code” (Cédigo de Instrucéo Simbélica de Propésito Geral para Princi-
piantes). Ele foi inventade em 1964 por Jobn Kemeny e Thomas
Kurtz do Dartmouth College, trabalhando subvencionados pela Na-
tional Science Foundation. A vantagem dos autores foi projetar uma
linguagem que pudesse ser facilmente usada por um iniciante. Eles
tiveram sucesso em seus propdsitos. A partir desse dia, o BASIC tor- .
nou-se uma das mais faceis linguagens de programacao para se
aprender.

Pelo fato de o BASIC ter sido projetade para ser interative — na
verdade, ele foi a primeira linguagem interativa — um usudario pode
interagir com o programa em um terminal ao invés de submeter
as séries de cartoes perfurados IBM como nas antigas linguagens. O
BASIC originalmente foi processado no sistema de tempo comparti-
lhado, GE225 no Dartmouth College. Os terminais estavam disponi-
veis em todo o campus e varios usuarios tinham acesso ao computa-
dor, simultaneamente.

O sucesso do BASIC foi rapido. A General Electric (GE) imediata-
mente decidiu usa-lo comercialmente. Kemeny e Kurtz publicaram o
primeiro livro sobre BASIC em 1967. A Hewlett Packard (HP) e a Di-
gital Equipment Corporation (DEC) decidiram tornar o BASIC utili-
. zavel na maioria de seus computadores.

O BASIC oferece duas enormes vantagens sobre linguagens como o
FORTRAN:

1. Para o usuario: O BASIC é a linguagem mais facil para se
aprender, especialmente para os-iniciantes.

2. Para o fabricante: O BASIC é a linguagem mais facil para in-
tegrar em um computador. Pelo fato de a linguagem ser simples,
o intérprete tamhém & simples e racional, e exige apenas uma
pequena participacio da memdria.

O terceiro fator que contribuiu para o enorme sucesso do BASIC foi
o advento dos econdmicos microcomputadores. Quando os microcom-
putadores se tornaram realmente utilizdvels, por volta de 1970, o
BASIC tornou-se a linguagem de programagdo universal para esies
pequenos computadores. Como o intérprete BASIC na versio simpli-
ficada do BASIC requer apenas 4K (4,096 bytes) de meméria, mesmo
os menores computadores puderam acomodar um residente BASIC,
(Lembre-se de que um residente BASIC se refere a um intérprete
armazenado permanentemente na memdria do computadoer.} Os mais
recentes computadores de porte tém grandes memdrias (64K ou mais
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— sendo que 1K se refere a 1,024 bytes) e podem, portanto, receber
versoes mais poderosas de BASIC.

Hoje, o BASIC é utilizado na maioria dos computadores. Através
dos anos, os fabricantes tém adicionado extensdes e “novas caracteris-
ticas” a linguagem de tal forma que a linguagem BASIC é provavel-
mente hoje a linguagem de-computador menos padronizada. Nao ha
dois BASIC iguais. Na verdade, o BASIC tornou-se uma familia de
linguagem e nao mais uma linguagem unica. Apesar de muitos pa-
droes terem sido propostos, nenhum fez sucesso até hoje. 1sto quer dizer
que vocé deve reaprender BASIC em cada computador? Nao de todo.
Desde que vocé conheca a esséncia do BASIC, comum a todas as ver-
soes, vocé pode facilmente aprender as novas caracteristicas que cada
versao oferece. Todo BASIC tem essencialmente o mesmo nucleo de
instrucgdes. Vocé aprenderd mais sobre estas instrugoes, a medida que
for lendo este livro.

Qual BASIC?

Seu computador provavelmente tem varias versoes diferentes de
BASIC, disponiveis. Inicialmente descreveremos os dois tipos essen-
ciais de BASIC: o0 BASIC residente (geralmente um mini BASIC) e o
BASIC nao-residente (um BASIC completo ou BASIC avancado).
Vamos agora examinar sumariamente algumas das suas diferencas.

Um “mini” ou “micro BASIC” tem menos caracteristicas e conven-
¢oes que um “BASIC avancado” ou um “BASIC ampliado”. A limita-
¢do usual de um “mini BASIC” é que ele opera apenas com ntimeros
inteiros, isto é, ele nao opera com f[racoes. Esta versao de BASIC é
também chamada de "BASIC de nameros inteiros”. Em contraste,
uma versao BASIC aperfeicoada que também opera com fracaes é
chamada de “BASIC de ponto flutuante”. Esta caracteristica é
altamente desejavel se vocé planeja fazer calculos.

Um mini BASIC geralmente armazena informacoes no cassete,
mas néo no diskette. Assim como geralmente armazena programas,
mas nao dados e também nao opera com "arquivos”. Normalmente,
ele pode apenas manipular informacées que sao parte de um pro-
grama ou que tenham sido fornecidas pelo teclado. Por outro lado, um
“BASIC avancado”, usando unidades de disco, oferece grande con-
veniéncia e poder para eperar um conjunto de informacoes (arquivo) e
programas.

Alguns fabricantes fornecem versoes ainda mais “avanc¢adas” de
BASIC que sao especificas para os fabricantes. Um usuario é geral-
mente alertado para este fato pelo rotulo ou etiqueta “BASIC avanga-
do”. Isto representa que recursos mais poderosos estdo disponiveis




para o programador experiente. Outrossim, o uso destes recursos
especiais geralmente torna um programa BASIC incompativel com
outros intérpretes BASIC.

O BASIC usado neste livro é um mini BASIC universal; dessa for-
ma, voce podera aprender experiéncias aplicdveis a todas as versoes
BASIC. Desejafnos, no entanto, apontar variacgoes e extensoes co-
muns, através do texto.

Em suma, vocé nido precisa se preocupar com a versao BASIC que
estd usando. Mais tarde, se quiser escrever programas mais comple-
x0s, pode estudar o manual de referéncia para a versao BASIC que
vocé quer usar. Finalmente a informacao sobre algumas das caracte-
risticas avancadas de BASIC, sera apresentada no ultimo capitulo
deste livro.

Agora que entendemos mais sobre linguagens de programagao, em
geral, e em BASIC, em particular, vamos aprender mais sobre o com-
putador e como ele processa informacaes.

‘Eu sou lorte, prestimoso
e amigavel, desde que
voce me conheca.”’
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Seu Computador

Seu computador processa informagoes e se comunica com vocé atra-
vés do teclado e da tela, além de, eventualmente, uma impressora. O
teclado é usado para mandar informagées para o computador, Sempre
que uma tecla for pressionada, o cddigo eletronico correspondente ao
carater desta tecla é enviado ao computador, onde ele é reconhecido e
processado ou entao ignorado. O teclado é seu dispositivo de entrada,
ele prové de informacao o computador.

Fste e mett tecla o, O tectado manda imform Hoao
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A tela ou C.R.T (tubo de raios catodicos) mostra as informacaes
geradas pelo programa. Normalmente, cada caractere que vocé pres-
siona no teclado aparece na tela. Ele é enviado primeiramente para o
computador e depois “surge” na tela. Geralmente nao ha conexao
direta entre o teclado e a tela. Toda comunicagéo é feita através do
computador. Isto esta ilustrado na pagina seguinte.

Dependendo do projeto do sistema, o computador em si pode ser
acondicionado em uma caixa separada ou integrada ao teclado, a tela
e/ou a unidade de disco. Mas, independentemente do conjunto, o com-
putador propriamente dito inclui urna unidade de processamento (a
unidade central de processamento), uma memdria e varias ligacoes
(interfaces — dispositivos eletrdnicos para ligacao com impressoras e
outros periféricos). Vamos examinar esses trés elementos.

A unidade central de processamento (U.C.P.) identifica as instru-
¢oes do programa, uma instrucao de cada vez; traz da memoria e as
executa. A U.C.P. requer alguns componentes. Estes componentes
sao chamados de circuitos integrados, ou chips. Todos os microcompu-



. bu preciso de uma entrada

para saber o que voce quer.”
b

tadores usam um chip microprocessador como um elemento essencial
da U.C.P. Um chip tipico é mostrado na ilustracio seguinte.

A meméria armazena os programas e todas as informacoes que o
programa utiliza, 1é ou produz, durante sua execucao. Para a execu-
¢ao de um programa, este deve primeiro estar inserido na meméria do
computador. Por exemplo: se um programa esta originariamente ar-
mazenado em cassete ou diskette, ele deve ser transferido para a me-
moria do computador. Isto é chamado de carga(loading) do programa.
A meméria do computador deve ser suficiente para acomodar os pro-
gramas de maior tamanho, além dos dados que o programa utilizara.

Dois tipos de memoéria estao presentes em seu computador: ROM e
RAM. O tipo "normal” de memdria que vocé usard para armazenar ¢ a
RAM ou memdria de acesso aleatério. A RAM (Random Access Me-
mory) € uma meméria de onde se pode ler e onde se pode escrever. As
informagdes podem ser escritas na RAM e lidas a partir dela. Uma
RAM parece exatamente com um microprocessador mostrado abaixo,
com excec¢ao de que existe um chip diferente dentro dela. Infeliz-
mente, no estdgio atual da tecnologia, este tipo de memaria é volatil,
o contetido da RAM desaparece no momento em que a energia é desli-
gada.

Por causa disto, ao final de uma sessao, vocé sempre deve armaze-
nar seu programa em um meio nio-volatil, como um cassete ou um
diskette, caso queira guarda-lo. Lembre-se ainda de que deve haver
um intérprete BASIC na memoéria (na RAM ou ROM) antes que vocé
possa executar seu programa BASIC.

11
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“Este € um chip microprocessador."”

A ROM (Read Only Memory) é uma meméria da qual apenas se
pode ler. Este tipo é permanentemente carregada com programas
pelo fabricante e néo pode ser mudada. Ela é nao-volatil (perma-
nente) e nunca é apagada. Ela geralmente contém um intérprete
BASIC residente, além de um programa especial, o monitor, o qual é
necessario para a comunicagao com o computador a partir do mo-
mento em que ele é ligado.

Se sua ROM nao contém nada, o computador néo sabera o que fazer
quando vocé pressionar as teclas de seu teclado. No minimo, seu ROM
deve conter um monitor. Este monitor examina as informacées envia-
das pelo teclado e reage executando agoes gerenciais como ativar o in-
térprete BASIC residente ou o carregamento de um programa do cas-
sete.

Vocé nao pode usar o ROM para armazenar qualquer outro progra-
ma. Todos os outros programas que vocé der entrada no seu computa-
dor sao carregados na RAM. Algumas vezes vocé pode usar cartuchos
de programas em seu computador. Nestes casos 0s programas sao ar-
mazenados em chips ROM dentro do cartucho.



Seu computador nao fara nada
ate que vocé introduza um
programa em sua memoria

Finalmente, dois dispositivos adicionais sao comumente conecta-
dos a um computador: um banco de memoéria e uma impressora. Estes
dispositivos sdao conectados através de interfaces — os dispositivos
eletronicos necessarios para conexao de periféricos. O periférico pode
ser um arquivo cassete ou uma ou mais unidades de disco. (Nota:
Ambos os dispositivos usam um meio magnético para registrar infor-
macoes e podem armazenar muito mais informagoes do que a me-
moéria interna eletronica do computador). Estes dispositivos especiais
requerem uma conexao eletronica (interface) especial, na caixa do
computador, que permita sua comunicacio com o computador. Muitos
computadores pessoais trazem embutida uma interface para um ar-
quivo de fita; no entanto, uma ou mais inferfaces separadas sao geral-
mente necessarias para conectar uma ou mais unidades de disco ou
impressora ao computador.

Uma impressora é necessaria para se obter a permanente impres-
sao0 dos programas ou dos resultados. Uma impressora é um disposi-
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tivo de saida, assim como a tela de um tubo de raios catédicos. Exis-
tem instrugoes especificas no BASIC para comandar informacoes
para ambos: a tela ou a impressora.

Finalmente, um modem é um outro dispositivo freqiientemente
utilizado. Um modem permite a vocé se comunicar com outro compu-
tador ou terminal, atravé® da linha telefonica comum. Ele é muito
util quando usado por uma rede de lojas comerciais ou para ter acesso
a bancos de dados (conjunto de informacoes). Nos aprendemos, até
aqui, o vocabulario necessario. Antes de passarmos para o capitulo 2 e
comegarmos a usar o computador, é necessdrio ainda uma recomen-
dagao.

O programa monitor esta
o tempo todo pronto para
executar todas as tarefas
comuns




Os Computadores e a Sintaxe

Os computadores sao rapidos, pacientes e precisos. Eles fazem apenas
aquilo que lhes é dito para fazer, e o fazem perfeitamente. Para se co-
municar com sucesso com seu computador, vocé deve ser exato. Se
vocé cometer um ®rro ou engano ao escrever uma instrugao BASIC,
nao causari danos ao computador, mas seu programa nao serd execu-
tado com sucesso, Ele geralmente ira parar e dizer: “erro de sintaxe”.

Recorde que a sintaxe é um grupo de regras que especificam a
forma correta de escrever uma instrugao BASIC. Regras de sintaxe
sao rigidas. Por exemplo: vocé nao pode usar um significado aproxi-
mado. Se as regras especificam um ponto, vocé nao pode usar uma vir-
gula ou dois pontos em seu lugar. Qualquer desvio é rigidamente in-
terpretado pelo computador e tem um significado preciso. Qualquer
desvio representara um erro, ou ao final, resultados inesperados.

Lembre que se vocé nao obedecer exatamente as regras, seu pro-
grama provavelmente nao funcionara. Nao tente ser criativo. As re-
gras sao simples, diretas e faceis de seguir, ao escrever as instrugoes
do programa. E melhor guardar sua criatividade para o projeto do
programa e para o planejamento das tarefas a serem realizadas. Por-
tanto, é importante que voceé siga cuidadosamente as instrugoes e re-
comendagoes dadas neste livro.

“Lembre-se
seja exato.”’
EEmmmescansa e



A Comunica

Neste capitulo vocé aprendera a se
comunicar com seu computador.
Vocé aprendera as instrugdes em
BASIC e a fazer o computador escre-
ver palavras e sentengas. A informa-
¢ao trocada entre vocé e o computa-
dor incluird programas (instrucoes
BASIC que vocé escreve) e dados (os
numeros ou caracteres que vocé en-
via ou recebe).

Em primeiro lugar vocé aprendera a
usar o teclado de um computador e
entdo podera comegar a enviar-lhe
instrugdes. Em particular, vocé
aprendera a mover o cursor natelae

corrigir os erros de impressao. Entao
voceé escrevera suas primeiras instru-
¢oes em BASIC e fard o computador
desenvolver mensagens na tela.
Vocé aprenderd a diferencga entre
execugao imediata e execugao pro-
gramada. Finalmente, vocé apren-
dera os passos que envolvem a escri-
ta de um programa simples e sua exe-
cucgéo.

No final deste capitulo vocé estara
familiarizado com a experiéncia ba-
sica necessaria para a comunicagao
com seu computador.




10 COM O seu
Computador




Usando o Teclado

O desenho abaixo mostra um teclado de computador. Note que ele ¢
muito semelhante ao teclado comum de uma maquina de escrever, ex-
ceto pelas teclas adicionais especiais.

0 teclado do computador
LEE B T

O teclado do computador pode ter varios modelos e combinacoes de
teclas e, com excegao de alguns poucos detalhes, todos tém caracteris-
ticas essenciais comuns. As teclas principais sao:

1. As letras do alfabeto {de A a Z)
2. Os digitos (de 0 a 9)
3. Simbolos como =,+,%,“, e §
4. Uma tecla de “retorno do carro”, geralmente marcada com RE-
TURN, CR, ou =
5. Uma tecla SHIFT (Troca) e uma tecla de controle — CTRL
6. Uma tecla RUBOUT (apagar) e uma tecla ESC ou BREAK (In-
terrupgao).
Aprendendo sobre
o lecldo




Alguns teclados estao providos de teclas adicionais, como um con-
junto separado de teclas numéricas e teclas com fungoes especiais.
Agora examinaremos a fungio e o uso de todas estas teclas.

Caracteres, Numeros e Simbolos

O propédsito de cada tecla de letra, niimero e simbolo especial é 6bvio.
Estas teclas sao utilizadas com o mesmo propésito que os da maquina
de escrever comum.

A Tecla RETURN (tecla de introducao)

Numa maquina de escrever, a tecla de retorno realiza duas acoes: ela
reconduz o carro ao comeco de uma linha, e avanga o papel para a li-
nha seguinte. Dai o seu nome. Num computador, entretanto, a tecla
RETURN geralmente move o cursor para o comeco da linha seguinte
na tela (o cursor é um quadrado brilhante ou um tracgo de sublinhar
que indica a posicdo seguinte onde um caractere serd escrito na tela).
Em um computador, a tecla RETURN poderia ser chamada apropria-
damente de tecla de entrada (ENTER), ja que sua funcao precipua é
introduzir um caractere, uma linha do texto ou um dado na memdéria
do computador. Na verdade, alguns teclados nomeiam esta tecla de
ENTER. Outros identificam-na com uma seta ().

Em nenhum caso, uma instrucio para o computador, incluindo as
instrugoes em BASIC, podem ser terminadas com um RETURN. O
RETURN significa “entrada de linha na meméria”. Na verdade, o que
vocé digita numa linha é ignorado pelo computador até vocé pressio-
nar RETURN. Desta maneira, vocé pode corrigir erros que tenha co-
metido antes de introduzir a linha na memodria do computador.

O RETURN é usado apenas em tempo de digitacao. Apesar de ne-
cessario, o RETURN nao é armazenado como parte de uma instrugao
de programa, Neste capitulo introdutério, para ajuda-lo a aprender,
mostraremos todos os caracteres que vocé deve digitar e desenvol-
veremos um simbolo indicando RETURN no final de cada linha. Este
simbolo aparecera como = .

Lembre-se: vocé tem que pressionar a tecla RETURN para trans-
mitir uma instrugéo ao computador. Da mesma forma, quando o com-
putador, mais tarde, lhe pedir valores, vocé os introduzira pressio-
nando a tecla RETURN.

A Tecla SHIFT (tecla de troca)

A tecla de troca trabalha igual aquela da maquina de escrever. Ela
permite a vocé trocar os simbolos que aparecem nas teclas. Com exce-
cao das teclas de letras, a maioria das teclas tem dois simbolos im-
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pressos: um superior e um inferior. Se vocé nao pressionar a tecla de
troca, o simbolo inferior € o que geralmente aparece quando a tecla é
pressionada. Quando voce pressiona SHIFT junto com a tecla, o sim-
bolo superior sera gerado. Com as teclas de letras vocé gera letras
maiusculas e minusculas; no entanto, em alguns teclados simplifica-
dos, as teclas de letras feram apenas letras maiusculas; a posicao in-
ferior é usada por outros simbolos ou funcaes. O BASIC “padrao”
exige que as instrugoes sejam escritas com letras maiusculas. Por-
tanto, neste livro, usaremos apenas letras maiusculas em nossos pro-
gramas. Se o seu teclado for provido de letras minusculas, vocé pode
muito bem introduzir e manipular textos que as incluam.

A maioria dos teclados também sao providos de uma tecla de fixa-
¢ao (CAPS LOCK), o que lhe permite operar o teclado na posi¢ao su-
perior. Batendo nesta tecla novamente, liberta-se a “fixacao”. O pro-
posito da tecla SHIFT é reduzir o numero total de teclas. Usando
SHIFT, dobra-se o namero de simbolos ou comandos que cada tecla
pode gerar.

Vamos praticar o que acabamos de aprender. V4 ao seu teclado e
bata teclas aleatoriamente. Pressione qualquer tecla, em seguida use
a tecla SHIFT e olhe os caracteres resultantes na tela. Agora pressio-
ne RETURN e veja o que acontece.

A Tecla CTRL (tecla de controle)

A tecla de controle (CTRL) é utilizada para introduzir rapidamente
comandos, freqiientemente utilizados no computador. Nao existe em
maquinas de escrever. A tecla CONTROL é usada, como a tecla
SHIFT, pressionando-a para baixo, segurando-a embaixo e pressio-
nando uma outra tecla do teclado ao mesmo tempo. Isto é chamado de
geragao de um caractere de controle. Por exemplo, "CTRL A” é gerado
apertando-se e segurando-se a tecla CTRL e a tecla A simultanea-
mente. Esta é a maneira conveniente de gerar um comando ou cédigo
de controle — pressionando apenas duas teclas. (Nota: os cédigos de
controle sao fornecidos para facilitar o uso dos comandos mais fre-
gilentemente utilizados, tal como 0 movimento do cursor na tela, isto
é, esquerda, direita, para cima, para baixo, por uma posicao, palavra
ou sentenca — e para suprimir ou inserir um caractere ou uma linha
inteira de texto). O uso de caracteres de controle é especifico para
cada programa usado no computador, e seus efeitos estao explicados
na documentacgao do programa. N6s nae usaremos nenhum cédigo de
controle neste livro. Vocé pode, no entanto, querer aprender ao menos
um: 0 ¢codigo requerido para interromper um programa mal feito (nor-

malmente CTRL C).




0 teclaclo numeérico
i

A Tecla RUBOUT (tecla de apagar)

A tecla RUBOUT ou tecla de “apagar” € usada para uma fungao ab-
solutamente necessaria. Ela pode ser incluida em alguns teclados,
desde que a mesma fungao possa ser obtida pelo movimento do cursor
de volta sobre o caractere.

ATecla ESC ou BREAK (tecla de interrupcao)

A tecla ESC ou BREAK é geralmente incluida como um “codigo de
controle” padrao, comum a todos os programas. Ela permite que vocé
pare qualquer programa, apertando apenas uma tecla. Cada progra-
ma, seja um intérprete BASIC ou seu proprio programa, deve permi-
tir um comando especial como END ou EXIT que finaliza sua execu-
¢ao. No entanto, no caso de acontecer alguma coisa inesperada, e vocé
quiser parar a execuc¢ao do programa imediatamente, vocé pode
geralmente usar a tecla ESC. As vezes, vocé também pode usar um
cédigo de controle (como CTRL C) e dessa forma usar a tecla CTRL
para executar esta funcao.

O Teclado Numeérico

O teclado numeérico (mostrado a esquerda) é muito usado em aplica-
¢oes onde 0s niumeros devem ser digitados rapidamente. Este teclado
é usado do mesmo modo que um teclado de calculadora de mesa. Suas
teclas simplesmente duplicam as fungoes das teclas usuais de um te-
clado regular (de 0 a 9,+,—,x,+, e =).

As Teclas de Funcao

As teclas de fungéo sdo um meodo préatico de introduzir no computador
os comandos de uso mais freqiiente. Pressionando uma tecla, de fun-
¢ao Unica, obtemos o mesmo resultado da digitagdo: uma ordem longa
como PRINT ou EXECUTE.

Assim, vocé pode pressionar uma Unica tecla para apagar um
caractere, inserir um bloco de caracteres ou executar um programa.
Estas teclas sao feitas especialmente pelos fabricantes e dispensam
esforcos de digitacdo. Entre as teclas Gteis podemos citar as que
giram a tecla, limpam a tela, suspendem a pagina na tela ou abai-
xam-na, e as teclas que posicionam o cursor: t,{, < —

O Cursor

Lembre-se de que o cursor é um quadrado ou trago de sublinhar que
mostra sua exata posicao na tela. Geralmente ele pisca, de forma que
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voceé pode vé-lo facilmente. Aqui esta um cursor, mostrando onde vocé
esta na tela, apés ter digitado HELLO:

[> HELLO O )

Movendo o cursor para tras e para frente, para cima e para baixo, na
tela, vocé pode sobrepor caracteres e modificar qualquer texto que
tenha digitado anteriormente. Isto é muito conveniente para se fazer
mudancas. Vocé usara o cursor, freqlientemente, para corrigir erros
de digitagao.

A maioria dos teclados também possui ao menos 4 teclas de funcoes
para posicionar o cursor na tela: £, 4, <« —.

Aprencda a mover
O Cursor
na tela

Vocé pode querer, agora, voltar ao teclado e praticar algumas das
coisas que vocé aprendeu. Quando vocé se sentir razoavelmente fa-
miliarizado com o teclado, volte e aprenda a escrever instrugoes
BASIC para o computador.

Falando em BASIC

Para falar BASIC com seu computador, vocé precisa de um intérprete
BASIC na memdria. Se o seu computador tem um intérprete BASIC




residente, vocé nao deve fazer nada, No entanto, alguns sistemas exi-
gem que vocé digite:

B2
ou: bl
BASIC 2@

para ativar o intérprete. Se o seu computador nao tem um intérprete
BASIC residente, vocé deve carrega-lo (transferi-lo) de um diskette ou
de um cassete. Quando o intérprete esta ativado vocé obtera uma con-
firmacgao como:

XBASIC 2.1 READY

XBASIC é o nome dado ao intérprete, 2.1 é a versao. Sucessivas
versoes sao liberadas continuamente e estes nimeros permitem que
vocé distinga uma das outras. > é espago. (O simbolo de espago pode
variar. Neste livro usaremos o simbolo >.) O espaco ou pausa é uma
mensagem do intérprete BASIC, que significa: “Estou pronto. Va
adiante e diga-me o que fazer”. Téo logo vocé veja este simbolo, sabera
que o intérprete BASIC esta pronto e esperando por suas instrugoes.

Agora prosseguiremos sabendo que:
1. Um intérprete BASIC esta na memoria de seu computador,

2. A pausa do BASIC é usada pelo seu intérprete (identificada aqui
pelo simbolo >) e aparece em sua tela. Se o simbolo nao aparecer,
pressione RETURN e veja o que acontece. Se nao funcionar, des-
ligue seu computador e ligue-o novamente.

Agora nos escreveremos nossa primeira instrucao BASIC para o
computador. Digite o seguinte (exatamente como aparece aqui):

PRINT “ALO"

A tela mostrard o seguinte:

4l Bl
XBASIC 2.1 READY

> PRINT “ALO"" O
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O > na esquerda é a pausa, dizendo a vocé que o intérprete esta es-
perando por uma instrucao. Os caracteres da direita foram digitados
por vocé. Nada aconteceu ainda. Vocé lembra por qué?

Falta pressionar a tecla RETURN para dar entrada a sua instru-
¢ao. Agora pressione RETURN. Sua tela mostrara o seguinte:

R —,
XBASIC 2.1 READY <
= PRINT “ALO"
Al
S0
L &

O intérprete recebeu sua instrucgao e imediatamente executou-a
escrevendo ALO como foi requisitado. Em seguida executara uma
nova pausa (>) dizendo a vocé que esta pronto para uma nova ins-
trucao.

Vamos examinar nossa primeira instrugao BASIC mais detalha-
damente:

PRINT “ALO"

Esta instrucao tem 2 partes: PRINT e “"ALO”. PRINT é uma pala-
vra reservada, que tem um sentido especifico para o intérprete.
“ALO” é a mensagem a ser executada entre aspas. Vocé pode usar
qualquer mensagem entre aspas. Vamos tentar outra. Digite:

PRINT “ESTE E UM OUTRO TESTE" 2

O que se segue dever4 aparecer em sua tela:

> PRINT * ESTE E UM OUTRO TESTE“
ESTE E UM QUTRO TESTE e
} |

Tente novamente. Execute sua prépria mensagem, mas lembre-se,
se vocé esquecer uma das aspas ou se escrever errade PRINT, nao fun-
cionard e vocé receberd uma mensagem de erro. Va adiante. Tente.
Vocé nao provocara nenhum dano ao computador.

Vocé talvez nao se lembre por que esta instrucao é chamada
“"PRINT”, quando na verdade ela meramente mostra a informacao em
sua tela e nao imprime. Mesmo que vocé tenha uma impressora li-



gada ao seu computador, nada sera impresso. Vocé provavelmente es-
queceu a razao. Os primeiros terminais eram como maquinas de es-
crever que, na verdade, imprimiam (e nao mostravam) a informagao.
E, mesmo que a tecnologia tenha mudado, a instrugao BASIC nao
mudou. Uma outra instrugao BASIC ¢ hoje usada para enviar infor-
macoes a imprassora, ao invés de a tela do video. Esta instrugao é cha-
mada LPRINT porque é usada essencialmente para listar programas
no papel.

Antes de prosseguir, esteja certo de que a pausa BASIC esta em sua
tela, isto é, de que o intérprete BASIC esta pronto para aceitar um
outro comando. Se a pausa nao aparecer, vocé nao pode executar um
comando BASIC. Tente pressionar RETURN ou CTRL C, ou, caso nao
funcione, tente religar seu sistema.

Nos escreveremos agora nosso primeiro programa BASIC, ao invés
de executar uma tnica instrugao. Digite o seguinte:

10 PRINT “ALO" 2
20 PRINT “COMO ESTA VOCE?" 2
30 END 2

Sua tela mostrara o seguinte:

> 10 PRINT “ALO"

> 20 PRINT “COMO ESTA VOCE?"
> 30 END

>0




Vocé deve estar surpreso pois nada aconteceu. O computador sim-
plesmente responde com um >. Estas trés linhas sao mais do que trés
instrugoes BASIC. Elas constituem um pequeno programa BASIC.
Note que cada linha comega com um naimero, este namero é chamado
de namero de linha ou rétulo. Ele diz ao computador que queremos
escrever um programa corrpleto, e nao executar cada instrucéo ape-
nas. Agora digite:

RUN 2

(Nota: Este comando pode ser diferente em alguns intérpretes.)
Vocé deve ver em sua tela:

& o
ALO
COMO ESTA VOCE?
o >0
. y

ou, dependendo de seu intérprete:

r ALO h
COMO ESTA VOCE?
END
>0
¥

“Como funciona?’”

Como funciona? Primeiramente nés criamos um programa de trés
linhas e o guardamos na memoria, uma linha de cada vez, pressio-
nando RETURN. Entao, executamos o programa digitando RUN.
Esta é a maneira normal de escrever e executar um programa. Nos
seguiremos este procedimento de agora em diante. Toda linha deve
ser precedida de um rétulo numeérico e o programa sera executado au-
tomaticamente na ordem dos rétulos.
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Se em algum momento vocé digitar uma instrugao sem numero de
linha, em resposta a um >, a instrugao sera executada na hora e nao
sera memorizada. Isto é chamado de modo imediato ou modo operador
em BASIC.

Se em algum momento, vocé digitar uma instrugao BASIC rotula-
da em respostd’®a um >, a instrugao sera memorizada quando vocé ba-
ter RETURN, mas nao sera executada até que vocé digite RUN. Isto é
chamado de modo suspenso ou modo normal. Vamos demonstrar
como funciona: nosso programa de trés linhas esta armazenado na
memoria. Ele pode ser executado a qualquer tempo, e quantas vezes
se yuiser. Agora, digite:

RUN 2

novamente e vocé vera:

-
2 ALO

COMO ESTA VOCE?

>0
" W,

Vamos examinar a memoria do computador e mostrar seu conteu-
do. Digite:

LIST 2

e vocé vera em sua tela:

{ 3
10 PRINT “ALO"
20 PRINT “COMO ESTA VOCE?"
30 END
>0
L . J

Seu programa esta listado na tela como foi armazenado na meméria
do computador.

Vocé pode até guardar seu primeiro programa no seu cassete ou
diskette. Para fazer isto o comando usual é:

SAVE 2
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vocé pode, entao, té-lo de volta, um pouco depois, digitando:
LOAD 2

Para demonstrar a diferenca entre instrugao imediata e suspensa,
digite:

PRINT “ADEUS" 2

Vocé vé na tela:

[ h
> PRINT “ADEUS”

ADEUS

=

Agora digite:
LIST 2

Novamente vocé verd na sua tela:

10 PRINT "ALO"

20 PRINT “COMO ESTA VOCE?"
30 END

>0

/7 ¢« Se vocé nao tiver usado
um numero de linha,
a mstrucao se perde!
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A instrucao imediata: PRINT “ADEUS”, ndo esta 14 para ser vista.
Ela néao foi memorizada.

Sumario de um Programa

Em resumo, un?a instrucio imediata é executada tao logo vocé a di-
gita. Ela nao é armazenada na memoéria do computador, e vocé preci-
sard digitd-la sempre que quiser executa-la. Esta facilidade é cha-
mada de modo de execucdo imediata. Na pratica, esta maneira nao é
usada com muita freqiiéncia — geralmente quando vocé quer verifi-
car alguns valores depois de o programa ter parado. Experimente di-
gitando instrugoes BASIC e veja o que acontece.

Quando uma linha é precedida de um rétulo, a maneira é chamada
de: modo de execucdo suspensa. Neste modo, cada linha do programa é
armazenada na memdria do computador. Quandoe um programa com-
pleto tiver sido digitado, vocé simplesmente pressiona o comando
RUN e o programa inteiro sera executado. Lembre que, quando vocé
desliga o computador, o que a meméria RAM contém desaparece, in-
cluindo qualquer programa que vocé possa ter digitado. Se vocé qui-
ser guardar seu programa para usar mais tarde, vocé deve transferi-
lo (SAVE) para um cassete ou diskette.

Cada linha de um programa BASIC deve comegar com um rétulo.
O rétulo especifica a ordem na qual a linha deve ser executada. Por-
tanto, a linha 10 sera executada antes da linha 20.

O computador
executa uma
instrucao de
cada vez




Nao confunda
numero 0 e
aletra O
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O comando END, linha 30 em nosso exemplo, é opcional nos BASIC
mais modernos, mas € necessario nos mais antigos. O comando END
diz ao intérprete que ele chegou a um END legitimo e nao a um aci-
dental, durante a execucao.

Como detalhe final, note que o digito 0 (zero) deve parecer di-
ferente da letra O. A maneira tradicional de evitar a confusao tem
sido a de mostrar o digito 0 (zero) como # — um O cortado por dentro.
No entanto, hoje, o zero pode ser facilmente executado na tela como
um simbolo mais fino do que aquele da letra O, e o (J é raramente
usado. Nos textos mais noves de BASIC vocé encontrara tanto o 0
(zero) como a letra O cortados por dentro para evitar confusao.

Um Programa mais Longo

RUN, LIST e SAVE sao chamados comandos. Eles sao palavras reser-
vadas, usadas em si mesmas para especificar acdes especiais do sis-
tema do computador, ou mais exatamente pelo intérprete. Estes co-
mandos sdo também parte do BASIC. N6s aprenderemos progressiva-
mente outras instrucoes e comandos a continuidade deste livro.

Vamos agora escrever um programa mais completo, usando o
PRINT e o0 comando NEW. Digite o seguinte:

NEW 2
Erem seguida:

LIST @



Nada aconteceu. Nao hd nenhum programa na memdria. O comando
NEW limpa a memoéria do computador. Agora digite:

NEW

10 PRINT “RSTE” @

20 PRINT “E" @

30 PRINT "OUTRO" 2
40 PRINT "EXEMPLO" 2
50 END 2

Vamos descobrir o que este programa faz. Digite:
RUN 2

Agora vocé vera em sua tela:

( ™
ESTE
E
OUTRO
EXEMPLO
>0 ;
{ 4

Um “END” pode aparecer ou hao, dependendo do seu BASIC. Nos-
80 programa mostra o texto como esperado. Vamos verificar se o pro-
grama foi corretamente armazenado na meméria, digitando:

LIST 2

Vocé agora verd em sua tela:
[ ™
> LIST

10 PRINT “ESTE"”

20 PRINT “E"

30 PRINT “OUTRO”
40 PRINT “EXEMPLO"

50 END
>0
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O comando NEW foi utilizado para limpar a meméria do computa-
dor, isto é, apagéa-la e criar espaco'para um novo programa. Se o co-
mando NEW nao for usado, uma instrugao nova sé apagara uma ou-
tra antiga se seus rétulos forem idénticos. Tal procedimento pode le-
var a erros, pois as instrugdes antigas podem ser “esquecidas” dentro
do novo programa. Se vocé nao usar NEW, toda vez que digitar uma
instrucao com rétulo 10, ela automaticamente apagara a instrucgao
anterior do mesmo numero de linha. Mas, cuidado, se vocé previa-
mente escreveu uma instrucao com rétulo 15 e depois digitou um pro-
grama em cima sem o NEW, a instrucao “15” viria da meméria do
computador e seria automaticamente incorporada em seu novo pro-
grama em seqliéncia, (desde que o rétulo 15 nao seja usado em seu
programa novo). Vamos demonstrar isto. Digite:

15 PRINT “* % # % ' P

A seguir:
RUN 2
Sua tela mostrara o seguinte:

-,
f ESTE

%k kK

E

OUTRO
EXEMPLO
2=l

- >

Como vocé pode ver, a nova instrucao PRINT rotulada 15, foi auto-
maticamente inserida no programa antigo apés a instrugao 10. Va-
mos dar um LIST ao programa. Digite:

LIST 2

Sua tela mostrara:

10 PRINT “ESTE"

15 PRINT ““sénser
20 PRINT “E”

30 PRINT “OUTRO"
40 PRINT “EXEMPLO"
50 END




Voceé pode verificar que a instrucao 15 é, agora, parte do seu pro-
grama. Lembre-se de que cada vez que vocé digitar uma instrucao
para o programa com um rétulo, ela é automaticamente inserida na
meméria do computador em sua seqiéncia prépria.

Nés demonstsaremos agora que quando vocé usa um nimero de li-
nha que jd existe, esta instru¢ao nova automaticamente apagara a
anterior. Vamos agora usar esta caracteristica para apagar a instru-
cao 15. Digite.

15 PRINT “....." 2
Em seguida:
RUN 2

Sua tela mostrara:
3 -

......

EXEMPLO
>0

Como vocé pode ver, sua nova afirmagao PRINT com rétulo 15 su-
perpos-se a anterior, Verifique digitando:

LIST 2

Sua tela mostrara o seguinte:
i 0
10 PRINT “ESTE”

15 PRINT "f.._........"

20 PRINT “E"

30 PRINT “OUTRO”
40 PRINT “"EXEMPLO"
50 END

>0
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"Eis como
eu apago!”’
[ ]
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Para evitar acidentes, quando escrever um novo programa, vocé
deve usar o comando NEW para limpar a meméria de seu computador
e evitar interferéncia de instrugdes “esquecidas” de programas an-
teriores.

Vamos agora apagar a instrucao 15. Ha varias maneiras de fazer
isto. Aqui nés digitaremos:

15 @
Esta instrugao consiste apenas em um rétulo. Isto é chamado de

instru¢do vazia. A instrucao 15 nao faz nada, exceto apagar alguma
versao anterior. Agora digite RUN. Vocé vera o seguinte em sua tela:

R T
r ESTE
E
QOUTRO
EXEMPLO
>0
g v

Seja cuidadoso. Esta caracteristica pode ser perigosa. Se vocé digitar:

20



por acidente, e apertar o RETURN, vocé apagari a versao anterior da
instrugao 20 e colocara em se lugar uma instrugao “vazia” que nao faz
nada. Para evitar surpresa, verifique sempre sua listagem de progra-
ma, antes da execucao:

Sumario

Nos agora aprendemos a escrever programas BASIC elementares que
mostram informagoes na tela. Nos escrevemos um programa BASIC
usando instrugoes rotuladas. Nos discutimos por que os programas
devem ser precedidos do comanda NEW e terminados com a instrugao
END. Nés vimos como um programa é armazenado automaticamente
na memoria do computador, apés introduzido e, assim, podendo ser
executado, pela digitacao do comando RUN. Nés vimos também como
um programa pode ser mostrado com o comando LIST. Finalmente,
nos usamos o comando SAVE para guardar um programa numa fita
cassete ou diskelte,

Nos aprendemos que a execugio das instrugoes do programa é feita
na ordem dos rétulos. Se vocé duplicar um numero rotulado, seja in-
tencionalmente ou por engano, a nova instrucao apagara automatica-
mente qualquer instruc¢ao prévia com o mesmo numero de linha.
Também, se a qualquer tempo vocé adicionar uma linha com um novo
rotulo, o intérprete a inserird automaticamente em sua segiiéncia
propria, dentro do programa.

Neste capitulo nés introduzimos virios conceitos novos. Se vocé re-
almente quiser aprender como programar, é essencial que comece
praticando o que aprendeu. Seguem-se alguns autotestes e exercicios.
Vocé deve fazé-los. As respostas aos exercicios selecionados sao dadas
no final deste livro.
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Exercicios

2-1: Escreva um programa gue imprima: “Tenha um bom dia”.

2-2: Escreva um programa que imprima:

[

AAAAA
BBBB
ccc
DD

E

2-3: Escreva um programa que imprima:
LA A & 8 8 & 3

*TITULO*

LA E R R =2

2-4: Defina os seguintes termos;

a. rotulo

b. execugao programada

c. execucao imediata

d. instrugao vazia

e. cursor

f. tecla de controle

g. conjunto de teclas especificas
h. palavra reservada

1. simbolo

2-5: Qual ¢ a diferenga entre PRINT e LPRINT?

2-6: Vocé pode executar um programa inteiro digitando instrugées uma de cada
vez no modo imediato?

2-7: Por que usar a instrucao NEW antes de digitar um novo programa?

2-8: Vocé pode digitar instrugdes de programa com a numeragao fora de
sequéncia?

2-9: Dé exemplos de alguns comandos BASIC.

2-10: A instrucao a seguir € um modo valido para mostrar a palavra EXEMPLO?
PRINT EXEMPLO

2-11: Qual é o uso da tecla RETURN?

2-12: Explique como se pode apagar a instrugao 20 de um programa?

2-13: Se voce ja digitou a instrugéo 30 e deseja incluir uma nova instrugao 30,
deve eliminar primeiro a anterior ja digitada?



2-14: Escreva um programa gue mostre o seguinte;

:IZIIIJZH%

I B i Gl e e

T
I
A B e i D o B T

EEEEEE
EE

EEEEEE
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Calculando

Neste capitulo nos comegaremos a usar
numeros. Nos os mostraremos na adi-
Gao, subtracao, multiplicagao e divisao.
Aprenderemos a realizar calculos,
usando simples operadores aritméti-
cos, e descreveremos outros impaortan-
tes operadores existentes em BASIC.






"“Fu mostrarei a vocé
outras maneiras de
imprimir numeros.”

Imprimindo Numeros

Até agora, nés imprimimos apenas textos. Vamos, entao, imprimir
numeros. Digite:

PRINT3 2

O resultado deve ser:

Lembre-se de nossa explicacdo no capitulo 2 de que uma instrucao
esta no medo imediato quando uma instru¢ao néo precisa ser prece-
dida por um rétulo e é executada imediatamente. Neste capitulo nés
escreveremos todos os exemplos no modo imediato de forma que vocé
possa executa-los pressionando apenas algumas teclas.

Note que em BASIC os nimeros nao precisam ser limitados por as-
teriscos ou aspas, apenas os textos: o uso de asteriscos permite que o
intérprete diferencie facilmente os textos do usuario das palavras re-
servadas BASIC, como PRINT. O texto inserido em asterisco é cha-
mado de string e uma string-pode incluir nimeros.

Vamos agora tentar alguns nimeros longos como 100, 1.000,
10.000, ete. Em algum ponto, seu intérprete BASIC recusara impri-




mir e executara uma mensagem como: “NUMERO GRANDE DE-
MAIS”. Cada intérprete BASIC limita o tamanho dos numeros intei-
ros que ele pode manipular, em um valor especifico. Se vocé precisa
trabalhar com nimeros inteiros maiores que o maximo valor permi-
tido pelo seu intérprete, vocé deve usar um intérprete BASIC di-
ferente, que perm*a numeros maiores.

Recorde que o intérprete BASIC que permite o uso de nimeros in-
teiros é chamado de BASIC INTEIRO. O BASIC inteiro, no entanto,
nao permite o uso de niimeros decimais. Vamos descobrir se o seu in-
térprete BASIC permite nimeros decimais. Digite:

PRINT 1.5 2

Se vocé vir 1.5 em sua tela, seu BASIC pode manipular numeros deci-
mais. Se 0 seu BASIC nao puder manipular niimeros decimais, prova-
velmente aparecera uma mensagem de erro ou um ? em sua tela.

No jargao dos computadores, nameros decimais sao chamados de
numeros de ponto flutuante. Um intérprete BASIC que permita o uso
desses numeros é chamado de BASIC de ponto flutuante.

Notacao Cientifica

Vamos conversar um pouco mais sobre nimeros decimais. Assim
como nos inteiros, no caso de nimeros decimais, o intérprete retera
apenas um certo numero de digitos. Por exemplo: o valor correto de
um terco é:

0.33333333333 ... (etc.)
Dentro do computador, o valor pode ser armazenado como:

0.3333333 (apenas sete digitos significantes sao retidos depois do
zero)

Diz-se que o valor correto foi éruncado (cortado) no sétimo digito.
(Nota: isto é uma aproximacgao, mas geralmente ¢ suficiente.)

Se o seu intérprete BASIC permite nimeros decimais, ele também
usara uma representa¢do cientifica para estes numeros. Quando um
namero é muito grande ou muito pequeno, ele sera mostrado na nota-
cao cientifica para ganhar espaco. Eis aqui um exemplo:

3.2E6
Significa:
3.2 x 10° = 3200000
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10° significa 10 na poténcia 6, isto é, 10 multiplicado 6 vezes por ele
mesmao:

10 x 10 x 10 x 10 x 10 x 10 = 1.000.000

Similarmente: o
1.12E -7
Significa:

1.12 x 107 = 0.000000112

107 significa 1/10 na poténcia 7, isto é, 1/10 multiplicado 7 vezes por
ele mesmo (1/10 ¢ 10™).

Usando a Aritmeética

Vamos agora realizar calculos aritméticos simples. Digite:

PRINT2 +2 2

O resultado que aparece é:

2 )

Nos realizamos nosso primeiro calculo aritmético. O simbolo da
adi¢ao + é chamado um operador. Um operador é um simbolo que re-
presenta uma operacao a ser realizada sobre um ou mais operandos.
0O BASIC prové no minimo cinco operadores aritméticos:

-  (menos)

+  (mats)

*tmultiplicagdo)

[ fdivisdo)

" ou “# (exponenciacao) (* ¢ muitas vezes mostrado como 1 ou [ ).
Agora tente este exemplo. Digite:

PRINT2*3 2



O resultado deve ser 6. O simbolo # é o simbolo da multiplicacao. O
simbolo usual da multiplicacée, x; poderia ser confundido com a letra
X, por isso as linguagens de programacao usam o simbolo .

Aqui estao outros exemplos de instrugoes aritméticas validas:

PRINT1 +2%3 P
O resultado é:

PRINT3 -2 2

O resultado é:

HiL )

PRINT 8/2 2

"“Vocé precisa de mais pratica.
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O resultado é:

L )

PRINT1+2+3+4 2

O resultado é:

® )

Se 0 seu BASIC permite nimeros decimais, as seguintes instrugoes
também sao viaveis:

PRINT (6/3 + 12/4)i2 2
O resultado é:

C )

Note que parénteses foram usados neste exemplo para clareza do gru-
pamento das operagoes. Digite:

PRINT2 + 3 +4/2 2

O resultado é:

€ )

A divisao (/) foi realizada primeiro. Isto se deve ao fato de que em
BASIC se é dada uma escolha (isto é, se nao usarmos parénteses), a
divisao (/) ou a multiplicacao (*) ocorrerao antes da adicao (+) ou da
subtracao (—). Se vocé pretendesse dividir o grupo 2 + 3 + 4 por 2,
entao deveria necessariamente digitar:

PRINT (2 + 3 + 4)2) 2

O resultado seria entao:

@ )

A divisdo entéo seria realizada sobre o grupo (2 + 3 + 4). E uma boa .
pratica usar livremente os parénteses, para evitar qualquer confu-

sdao. Por exemplo, a seguinte expressiao (ou grupo de valores e opera-
coes)

1+2+3
4+ 5

x 3



poderia ser traduzida na seguinte expressao BASIC:
((1+2+3)(4+5)*3

ou g
(1+2+3)44 +5)*3

Pelo fato de a execucao ocorrer da esquerda para a direita, quando os
operadores tém a mesma prioridade, a divisao ocorrera, aqui, antes
da multiplicacao.

Se vocé tivesse que escrever o seguinte em BASIC:

{(1+2+ 3){4 +5)*3
seria equivalente a:

1+2+3
(4+5) x 3

Usar paréntese determina grupos. Esteja certo de colocar correta-
mente sempre um paréntese na direita, quando houver outro na es-
querda.

Vamos agora usar nossa nova experiéncia em computacao para
mostrar valores inteiros.

Formatos de Impressao

Se vocé digitar:
PRINT “O PRODUTODE2POR3E",2*3 2

O resultado sera:

[ O PRODUTO DE 2 POR3E 6 )

Na instruciao PRINT acima nés misturamos texto e niimeros, separa-
dos por uma virgula. Mais precisamente usamos uma expressdo, 2 + 3,
preferivelmente a um numero. Agora digite:

l PRINT O PRODUTO DE2 POR3 E", 2 * 3 %

e vocé obtera:

O PRODUTO DE DOIS POR TRES E, 2 = 3
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Esta é uma instrugao BASIC valida, mas nao aquela que vocé preten-
dia. Lembre-se de que qualquer coisa entre aspas é mostrada literal-
mente. A virgula ou ponto e virgula devem estar fora das aspas para
funcionar corretamente.

O comando PRINT pode ser usado para imprimir varios itens na
mesma linha. Os itens, entretanto, devem ser separados por um ponto
e virgula ou virgula. O ponto e virgula resultara num pequeno espaco
entre os itens que foram impressos, enquanto a virgula resultara
num espago mais longo. Como um tabulador numa maquina de escre-
ver, o simbolo virgula é usado para criar tabulagoes, isto é, campos na
tela. Esta técnica € conveniente para mostrar tahelas.

Vamos testar esta nova caracteristica. Digite:

PRINT 1;2,3 2
Sua tela mostrara:

Cos J

Agora digite:




Sua tela mostrara:

(o )

Vamos agora calcular o percentual de imposto sobre uma venda de
Cr$ 1234. O percentual de imposto-é de 6.5%. Assumiremos que o seu
BASIC permite ntmeros decimais. A instrugao é:

PRINT “O IMPOSTO SOBRE AS VENDAS E*; 1234 * 6.5/100 2

O resultado é:

L O IMPOSTO SOBRE AS VENDAS E 80.21 ]

Nos também podiamos digitar:
PRINT “O IMPOSTO SOBRE AS VENDAS E”; 1234 * 0,065 2
e obteriamos o mesmo resultado. Ha varias maneiras equivalentes de
escrever um programa.
Vocé pode imprimir varios itens numa linha. Olhe:

PRINT 1;2;3;4;5;6;7;8;9; "VARIOS ITENS" 2

A tela mostrara:

( 123456789 VARIOS ITENS )

Nés aprendemos até aqui a realizar calculos aritméticos simples e a
mostrar os resultados. Vamos usar esta nova experiéncia para resol-
ver alguns problemas simples.

Exemplos de Aplicacao

Vamos calcular o consumo de milhas por galao de um carro. A for-
mula matematica é:

CONSUMO EM MILHAS = DISTANCIA {em milhas) ~ GASOLINA (em
galoes)
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Vamos supor que a distancia percorrida foi de 510 milhas e a quanti-
dade de gasolina utilizada tenha sido de 20.2 galées. Aqui esta a ins-
trucgao escrita em BASIC:

PRINT “O CONSUMO E"; 510/20.2 ; "MPG" 2

Para os leitores que trabalham com o sistema métrico nds convertere-
mos o caleulo em litros por quilémetros. Um galao vale 3.8 litros.
Uma milha equivale a 1.6 quilémetros. O consumo em litros por qui-
lometros é:

PRINT “O CONSUMO EM GASOLINA E”; (20.2 * 3.8)/{(510 * 1.6); "L
POR KM" 2

Aqui esta um outro problema simples. Dada a temperatura em
graus Fahrenheit, o equivalente em Celsius é calculado pela férmula:

valor CELSIUS = {valor FAHRENHEIT - 32} x 5/9
Para calcular o equivalente Celsius de 79'F, digite:
PRINT “79 GRAUS F ="; (79 — 32) * 5/9; "GRAUS C" 2

O resultado é:

:»{ 79 GRAUS F = 26.1111111 GRAUS C

=

Para completar, note que 5/9 nao foi incluido no paréntese, o que nao
importa, desde que a * ou a / seja executada primeiro.

R B I TS - b_L e
SUIMario

Neste capitulo aprendemos a realizar calculos aritméticos e a mos-
trar textos e resultados na mesma linha. Nés usamos esta nova ex-



periéncia para automatizar o calculo de formulas simples escrevendo
uma instruc¢ao BASIC de uma linha.

Até aqui especificamos todos os valores dentro da instrucao BASIC
em si. O que queremos fazer agora é escrever um programa e entao
introduzir valores, repetidamente, pelo teclado, de forma que valores
diferentes possam ser usados num programa, sem ter que reescreveé-
lo. Vamos realizar isto com varidveis. Este é o tépico do proximo capi-
tulo.

Exercicios

3-1: Escreva uma instrucao em BASIC que calcule:
546
1+2+3

3-2: Escreva uma instrucao em BASIC que calcule:
14+1/2

1
1+1/2

3-3: Escreva uma instrucao em BASIC que calcule o equivalente em Fahrenheit
de 20°C.

3-4: Dada uma velocidade de 100 Kmv/hora, calcular a velocidade equivalente em
m.p.h. {1 milha = 1.6Km)

3-5: Calcule o numero de segundos em um dia, uma semana, um meés ¢ um ano

3-6: Assumindo uma velocidade média de 55 m.p.h., calcule o tempo neces-
sario para viajar 350 milhas.

3-7: Assumindo que um ano tenha 365 dias, calcule o numero de dias que voca
ja viveu até hoje.

3-8: Calcule o salano equivalente anual de uma pessoa sabendo-se que
a) pagamento semanal {existem 52 semanas em um ano)
b) pagamento bissemanal (multiplique por 26)
¢) pagamento mensal
d) pagamento horario (multiplique por 2080)
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o de Valores
)de Variaveis

Neste capitulo aprenderemos a es-
crever programas que possam ser
utilizados, repetidamente, sem mu-
dancas e que mostrem resultados di-
ferentes, dependendo dos dados for-
necidos atraves do teclado. Até aqui,
para obter resultados de um calculo
aritmeético, como 2 + 3, nos incluimos
na instrugao do programa os nu-
meros a serem operados. Agora
aprenderemos @ escrever programas
que possam ser executados muitas
vezes, com dados diferentes. O pro-
grama especificara as operacoes a

serem realizadas. Os dados entrarao
pelo teclado digitados pelo usuario
no momento em que o programa e
executado. Isto torna o programa
reutilizavel.

Além disso, introduziremos o con-
ceito de variavel e aprenderemos a
usar duas novas instrucoes: INPUT e
LET.

Vamos comecgar agora apren-
dendo a fornecerinformacgoes ao pro-
grama, enquanto ele esta sendo exe-
cutado.



Com INPUT, scu

computador aceita
numeros e letras
TR e T L ]
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Digite o seguinte programa: (Nota: Nos nao utilizaremos mais 2
para indicar RETURN no final de cada linha):

10 INPUT A
20 PRINTA;2*A;3*A
30 END

Agora execute esse programa, digitando RUN. Vocé vera em sua
tela algo como:

C )

Geralmente um “?” aparece em sua tela, com o cursor piscando perto
dele, para fazé-lo lembrar-se da digitagao de um dado necessario.
Agora digite um numero, por exemplo, 3; complete a entrada do dado
pressionando a tecla RETURN. Sua tela mostrara agora:

369
=

Seu programa foi executado. Vamos ver o que aconteceu. A primei-
ra linha foi:

10 INPUTA




Esta instrugao pediu a vocé para fornecer um numero pelo teclado. O
programa mostrou um ? e parou — esperando por sua entrada (IN-
PUT). O valor 3 que vocé forneceu foi, em seguida, lido em substitui-
cao ao A. “A” é chamado de: uma variavel. Este ¢ o nome usado para
armazenar um valor. Formalmente uma varidvel ¢ o nome dado a
uma locacao da®memdaria. Exemplos de alguns nomes de variaveis
sao: A, B,C,F,Z1, G2. A maioria dos BASIC permite nomes variaveis
com varias letras, como por exemplo: NUMBER 1, SOMA, TAXA,
RESULTADO.
A segunda instrucao foi:

20 PRINTA;2*A;3*A

Esta instrugao resultou na impressao de 3,2 # 3,3 * 3 ou:

{
369

Usando a instrucao INPUT, é ainda possivel entrar com diversos
valores ao mesmo tempo. Aqui esta um exemplo. Digite:

10 INPUTA, B
20 PRINTA; A*2;B;B*2
30 END

Agora digite RUN. Vocé vera o "?” aparecer em sua tela. Digite dois
nameros, 2 e 3, separados por uma virgula e, em seguida, pressione
RETURN. Vocé vera em sua tela:

\ 2436

.
e ———— . —————— P

Vamos examinar o que aconteceu. A primeira entrada do progra-
ma foi:

10 INPUTA,B

Esta instrucao resultou na solicitagao de dois valores a serem for-
necidos por vocé, os quais serao armazenados nas variaveis A e B.
Lembre-se de que variaveis sao nomes de locacao de memoria. A se-
gunda instrucao do programa foi:

20 PRINTA;A*2;B;B*2

Esta instrucao resultou na impressao dos valores: 2,2 % 2, 3,3 % 2, ou:

s — e ———,

|
2436 !




B4

Vamos tentar executar este programa novamente. Desta vez tente di-
gitar:

5,8

e o resultado sera:

( B 108164 ]

Nos podemos usar este programa repetidamente e obter novos resul-
tados, digitando novos valores no teclado. Nés fizemos nosso progra-
ma reutilizavel, usando nomes variaveis (A e B) no lugar de valores
explicitos. g

A fim de tornar este programa realmente reutilizavel, vamos
agora melhorar seu estilo e sua legibilidade. Suponha que queiramos
guardar o programa e usa-lo RUN novamente daqui ha alguns dias.
Nos podemos esquecer o que ele faz ou podemos nao lembrar quantos
valores devem ser fornecidos. Podemos reescrever o programa para
mostrar esta informagao na tela. Aqui estd uma versao aperfeigoada:

10 PRINT “* ESTE PROGRAMA MULTIPLICA QUAISQUER DOIS
NUMEROS POR 2 *”

20 PRINT “DIGITE DOIS NUMEROS"

30 INPUTA,B

40 PRINT “PRIMEIRO NUMERO:"; A, “DOBRO:"; 2 * A

50 PRINT “SEGUNDO NUMERO:"; B, “DOBRO:"; 2 * B

60 END

e aqui esta o resultado: (Nota: através do texto, nds mostraremos os
dados fornecidos pelo usuario em negrito):

-

* ESTE PROGRAMA MULTIPLICA QUAISQUER DOIS NU MEROQ
POR2*

DIGITE DOIS NUMEROS

75,7 e i

PRIMEIRO NUMERO: 5 DOBRO: 10

SEGUNDO NUMERO: 7 DOBRO: 14

Nos aprendemos até aqui a fornecer dados numéricos ao programa
usando a instrugao INPUT. Também intrpduzimos o conceito de vari-
dvel. Vamos agora aprender a usar estas técnicas efetivamente e a
desenvolver programas mais complexos.



“Al6 numetrico,

eu sou uma string.

Eu armazeno uma cadeia
de caracteres.

Voce pode me reconhecer
facilmente —— olhe para

minhas antenas!’”
[ s e e e et e

Os Dois Tipos de Variaveis

Ha dois tipos de variaveis em BASIC: numérica e string®. Variaveis
numeéricas representam nimeros; variaveis string representam
texto. Estes dois tipos de varidveis sao diferentes; a variavel string
temum “$” ne final do nome. Ela também é usada de forma diferente.
Por exemplo, vocé pode somar nimeros, mas nao textos. Vamos
aprender primeiro sobre as varidveis numéricas, depois sobre as vari-
aveis string.

Variaveis Numéricas

Vamos aprender as regras para nomear uma variavel numérica; de-
pois aprenderemos a usar estas varidveis efetivamente. Nds estamos
prontos para usar duas varidveis numéricas chamadas A e B, desde o
comeco desse capitulo. Ndos demos a elas um valor entrando com nu-
meros pelo teclado. Vamos aprender agora a dar nomes a uma vari-
avel.

Quando nomeamos uma variavel, todos os BASICs incluindo o
BASICs original de Dartmouth, permitem o uso de uma letra, opcio-

* N.T.: O termo em inglés string pode ser traduzido como variavel alfanumérica,
Entretanto, dado ao uso universal do termo string usaremos allernadamente ambos os
termos no decorrer do livro, tentando fixa-los juntoe ao leitor.
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nalmente seguida por um Gnico numero. Aqui estao exemplos de no-
mes vilidos de varidveis:

A (uma letra)
B (uma letra)
Z  (uma letra)
Al (uma letra e um digito)
A2 (uma letra e um digito)
B2 (uma letra e um digito)

Com essa definigdo, os seguintes nomes nao siao legais:

12 (nao comega com uma letra)

A2B (muitos caracteres)

BA  (apenas uma letra é permitida)

1B (deve comeg¢ar com uma letra)

AB1 (muito longo — apenas uma letra é permitida)

A vantagem dos nomes curtos é reduzir o tamanho e a complexi-
dade do intérprete BASIC. A desvantagem desses nomes curtos é a
dificuldade de lembrar. Por exemplo, o longo nome RESULTADO é




mais descritivo e memorizavel do que o curto R. Para melhorar a legi-
bilidade, a maioria dos novos BASIC permite nomes longos, isto é,
uma seqiiéncia de caracteres. Usualmente, vocé pode usar qualquer
numero de letras consecutivas, seguidas de digitos opcionais; até um
comprimento maximo. Por exemplo: 0s seguintes nomes sao as varia-
veis legais mais longas.

VENCEDOR  ESTUDANTE1
PERDEDOR ESTUDANTE2
RESULTADO ESTUDANTE14
SOMA CASO024

Os seguintes nao sao legais:

R2D2 (letras nao sao consecutivas)
3TIMES  (comega com um digito).
A-ONE (simbolo ilegal)

E claro que um programa com nomes de variaveis longos e explici-
tos é mais legivel. Nesse capitulo usaremos ambos, nomes curtos e
longos, para que vocé possa usar ambas as convencoes. Lembre-se de
que nomes longos sao simplesmente uma questao de conveniéncia e
nao afetam em nada o programa.

Ha ainda mais uma restri¢ao a nomes: vocé nao pode usar um nome
que seja uma palavra reservada, isto é, um nome que tenha um signi-
ficado para o seu intérprete BASIC. Por exemplo, vocé nio pode usar
LIST, END ou RUN como nomes de variaveis. (Nota: a lista de pala-
vras reservadas comuns aparece no final desse livro, assim como no
final do manual de referéncia do seu intérprete BASIC). Alguns
BASICsestao ainda proibidos de usar uma palavra reservada, mesmo
como parte de um nome. Por exemplo, OR é uma palavra reservada
padrdao — por esta razao, em alguns BASICs, vocé nao pode usar
PORT como um nome de variavel.

Agora que nds sabemos como criar nomes legais para variaveis nu-
méricas, vamos aprender a dar um nome para um pedaco de texto co-
' nhecido como string (cadeia de caracteres).

Varidveis String (variaveis alfanumericas)

Primeiro vamos conhecer uma cadeia de caracteres (string). Eis um
exemplo de cadeias:

f iy vt | ITa & ke
clWsou uma

varavel string.

“RESULTADO”

Eycontenio 8X0.  sperp pOM BXEMPLG?
Meu nome termina N - .
comum $." MEU NOME E JOAO

T T “25 VEZES 4 ="
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Note que uma cadeia de caracteres esta normalmente inserida entre
aspas; de outra maneira ela poderia ser confundida com um nome de
variavel. Uma cadeia deve conter uma segiiéncia de caracteres, ex-
ceto o simbolo de aspas (cada versiao de BASIC tem, no entanto, uma
maneira de contornar esta Jimitagao). O comprimento de uma cadeia
de caracteres é sempre limitado, o limite tipico deve ser 128 carac-
teres.

Vamos conhecer agora as varidveis séring. Quando o valor armaze-
nado em uma variavel é um texto (isto €, uma cadeia de caracteres),
ao invés de um niimero, a variavel é chamada de varidvel string.

O nome de uma variavel string é como urn nome de uma variavel
numeérica, exceto pelo fato de que ela deve ter um "§” no final. Aqui
estao alguns nomes curtos validos para variaveis siring.

A$
R$
Al$
B5$%

Se o seu BASIC permite nomes longos, aqui estao varios nomes
validos:

NOME$
PRIMEIRO$
CIDADES$
UNIDADE25%

Lembre-se de que um nome como BRANDS pode ser ilegal para al-
guns BASIC que contém a palavra reservada AND. Mas nao se preo-
cupe, porque o intérprete provavelmente lhe dira isto, tdo logo vocé o
digite. .

Vamos ilustrar o uso de varidveis séring, com um programa que o
cumprimente pelo nome:

10 PRINT “EU SOU HAL, O COMPUTADOR"

20 PRINT “QUAL E SEU PRIMEIROQ NOME™;

3¢ INPUT PRIMEIROS

40 PRINT “E QUAL E SEU ULTIMO NOME";

50 INPUT ULTIMO$%

80 PRINT “ALO,”: PRIMEIROS$;" *; ULTIMOS;""I"

70 PRINT “AGORA EU SEI SEU NOME!"

80 PRINT “EU GOSTO DE”; PRIMEIRO$; “COMO UM PRIMEIRO
NOME.”

90 END



Se 0 seu BASIC exige nomes curtos, use P$ no lugar de PRIMEIRO$ e
U$ no lugar de ULTIMOS$. Aqui esta uma amostra. Note que os carac-
teres que vocé digita aparecem aqui em negrito:

( S )
> RUN

EU SOU HAL, O COMPUTADOR.

QUAL E SEU PRIMEIRO NOME? JOAO

E QUAL E SEU ULTIMO NOME? SOUZA

ALO, JOAO SOUZA!

AGORA EU SEI SEU PRIMEIRO NOME!

EU GOSTO DE JOAO COMO PRIMEIRO NOME.
L

Vocé pode se comunicar com seu computador! Vamos anotar algumas
das caracteristicas basicas desse programa, Vamos comecar com a li-
nha 20:

20 PRINT “QUAL E SEU PRIMEIRO NOME";

Note que essa linha termina com um ponto e virgula. O ponto e vir-
gula significa “mostre o caractere seguinte imediatamente apos esse
texto”. O resultado da instrucao 20 e sua resposta na instrugao 30 é:

QUAL E SEU PRIMEIRO NOME? JOAO
Se vocé tivesse escrito:
20 PRINT “ QUAL E SEU PRIMEIRO NOME"

com o ponto e virgula ao final, o resultado teria sido:
QUAL E SEU PRIMEIRO NOME

7JOAO

Naturalmente que vocé pode escoelher uma ou outra maneira. O for-
mato é uma questao de preferéncia. Mas lembre-se, caso vocé queira
que os caracteres digitados aparecam na mesma linha da mensagem
anterior, use o ponto e virgula no final da instrucao PRINT. Caso con-
trario, a posicao seguinte na tela sera o comeco da linha seguinte.
Agora nés ja sabemos mais sobre as varidveis numeéricas e string;
vamos usa-las na continuidade do dialogo com HAL, o computador.
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Vamos acrescentar o seguinte em nosso programa:

90  PRINT “QUAL E O ANO CORRENTE (2 DIGITOS)":

100 INPUT ANO CORRENTE

110 PRINT “EM QUE ANO VOCE NASCEU (2 DIGITOS)";

120 INPUT ANO DO NeSCIMENTO

130 PRINT “QUERIDO"; PRIMEIRO$; “; NESTE ANO VOCE TEM OU

TERA™; ANO CORRENTE -~ ANO DO NASCIMENTO
140 END
Aqui esta um dialogo de amostra. Novamente os caracteres que

vocé digitou sao mostrados em negrito:

= B

QUAL E O ANO CORRENTE (2 DIGITOS)? 84
EM QUE ANO VOCE NASCEU (2 DIGITOS)? 50
QUERIDO JOAO, ESTE ANO VOCE TEM QU TERA 34

Vamos examinar o programa em detalhes. A instrucao
90 PRINT “QUAL E O ANO CORRENTE {2 DIGITOS)";

imprime uma mensagem 6bvia. Novamente o ponto e virgula ¢ usado
e, portanto, os dois digitos foram executados na mesma linha. Na afir-
macao seguinte:

100 INPUT ANO CORRENTE

ANO CORRENTE é uma variavel numérica. O valor 84 que vocé di-

gitou sera lido em seu lugar. Daqui para frente, sempre que o nome

ANO CORRENTE for usado, o valor 84 o substituira automatica-

mente através do intérprete BASIC. Isto acontecera na instrugao 130.
A instrucao

110 PRINT “EM QUE ANO VOCE NASCEU (2 DIGITOS)";
éidéntica a instrucido 90. Note o ponto e virgula no final. A instrucao
120 INPUT ANO DE NASCIMENTO

éidéntica ainstrucao 100. ANO DE NASCIMENTO é uma nova vari-
avel numeérica. Ela contém o valor 50. Na instrucao seguinte (130)
n6s usamos este nome de variavel. Note que o valor 50 é automatica-
mente substituido pelo intérprete. Vamos examinar:

130 PRINT “QUERIDO"; PRIMEIROS; ", ESTE ANO VOCE TEM OU
TERA"; ANO CORRENTE — ANQO DE NASCIMENTO



Quando essa instrugao é executada ocorre o seguinte:
QUERIDO JOAO, VOCE TEM OU TERA 34.

Vamos separar em partes esse resultado e examina-lo:
14 ]

QUERIDO

festa é chamada uma constante alfanumérica. Uma constante al-
fanumérica é uma constante que € parte de uma instru¢ao do pro-
grama)

JOAO

(este é o valor da string que é digitada no teclado ¢ armazenada na
variavel alfanumérica chamada PRIMEIRO$. Ele permanecerd
ld desde que vocé nao use o comando NEW ou nao entre com um
novo valor em PRIMEIROS$)

ESTE ANO VOCE TEM OU TERA
(esta é outra constante alfanumérica)
34

(este é o resultado do ANO CORRENTE — ANO DE NASCI-
MENTO, isto é, 84 — 50 = 34)

Digitando e examinando esse programa vocé pode, de qualquer
forma, ficar com algumas frustragoes. Por exemplo, vocé pode querer
introduzir dados atuais, incluindo dia e més para poder calcular sua
idade hoje. No entanto, isto exigira a comparacao do dia e més de hoje
com a data de seu aniversario. Para fazer isto, nés devemos aprender
uma nova instrucao BASIC:

IF (condicao) THEN (acao)

Nos discutiremos esta instrucgiao em detalhes no capitulo 7. Uma ou-
tra coisa que vocé pode querer fazer é escrever o programa para que se
execute repetidamente (assim vocé nao precisa digitar RUN a cada
vez). Aprenderemos a fazer isto no capitulo 6 quando iremos discutir
a instrugao GOTO.

Agora que estamos familiarizados com as varidveis numéricas e as
strings, vamos aprender a utiliza-las em um programa longo — pri-
meiro designando um valor para uma variavel, depois usando a téc-
nica do contador.
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7 eu quero que

voce guarde

este valor!”
Ty

Designando um Valor para uma
VariéVEl (A Instrucao LET)

Até aqui, a unica maneira de atribuir um valor a uma variavel foi

com a instrucao INPUT. Por exemplo, quando a seguinte instrugao é
L]

executada:

20 INPUTA

Vocé digita um valor como 5.2 (segundode 2 )eovalorde A é entao
5.2.

Ha, no entanto, outra maneira de atribuir um valor para A, E cha-
mado de instru¢do designativa. Aqui esta um exemplo:

10 A=5.2

(Nota: use 5 em vez de 5.2 se vocé tem um BASIC de nameros intei-
ros). Esta instrucao atribui o valor 5.2 para A como parte do progra-
ma, assim vocé nao tem que fornecé-lo pelo teclado. Vocé pode ainda
escrever:

10 B=1
20 C=2
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Como vocé pode ver, o valor de A sera 2 + 1 = 3, quando a instrucao 30
for executada.
Nos BASICs mais novos a instrucao designativa deve comecar com

a palavra reservada LET. Nestes BASICs este exemplo poderia ser
escrito:

10 LETB =1

20 LETC =2

30 LETA=B+C

O propasito da instrucao LET foi simplificar o projeto do intérprete
dizendo explicitamente que a instrugao ¢ uma instrugao designativa.
A instrucdo LET, algumas vezes, nio é usada. Eliminando-a, elimi-
namoes um passo para o programador:

Vamos agora mostrar o valor da instrugao de designacéo. Nés exa-
minaremos dois exemplos. Em ambos, nos calcularemos a soma e a
média de dois nameros. Eis 0 nosso primeiro programa sem a instru-
¢ao designativa:

10 PRINT “DE ME DOIS NUMERQOS"
20 PRINT “EU QUERO CALCULAR SUA SOMA E MEDIA"
30 PRINT “PRIMEIRO NUMERO POR FAVOR:";

40 INPUT A
50 PRINT “SEGUNDO NUMERO POR FAVOR:";
60 INPUTB

70 PRINT “A SOMADE"; A; “E"; B; "E:"; A+ B
80 PRINT “SUA MEDIAE:"”; (A + B)/2
90 END

E aqui estd um tipico RUN:

S J

Repare que a expressao A + B é repetida duas vezes na instrucao
PRINT. Este é um inconveniente pequeno. No entanto, num progra-
ma mais longo isto inclui a possibilidade de se digitar erros. Em
suma, se vocé quiser mudar o programa para usar uma formula di-
ferente, seria necessirio reescrevé-lo.
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Aqui esta um programa equivalente que usa uma varidvel inter-
medidria chamada SOMA, para armazenar o resultado. K mais facil
de ler e com menos possibilidades de erro.

10
20
30
40
50
60
70
80
90

PRINT " DE ME NUMEROQOS"

PRINT “QUEFRO CALCULAR SUA SOMA E MEDIA™
PRINT “PRIMEIRO NUMERO POR FAVOR:"';
INPUT A

PRINT “SEGUNDO NUMERO POR FAVOR:",;
INPUT B

SOMA=A+B

MEDIA = SOMA /2

PRINT “A SOMA DOS NUMEROS ACIMA E:"'; SOMA

100 PRINT “SUA MEDIA E:""; MEDIA
110 END

Duas novas varidaveis sao usadas:

70
80

SOMA=A+B
MEDIA = SOMA /2

Usando nomes de variaveis adicionais tem-se duas vantagens: o
programa é mais claro e é mais facil para modificar. Por exemplo, va-
mos admitir que agora queremos mudar este programa para obter a
média de trés numeros. Para fazer isto, digitariamos:

62
64
70
80

PRINT “TERCEIRO NUMERO POR FAVOR:";
INPUT C

SOMA=A+B+C

MEDIA = SOMA /3

No resto do programa nao haveria modificagoes. Nos teriamos sim-
plesmente escrito um terceire nmero, e modificado a férmula em um
unico local. Aqui esta o programa completo:

10
20
30
40
50
60
62
64
70
80
90
100
110

PRINT “DE ME NUMERQOS"

PRINT “QUERO CALCULAR SUA SOMA E MEDIA"
PRINT “PRIMEIRO NUMERO POR FAVOR:";
INPUT A

PRINT “SEGUNDO NUMERO POR FAVOR:";
INPUT B

PRINT “TERCEIRO NUMERO POR FAVOR:";
INPUT C

SOMA=A+B+C

MEDIA = SOMA/ 3

PRINT “A SOMA DOS NUMERQOS ACIMA E:"'; SOMA
PRINT “SUA MEDIA E:"”; MEDIA

END




E um tipico RUN:

(T e )
~ DE ME UM NUMERO

QUERO CALCULAR SUA SOMA E MEDIA
PRIMEIRO NUMERO POR FAVOR:? 5
SEGUNDO NUMERO POR FAVOR:? 3
TERCEIRO NUMERO POR FAVOR:? 10

A SOMA DOS NUMEROS ACIMA E: 18
SUA MEDIAE: 6 '

& J

Agora, aprendemos dois métodos para associar um valor a uma
variavel:
» Podemos usar a instrugao INPUT — quando um valor é suprido
em tempo de RUN, isto é, enquanto o programa é executado.

P Podemos usar uma instrugao designativa — em que um valor ou
um método para calcular um valor (uma férmula) é armazenado
no interior do préprio programa.

O primeiro método (usando a instrugao INPUT) deveria ser usado
quando vocé espera que o valor explicitamente suprido pela variavel
(este nao é um valor caleulado) seja diferente cada vez que o progra-
ma é executado.

O segundo método (usando uma instrucéo designativa) deveria ser
utilizado toda vez que vocé usar uma formula para calcular o valor da
variavel ou toda vez que vocé espera que o valor explicitado (isto é,
um valor ndo calculado) permanega o mesmo, a cada vez que o progra-
ma for executado.

Vamos agora aprender as regras completas para escrever uma ins-
trucao designativa.

A Sintaxe de uma Designacao

As regras (ou sintaxe) para escrever uma instrucao designativa sao
simples: A forma geral de uma instrucao designativa é;

< variavel > = <expressao >

Deve sempre haver uma variédvel a esquerda e uma expressao a direi-
ta. Mas precisamente, uma expressao é:

P um namero ou uma variavel ou
P> um namero ou uma variavel seguidos de um operador (assim
como +, —, *, /) e uma outra expressao.
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Aqui estao algumas expressées de amostra:

3 (um numero)

A (uma varidvel)

2+2 (nitmero, operador, niimero)
A+2 (varidvel, operador, niimero)

A+ B*3 (varidavel, operador, expressdo)

Expressoes devem ser incluidas entre parénteses, por exemplo:

3+ (A+2)2
B + ((C *2) + (D/2))/4

Vocé pode querer pensar numa expressao como um valor, ou como
alguma coisa a ser calculada que resulte num valor (em outras pala-
vras, como uma férmula para um valor calculado).

O simbolo igual (=), usado em uma instrucao designativa, nao tem
a mesma interpretaciao que tem na matematica padrao. Numa ex-
pressao ele significa “recebe o valor de”. Por exemplo, vocé pode es-
crever:

10A=1
200A=A+1

(A expressao A = A + 1 poderia ser sem sentido ou um absurdo na
matematica). Em BASIC, ap6s a afirmacao 20 ser executada, o valor
de A sera 1 (o valor prévio de A) + 1 = 2. Para evitar qualquer confu-
sao, varias das modernas linguagens de programacao usam a-ou 0s
simbolos: = ao invés do sinal =, Lembre-se de que em uma instrugao
designativa em BASIC, o sinal = indica que a varidvel da esquerda
recebe o valor da expressao da direita. Aqui estao exemplos de instru-
¢oes designativas validas:

A= -3+ 2(— 3 éum niimero inteiro negativo)
B=A+1

C=(2%3)+(A/B)

MEDIA = SOMA / NUMERO DE PARCELAS
QUADRADO = A**2 .
X=B**2-(4*A*(C)

Vamos examinar esta Gltima designacao e verificar se ela satisfaz
nossa definigio.

B**2

<variavel> <operador> <numero=



seguido de
- {4*A*(C)
isto é,

<operador>  <expressao entre parénteses que contém um
valor>

Dentro do paréntese

4% AL

<numero> <operador> <variavel> <operador>
<variavel>

Sim, é uma expressao valida.
No entanto, as seguintes désignag¢des nao sdo validas:

B + C = SOMA (apenas uma varidvel — nao uma expres-
8Go — a esquerda do sinal =)

2=A {deve haver uma varidvel, nao um valor,
a esquerda)

SOMA = B + C(D/3) (operador faltando depois do C)
(MEDIA) = (B + C)/2 (nao hd parénteses do lado esquerdo)
A = (faltando valor a direita)

Finalmente, note que no momento em que uma designagio é exe-
cutada, todas as varidveis do lado direito do sinal = devem ter rece-
bido um valor. Se vocé escrever:

10 B=2
20 SOMA=B+C
30 INPUTC

o programa falhara na linha 20 desde que C n&o tem um valor. Vocé
provavelmente pretendia escrever:

10 B=2
20 INPUTC
30 SOMA=B+C
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"“"Vamos brincar
com o contador!”

68

Nos agora aprendemos a sintaxe das designacoes. Vamos usar esta
nova experiéncia e introduzir uma técnica importante para o uso de
designacoes: a técnica de contagem. Nos a usaremos em varios dos
NOSSOS programas. '

A Técnica da Variavel de Contagem

Lembre-se de que uma variavel é simplesmente um nome dado pa-
ra uma locagao da memoria. Um valor pode ser armazenado numa
locagao da memoria pelo uso da instrugao INPUT ou uma instrugao
designativa (=). Neste exemplo, nés queremos mudar o valor de uma
variavel, repetidamente, de forma a contar eventos. A técnica a ser
usada para fazer isto é chamada de: a técnica de contador de variavers.

Vamos agora demonstrar como designagoes sucessivas podem mu-
dar o valor da variavel N. Digite o seguinte no modo imediato. iNota:
este modo também é chamado de modo de caleuladora.):

N =1

O valor é automaticamente armazenado em N. Vamos verificar o que
ocorre. Digite:

PRINT N
O valor 1 aparece. Agora digite:

N =2

N agora contém 2. Digite:
PRINT N

A resposta é:




N =

quando

“"Eu sou uma variavel

de contagem.”’
[Leman c s s L uEssS =]

10
20
30

40
50
60
70

O valor 2 substituiu o valor 1 em N. Digite:

3

Agora digite:
PRINT N

e verifique que o valor 3 foi armazenado em N. O mecanismo traba-
Iha. Nés, daqui a poucoe, usaremos esta técnica para contar eventos.
Em outras palavras, uma variavel pode ser usada como um contador
de eventos. Aqui estd um exemplo de um programa avancado que cal-
cula quantas vezes vocé informa um ntmero no teclado. Ele para

vocé atinge zero.

SOMA =0

SOMA = SOMA + 1

PRINT “ENTRADA DE QUALQUER NUMERO. DIGITE ZERO PARA
PARAR";

INPUT NUMERO

PRINT “VOCE DEU ENTRADA A"; SOMA; “"NUMEROS™

IF NUMERO < = ZERO THEN 20

END

Mais tarde, no capitulo 6, nés examinaremos instrucoes como a ins-
trugao 60 detalhadamente. A instrucao significa: [IF NUMERO nao ¢
igual (< >)azero, THEN (entao) execute a instrucao 20. Aqui esta
um tipico RUN:

r'_ -
ENTRADA DE QUALQUER NUMEROQ. DIGITE 0 PARA PARAR? 5
VOCE DEU ENTRADA A 1 NUMERO.

ENTRADA DE QUALQUER NUMERO. DIGITE 0 PARA PARAR? 1
VOCE DEU ENTRADA A 2 NUMEROS.

ENTRADA DE QUALQUER NUMERO. DIGITE 0 PARA PARAR? 2
VOCE DEU ENTRADA A 3 NUMEROS.

ENTRADA DE QUALQUER NUMERO. DIGITE 0 PARA PARAR? 3
VOCE DEU ENTRADA A 4 NUMEROS.

ENTRADA DE QUALQUER NUMERO. DIGITE 0 PARA PARAR? 4
VOCE DEU ENTRADA A 5 NUMEROS.

ENTRADA DE QUALQUER NUMERO. DIGITE 0 PARA PARAR? 0
VOCE DEU ENTRADA A 6 NUMEROS.

END '

L =

Neste programa o valor de SOMA é inicializado em 0 na primeira ins-
trucao. Ele acrescenta mais um, a cada vez que um novo namero é
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introduzido. Esta é uma variavel de contagem. Nés veremos varios
exemplos desta técnica conforme formos escrevendo mais programas.
Maig tarde, aprenderemos a ajustar tal programa, caso nao queira-
mos ter o 0 contado como nimero quando paramos o programa.

Sumario

Neste capitulo aprendemos a escrever programas que podem ser utili-
zados repetidamente. Estes programas fornecerao novos resultados,
dependendo dos valores introduzidos pelo teclado. N6s conseguimos
isto através do uso de varidveis e de valores designados para elas.

Uma variavel deve ser entendida como um nome dado para uma
locagio da memoria, na qual um valor ou um texto pode ser armaze-
nado ou acumulado.

Ndés aprendemos a mudar o conteudo de uma variavel usando uma
instrucédo designativa ouum INPUT. Nés podemos agora escrever um
programa simples que automatize um didlogo ou um calculo simples.

No entanto, nossos programas agora, consistentemente, excedem
dez linhas. Eles estdo se tornando longos. Vamos manté-los claros. No
préximo capitulo, antes de proceder a qualquer aprendizado adicional
com novos detalhes e técnicas, ndés aprenderemos a escrever um pro-
grama claro.

Exercicios

4-1: Introduza guatro numeros pelo teclado e mostre o total, a media e o produto
dos mesmos.




4-2: Vamos admitir que seu BASIC permite "variaveis com nomes longos'', Sao
validos estes nomes de varniaveis?

a. 24B e. ALPHA2D i Pl

b. B24 f. EXEMPLO i. 3%
c.A+B g. INPUT k. TRES
d. APLUSB h. INPUT 1 I. NOMES

4-3: Escreva um programa que pergunte 0 nome do usuario e diga: “EU ACHO
QUE CONHECO UM (o nome agui)!”’

4-4: Escreva um programa que solicite:
— o nome de um objeto
— o0 nome de uma pega de mobflia

— 0 nome de um amigo

e entdo diga: ""O SEU AMIGO {nome) TEM UM (objeto) SOBRE UMA (pega
de mobilia)'?

4-5: Escreva um programa que solicite a cor de seus olhos e entao diga: “EU
GOSTO DE OLHOS {a cor)".

4-6: As seguintes instrugdes sao validas?

aA+1=A dB+C =A
bA=A+A+A ed3=2+
cA=B+C fNUMERO PRIMEIRO + ULTIMO * 2
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Escrevendo u

Alé agora nos escrevemos programas
curtos, usando trés tipos diferentes de
instrugao: PRINT, INPUT e designativa
=). Noés tambem aprendemos a escre-
ver expressoes antmeticas simples.
Nos capitulos que se seguem, apren-
deremos novas técnicas e tipos de ins-
trugao, e escrevercmos programas
mais longos. Antes de prosseguir, no
entanto, vamos aprender a fazer com
que nossos programas sejam claros e
legiveis.

Fazer um programa legivel & impor-
tante. Se vocé escreve um programa
hoje e val usa-lo ou muda-lo dagui a al-
guns dias, levara provavelmente algum
tempo para se lembrar e entender o que
o programa faz e como faz. A regra é pla-
nejar antecipadamente e fazer cada pro-
grama tao legivel quanto possivel na ho-
raem que o escreve, O proposito desse
capitulo e ajuda-lo a melhorar a legibili-
dade de seu programa. Examinaremos
sete lécnicas:

1.0usodainstrugao REM (introduz obser-
vagoes num programa)

2. O uso das multiplas instrugoes em uma
linha

3. O uso de espagos vazios dentro de uma
instrugao

4. 0 uso do “PRINT vazio” e da instrugao
CLE (para melhorar o “display” da tela)

5. O uso da instrugac “INPUT reduzida”
(para reduzir o namero de linhas de um
programa)

6. A selecao de nomes significativos para
as variaveis.

7. A numeracao apropriada da linha.

Agora descreveremos uma técnica de
cada vez.



m Programa

Claro
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A Instrucao REM

Aqui estd um exemplo do uso da instrugao REM:

10 REM***PROGRAMA DE ADICAO***

20 PRINT “DE ME DGIS NUMEROS:";

30 INPUT PRIMEIRO, ULTIMO

40 PRINT “SUA SOMA E:"; PRIMEIRO + ULTIMO
50 END

A instrucao REM é usada para tornar os programas mais legiveis, in-
troduzindo observacoes no texto. Esta instrugao é ignorada pelo intér-
prete quando o programa é executado e nao tem efeito sobre o progra-
ma. Aqui estdo exemplos adicionais de observagoes que vocé pode
usar:

25 REM AGORA LEIA OS DOIS NUMEROS
45 REM NOS PODEMOS AINDA MULTIPLICA LOS COMO PARTE DA
INSTRUCAO ACIMA

As observacoes sao
INvisivels para o

interprete
== i




"Veja como alguns
asteriscos fazem seu

programa mais legivel.’
= e

e aqui esta o programa resultante:

10
20
25
30
40
45

50

REM***PROGRAMA DE ADICAO***

PRINT “DE ME DOIS NUMEROS:";

REM AGORA LEIA OS DOIS NUMEROS

INPUT PRIMEIRO, ULTIMO

PRINT “SUA SOMA E:"; PRIMEIRO + ULTIMO

REM NOS PODEMOS AINDA MULTIPLICA LOS COMO PARTE DA
INSTRUCAO ACIMA

END

Para melhorar a legibilidade, use livremente asteriscos, hifens ou
outros simbolos:

10
60
100
200

REM***PROGRAMA DE ADICAO***

REM $$$$$ MUDE ESTA SECAO MAIS TARDE $$$$%

Varias Instrucoes em uma Mesma
Linha

A maioria dos BASICs permite que vocé escreva duas ou mais instru-
¢oes na mesma linha, usualmente separadas por uma virgula. Aqui
estd um exemplo:

50

PRINT “DIGITE UM NUMERO"; : INPUT NUMERO
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Isto é equivalente a:

50 PRINT “DIGITE UM NUMERO™;
60 INPUT NUMERO

Note que deve haver &penas um nimero de linha por linha. Ou-
trossim, quando duas instrucoes sao escritas na mesma linha ha ape-
nas um namero de linha a esquerda. Aqui esta outro exemplo:

100 REM***CALCULE TUDO EM UMA LINHA***
110 SOMA = A+B : PRODUTO = A*B : MEDIA = SOMA / 2

Ha trés instrugoes na linha 110.

Escrever varias instrug¢oes na mesma linha traz beneficios em pelo
menos dois casos: para clareza do INPUT e para introduzir observa-
¢oes a direita da instrucao. Aqui esta um exemplo, mostrando como o
INPUT fica mais claro:

70 PRINT “INTRODUZA DOIS NUMEROS"; : INPUT N1, N2

A linha 70 esta escrita, correspondendo ao que acontece na tela. Isto
torna o programa mais facil de ler.

Aqui estda um exemplo, mostrando como um REM é introduzido na
mesma linha a que se refere a instrucao:

60 RESULTADO = A+2*B-5: REM O RESULTADO DEVE SER POSI-
TIVO

Aqui estd um outro:
50 TEMPERATURA = (FAHR-32) * 5/9 : REM CONVERTER PARA

CELSIUS

Utilizando Espacos em Branco
(espacos vazios)

Com excecao de nomes, cadeias de caracteres, ou dados, os brancos
sao ignorados pelo BASIC. Por exemplo, vocé pode escrever:

20 PRINT4+2*3
No entanto, uma instrucéo como esta é dificil de ler. Para facilitar a
releitura de seu programa, use liberalmente os espacos vazios. Use

espacos em branco:

B depois de cada palavra reservada como PRINT ou INPUT.



Use espacos hiberalmente

O

Aqui estao exemplos:

50 PRINT 4
60 INPUT NUMERO

B antes e depois de cada operador.
Aqui estao exemplos:

30 PRINT4 +2*3
40 RESULTADO = A1/(B ~ C) * D)

Vocé pode ainda querer usar espacos antes de uma palavra reser-
vada, para alinhar ou ressaltar as instrucoes em seu programa. Aqui
estd um exemplo:

10  PRINT “DEZ"

20  PRINT "VINTE"

90  PRINT “NOVENTA"
100 PRINT “CEM”

200 PRINT “DUZENTOS™
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Sem os dois espagos alinhadores nas linhas 10, 20 e 90, o programa
apareceria assim:

10 PRINT “DEZ"

20 PRINT “VINTE"”

90 PRINT “NOVENTA™
100 PRINT “CEM”

200 PRINT “DUZENTOS”

Finalmente, aqui esta um exemplo do uso do espaco vazio dentro da
afirmacao REM, para facilitar ainda mais a leitura:

REM ESTE PROGRAMA MANTEM MEU ESTOQUE
REM DIREITOS RESERVADOS PROPRIOS 1984

REM ESTAS SAO AS VARIEVEIS

REM C EACOR(1A10)

REM U E ONUMERO DAS UNIDADES (ATE 1.000)
REM S E O TAMANHO (1 A 50)

REM CSTE O CUSTO UNITARIO

REM R E O PRECO DA VENDA

REM Q E A QUANTIDADE DE COMPRA

W -NdoOU A WN =

Note como os espacos sao utilizados para realgar a legibilidade. Vocé
nao pode, no entanto, adicionar espacos no meio de uma palavra re-
servada, em um nome de variavel, ou durante uma resposta a um IN-
PUT, a nao ser que os espacos sejam parte de uma cadeia de carac-
teres.,

Aperfeicoando o Visual de Saida

Duas novas técnicas podem ser usadas para aperfeicoar a forma como
seus resultados aparecem na tela: a instrucao CLE (clear) e a instru-
¢ao PRINT vazia.

A instrucao CLE limpa a tela ao tempo em que ela é usada. Voce
pode querer comegar cada programa novo com:

10 NEW : CLE

Esta é uma instruc¢ao dupla numa tnica linha que limpa a memdria
(NEW) e a tela (CLE).

Aqui estd um truque que vocé pode usar. No final do seu programa
vocé pode escrever:

110 CLE : LIST



Simphfique-o!
T e A R

Isto limpara a tela e listara o programa in-
teiro, antes que ele seja executado.

Varios BASICs, mas nao todos, pos-
suem um comando CLE ou similar (CLS,
por exemplo). Cuidado que o comando CLE
no BASIC Microsoft limpa as variaveis, ao
invés da tela. (Nota: Se o seu BASIC nao
tem um CLE, vocé geralmente pode conse-
guir o mesmo resultado, digitando:

10 PRINT CHR$ (NUM)
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onde NUM contém o cddigo numérico de um caractere especial, que
limpara a tela, especificado no manual.)

A instrugdo PRINT vazia pode ser usada para mostrar uma linha
em branco (salto de linha). Vocé simplesmente digita:

50 PRINT

e uma linha em branco é executada. Se vocé quer pular trés linhas na
tela, digite:

50 PRINT : PRINT : PRINT
ou equivalentemente:

50 PRINT
60 PRINT
70 PRINT

Simplificando a Instrucao INPUT

Sempre que vocé usar uma instrugao INPUT, deve lembrar ao usua-
rio do programa, explicando sobre o que entrar. Ajui estd um
exemplo:

50 PRINT “DIGITE DOIS NUMEROS INTEIROS™;
60 INPUT IDADE1, IDADE2

A seqluéncia PRINT-INPUT ¢ tao usada que os mais modernos
BASICs permitem o encurtamento da instrucao INPUT, e voce pode
escrever:

50 INPUT “DIGITE DOIS NUMEROS INTEIROS"; IDADE1, IDADE2

oqual é equivalente as duas instrugbes acima. Esta técenica de simpli-
ficacao reduz a digitacio necessaria e mostra, claramente, o que sera

QL me——

executado na tela. |




Se 0 seu BASIC nao permite esta simplificacao, vocé pode usar uma
instrucéo dupla em uma linha:

50

PRINT “DIGITE DOIS NUMEROS INTEIROS"; :
INPUT IDADE1, IDADE2

o

Selecionando os Nomes das Variaveis

Vocé sempre deveria selecionar nomes de variaveis que possam facil-
mente lembrar-lhe o que 0 nome representa. Por outro lado, vocé pode
encontrar dificuldades para escrever um programa longo e cometer
varios erros acidentais. Assim, se os nomes de suas variaveis nao
forem claros, vocé pode, mais tarde, ser incapaz de imaginar o que faz
0 Seu programa.

Se o seu BASIC permite apenas uma tnica letra além de um digito
opcional como nome de variaveis, nao ha muito o que voeé possa fazer.
Aqui estdo alguns nomes significativos:

10
20
30
40

REM NOS USAREMOS:

REM R PARARESULTADO

REM P PARA PRIMEIRO NUMERO
REM U PARA ULTIMO NUMERO

Numere suas linhas
adequadamente
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Se 0 seu BASIC permite letras e nomes variados, utilize-os. Aqui esta
o exemplo acima, reescrito para utilizar esta facilidade:

10 REM AQUI ESTAO AS VARIAVEIS PARA O SEGUNDO NUMERO
20 REM RESULTADO PARA RESULTADO

30 REM PRIMEIRO PARA PRIMEIRO NUMERO

40 REM ULTIiMO PARA ULTIMO NUMERO

Aplicam-se duas restrigoes essenciais.

» Seu BASIC usualmente restringird vocé a um numero maximo
de caracteres.

p Vocé nao pode usar uma palavra reservada como PRINT, REM
ot INPUT, como um nome de variavel.

E uma boa idéia identificar os nomes de todas as variaveis no co-
mego de cada programa, assim como algumas férmulas e equagoes
que queira utilizar.

A Numeracao Apropriada das Linhas

Até aqui, neste capitulo, nés numeramos as linhas com multiplos de
10:

10 f{instrugao)
20 (instrugao)
30 (instrugao)

Voceé pode, no entanto, usar qualquer seqiiéncia que queira, con-
tanto que use numeros inteiros positivos e nao va além do limite do
numero de linhas do seu intérprete. Por exemplo, vocé pode escrever:

1 (instrugao)
2 (instrugao)
3 ({instrugao)

ou:
100 (instrugao)
200 (instrucao)

300 (instrugao)

Nos tomamos a precaucao de deixar um espacgo padrao entre nu-
meros consecutivos de instrugéo para que possamos facilmente adi-



cionar correcoes ou melhorias mais tarde. Por exemplo, aqui estd a
versao 1 de um programa:

10 REM***PROGRAMA DE MULTIFLICACAO‘" A
20 INPUT “DEJME DOIS NUMEROS";N1,N2

30 PRINT “O PRODUTO E: ";N1*N2

40 END

Agora nés queremos clarificar o programa e melhorar o seu visual.
Para fazer isto, nés digitaremos a seguinte instrucao adicional:

5 NEW : CLE
15 PRINT “ESTE E UM PROGRAMA DE MULTIPLICACAO AUTOMA-
TICA”

18 PRINT : PRINT : PRINT
35 PRINT : PRINT

A nova informacao sera inserida automaticamente. Vamos agora lis-
tar — LIST — o resultado:

i "\
= LIS

5 NEW : CLE

10 REM***PROGRAMA DE MULTIPLICACAQ***

15 PRINT “ESTE E UM PROGRAMA DE
MULTIPLICACAO AUTOMATICA"

16 PRINT : PRINT : PRINT

20 INPUT “DE ME DOIS NUMEROS"; N1, N2

30 PRINT “O PRODUTO E:"; N1*N2

35 PRINT : PRINT

L 40 END J

Aqui estd uma amostragem do nosso programa melhorado:

DE ME DOIS NUMEROS? 12, 15
O PRODUTO E : 180

Se vocé planeja fazer alguma correc¢io ou adicionar alguma instru-
¢ao, deve deixar grandes espagos na numeracao de suas linhas e usar,
por exemplo:

10 (instrucao)
50 (instrucao)
60 (instrucao)
100 (instrucao)
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Muitos BASICs tém um comando especial chamado RENUMBER
(renumeracao), que automaticamente renumera todas as linhas de
seu programa com um incremento de 10. Isto é muito itil em um pro-
grama longo onde vocé pode esgotar uma seqiiéncia de numeros ao
inserir uma correc¢ao o “acréscimo”.

. -
Sumario
Escrever programas que funcionem envolve um ingrediente chave:
disciplina. £ importante ser tao ordenado e organizado quanto possi-
vel, ao se escrever programas. Simplificacoes incluem a possibilidade
de enganos. Em particular, use o tempo necessario para tornar claro
seus programas. Neste capitulo nds descrevemos e acentuamos as téc-
nicas necessdarias para escrever programas claros.

A medida que vocé escreva programas em BASIC, vocé deve envi-
dar esforcos para seguir as sugestoes oferecidas neste capitulo. £ es-
sencial que vocé adquira bons habitos para programar; caso contrario
seus programas podem se tornar ilegiveis ou até mesmo nao funcio-
nar, a proporc¢ao que se tornem cada vez mais complexos.

Exercicios

5-1: Descreva as técnicas que melhoram a legibilidade da tela

5-2: O que vem abaixo @ legal?

aA=A+1 d SUM =2 1+ {3+ (4/5))/2
bA = A + 1 e. IN PUT NUMERO
c. PRINT ALPHA + 2 f.SUM -22 +33



5-3: Explique por que a maioria dos INPUTs devem ser acompanhados de uma
mensagem prévia:

5-4: Escreva trés exemplos de INPUTs encurtados.
5-5: Por que usar REMs? -

™
5-6: Qual € o valor de A depois destas duas instrugoes:

30 A=3
40 REMA =4
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Decisoes

Até aqui, aprendemos a nos comuni-
carcom o computador e a utilizar arit-
méticas simples. No entanto, os pro-
gramas ja realizados foram bobos e
simples de serem realizados manual-
mente; tal fato se deve a termos
usado apenas os recursos elemen-
tares do computador. Nos nao tira-
mos vantagens dos recursos mais
avancados. Por exemplo: os compu-
tadores sao particularmente bons
para realizar duas tarefas: tomar de-
cisoes complexas (baseadas em 16-
gica e em valores} e executar tarefas
repetitivas muitas vezes, num curto
periodo de tempo. Isto é o que apren-
deremos a fazer neste e no proximo

capitulo. Em particular, aprendere-
mos a tomar decisdes. Nosso progra-
ma se tornara “inteligente” a medida
que decide o que fazer.

Em BASIC, decisoes de programa
sdo tomadas testando um valor,
usando a instrucao IF. Se o teste for
bem-sucedido, uma parte do progra-
ma & executada. Se falhar, uma outra
parte é que sera executada. Apren-
deremos agora a usar a instrugao IF
para realizar testes. Também apren-
deremos o uso da instrugao GOTO
paraforgaro programa a executar um
grupo de instrucoes fora da seqién-
cia numérica:



A Instrucao IF

A ingtrucao IF é escrita:

[F (condi¢ao) THEN (instrucao, isto ¢, faga algo)
Aqui esta um exemplo:
IF 1 =1THEN PRINT “UM"

O efeito dessa instrucao é claro. Se (IF) o valor da variavel I ¢ igual
a 1, ao tempo da execucao desta instrucao, entao (THEN) a palavra
um é impressa. Se [ nao for igual a 1, nada acontecera e a instrucao
seguinte do programa é executada.

I =1 é chamada de uma expressao logica. A expressaol = 1 é ver-
dade quando 1 é igual a 1; caso contrario, ela é falsa.

A informacao [F... THEN permite a vocé testar os valores de uma
expressdo e executar uma instrugao ou outra — isto é, tomar uma de-
cisao — dependendo do resultado do teste. Aqui esta um outro
exemplo:

10 INPUTI
20 IF1=1THEN PRINT “UM"
30 END

Olhe para a expressao
indecisa do Dino
Ele precisa escolher um

dos dois caminhos
s e AN s Y T S T Y

TR

\/IIFr"THEN...,.-[~
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Agora siga o programa. Digite “1” no teclado. Sua tela mostrara:

r’ 1 _". —
=RUN e :
”1
UM o
>
. J

Ty

Siga o programa novamente. Digite no teclado. Em sua tela

aparecerd:

& T e )
2
e

\ J

Desta vez, nenhuma mensagem foi executada em resposta ao 2.
Vamos agora ensinar nosso programa a reconhecer os numeros de
1a4:

10 REM ESTE PROGRAMA RECONHECE 0S NUMEROS DE 1 A4
20 INPUT “DIGITE UM NUMERO INTEIRO:"; NUMERO

30 IFNUMERO = 1 THEN PRINT “UM"

40 IF NUMERO - 2 THEN PRINT “DOIS"

50 IF NUMERO - 3 THEN PRINT “TRES”

60 IF NUMERO = 4 THEN PRINT “QUATRO"

70 END

Vamos executar o programa. Aqui estao duas execucoes tipicas, como
aparecem na tela (em negrito):

" ~RUN - W

~ DIGITE UM NUMERO INTEIRO:? 3
TRES |
>RUN s .

DIGITE UM NUMERO INTEIRO:? 5

o
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Isto é bom, mas ainda néo é perfeito. O ideal seria que quando digi-
tdssemos 5, o programa respondesse alguma coisa como:

EU NAO CONHECO ESTE NUMERO.
(3
ou entao requisitasse um outro numero inteiro.
Existe uma caracteristica especial da instrugao IF que permite tal
solugao. Por exemplo, vocé pode escrever:

70 IF NUMERO = 5 THEN 20

onde 20 é o namero da linha a ser executada caso o teste tenha
sucesso. Esta é uma nova forma da instrugao IF. Esta instrucao in-
dica que se o nimero é igual a 5, entdo a linha 20 deve ser executada
em seguida. Agora nés pularemos fora da seqiiéncia! Aqui esta um
exemplo:

10 INPUTI

20 IF1I=1THEN 50

30 PRINT “VOCE NAQO DIGITOU UM 17
40 END

50 PRINT “VOCE DIGITOU UM 1"

60 END

Nos podemos fazer o
programa pular

lora da seglencla
—
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Sou uim ¢

programa. Peguet

Vvoce

HTo N

RUN este programa e digite "1” no teclado. Sua tela mostrara:

™
( =RUN
21
VOCE DIGITOU UM 1
= Ly
\ ' J
RUN o programa novamente e digite um “2” no teclado. Sua tela mos-
trara: .
(: ™
=>RUN
72
VOCE NAO DIGITOU UM 1
>
N : A

Nosso programa ficou “inteligente”, isto é, da uma mensagem
apropriada quando o dado de entrada é ou nao 1. Vocé iria se admirar
se tivéssemos chegado ao mesmo resultado usando o formato original
da instrucao IF. Vamos tentar:

10 INPUT

20 IFI=1THEN PRINT “ESTE E UM UM"
30 PRINT “ESTE NAO E UM UM”

40 END '

Agora siga este programa e digite um 1 no teclado. O resultado é o
seguinte:
-~

=>RUN

71

ESTEE UM UM
ESTE NAO E UM UM

. L

Nao funcionou. Indiferente ao sucesso ou fracasso do IF, a préxima
instrucio que se segue no programa (a instrucao 30) foi executada.

Neste exemplo obtemos primeiro a mensagem correta quando o IF
é executado: :

ESTE E UM UM
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Um IF bem-sucedido
forca o intérprete

a ativar a instrucao
T DO e e T S Ty

[Entao a segunda mensagem é executada:
ESTE NAO E UM UM

A nova forma da instrugao 1F:
IFI=1THEN 50

elimina este problema. Usaremos esta instrucao freqiientemente em
Nossos programas.
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Vamos agora olhar atentamente a instrugao IF para utiliza-la ple-
namente. A forma geral da instrugao IF... THEN ¢ a seguinte:

IF (expressao légica) PHEN (instrugao executavel ou
numero de linha).
&
Vamos examinar agora as expressoes logicas e as instrugoes execu-
taveis, uma de cada vez.

As Expressoes Logicas

Em nosso exemplo, | = 1 é uma expressado logica; isto é, pode ser tanto
verdadeira quanto falsa. Verdadeiro ou falso sao chamados valores
logicos. Aqui estao alguns exemplos de expressoes logicas:

I=1 (I igual a 1)

[>4 (1 € maior que 4)
NUMERO<100 (NUMERQO ¢é menor que 100)
ANQ=<>5 (ANO nao é igual a 5)
IDADE<13 (IDADE é menor que 13)

Uma expressao légica combina valores ou variaveis com operadores
légicos. Para completar, os operadores que vocé pode usar como ¢x-
pressoes logicas sao:

= igual
<> nao igual ou
diferente (em matemdlica isto é escrito como + ou #)

2 menor que

maior que

menor que ou

igual (em matemdtica se escreve =)
maior que ou

igual (em matemdltica se escreve =)

AV

Il

\V
I

Aqui estao algumas expressoes logicas mais complexas:

(NUMERO + 2) > 4
(IDADE — 5) > =10
(2*I - 5)2) <10
2>1

Vocé pode ainda escrever:

42  (isto é sempre verdadetro)
4=2 (isto é sempre falso)
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As seguintes nao sao logicas validas:

2<1<0 (apenas um operador relacional pode ser usado)
(2 IDADE — 2) (expressao ndo-vdlida — [alta um *. Deveria ser
escrito (2 * IDADE — 2) < 5)

Vocé pode ainda combinar expressoes légicas usando os operadores
l6gicos AND, OR e NOT. Por exemplo, vocé pode escrever:

IF (IDADE>9) AND (IDADE<20) THEN PRINT “E UM ADOLESCENTE"

Esta instrucao imprimira “E UM ADOLESCENTE"” sempre que a
idade for maior que 9 e menor que 20. O AND sera satisleito, isto ¢,
verdadeiro, quando ambas as condigoes forem verdadeiras. Note que
vocé nao pode escrever:

IF IDADE (>89 AND < 20) THEN..,

pois, dentro dos parénteses deve estar apenas uma expressao valida.
Vejamos um outro exemplo, usando duas expressoes logicas:

20 INPUT RESPOSTAS
30 IF (RESPOSTAS = “SIM") OR (RESPOSTAS = “NAQ") THEN 60
40 PRINT “RESPOSTA NAO VALIDA"

60 PRINT “RESPOSTA VALIDA — PROSSIGA”

Este segmento de programa coleta uma resposta na variavel RES-
POSTAS$ (recorde que no final do nome da variavel é usado para de-
signar uma variavel alfanumérica-(string), isto é, uma cadeia de
caracteres. SIM ou NAO sao as tnicas respostas validas; este progra-
ma verifica a validade do que vocé digitou.



Ilir-|J‘]| T S USa00)

BT Vartivie .

Se vocé digita SIM, entao (RESPOSTAS$ = “SIM”) é verdadeiro, e o

. 11 € bem-sucedido; desta forma a instrugao 60 é executada em

seguida e o programa imprime:
RESPOSTA VALIDA — PROSSIGA

De maneira similar, se vocé digita NAO, ocorre o mesmo.
Se vocé digitar qualquer outra coisa, vocé obtera um diagnaéstico do
tipo:

RESPOSTA NAO VALIDA

Um OR é satisfeito, isto é, verdadeiro, quando ao menos uma das
condigoes é verdadeira. O OR ndo é satisfeito quando ambas as
condicdes sao falsas. Por exemplo, se vocé digitar “YA”, entac
(RESPOSTAS$ = “SIM”) falha, e a segunda condicao de OR é testada
(RESPOSTA$ = “NAO”). Ela falha e o programa executa a men-
sagem:

RESPOSTA NAO VALIDA

Finalmente, NOT pode ser usado para negar uma condi¢ao. Aqui
estd um exemplo de uma instrugdo IF complexa:

IF (MEDIA<3.5) AND (LASTEXAM<3.0) AND NOT (ORAL>4.0})) THEN
PRINT "FALHO"

Nesta instrugao testamos trés condigoes de uma s6 vez. Nao discutire-
mos aqui instrugoes tao complexas quanto esta, mas vocé pode querer
experimenta-las por si proprio.
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Instrucoes Executaveis

Vamos recordar a definigéo da instrucao IF;

IF (expressao logica) THEN (instrucao executavel
» ou linha numerada)

Agora que estamos familiarizados com expressoes l6gicas, vamos
examinar o lado direito desta definigao:

THEN (instrugao executavel ou linha numerada)

Uma instrucao executavel é simplesmente qualquer instrucao que
seja executada. Ela pode ser uma designacao, um INPUT ou um
PRINT. Nao pode, no entanto, ser uma outra instrucao [F, ou um co-
mando como REM, CLE, NEW ou LIST.

Agora que nés entendemos a teoria da instrucao IF, vamos coloca-
la em prética.

“Posso apresentar um
menu artmetico?’”’




Um Exercicio de Aritmetica

Usando nossas novas experiéncias, vamos agora desenvolver um
programa que execute um “menu” na tela. Dependendo da selec¢ao do
usudrio, este programa educacional conseguira adigoes, subtragoes,
multiplicagoes o2 divisoes.

Aqui est4 o didlogo que planejamos gerar na tela:

~

e

SEJA BEM VINDO PROFESSOR COMPUTADOR
QUERO VERIFICAR SUA EXPERIENCIA ARITMETICA
© QUE VOCE QUER PRATICAR?

— ADICAO (DIGITE 1)

— SUBTRACAQO (DIGITE 2)

— MULTIPLICACAO  (DIGITE 3)

— DIVISAO (DIGITE 4)
QUAL E A SUA ESCOLHA (DIGITE1,2,30U 4)2: 3

ESTA BEM. VAMOS MULTIPLICAR.
QUANTO E 2 VEZES 3: 6
'ESTA CERTO. PARABENS.

Agora, aqui estd o programa que atende o apresentado:

10
20
30
40
50
60
70
80
90
100
110
120
130
140

150
190
200
210
220
230

REM ** * ESTEPROGRAMATREINAVOCEEM ARITMETICA * * *

PRINT “SEJA BEM VINDO PROFESSOR COMPUTADOR"

PRINT “QUERQ VERIFICAR SUA EXPERIENCIA ARITMETICA"”

PRINT “O QUE VOCE QUER PRATICAR?"

PRINT - ADICAO (DIGITE 1)

PRINT *“-SUBTRACAO (DIGITE 2)"*

PRINT *-MULTIPLICACAOQ (DIGITE 3)”

PRINT *“-DIVISAD (DIGITE 4)”

INPUT “QUALE ASUAESCOLHA:"”; ESCOLHA

IF (ESCOLHA = 1) THEN 200

IF (ESCOLHA = 2) THEN 300

IF (ESCOLHA = 3) THEN 400

IF (ESCOLHA = 4) THEN 500

PRINT “ESCOLHA INCORRETA. VOCE DEVE SELECIONAR UM
NUMERO ENTRE 1 E 4”

PRINT “ATE LOGO": END

REM .......... ADICAO ..........

PRINT “ESTA BEM., VAMOS SOMAR”

INPUT “QUANTOE4 + 7 : ; NUMERO

IF (NUMERO< > 11) THEN 600

PRINT ESTA CERTO. PARABENS: END
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290
300
310
320
330
390
400
410
420
430
- 490

REM .......... SUBTRACAO ..........

PRINT “ESTA BEM. VAMOS SUBTRAIR"
INPUT “QUANTO E 9 - 5: “;NUMERQ

IF (NUMERO < >4) THEN 600

PRINT “ESTA CERTO. PARABENS': END
REM .......... MUETIPLICACAO ..........

PRINT “ESTA BEM. VAMOS MULTIPLICAR"
INPUT “QUANTO E 2 VEZES 3:"; NUMERO
IF {NUMERO < > 6) THEN 600

PRINT “ESTA CERTO: PARABENS": END
REM ..z DIVISAO ..........

“Parabens!”’
[Famg e~ = T




500 PRINT “ESTA BEM. VAMOS DIVIDIR”

510 INPUT “QUANTO E 9 DIVIDIDO POR 3: ; NUMERO
520 IF (NUMERO < > 3) THEN 600

530 PRINT “ESTA CERTO. PARABENS": END

590 REM ........ ERRO DE CALCULO ..........

600 PRINT “ERRADO. DESCULPE E ATE LOGO.” : END

Este programa parece imponente no tamanho, mas é realmente mui-
to simples. Vamos examina-lo:

As instrugoes de 20 a 90 produzem o display ou “menu” na tela. O
programa verifica a selecao do usuario nas instrugoes de 100 a 130 (o
paréntese depois de cada IF nao é obrigatério, ele foi incluido para legi-
bilidade. Se o usuariodigitar 1", entao (ESCOLHA = 1)é verdadeiroe
a instrucao 200 é executada a seguir. Se o usuario digitar algum nu-
meroquenaosejal, 2,3 ou 4entaoa instrucao 140 é executada e o pro-
grama diz:

a D
ESCOLHA INCORRETA. VOCE DEVE SELECIONAR UM NUMERO
ENTRE 1E 4
ATE LOGO
=

W= J

isto é, 0: END, instrucao na linha 150.

No nosso exemplo, digitamos 3. A instrugao 100 falhou e, entao, a
instrugao 110 foi executada a seguir. A instrucao 120 tem sucesso
desde que a escolha = 3 é verdadeira, e a instrugao 400 é executada a
seguir. Aqui esta o segmento do programa correspondente:

400 PRINT “ESTA CERTO. VAMOS MULTIPLICAR"
410 INPUT “QUANTO E 2 VEZES 3 :"; NUMERO
420 |IF (NUMERO < > 6) THEN 600

430 PRINT “ESTA CERTO. PARABENS"” : END

Em nosso exemplo, digitamos 6 em resposta & instrugao 410.
Quando a instrucao 420 é executada (NUMERO < > 6) é falso desde
que o numero = 6. (Lembre-se de que < > significa, diferente de). Em
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seguida, a instrugao seguinte a ser executada é a instrugao 430, e o
programa responde com:

ESTA CERTO. PARABENS
>

e para até a linha 430, contendo duas instrugées. A segunda instrugao
é:

: END

Olhando para este programa vocé pode rapidamente descobrir
uma nova frustracgao. Se vocé digitar outro niimero que naosejal,2, 3
ou 4 depois que 0 “menu” € mostrado, ou se vocé der uma resposta arit-
mética errada, o programa para abruptamente. O ideal seria que o
programa continuasse. Por exemplo, seria bom se depois que o pro-
grama dissesse a0 usudrio que um numero sem ser 1 a 4 nao é valido,
ele pedisse uma nova escolha. Gostariamos de ser capazes de voltar ao
comego do programa e recomeca-lo, ou mais genericamente, ser capa-
zes de ir a qualquer parte do programa. Isto é possivel com a instrucao
GOTO. Vamos examinar esta instrugio.

A Instrucao GOTO

A instrucao GOTO é escrita:

GOTO (nimerode linha)

Isto forca a execucdo de uma instrucgao especifica. Aqui esta um
exemplo:

10 PRINT "ESTE PROGRAMA RECONHECE 1'S. DIGITE 0 PARA
PARAR"

20 INPUT ”DIGITE UM NUMERO:"; NUMERO

30 IF NUMERO = 1 THEN PRINT “UM"

40 IF NUMERQ = 0 THEN 60

50 GOTO 20

60 END



GOTO forca a execucao
de uma instrucao especifica

Aqui esta o resultado:
o -

> RUN
ESTE PROGRAMA RECONHECE 1'S. DIGITE 0 PARA PARAR.
DIGITE UM NUMERO:? 1
UM F
DIGITE UM NUMERO:? 5
DIGITE UM NUMERO:? 25
DIGITE UM NUMERO:? 1
UM :
DIGITE UM NUMEROQ:? 0

|
>
N : ’
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Cada vez que voce digitar 1, o programa reconhece-o e executa UM.
Cada vez que voceé digita qualquer outra coisa, o numero é ignorado e
0 programa requisita um nove valor. O programa volta continua-
mente ao principio. Isto ¢ chamado um loop ou lago. O programa volla
sobre si mesmo. Se vocé digita um 0, ele é detectado pela instrugao 40
e o programa salta pafra a instrucao 60 e termina. Vamos agora re-
tirar a instrugao 40. O programa ficara assim.

10 PRINT “ESTE PROGRAMA RECONHECE 1'S. DIGITE 0 PARA
PARAR."

20 INPUT “DIGITE UM NUMERQO;"; NUMERO

30 IF NUMERO = 1 THEN PRINT “UM"

50 GOTO 20

60 END

Aqui estd a amostra do processamento simples:

r, e

ESTE PROGRAMA RECONHECE 1'S. DIGITE 0 PARA PARAR. W
DIGITE UM NUMERO:? 2

DIGITE UM NUMERO:? 1

UM

DIGITE UM NUMERO:? 5

DIGITE UM NUMERO:? 0

DIGITE UM NUMERQO:?

“Pare este loop!"”’




Como um aprendiz de feiticeiro, nés criamos um terrivel problema:
este programa nao para nunca! Este é um erro comum de programa-
¢ao chamado loop sem fim. O programa pode continuar executando
para sempre. Nao se preocupe. Isto nao estraga o equipamento. Para
para-lo vocé deve pressionar a tecla designada pelo fornecedor do In-
térprete para interromper um programa BASIC (tente CTRL C). O
pior que pode acontecer é vocé nao se lembrar do que fazer, entao des-
ligue seu computador e ligue-o novamente. Mas lembre-se, se vocé
desligar seu computador, perdera tudo o que tiver sido digitado antes
e ndo estiver guardado em cassete ou diskefte. Nos pretendemos pre-
venir esta situagao desagradavel, provendo uma saida normal (pro-
gramada) para cada programa daqui para a frente.

Introduzimos a instrucdao GOTO:; agora, vamos voltar a nossa defi-
nicao de instrugao IF e simplifica-la.

Reavaliando a Instrucao IF

Recorde que uma das formas da instrucao IF é:
IF (expressao logica) THEN (nimero de linha)
A outra é:
IF (expressao logica) THEN (instrugao executavel)
Aqu'i estd um exemplo da primeira maneira:
IF NUMERO = 0 THEN 860
Isto é 0 equivalente a:
IF NUMERO = 0 THEN GOTO 60
GOTO 60 é uma instrugao executdvel e vocé reconhece que a forma
THEN 60
é simplesmente uma instrugao encurtada de:
THEN GOTO 60

Entao, na realidade, a forma geral da instrucao IF &, de fato, mais
simples que nossa definigao anterior:

IF (expressao logica) THEN (instrugao executavel)
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Aqui estd mais uma simplificacao: o uso do THEN antes do GOTO
é usualmente opcional. Na maioria dos BASICs as formas seguintes

sao equivalentes:

IF NUMERO = 0 THEN 100
IF NUMERO = 0 THEN §0TO 100
IFNUMERO = 0 GOTO 100

Demonstraremos agora o uso de IFs e GOTOs em exemplos de pro-

grama.

Contando os Niumeros Um

No capitulo 5 introduzimos a técnica de contagem, Vamos agora usa-
la para contar quantos niimeros 1 foram digitados no dltimo progra-

ma da sessao precedente. Aqui estd o programa melhorado:

1 REMCONTAGEM DE1

10 PRINT “QUERO CONTAR QUANTAS VEZES O NUMERO 1 SOZI-

NHO FOI DIGITADQ."
20 PRINT “DIGITE 0 PARA PARAR"
30 SOMA =0
40 INPUT "DIGITE UM NUMEROQ: ""; NUMERO
50 IF NUMERO = 0 THEN 100
60 IF NUMERO == = 1 THEN GOTO 40
70 SOMA = SOMA + 1
80 PRINT "UM. TOTAL ATE AGORA:""; SOMA
90 GOTO 40
100 END

Aqui esta o resultado:

rbursr:ao co \ TAR QUANTAS 'VEZESSO NUMERO 1 sozw HO
FOI DIGITADO. ‘

DIGITE UM NUMERO: 21 )
DIGITE UM NUMERQ:? 1
UM. TOTAL ATE AGORA: 1
DIGITE UM NUMERO:?9
DIGITE UM NUMERO:?5
DIGITE UM NUMERO:? 1
UM. TOTAL ATE AGORA:? 2
DIGITE UM NUMERQ:?2
_mGWEUMNUMEma“_ .
UM. TOTAL ATE AGORA: 3
DIGITE UM NUMERO:? 410

DIGITE UM. UM
L ks




Vamos examinar o programa. As instrugoes 10 e 20 executam
mensagens:

10 PRINT “QUERO CONTAR QUANTAS VEZES O NUMERO 1 SOZI-
' NHO FOI DIGITADO.”
20 PRINT “DIGITE 0 PARAPARAR"

A afirmagao 30 inicia o contador variavel SOMA em zero:
30 SOMA =0

Entéo, o ntimero é coletado pelo teclado.
40 INPUT “DIGITE UM NUMERO:”; NUMERO

Se o0 ntimero é 0, entdo a instrucao 50 é executada:
50 IF NUMERO = 0 THEN 100

onde 100 é a instrugao: END. Vamos supor que o nimero era 10 e ver
0 que acontece:

60 IF NUMERO < > 1 THEN GOTO 40

Se o nimero nao é 1, nés saltamos de volta para a linha 40 e requisita-
mos um novo nimero. Se o nimero é 1, fazemos:

70 SOMA = SOMA + 1

A variavel contador SOMA é incrementada de um. Recorde o signifi-
cado de uma instrucao designativa. Vocé pode ler na linha 70:

SOMA recebe o0 novo valor de (v-;alur antigo de SOMA) + 1

Até este ponto, SOMA recebe o valor 0 + 1 = 1. A instrucao seguinte
é:

80 PRINT”“UM.TOTALATEAGORA:"; SOMA

Entao o programa salta de volta para a linha 40, requisitando um
novo namero:

90 GOTO 40
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Reavaliando o Exercicio de
Aritmeética

Recorde que desenvolvemos um exercicio aritmético noinicio deste ca-
pitulo. Lamentamoso fato de que ele era muito simples e nao tenha po-
didorecicla-lo. No entanto, podemos agora fazé-lo.

Como o programa é bastante grande, vamos olhar apenas os seg-
mentos relevantes. Primeiro, aqui esta a se¢ao que pede ao usuirio
paraselecionar um namero entre 1 e 4:

90 INPUT"QUALE SUAESCOLHA:"; ESCOLHA

100 IF(ESCOLHA = 1) THEN 200

110 IF (ESCOLHA = 2) THEN 300

120 |IF (ESCOLHA = 3) THEN 400

130 |IF (ESCOLHA = 4) THEN 500

140 PRINT “ESCOLHA INCORRETA. VOCE DEVE SELECIONAR UM
NUMEROENTRE 1E4"

150 PRINT “ATE LOGO": END

E aqui esta o aperfeicoamento:
150 GOTO 90
isto é tudo. Verifique:
Agora queremos que o programa faca mais do que uma pergunta

sobre aritmética. Dizemos que queremos fazer a ele 10 perguntas di-
ferentes. Podemos fazer isto adicionando GOTOs e um contador.

“"Olhe a minha
entrada, por lavor.”



Validacao das Entradas

O exemplo que acabamos de examinar mostra uma regra importante
de projeto de programa. Sempre que vocé pede dados ao teclado, nao
assuma que eles sejam sempre supridos corretamente. Um usudrio
pode digitar a tecla errada, deliberada ou acidentalmente. Para evi-
tar erros de programa, faca sempre uma validacao das entradas. Se a
digitada num teclado nao é valida, gere uma mensagem polida e re-
quisite novamente o INPUT. Nés executaremos a validacao das en-
tradas na maioria de nossos exemplos. Vamos agora desenvolver dois
programas completos, que tomem decisoes.

A Conversao de Unidades
de Medicao

No capitulo 3 aprendemos a realizar uma simples conversao de mi-
lhas em quilametros. Aqui esta a maneira de automatiza-la:

10 REM*** CONVERSAO DE MILHAS * * *

20 REM

30 PRINT“CONVERTO MILHAS EM QUILOMETROS"

40  PRINT“DIGITE 0 PARA PARAR"

50 INPUT“QUANTAS MILHAS'"; MILHAS

60 IFMILHAS = 0GOTO 100

70 KM= MILHAS * 1.6

80  PRINTMILHAS; “MILHAS = "; KM; “QUILOMETROS"
90 GOTO50

100 END

Aqui esta o resultado:

~
( CONVERTO MILHAS EM QUILOMETROS
DIGITE 0 PARA PARAR
QUANTAS MILHAS? 7
7 MILHAS = 11.2 QUILOMETROS
QUANTAS MILHAS? 10
10 MILHAS = 16 QUILOMETROS
QUANTAS MILHAS?0
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O Calculo daldade

Aqui estd mais um exemplo. Vamos melhorar nosso programa inicial
que computava a idade de uma pessoa. Vocé suprird a data de hojee o
dia, més e ano em que vgceé nasceu e o programa lhe dira sua idade
exata. Aqui estd o programa.

10

20

30

40

50

60

70

80

90

100
110
120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280
290
300
310

320
330
340

REM *** CALCULO DE IDADE ***
INPUT “QUAL E SEU PRIMEIRO NOME?"; PRIMEIRO$
PRINT “ALO”; PRIMEIRO$; “EU CALCULAREI SUA IDADE"
PRINT “QUAL E A DATA DE HOJE? (AA/MM/DD)"
INPUT “O PRIMEIRO ANO (2 DIGITOS}:""; AA
IF (AA=0 OR AA=99) THEN 50
INPUT “MES (DE 1 A 12):"; MM
IF{MM-1 OR MM=12) THEN 70
INPUT “O DIA:"; DD
IF(DD<1 OR DD=31) THEN 80
REM
PRINT “AGCORA DE ME SUA DATA DE NASCIMENTO"
INPUT “ANO (2 DIGITOS):"; ANASC
IF (ANASC= 0 OR ANASC= 99 ) THEN 130
INPUT “MES (DE 1 A 12):""; MINASC
IF {MNASC <1 OR MNASC=12) THEN 150
INPUT “DIA:"; DNASC
IF (DNASC <1 OR DNASC=31) THEN 170
REM
REM-----CALCULO DA IDADE-----
IF MNASC<MM THEN 270
IF MNASC=MM THEN 320
REM ----- DATA DE ANIVERSARIO -----
IF DNASC<DD THEN 270
IF DNASC=DD THEN 320
PRINT “HOJE E SEU ANIVERSARIO. PARABENS"
IDADE = AA — ANASC
PRINT “"VOCE TEM"'; IDADE; “ANOS DE IDADE"
END
REM
REM O DIA DO MEU ANIVERSARIO AINDA NAO CHEGOU ESTE
ANO
IDADE = AA — ANASC — 1
GOTO 280
END

Apesar do tamanho, este programa é muito simples. Note como re-
afirmamos cada entrada. No entanto, para manter o programa curto,
nossas validacoes séo toscas. Nos nao verificamos se cada namero é



um numero inteiro, assim como nao verificamos o namero de dias de
cada més. Este é um 6timo exercicio para o leitor.

Aqui estd uma maneira de verificar se M é igual a um nimero in-
teiro entre 1 e 12:

IFNOT (MM =2 10RMM =20R ... MM = 12) THEN 70
Sumario

Usando as instrugoes IF e GOTO, aprendemos a escrever programas
para realizar testes sobre valores e tomar decisoes. Nés aprendemos
ainda como aperfeicoar lacos de programa (loops) onde cada parte do
programa pode ser repetida indefinidamente. Além disso aprende-
mos a, sistematicamente, verificar e validar as entradas digitadas no
teclado. Nos ja aprendemos até aqui toda a experiéncia basica neces-
sdria para escrever programas comuns e examinamos VArios exem-
plos significativos. Agora, escreveremos nossos programas de uma
forma mais conveniente.

Por causa da freqiiéncia e da importancia dos loops (lagos de pro-
grama) e da automagio nos programas, o BASIC oferece facilidades
adicionais, na forma de instrucoes adicionais. Discutiremos essas fa-
cilidades no préximo capitulo.

Exercicios

6-1: Qual é o uso da instrugao |F?
6-2: Qual é o resultado do programa:

10 INPUT RESPOSTAS

20 IF (RESPOSTAS = "'SIM") THEN PRINT “OBRIGADO"
30 IF (RESPOSTAS = ""NAQ") THEN PRINT “MUITO MAL"
40 PRINT "“SIM QU NAQ" : GOTO 10

Se o resultado acima €& ilégico. sugira um programa melhor.

6-3: As expressoes a seguir sao validas?

A=4
B=20ORC=3
A=h

5=A

1>2
SOMA=NUMERQO
LETRAS = “A"

e~oo0oo

6-4: E vélido o que se segue?
10 IFA=5THENIFB = 2 THEN 18

6-5: O que é um salto ou lago de programa (loop)?

109



Automati

Usando as instrucoes IF e GOTO, po-
demos executar um segmento de
programa repetidamente. O seg-
mento de programa corresponderite
é chamado foop e a maioria dos pro-
gramas usam loops. Neste capitulo
aprenderemos técnicas aperfeicoa-
das para a criacao de /loop. Também
desenvolveremos programas sofisti-
cados que automatizam tarefas.

Comecaremos esse capitulo com
uma revisao da técnica IF/GOTO para
gerar um foop. Em seguida introdu-
ziremos uma nova instrucao, e a FOR
... NEXT, que se destina a facilitar a
criacao de loops. Usaremos essa im-
portante instrucao intensivamente
£m nossos programas.




as Repeticoes




A Técnica IF/GOTO

Comecaremos por examinar um programa que automatize um loop,
usando a téenica IF/GOTO. A medida que examinarmos o programa
identificaremos certastcaracteristicas que sao comuns a todos os
loops. Por exemplo, examinaremos o uso da variavel de contagem, in-
crementacio, iniciacao e testes, antes da saida do leop. Aqui estd o
programa. Ele caleula a soma dos dez primeiros numeros inteiros.

1 REM *** SOMA DOS DEZ PRIMEIROS NUMEROS INTEIROS ***
10 SOMA =0

20 1=1

30 SOMA = SOMA + 1

40 1=1+1

50 IFl.= 11 THEN 70

60 GOTO 30

70 PRINT “A SOMA DOS DEZ PRIMEIROS NUMEROS INTEIROS E:":
SOMA

80 END

"0 que acha de fazermos
alguma coisa mais complexa?”’
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"l embra-se de num?"

"Peguel voce

novamente!"”’
[ e = ]

Duas variaveis sao utilizadas neste programa: SOMA e I. A varia-
vel SOMA acumula a soma dos 10 primeiros nameros inteiros, na me-
dida em que nos os adicionamos — ¢é o equivalente ao subtotal numa
calculadora. 1 € o nimero inteiro que esta sendo adicionado a SOMA.

Lembre-se de que uma variavel deve ter um valor na primeira vez
em que é usada. Entao, antes de usarmos SOMA ouw.l numa (ormula,
devemos estabelecer seus valores iniciais (0 e 1, respectivamente).
[sto é obtido pelas instrucoes 10 e 20. Estas instrucoes sao chamadas
instrugées iniciais.

A instrugao seguinte é:

30 SOMA = SOMA + 1

Esta instrucao adiciona valor atual de [ ao valor atual de SOMA.
Quando esta instrucao é executada pela primeira vez, o valor da
SOMA é0eovalordelél. Estainstrucao determinaovalorQ +1 =1
para SOMA, como resultado. Apés esta instrucao, a variavel SOMA
contém o valor 1.

A instrucio seguinte é:

40 I=1+1

O valor atual de I é 1. O resultado desta instrucao ¢ dar a | o novo
valor, 2. Esta é a técnica de contagem: 1 é incrementado por um, de
forma a gerar o proximo namero inteiro. Ao mesmo tempo, o valorde |
indica quantos nimeros inteiros foram somados até entao. KEm outras
palavras, [ é usado como o nimero inteiro atual e como um contador.

Assim, tudo o que temos a fazer é voltar a afirmacao 30, e continuar
a adicionar nameros inteiros:

50 GOTO 30

Errado. Este programa (em teoria) nunca pararia (realmente ele
parara quando o valor de SOMA ficar maior que 0 maximo permitido
por seu intérprete). Nao é o que nos queremos. Queremos que o pro-
grama pare depois de executar o laco (loop) dez vezes. Devemos intro-
duzir uma instrucao teste. Aqui esta ela:

50 IFI1=11THEN 70

Quando I atingir o valor 11, a instrucao 70 é executada e o progra-
ma para. Isto se chama a saida do loop. Verifiquemos, agora, que o
valor 11 (ao invés de 10) é realmente correto na instrucao 50. Se escre-
VErmos:

50 IF1=10THEN 70

3
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Nao vai funcionar. Quando I atingir o valor 10, SOMA contém a
soma de 1 a 9 apenas. O loop deveria ser executado uma vez mais.

Lembre-se de que cada loop contém um contador. Vocé deve sem-
pre verificar cuidadosamente o valor do contador que causa a saida do
loop. No nosso exemplo, enquanto I nao for igual a 11 o loop é man-
tido. f

60 GOTO 30

56 quando I atingir o valor 11, é que os dez primeiros nimeros
terao sido adicionados. Tal fato ocorre porque em nosso programa, a
adicao (SOMA = SOMA + 1) ocorre antes do incremento (1 = 1 -+ 1).
As duas instrucoes finais no programa permitem a saida do loop:

70 PRINT “A SOMA DOS DEZ PRIMEIROS NUMEROS INTEIROS E:*';
SOMA

80 END

Aqui estd uma amostra da execucao desse programa:

[ig{;;s_QM:{%;?QS;‘DE'.Z;E#{ME{_i}igé_s; NUMEROS INTEIROS E: 55 )

A ilustracao na figura 7.1 mostra o fluxo de controle no programa.
Os numeros entre parénteses sao os numeros das instrucoes:

jalizagio
(1020

|

~ Caleulo (30)
| Incrementagio e
o a0

o Teste
«_ do contador
~_ (50} o~

Loop

=11

~ Mensagem e
. desagan ~ GOoTo30
el e

Figura 7.1 Fluxo de controle do programa da soma dos nameros inteiros



Este diagrama é chamado de fluxograma. Discutiremos o assunto dos
fluxogramas em detalhes no capitulo 8. Por hora, simplesmente note
a organizacao geral do programa: inicializacao, calculo mais incre-
mentacao, teste e saida. Todos os segmentos do programa com loop
realizam essas fuilgoes.

Variacoes

Vamos agora brincar com nosso programa de soma de niumeros intei-
ros e aprofundar nossos conhecimentos em programacao. Isto de-
monstrara as varias alternativas que podem ser utilizadas para es-
crever um programa. Por exemplo, na linha 50 nés podiamos ter es-
crito:

50 |IF =10 THEN 70

e o resultado seria 0 mesmo (quando I chegasse ao valor 11 seria
maior que 10). Também poderiamos ter escrito:

40 IF1=10THEN 70
50 I=1+1

em lugar de:

40 |1=1+1
50 IFI=11THEN 70

Com esta mudanca, 1 é testado primeiro e, depois, incrementado. Note
que desta vez I é testado para o valor 10 (em vez de 11).
Poderiamos ainda ter escrito:

50 IF I<<11 THEN 30
60 REM

Vocé pode verificar que estas versoes sao realmente corretas. To-
das estas variagoes sao validas e equivalentes. Mesmo um programa
curto como o programa SOMA pode ser escrito de varias maneiras
equivalentes. Nao ha uma tnica maneira de escrever um programa.,
Assim como numa linguagem falada, voecé pode expressar o mesmo
conceito de varias maneiras diferentes.

Este curto programa ilustrou o uso do loop e da variavel de conta-
gem. Nos também examinamos as fases tipicas envolvidas neste pro-
grama: inicializagao, calculo, incrementacao, teste e saida. Iom vista
do uso freqiiente de loops em programas, uma instrugao especial foi
criada para facilitar seu uso em BASIC. E a instrucao FOR ... NEXT.
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A Instrucao FOR ... NEXT

A instrugao FOR ... NEXT automatiza grande parte da programagao
necessaria ao /oop. Explanaremos seu uso e operagao, usando exem-
plos reais.

Aqui esta uma maneira de reescrever nosso programa de adicao,
usando estas novas instrugoes:

1 REM *** ADICAO DE NUMEROS INTEIROS — 2.* VERSAO***

10 SOMA =0

20 FORI=1A10

30 SOMA = SOMA + |

40 NEXTI

50 PRINT “A SOMA DOS DEZ PRIMEIROS NUMEROS INTEIROS E:";
SOMA

60 END

Note que este programa tem duas instrugoes a menos que o primei-
ro. Ele é mais curto e mais legivel. Vamos examina-lo em detalhes. A
primeira instrucéo executada inicializa SOMA em zero:

10 SOMA =0

A instrucao seguinte é a instrucao FOR:
20 FORI=1A10

Esta instrucao tem varias fungoes:

p Ela marca o inicio do loop automatico (é onde ele comeca)

B Ela especifica que I (a varidavel de contagem) comeca com o
valor inicial 1, quando a instrugao € executada pela primeira
vez. Tal fato elimina a necessidade de uma instrucao de inicia-
lizagao para L.

P 1 é incrementado de 1 (até o valor maximo de 10) cada vez que a
instrucao é executada, a partir da instrucao NEXT. Um teste
automatico é realizado e, quando I excede o valor 10, o foop nao
mais é executado e a instrugio seguinte ao NEXT é executada
em seu lugar (é a saida do loop).

O corpo do loop contém, simplesmente, a acumulacao da soma:

30 SOMA = SOMA + |



A instrucao NEXT:
40 NEXTI

marca o final do lecop e causa a reativagao do FOR. Isto substitui duas
instrugoes da versao precedente:

4a0l=1+1
60 GOTO 30

Cada vez que NEXT é executado, o programa volta para o inicio do
loop, isto é, a instrucao FOR. Quando FOR é ativado:

P 1 é incrementado de 1
B O novo valor de I é automaticamente comparado a 10.

Enquanto I ndao exceder 10, a execugao prossegue. O loop para quando
I éigual a 10 e 0o NEXT ¢é alcancado. Neste ponto, ocorre a saida e a

Inicializagao
‘ INICIO ’

Loop automatizado
Teste tem
Sucesso
Calculo
4
~ NEXT (marca)
/
~ Continuagao g Saida

~ do programa

k

Figura 7.2 Loop automatico com FOR ... NEXT
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instrucao 50 (seguinte ao NEXT) é executada. Esta seqiiéncia 6 ilus-
trada na figura 7.2 (um fluxograma).
A figura 7.2 mostra que a instrugao FOR automatiza trés tarefas:

B Inicializacdo da varidavel de contagem (I é inicialmente alocado
como 1)

B Incrementacao da variavel de contagem (I é incrementado de 1
a cada passagem do programa)

B Teste da variavel e de contagem até o valor maximo (I é com-
parado a 10)

A instrugao NEXT simplesmente marca o final do loop e cria uma ins-,
trugio "GOTO para o FOR”. Apés usar a instrucio FOR algumas ve- "
zes, vocé apreciard como ela simplifica o projeto do loop e clareia o pro-
grama.

FOR ... NEXT é uma instrugio conveniente. Vocé nao é obrigado a
usa-la, mas provavelmente descobrira seu valor. Geralmente, quanto
mais claro um programa, menor sera o risco de erros. Daremos agora
exemplos praticos para ilustrar o uso da instrucio FOR ... NEXTeo
uso de loops automatizados.

Soma dos N Primeiros Numeros
Inteiros

Nés calcularemos a soma dos N primeiros nimeros inteiros, Desta
vez, o usudrio especifica o valor de N, no teclado. Aqui esta o pro-
grama:

10 REM * SOMA DOS N PRIMEIROS NUMERQOS INTEIROS *

20 SOMA =0

30 INPUT “QUERO SOMAR OS N PRIMEIROS NUMEROS INTEIROS.
DIGITEN:"; N

40 FORI=1TON

50 SOMA = SOMA + |

60 NEXTI

70 PRINT*“ASOMADOS PRIMEIROS”; N; “NUMEROS INTEIROSE";
SOMA

80 END

Aqui estda uma amostra da execucao:

QUERO SOMAR 0S8 N PRIMEIROS NUMEROS INTEIROS. DIGI-
TEN:?5

A SOMA DOS 5 PHIMEIROS NUMEROS INTEIROS E15




Vocé deve entender o programa facilmente. Desta vez nos pulamos
de 1 para N onde N é fornecido pelo teclado (instrugao 30). Vocé pode
melhorar este programa validando a entrada: N deve ser maior que 1.
O intérprete BASIC verificard automaticamente que N é um ntiimero
inteiro, quando ectiver executando a afirmagao FOR. Tente engana-
lo.

Tabelas de Valores

Usando a poderosa instrucao FOR ... NEXT nés mostraremos como é
facil automatizar cdlculos e imprimir tabelas de valores. Aqui esta
uma tabela de quadrados (um namero multiplicado por ele mesmo) e
uma de cubos (um ntimero multiplicado por ele mesmo e novamente
multiplicado por ele mesmo):

10 REM TABELA DE QUADRADOS E CUBOS

20 REM PARA OS 10 PRIMEIROS NUMEROS INTEIROS
30 FORI=1A10

40 PRINTI 1 2,13

50 NEXTI

60 END

Aqui esta o resultado:

s e ] : s ! ; )
L 1
2 a5
4 6. - 64
b 9% 95
8 W4 Gieip
‘9 81 gy
100 100 10007
L S i 5

Vamos olhar mais de perto a instrucao 40:
40 PRINTI172,1°3

I 2 representa I na poténcia 2, isto é, I * L. Por exemplo, se I = 2,
entacl 2=2x2=4. Simila{'menteI 3 representa I na poténcia 3,
isto é, FT*1. SeI = 4, entaol 3 =4 x 4 x 4 = 64.
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Note que usamos uma virgula desta vez, na instrugao PRINT, en-
tao os resultados sao cuidadosamente alinhados, quando listados. A
virgula for¢a um espago automatico (ou tabulag¢do) na linha. O espaco
exato entre as colunas depende do seu intérprete BASIC. Por exem-
plo: pode ser de 14 caracteres.

Como exercicio, vocé pode reescrever este programa, para executar
a soma dos quadrados e cubos dos N primeiros niumeros inteiros, onde
N é lido no teclado. Aprendemos a fazer isto na secao anterior.

Linhas de Asteriscos

Aqui esta um programa simples, que imprime N linhas de asteriscos
onde N é um namero especificado no teclado:

10 REM * LINHAS DE ASTERISCOS *

20 PRINT "QUERO MOSTRAR LINHAS DE ASTERISCOS"
30 INPUT “DIGA ME QUANTAS LINHAS : " ; N

40 REM N E O NUMERO DE LINHAS A SER MOSTRADO
50 FORI=1TON

60 PHINT RN RRREAENRERERE TR RS

70 NEXTI

80 END

Aqui estda uma amostra da execucao:

g _ : . :
QUERO MOSTRAR LINHAS DE ASTERISCOS
DIGA ME QUANTAS LINHAS: ? 6

O NN KR
AREREEEREEREKREE NN RS
HHRERRRR R R RERA N RN
HERAEERER AT AREX AR RESF
PR SINE S R s

HEAEXREEEXREREREENEEE

L 4 g ; ; J

Novamente, a cada vez que uma entrada é suprida pelo usuario, é
uma boa idéia valida-la para evitar erros de programacao. Esperamos
que quem fornece os dados ao programa, forneca um namero positivo.
Vamos admitir que vocé nao queira mais do que 20 linhas de asteris-
cos. Deveria entio dizé-lo ao usuario numa instrugao PRINT apropri-
ada e usar uma instrucao de validagao como:

IF (N <1)OR (N > 20) GOTO 20



Lacos de Programa mais Elaborados

A instrucao FOR ... NEXT oferece dois recursos avangados que nos
ainda nao descrevemos:

-

p Vocé pode incrementar o contador em qualquer valor inteiro,
como 2, 3, 4 ou até — 1 (ao invés de incrementar de 1). Isto é
chamado de caracteristica de passo variavel.

» Vocé pode criar um loop dentro de outro loop. Estes loops sao
chamados de loops encadeados ou loops seriados.

Vamos examinar estas duas técnicas.

Tome cuidado quando
estiver executando
um loop




Passo Variavel

Aqui esta um exemplo de passo variavel:
FORI=1TO5STEP#

Cada vez que o loop é executado I sera incrementado de 2. Voceé podera
ainda escrever:

FORI1=10TO — 5 STEP - 1

usando um incremento de passo negativo. Pelo fato de o limite su-
perior da variavel de contagem ( —5) ser menor do que o valor inicial
(10), ele é olhado como um “passo negativo” pelo intérprete. O valor
de I sera decrescido de 1 a cada vez. O primeiro valor de [ sera 10. O

Sua vanavel pode
usar incrementos

chferentes de 1
T Y B BT TR PR T



proximo sera 9, o seguinte 8, ete. O ultimo sera —5. Em outras pala-
vras, | tomara os seguintes valores em ordem: 10,9, 8,7,6,5,4,3,2, 1,
0, -1, -2, =3, —4, —5. O passo negativo é uma outra caracteristica
que vocé pode querer usar.

Loops Encadeados (seriados)

A técnica de loops encadeados é um recurso importante e poderoso,
usado para automatizar processamentos complexos. Um loop enca-
deado é criado sempre que vocé usa um grupo de instrugoes FOR ...
NEXT dentro de um loop, isto é, sempre que vocé usa um outro grupo
de instrucoes FOR ... NEXT.

Em geral, vocé pode usar quantas instrugoes quiser entre as ins-
trucoes FOR ... NEXT. Especificamente, vocé pode ainda incluir um
outro loop no limite destas instrugées. Este conceito é ilustrado na fi-
gura 7.3.

Quando usar o loop encadeado, note como o programa se torna mais
dificil de ler. Para remediar tal fato, vocé sera encorajado a usar a
denteagao. Denteagao é uma outra técnica de clarear o programa. A
figura 7.4 mostra a versao denteada do programa da figura 7.3.

INSTRUCAO INSTRUCAO
INSTRUCAO INSTRUCAO
INSTRUCAO INSTRUCAQ
FOR FOR
} 5 INSTRUCAO INSTRUCAO
= INSTRUCAO INSTRUCAO
o| B-FOR FOR
Z| £| INSTRUCAO INSTRUCAO
= 3| INSTRUCAO INSTRUCAO
2l S| NEXT NEXT
a| S| INSTRUGAO INSTRUCAO
2 NEXT NEXT
| INSTRUCAO INSTRUCAO
INSTRUCAO INSTRUCAO
INSTRUCAO INSTRUCAO
L— END END

Figura 7.3 Um loop seriado

Figura 7.4 Um programa denteado

Vocé pode encadear loops a qualquer nivel, até um nimero. ma-
ximo, dependendo de seu intérprete ou da capacidade de memoéria dis-
ponivel. No entanto, vocé nao pode sobrepor loops. Os loops seguintes
sao legais:
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Os seguintes nao sao:

Nao sobreponha loops!

Em suma, vocé nao pode saltar (isto é, especificar um GOTO) de um
ponto dentro do loop externo para um ponto dentro do interno:

e — =

Encadeamento correto Salto ilegal
{com IF ou GOTO)
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No entanto, vocé pode saltar para fora do loop interno:

D D
Salto correto Salto correto

Aqui estd um exemplo de loop encadeado. Este programa mostra o

tempo em minutos e horas:

10 REM **#* RELOGIO SIMULADQ ***

20 FORHORA =0TO23

30 FOR MINUTOS = 0 TO 59

40 PRINT “O TEMPO E”; HORA; “ HORAS E';
MINUTO; “MINUTOS"

50 NEXT MINUTO

60 NEXT HORA

70 PRINT “FINAL DO DIA”

80 END

Aqui estd uma parte da execucio:

(O TEMPO E 0 HORA E 0 MINUTOS
‘OTEMPOE 0 HORAE 1 MINUTO
‘O TEMPO E 0 HORA E 2 MINUTOS

~ O TEMPO E 0 HORA E 3 MINUTOS
'O TEMPO E 0 HORA E 4 MINUTOS |

- OTEMPOE 0 HORAE 59 MINUTOS
L OTEMPOE 1 HORA E 0 MINUTOS

Caracteristicas Adicionais

Como informacao final, valores decimais e expressoes sao geralmente
permitidas na instrucio FOR. Por exemplo, 0 que se segue é valido:

FOR MEDIDA = 0.1 TO 13.5 STEP 0.2
FOR NUMERO = N TO (N * 2} STEP 1

Esta pratica nao é recomendada, e nés ndo usaremos aqui estas carac-

teristicas avancadas.
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Sumario

Loops sao muito utilizados para automatizar repeti¢oes de um seg-
mento de programa. A instrucao FOR ... NEXT é utilizada para auto-
matizar loops em BASIC. Na maioria dos casos, a instrugao FOR ...
NEXT pode substituir diversas outras instrugoes BASIC. Neste capi-
tulo, examinamos usos tipicos para a instrucao FOR ... NEXT, in-
cluindo loops encadeados, e desenvolvemos varios programas avanga-
dos. Agora que aprendemos todas as técnicas basicas de programacao,
vocé esta quase pronto a comegar a escrever seus proprios programas.
No proximo capitulo, explicaremos como vocé pode comegar.

Exercicios

7-1: Mostre os 15 primeiros nUmeros inteiros em uma linha (4 instrucoes).

7-2: Escreva um programa que leia o tempo em horas e minutos no teclado, e
mostre-o como se segue:

INPUT: 3 (horas), 31 fminutos)
Mostre: HHH (3 letras)
MMM (3 letras)
M (1 letra)

(Sugestao: Vocé pode executar PRINT LETRAS; repetidamente para
imprimir varios caracteres).

7-3: Qual e a vanavel de contagem num loop?
7-4: Vocé pode saltar para o meio do loop?

7-5: Mostre uma tabela que converta ongas em gramas (1 onca = 28 gramas)



7-6: Calcule a soma dos N primeiros nameros impares inteiros — onde N é for-
necido pelo teclado — e mostre-o para cada numero inteiro.

7-7: Leia as notas de 5 estudantes que fizeram 4 testes, com gradagao de 0a 10,
Mostre as notas, depois o total e a méedia de cada um.

7-8: Mostre uma tabela de impostos de venda para pre¢os de Cr$ 1 a Cr$ 100
com Cr$ 1 de incremento. Fornega a taxa do imposto pelo teclado.
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Criando ur




 Programa

Programar envolve escrever um pro-
grama que automatize uma tarefa.
Até agora escrevemos varios progra-
mas curtos. Fizemos isto sem nenhu-
ma etapa intermediaria, escrevendo
diretamente uma sequéncia de ins-
trugoes BASIC. Esta técnica é boa
para programas muito simples, mas
naoc funciona bem para os mais com-
plexos.

Neste capitulo aprenderemos a
maneira correta de criar um progra-
ma. Este € um processo de cinco

1. Especifique a sequéncia de etapas en-
volvidas na solugao do problema. Isto &
chamado de projeto de algoritmo.

2. Desenhe um diagrama mostrando a se-
quéncia de eventos e etapas logicas.
Isto &€ chamado de desenho do fluxo-
grama.

3. Escreva o programa em BASIC. Isto e
chamado de codificagao.

4. Verifique e teste o programa. Isto é cha-
mado de corre¢ao de erros.

5. Clareie e documente o programa. Isto é
chamado de documentacao.

Até agora aprendemos e pratica-
mos apenas as etapas 2 e 5. Mas esta
seqgliéncia sé funcionara para progra-
mas curtos. Antes de escrever pro-
gramas longos, vamos estudar a se-
quéncia completa envolvida no de-
senvolvimento de um programa.



Projeto do Algoritmo

N6s queremos escrever um programa que resolva um dado problema
ou automatize uma tarefa. Até agora projetamos programas para re-
solver problemas simples. A seqiiéncia de etapas requeridas para re-
solver cada problema foi, geralmente, 6bvia, em que, praticamente,
nédo havia uma etapa de projeto. De maneira geral, no entanto, dado
um problema, devemos, antes de tudo, projetar uma solugao. Para es-
crever programas, esta solucio deve ser especificada como uma se-
qiiéncia de etapas. Esta seqiiéncia de etapas é chamada de algoritmo.
Formalmente, um algoritmo é definido como uma especificacao passo
a passo, para a solucdo de um problema. Tecnicamente, um algoritmo
também deve ter um fim, ou seja, ele nao pode continuar indefinida-
mente. Um algoritmo que nao para é chamado de um erro!

Aqui estd um problema simples. Vamos converter um peso medido
em ongas para seu equivalente em gramas. Lembre-se que 1 onga é
equivalente a 28,35 gramas. A solucao é 6bvia: multiplicamos o peso
em ongas por 28,35 gramas. Este é um algoritmo de apenas um passo.

Vamos agora examinar um problema ligeiramente mais complexo:
vamos ler um numero no teclado e verificar se ele esta dentro de de-
terminados limites. Aceitaremos o nimero como valido se estiver en-
tre 0 e 100. A seqgiiéncia de etapas envolvidas na solugao deste proble-
ma é a seguinte:

1. Ler o namero.

2. Verificar se ele é maior do que zero. Se for, prosseguir; senao,
rejeitar o niimero.

3. Verificar se ele é menor do que 100. Se for, aceita-lo; senao, rejei-
ta-lo.

Este é um algoritmo de 3 etapas.

Na pratica, a maioria dos problemas é mais complicada e sua solu-
¢do requer algoritmo maiores e mais complexos. Aqui estdo alguns
exemplos de algoritmos do dia a dia. Vocé pode encontrar muito mais
no seu livro de cozinha, no seu carro ou nos manuais dos seus eletrodo-
meésticos.

Vamos examinar um algoritmo para cozinhar um ovo-de-trés-
minutos. Aqui estdo as etapas:

1. Pegue uma panela

2. Encha-a de agua

3. Ligue o fogac

4. Coloque a panela no fogao

5. Deixe a agua ferver

6. Coloque um ovo na édgua fervendo

7. Marque 3 minutos no relégio

8. Quando o despertador tocar, retire o ovo
9. Desligue o fogao.



"“"Demonstrarei o
algoritmo do
ovo-de-trés-minutos.”’ 131



Este algoritmo parece direto, mas se ele fosse executado como um pro-
grama por um robé computadorizado, ele teria que ser muito mais
preciso. Por exemplo, precisariamos especificar exatamente qual pa-
nela usar, e a quantidade exata de agua a ser colocada na panela.

A maioria dos algoritmos apresentados nos livros comuns assu-
mem que o usudrio tenha um conhecimento anterior técnico e cul-
tural especifico: e eles sao, na maioria das vezes, incompletos. Em ou-
tras palavras, eles assumem que o usudrio possa “ler nas entreli-
nhas”, Por isso é que exislem manuais tao dificeis de compreender!

Nao cometeremos o mesmo erro aqui. Nossos algoritmos serao
completamente especificados para tornarem-se programas utiliza-
veis.

Aqui-esta um ultimo exemplo: um algoritmo para dar partida em
um carro. Se assumirmos que o carro funciona perfeitamente, o al-
goritmo é muito simples:

1. Inserir a chave na ignicgao.

2. Girar totalmente a chave para a direita.

3. Soltar a chave enquanto aperta suavemente o pedal do acele-
rador.

No entanto, sabemos que € possivel que o carro nao ligue. Isto por-
que ha outros fatores envolvidos, como temperatura ou as condicgoes
mecanicas da maquina. Preparar um algoritmo completo para ligar
um carro sob qualquer condi¢ao exigira varias paginas, caso se queira
prever todas as coisas que podem sair erradas.

Ligar um carro é
um interessante algoritmo




No dia a dia podemos, algumas vezes, simplificar as etapas de um
algoritmo. Mas num programa de computador, isto é impossivel. Um
algoritmo tem que ser correto (exato) e completo. Quando projetamos
um algoritmo para uma solu¢ao de computador, devemos ser comple-
tos e antecipar cada fato razoavel que possa acontecer, ou nosso pro-
grama pode, eventualmente, falhar, O sucesso de um programa re-
guer uma atitude especial: vocé deve continuamente duvidar do que
faz, sempre supondo que possa estar errado ou incompleto.

Nuneca assuma que uma entrada esteja certa. Cheque-a e verifi-
que-a. Sempre admita a possibilidade de erros. Ilustraremos estas
consideracgoes mais tarde, neste capitulo, quando examinarmos um
caso real.

Em suma, para automatizar a solugao de um problema, escrevendo
um programa de computador, comece preparando um algoritmo. O al-
goritmo final deve ser perfeito, apesar de que, no comego, ele rara-
mente o é. De fato, no inicio, vocé provavelmente projetara uma solu-
¢ao aproximada (isto é, um algoritmo tosco), entido continuara a aper-
feicoar o algoritmo o quanto quiser, até que ele alcance o estado em
que vocé o considerara perfeito. Tenha sempre certeza de que seus al-
goritmos estao completos, anties de comegar, efetivamente, a escrever
as instrucoes.

Lembre-se, o algoritmo
é criaclo para trabalhar!
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“Sou o fluxograma.
Quero ajuda-lo.

Por favor, use-me.”’
AN S S T e Y T W LN

Fluxograma

Assim, projetamos um algoritmo. O pensamento que agora vem a
mente é: Vamos traduzi-lo rapidamente em um programa BASIC e
executa-lo. Errado. Ha ainda mais uma etapa que pode economizar
horas do tempo de programacio: é o chamado fluxograma. Se vocé
omitir este passo, provavelmente escrevera um programa que nao
funcionar4, e perdera muito mais tempo, mais tarde, tentando corri-
gi-lo — com pouca garantia de sucesso. Em contrapartida, se vocé fi-
zer um bom fluxograma, escrever um programa é apenas um simples
passo a mais.

Um fluxograma é simplesmente uma representacao grafica, mos-
trando uma seqiiéncia de eventos. A figura 8.1 mostra um fluxogra-
ma das etapas envolvidas em “cozinhar um ovo-de-trés-minutos”.

Como vocé pode ver, este fluxograma é uma representacao grafica
do algoritmo que ja apresentamos. Neste caso, cada retangulo do flu-
xograma representa um passo do algoritmo. O propésito do fluxogra-
ma é mostrar toda a seqiiéncia de etapas. Mais tarde, quando vocé se
familiarizar com o fluxegrama, vocé podera omitir a etapa do projeto
do algoritmo e comecar diretamente com o fluxograma, ja que o fluxo-
grama é, exatamente, a representagao do algoritmo.



INicio

Pegue uma panela

Encha de agua

|

Ligue ° fogao

Coloque a panela
no fogéo

Ferva a agua
na panela

Cologue o ovo
na panela

Ligue o
despertador

!

Espere 3 minutos

Desligue o fogac

Figura 8.1

Cozinhando um ovo-de-trés-minutos

5 Diga-me a data de hoje 1
il
Y
Qual é o dia 2
(Este é um erro) do seu aniversario?

4
\lv
e Idade =
. Idndy B 5 este ano - ano do 6
- esto ano — ano do nascimento nascimenta — 1
|

Ca > CD

Figura 8.2 Fluxograma para célculo da idade

Figura 8.3 Losango (simbolo da decisao)

No caso de um algoritmo tdo simples quanto o da preparacao do
ovo-de-trés-minutos, o fluxograma nao é muito atil, e pode ser dispen-
sado. O verdadeiro valor do fluxograma aparece quando vocé comeca
a planejar algoritmos mais complexos que envolvem muitas escolhas
e decisoes.
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Vamos agora projetar um novo programa que pergunte por su
data de nascimento, a data de hoje e entao calcule a sua idade. O al-
goritmo € 6bvio. O fluxograma é mostrado na figura 8.2. O losango no
fluxograma indica um teste, isto é, uma escolha na seqiiéncia. Neste
ponto, para facilitar a.conversao do fluxograma em um programa,
certifique-se de que cada escolha tenha apenas dois resultados ou res-
postas: “sim” ou “nao”. Indique as setas adequadamente. Agora exa-
mine a figura 8.2 e verifique que cada seta saida do losango seja indi-
cada com “sim” ou com "néao”, dependendo do resultado do leste (veja
a figura 8.3)

Em geral, ha trés maneiras como as setas podem ser desenhadas,
como mostra a figura 8.4. Vocé pode selecionar qualquer maneira que
preferir. O propasito de sua selecao sera simplesmente o de facilitar a
leitura de seu fluxograma. A posicao das setas, do “sim” e do "nao”,
pode ser livremente Lrocada; em outras palavras, o “sim” pode ficar a
direita, se vocé preferir.

Vamos voltar a figura 8.2, ao fluxograma que calcula a idade, e
examinar o algoritmo que ele representa.

O fluxograma
e o rellexo do

algoritmo
el e =)
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Sim Tosth Nao
1
Sim Teste Nao
Nao
2

Figura 8.4 As Irés maneiras
de saida as setas

lucesso

Figura85 Um outrosim-
bolo para a caixa de decisao

..
&

Primeiro é requisitada a data de hoje. Este passo corresponde ao
primeiro retangulo no fluxograma (indicado como 11. O segundo re-
quisito é sua data de nascimento. Este € o retangulo indicado como 2
no fluxograma.

Em seguida devgmos verificar se a data de nascimento ¢ anterior a
data de hoje. Se o valor da data de seu aniversario é maior do que o
valor da data de hoje, um erro sera reconhecido e o processo tera que
ser recomegcado. Caso contrario, a data de aniversario sera assumida
como valida. Este passo corresponde ao losango (indicado como 3) no
fluxograma. Para ser ainda mais aperfeicoado, rejeitariamos ainda
idades que resultassem em 150 anos ou ais, desde que tal idade nao
possa ser valida. No entanto, aceitar esta idade nao cria sérios efeitos
adversos. Por conseqiéncia pode nao valer a pena o trabalho de che-
céd-la com tal objetivo.

No losango 4 do fluxograma, determinamos se 0o més de sua data de
nascimento é menor do que ¢ més corrente. Se for, seu aniversario
neste ano ja passou e sua idade pode ser calculada (no retangulo 5 do
fluxograma) como a diferenca entre ano corrente e o de seu nasci-
mento. Por exemplo, se vocé nasceu em fevereiro de 1946 e nos esta-
mos em margo de 1984, sua idade é: 1984 — 1946 = 38.

Caso contrario (este é o retangulo 6 do fluxograma), sua idade é cal-
culada como: o0 ano corrente menos o ano de seu nascimento, menos 1.
Por exemplo, se vocé tiver nascido em junho de 1942 e estivermos em
marco de 1984, sua idade seria 1984 — 1942 — 1 = 41, Para manter
simples o exemplo, nds nio checamos o dia do més. Adicionaremos
este aperfeicoamento mais tarde.

Os passos para o algoritmo devem estar agora bem mais claros. Va-
mos examinar os simbolos do fluxograma.

Os Simbolos do Fluxograma

No {luxograma os retangulos sao usados para calculos e agoes diretas
que nao envolvem uma decisio como uma entrada ou saida. Os losan-
gos sao usados para testes ou decisoes. Eles devem sempre ter ao me-
nos duas setas saindo. Finalmente, cada algoritmo deve ter um co-
me¢o e um fim. Isto esta definido nas indicacgoes: INICIO e I"IM.

PRINT AB

Pmm.g.n

;

Figura 8.7 Simbolos para PRINT
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Figura 8.6 Simbolos para

NICIO e FIM



PARTE 1 PARTE 2 J

Figura 8.8 Cortando um fluxograma
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Os simbolos usados no fluxograma nao sao uniformemente padro-
nizados. Muitos foram propostos, mas nenhum ganhou aceitacao uni-
versal. O retangulo é sempre usado. O losango, no entanto, pode ser
substituido por outro sem arestas como é mostrado na Figura 8.5.
Além disso, os simbolos INICIO e FIM podem ser colocados em um
circulo pequeno como é mostrado na Figura 8.6. Finalmente, alguns
simbolos especiais podem ser usados para indicar o uso de periféricos
especificos. Por exemplo, uma operacao PRINT pode aparecer de duas
maneiras como é mostrado na Figura 8.7.

Na pratica, vocé nao precisa se assustar com esses simbolos. Um
fluxograma é, simplesmente, uma maneira de visualizar, convenien-
temente, um algoritmo (especialmente quando ele contém varias de-
cisoes). Vocé pode ainda usar simbolos diferentes a sua escolha. No
entanto, é melhor usar os simbolos comuns, para que seus programas
possam ser mais facilmente comparados com outros, de forma que
vocé possa ler e facilmente seguir qualquer outro fluxograma.



Dividindo o Fluxograma

Aqui estd mais uma convengao muito usada. Se um fluxograma tiver
de ser estendido por muitas paginas, vocé pode corta-lo em pedacos.
Classifique cada seta de conexado com um ntmero ou nome, garan-
tindo indicacgoes de entrada para os fluxogramas das outras paginas.
A figura 8.8 mostra um exemplo do uso de niumeros para conectar
setas.

Aperfeicoando o Fluxograma

As instrugées colocadas nos retangulos do fluxograma podem ser es-
critas como lhe aprouver. Elas nao sao instrugoes BASIC. Quando es-

E
0 més de aniversério
i
este més?

y ¥

Idade =D-B . Id.d. =D-B-1

Figura 8.9 Um algoritmo simples

Sim

\

Idade = D-B-1

Figura 8.10 Um fluxograma aperfeicoado
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Se voce pulou o
fluxograma,
provavelmente val

ter problemas
L= s ——

crever seu fluxograma pela primeira vez, vocé pode escrever instru-
¢oes vagas como “diga-me sua data de nascimento”. Mais tarde, vocé
pode aperfeicoar as instrucoes contidas nos retangulos e desenhar um
fluxograma mais detalhado, que seja mais facilmente traduzido para
um programa.

Se vocé sentir qué as instrugoes nos retangulos sao suficiente-
mente precisas para escrever um programa equivalente, nao sera ne-
cessario fazer nenhuma mudanca adicional. Se sentir, no entanto,
que elas sfo vagas ou complexas para serem transcritas diretamente
para um programa, entao vocé pode substitui-la por uma sequéncia
de instrugoes mais detalhadas.

Como exemplo, recorde o fluxograma da figura 8.2, que checa o més
de seu aniversario, mas nao o dia, ao verificar se sua data de nasci-
mento ja aconteceu no més em curso. Vamos aperfeicoar, para que
seja verificado tanto o més gquanto o dia. O segmento que corresponde
ao fluxograma inicial aparece na figura 8.9. O novo, ou o fluxograma
aperfeigoado, é mostrado na figura 8.10.

Na pratica, a maioria das pessoas nao escreve o algoritmo, elas vac
diretamente a fase do fluxograma. Isto é 6timo. No entanto, progra-
madores com alguma experiéncia (ou com quase nenhuma) também
omitem a fase do fluxograma, e comegam escrevendo o programa em
uma folha de papel. Isto é altamente perigoso ¢ um caminho para o
erro. Recomendo que vocé sempre desenhe um fluxograma antes de
escrever qualquer programa. Mais tarde, quando se tornar um pro-
gramador experiente, podera estar apto a dispensar um fluxograma
detalhado e desenhar apenas um esbogo de fluxograma.

Teste Manual

Se voce ja escreveu um [luxograma, teste-o com exemplos reais. Tenha
certeza de que o resultado é correto ou, pelo menos, aparenta ser
correto. E chamado teste manual, em oposicio ao uso do computador.

Por exemplo, volte ao fluxograma que calcula a idade na figura 8.2
e forneca-lhe sua propria data de nascimento e a data de hoje, como
indicado. Ele aponta sua idade correta? Se afirmativo, as coisas vao

- W _f
- | -
.



bem. Se nao, ha algum erro. Agora tente novamente, com valores
diferentes, usando datas de aniversarios que ocorram antes e depois
da data de hoje. Funcionou? Se afirmativo, o algoritmo provavel-
mente esta certo. Se nao, ha um erro. O teste manual é a maneira
mais rapida de se assegurar de que nao ha nenhum erro primario.

Tendo escrito um fluxograma que parece funcionar, teremos alcan-
cado todos os passos previamente necessarios para se escrever um
programa real. Vamos agora escrever o programa.




A Codificagéo

Escrever instrugoes de programas é chamado de codificacao. A pro-
gramagdo se refere normalmente a seqiiéncia total necessaria para
criar um programa, projetar o algoritmo, desenhar o fluxograma,
codificar, corrigir erros e testar. Codificar envolve a tradugao do
contetudo do fluxograma para instrucoes de programa, expressas
numa linguagem de programacio — neste caso, expressa em BASIC,

Isto foi o que aprendemos até agora: aprendemos a traduzir instru-
¢oes, formulas, testes e condigdes em instrugoes BASIC.

A chave para codificar bem é escrever um fluxograma detalhado o
bastante para poder facilmente codificar cada etapa do fluxograma
em algumas poucas instrucoes BASIC. Geralmente, nos primeiros
passos da programacao, cada elemento do fluxograma é traduzido em
algumas instrugoes BASIC, uma ou duas, isto é, ha uma equivaléncia
direta entre os elementos do fluxograma e as instrugoes. Mais tarde,
quando sua habilidade e experiéncia para programar tiver crescido,
vocé estard apto a escrever fluxogramas mais “descontraidos”, onde
cada elemento é codificado em varias instrucoes BASIC.

Apesar da experiéncia, a fase de codificacao é, na maioria das
vezes, aquela que requer o menor tempo na seqiténcia de desenvolvi-
mento de um programa. Testar um programa requer usualmente
muito mais tempo do que a codificagio. Dai a importancia de dese-
nhar um bom fluxograma para poder minimizar erros e tempo de
teste.

Quando codificar um programa, seja preciso, claro e legivel, para
que ele possa trabalhar rapidamente e possa ser facilmente testado
ou modificado.

“Codificar e facil
desde que vocé tenha

um bom Ht.;xc.vg;wma.”'
T T S P e gV O A S T,



Seja Preciso

Escreva suas instrucoes de programa com o maximo cuidado; qual-
quer erro de colocagao de sinais de pontuacao ou simbolos, provavel-
mente ocasionara erros no programa.

©

Seja Claro

Use nomes de variaveis que sejam faceis de lembrar. Deixe intervalos
ou espagos entre os numeros das instrugoes para o caso de querer
inserir outras instrugoes entre elas. Use anotagoes (instrucao REM)
livremente, durante o programa, para dar maior clareza ao que ele
faz.

Entao, até aqui projetamos um algoritmo, desenhamos um fluxo-
grama e escrevemos o programa correspondente. E voceé espera seria-
mente que ele funcione. Nao. Desculpe. Na maioria dos casos, progra-
mas ndo funcionam na primeira vez. Usualmente exigem varias ten-
tativas e muita experiéncia, independentemente de seu tamanho,
para funcionar corretamente. Este é o topico da proxima fase.

Fora com os erros!
Seja preciso,
seyja claro.
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Corrigindo os erros

144

A Correcao dos Erros

Vocé codificou seu fluxograma num programa BASIC. Seu programa
estda ainda no papel. Vocé agora o colocaria na memoria de seu
computador, digitando “RUN”, fazendo tudo para que ele funcione.
Isto é chamado de feste e correcao de erros. Em inglés, debugging. Os
erros sao conhecidos em inglés como bugs. Em portugués, usa-se o
termo debugar um programa, ou seja, corrigir-lhe os erros. Cada vez
que vocé encontrar um erro, deve corrigi-lo e entao “RUN" nova-
mente o programa. Mesmo se tiver sido cuidadoso na codificagao do
programa, um longo programa raramente funciona corretamente.
Felizmente, seu intérprete BASIC ajudara vocé a diagnosticar
alguns problemas. Se seu programa contém um tipo de erro que pode
ser detectado pelo intérprete, a execucio do programa sera interrom-
pida logo depois que vocé digitar RUN e o intérprete dara a vocé um
diagnostico como “ERRO DE SINTAXE na linha 84”. O intérprete,
antes de tudo, ajudara a detectar erros de sintaxe (o uso ilegal de
simbolos ou operacées), Infelizmente, ele nao ajudara a detectar os
erros mais perigosos: os erros de logica e de projeto. Esta responsabili-
dade é sua. Esta é a razao para vocé inveslir tempo em desenhar
cuidadosamente seus fluxogramas. Também é por isso que cada vez



O intérprete ajuda
na diagnose dos
erros de sintaxe
e e e T

que um nimero é fornecido a um programa, ou gerado por ele, deve
ser validado o seu aleance. Na eventualidade de seu programa conter
um erro ldgico, esta técnica o ajudara a isolar a secao do programa que
contém o erro.

Usualmente, no caso de um programa simples, alguns erros tipo-
graficos serao detectados pelo intérprete BASIC. Vocé os corrigira e
seu programa funcionard. Devera ser assegurado que ele funcione
corretamente, testando-o para varios casos ou valores; seu programa
pode conter erros logicos. Na maioria dos casos, no entanto, vocé fara
com que seu programa funcione corretamente.

Sugestoes Praticas

Aqui esta uma sugestdo pratica: vocé deveria inserir instrucoes
PRINT adicionais durante o programa, para verificar os valores-
chave ao longo da execugao. Isto 0 ajudara a detectar valores estra-
nhos e a isolar as instrugoes que os causaram. Aqui esta um exemplo
de PRINT que vocé pode inserir:

1235 PRINT “TESTE PARA VALOR MEDIO E"; MEDIA

Assim, se o programa funcionar vocé pode remover essas informacoes
PRINT extras. Esta técnica é chamada de rastreio de uma varidvel.
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Como outra sugestao pratica, a qualquer momento que seu progra-
ma seja interrompido automaticamente ou por intervencao do intér-
prete, vocé deve usar o modo de execu¢ao imediata para verificar o
valor das diferentes variaveis do seu programa. Por exemplo, vocé
pode digitar:

= PRINT MEDIA
e, entao:
> PRINT SOMA

para checar o valor corrente dessas duas variaveis.

A chave de uma corregao de erros bem-sucedida é experiéncia e
muita previdéncia. Da proxima vez, gaste muito mais tempo proje-
tando o programa e o fluxograma e vocé gastara menos tempo corri-
gindo erros.

Entao, seu programa funcionou corretamente. Vocé acha que ele
estda correto e nao quer mais mexer nele. No entanto, pode-se encon-
trar um erro mais tarde, ou vocé pode usa-lo novamente ou reparti-lo
com outra pessoa. Para fazer um programa reutilizavel sera neces-
sario mais um passo: vocé deve documentar o programa para que
sempre se lembre daquilo que ele faz.

Documentacao

Vocé terminou de projetar e codificar um programa. Vocé ja esta
familiarizado com sua operacao e com o que cada instrugao faz. Vocé
ficara surpreendido em descobrir o quao rapidamente vocé esquecera
sua funcao e como é dificil 1é-lo ou entendé-lo mais tarde. Se vocé
pretende utiliza-1o de novo ou corrigir erros encontrados mais tarde, é
vital que o clarifique pronta e completamente. Isto nao so significa
limpa-lo, como documentar tudo que possa requerer uma explanacao
em manuais ou em instrucoes REM dentro do programa.

Aqui estd um sumario das técnicas descritas para clarificar o
programa.

Use um layout claro: Secoes separadas por linhas em branco ou
instrugoes vazias. Use, para maior clareza, alinhamentos ou dentea-
¢oes. Vocé pode querer usar numeros de linha que tenham todos o
mesmo comprimento. Desta maneira, todas as instrucées do progra-
ma serao alinhadas verticalmente. Adicionalmente, cada vez que
vocé usa a instrucao FOR ... NEXT serd uma boa idéia dentear o bloco
de instrugoes que estao incluidas entre o FOR e o NEXT.



Use também espacos livremente, para clarificar instrugoes com-
plexas, em particular aquelas que contém expressoes matematicas.
Use parénteses para clarificar o resultado de um calculo.

Explique o que vocé faz: Use a instrucao REM para explicar for-
mulas, testes, nomes ou convencoes. E também uma boa idéia provi-
denciar uma pequena explanagao escrita para quaisquer métodos ou
técnicas que vocé esteja usando, que nao sejam dbvios ou que nao
sejam descritos pela instrugao PRINT no programa,

Limpe o fluxograma: Produzir um fluxograma limpo ou uma série
de fluxogramas que correspondam exatamente ao seu programa. As
vezes, durante o processo de correcao de erros, vocé pode querer
mudar no ultimo minuto e fazé-lo diretamente no programa. Asse-
gure-se de que isto refletiu-se no fluxograma original ou vocé encon-
trard muitas dificuldades para mudar ou corrigir seu programa mais
tarde.

Documente seu programa
R N R T Y T e e U
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Renumere suas linhas: As vezes, no processo de correcao do progra-
ma, isto é, na fase de remocao de erros, vocé pode precisar inserir
instrucoes adicionais. Se vocé acha que seu programa esta correto, é
uma boa idéia renumerar as linhas para que todos os numeros de
linhas estejam regularriente espagados. Tal procedimento facilitara,
mais tarde, mudancas no programa. Programas especiais que renu-
meram um programa inteiro estao disponiveis no mercado. Se tal
disponibilidade nao existe, pode ser uma boa idéia perder algum
tempo renumerando instru¢oes para obter uma seqiiéncia clara. Isto
é uma conveniéncia, nao uma obrigacao.

Sumario

Neste capitulo, descrevemos os cinco passos de um programa aca-
bado: projeto, fluxograma, codificagao, corregao de erros e documen-
tacao. Vamos reveé-los.

Cada programa requer o projeto de um algoritmo. O algoritmo
deve ser projetado no minimo mentalmente, se nao no papel. O
algoritmo deve ser eshogado como uma série de formulas ou notas
descrevendo os passos essenciais.

O passo seguinte é desenhar o fluxograma que descreva a seqiién-
cia completa de eventos. Considera-lo como um passo obrigatorio
para qualquer programa que envolva mais do que algumas linhas.
Lembre-se: quanto mais cuidadosamente vocé projetar seu fluxogra-
ma, maior sera sua chance de ter um programa correto.

O passo seguinte é codificar. O fluxograma é traduzido em instru-
¢oes BASIC. Praticar, acelerara consideravelmente esta fase. De fato,
a fase de codificacao rapidamente se transforma na fase mais curta.

Em seguida, vem o teste e a corre¢ao de erros. Esta fase é sempre
necessaria, muitas vezes é a fase mais longa. Cada programa deve ser
cuidadosamente checado.



Finalmente, a qualidade da documentacao facilitara ou impedira o
uso future ou as mudancas do programa.

Exercicios

8-1: Descreva as cinco fases de desenvolvimento do programa.

8-2: Qual e a diferenga entre codificar e programar?

8-3: Qual é o proposito da corregédo de errds?

8-4: Como vocé rastreia uma vanavel?

8-5: Por que renumerar um programa apos fazer muitas mudangas?

8-6: O que é um fluxograma?

8-7: Escreva um fluxograma para ligar seu carro ou operar um eletrodomestico
8-8: Quais sdo as vantagens de um programa escritc com clareza?

8-9: Descreva as técnicas que podem ser usadas para clarear um programa
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e Caso:
) Metrica

Agora desenvolveremos um progra-
ma completo e o descreveremos a
cada passo. Aqui esta um problema
para ser resolvido. Precisamos escre-
ver um programa que possa conver-
ter automaticamente um peso ex-
presso em oncas em seu valor equi-
valente em gramas. Este programa
tanto pode converter um numero di-
gitado no teclado, como imprimir
uma tabela de conversao de pesos
para 0s numeros existentes entre
dois valores especificados.
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O Projeto do Algoritmo

A seqiiéncia simples de passos que seguiremos para solucionar este
problema é bastante direta. Perguntaremos ao usuario o que ele (ou
ela) quer (uma simples,conversao ou uma tabela de valores) e, entao,
procederemos & agao solicitada. Este é o nosso algoritmo simples. Va-
mos aperfeigoa-lo.

Umaonga éigual a 28.35 gramas. A conversao de oncas em gramas
é geralmente realizada pela seguinte formula:

P gramas = P oncas X 28.35
0Ol, em resumo:

Pg = Pon x 28.35
Aqui esta o algoritmo basico:

p Especificar se é conversao simples ou tabela

p Se for conversao, requisitar peso em ongas

p Converter em gramas (usando a formula acima) e mostrar o re-
sultado

p FIM

p Se tabela, pedir o peso maximo em ongas

p Converter em gramas e mostrar os resultados até o limite de
tabela

p FIM

Na pratica, nao ha necessidade de escrever o algoritmo, desde que
vocé prepare um fluxograma.

O Fluxograma

Na preparacao do fluxograma, precisamos, em primeiro lugar, saber
0 que 0 usudrio quer que o programa execute: uma conversao simples
ouuma tabela de valores. Aqui esta o elemento correspondente ao flu-
xograma:




Este é um elemento de decisiao com duas saidas possiveis (isto é, ra-
mos): CONVERSAO ou TABELA.

Vamos primeiro examinar a CONVERSAOQ. O usuario quer con-
verter um peso simples de on¢as em gramas. Devemos requisitar o
valor do peso. Aqui esta, no fluxograma, a entrada correspondente:

{Conversao)

- Peso requisitado

{em ongas)

'

Podemos, agora, converter este valor em gramas. No entanto, va-
mos aperfeicoar o fluxograma, imediatamente. Como precaucao, vali-
daremos o valor suprido pelo usuario, checando o quanto ele é razoa-
vel ou nao. Aqui estd a maneira como nosso fluxograma aparece com
essa validade adicional.

Conversagd

!

Peso requisitado
‘{em ongas}

A 4

Diagnéstico Razodvel?

Sim

Note que adicionamos um elemento para checar se a entrada é razoa-
vel. Se for razoavel, prosseguiremos. Se nao, um diagnéstico como
“entrada ndo razoavel, tente novamente” é acionado, e o programa re-
quisita um novo valor para o peso.
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Agora nés temos um valor valido para o peso. Vamos converté-lo
em gramas. Isto é obtido como se segue:

!

Py = Pon 2835

I

Podemos agora mostrar o resultado. Isto é executado pelo elemento
seguinte:

)

Imprima P,

:

A conversao simples agora esta feita. Terminariamos aqui esta
parte do fluxograma. No entanto, vamos acrescentar uma caracteris-
tica cenveniente e perguntar ao usuario se ele quer fazer uma outra
conversao. Isto é obtido pelo elemento seguinte:

Mais uma
conversiao?



O simbolo de decisao com a seta a esquerda indica que esta seta seri
conectada ao comeco do fluxograma. Até esse ponto, nosso fluxogra-
ma estd assim:

™
| INiCIO ’

{Converséo)

._‘Pe_so requisitado
- {em ongas)

' Diagnostico |

Pg = Pon x 2835

:

 Imprima Pg

Sim Mais uma

conversao?

Vamos agora voltar ao nosso primeiro elemento de decisao e exa-
minar 0 que acontece quando o usuario quer executar uma tabela ou
tabua de valores. Esta é a opgao “tabela” no alto do fluxograma.
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Devemos conhecer o valor maximo a ser convertido. Isto é obtido
pelo elemento seguinte:

— rrsbei:n

Requisitar numero
maximo de ongas
(MAX)

X ¢

Novamente, por segurancga, checaremos se este nimero é razoavel:

Como antes, o programa nao prosseguira, até que um valor razoavel
para MAX seja fornecido pelo usuario.

Quando um valor razoavel for fornecido, podemos prosseguir e
mostrar uma tabela que converta oncas em gramas até o limite dese-

jado.

Imprima cabegalho

Imprima valores
de peso em ongas
e gramas ate o
MAX.

:

Finalmente, vamos acrescentar a mesma caracteristica de conve-
I niéncia que usamos no caso de conversao unica, ou seja, perguntar ao
usudrio se ele gostaria de executar mais uma conversao.

Mais uma
conversao?
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Requisitar o
Requisitar peso nuamero maximo
{em ongcas) 2 3 de ongas
AMAX)
2 s Nio Nao
Diagnostico Razodvel? 9 8 Razoavel? Diagnostico
Sim Sim
Pg = Pon x 28.35 4 9 “ble:“‘:
Imprima os valores
Imprima Pg 5 10 de peso em ongas
e gramas até o MAX
Sim Mais uma 6

conversao?

Figura 9.1 Fluxograma de conversao
de peso

A figura 9.1 mostra o fluxograma completo. Este fluxograma é ti-
pico. Os contetdos dos elementos sao, de alguma forma, escritos “li-
vremente”. Alguns dos elementos no fluxograma foram codificados
em apenas uma ou duas instrucoes BASIC, enquanto outras reque-
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rem muito mais. No entanto, é a sequéncia que conta. O fato de que
alguns elementos podem ser mais detalhados do que outros nao tem
importancia. Lembre-se de que a seqiéncia do fluxograma deve ser
exata, mas os detalhes podem ser escritos da maneira que for mais
conveniente para vocé. Nao ha necessidade de perder uma porcao de
tempo dissecando o cortteudo dos elementos, desde que vocé sinta que
pode codificd-lo de uma maneira direta e objetiva.

O fluxograma deve simplesmente ser claro e facil de ler: Um fluxo-
grama claro e bem organizado aumenta as suas chances de escrever
um programa correto.

Para completar, aqui estao alguns refinamentos ou alternativas,
que vocé pode considerar:

B Vocé pode explanar em detalhes a maneira como vocé checara o
peso para a “razoabilidade”. (Aqui simplesmente checaremos
se Pon é um nimero positivo.)

B Vocé pode ser mais explicito sobre o diagnéstico e sobre os dia-
logos.

Em geral, a adverténcia é: simplifique. Faca exatamente o sufi-
ciente para que:

1. A seqiiéncia de passos seja correta e completa.
2. Vocé entenda cada elemento e saiba facilmente como converté-
lo em instrugoes de programas.

Quanto mais simples o contetido dos elementos mais claro sera o

fluxograma. Aplicando essas adverténcias, podemos simplificar o flu-
xograma, escrevendo:

{

_Imprima cabegalho

| e §

Imprima valores de
Imprima tabela peso em ongas e

gramas ate o MAX

Ambas as opgoes sao corretas. Use aquela em que vocé se sinta
mais confortavel. Aqui decidi sugerir os passos dos programas mais

desenvolvidos e conseqlientemente fiz o contetudo dos elementos do
fluxograma mais explicito.



{Conversao)

Vocé pode sempre reescrever o conteudo de um elemento ou qual-
quer parte do fluxograma que queira, em um pedaco de papel separa-
do, para facilitar a codificacao ou para tentar uma outra alternativa.

Agora que temos um fluxograma, vamos testa-lo manualmente
com numeros reais, para ter certeza de que ele funciona. Esle proces-
s0 de checagem a mao é ébvio, portante, vamos adiante.

A Codificacao

Agora escreveremos um programa que corresponde ao nosso fluxo-
grama. Para facilitar a leitura do programa, assumiremos que o seu
intérprete BASIC permite nomes de varidveis longos (nomes que
usam mais do que uma letra) e operagoes com ponto flutuante (isto é,
permite o uso de niimeros decimais).

Se nao for este o caso, vocé deve simplesmente encurtar os nomes
das variaveis. Se o seu BASIC é um BASIC de ntimeros inteiros (nao
numeros fracionados), o programa funcionara, mas a conversao sera
apenas aproximada.

Vamos agora codificar cada elemento do fluxograma em insirucoes
BASIC correspondentes.

Aqui esta o elemento 1 do fluxdgrama.

{Tabelal

Aqui estao as instrugdes correspondentes do programa:

100 REM *** CONVERSAQ DE ONCAS EM GRAMAS ***

110 REM ESTE PROGRAMA EXECUTA OU UMA CONVERSAQ
DIRETA

120 REM OU IMPRIME UMA TABELA DE VALORES

130 REM PRIMEIRO ESPECIFIQUE O MODO DE CONVERSAO: DIRE-
TA OU TABELA.

140 PRINT “QUERO CONVERTER ONCAS EM GRAMAS"

150 PRINT “SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE
DIGITE Vv.”

160 PRINT “SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES
DIGITE T."

170 PRINT “SUA ESCOLHA (V QU T);

180 INPUT ESCOLHAS

190 IF ESCOLHAS = "V THEN GOTO 300

200 REM ROTULO 300 E A CONVERSAOQO DE VALOR

210 IFESCOLHAS = “T" THEN GOTO 500
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160

220
230

240
250

REM ROTULO 500 E A TABELA DE CONVERSAQ

REM SE O CARACTERE NAO FOR V OU T A ENTRADA NAO E
VALIDA.

PRINT “¥ OU T POR FAVOR:""

GOTO 170

Como vocé ja esta experiente, ja é capaz de ir diretamente do ele-
mento 1 do fluxograma para a instrucgao do programa correspondente.
No entanto, no comego, vocé precisara escrever embaixo uma versao

detalhada do primeiro fluxograma. Aqui esta a versao detalhada do
elemento 1.

Y

Explanacao
do
programa

]

Explanacaoc da
escolha de opcoes

\

Diagnostico:
VouT, por favor

Olhando para essa versao detalhada, repare como proximamente,
o fluxograma corresponde as instrucées BASIC. Em suma, note que
introduzimos um ?este de validade para “ESCOLHA$”. Nés nao va-
mos simplesmente assumir que o usuario coopere e digite “V” ou “T".
Cheque-o. Lembre-se de que cada vez que vocé requisitar uma entra-
da (INPUT) vocé deve valida-la.

O resto é mais simples. Vamos converter o elemento 2:



{Conversdo)

}

‘Requisitar peso 1
J

{em ongas)

!

As instrugoes correspondentes sao:

300 REM *** CONVERSAOQ DE VALOR ***
310 PRINT “DIGITE O PESO EM ONCAS...";
320 INPUT PON

Note que poderiamos também escrever:

310 INPUT “DIGITE O PESO EM ONCAS..."; PON
No caso, decidi separar o PRINT do INPUT para mostrar como as li-
nhas do programa correspondem ao fluxograma. Vocé pode, no en-

tanto, usar qualquer uma das formas.
Vamos prosseguir. Aqui esta o elemento 3:

Razoavel?

Aqui estd seu programa equivalente:
330 IFPON < 0 THEN GOTO 310
340 REM PESO DEVE SER POSITIVO
350 REM PODEMOS ACRESCENTAR AQUIUMA MENSAGEM EXPLI-
CITA
O equivalente para o elemento 4 é:
360 PG = PON * 28.35
e para o elemento 5:
370 PRINTPON; "ONCAS SAO EQUIVALENTES A”; PG; "GRAMAS"

e para o elemento 6:

161



410

420
430
440
450
460
470

PRINT “VOCE QUER CONVERSAO NOVAMENTE? S PARA SIM,
N PARA NAO;”

INPUT NOVAMENTES$

IF NOVAMENTES = “S” THEN GOTO 150

IF NOVAMENTES = “N" THEN END

REM ENTRADA NAO FQI SEM S QU N..DIGA AO USUARIO

PRINT "'S OU N, POR FAVOR"

GOTO 380

Se o que estd acima nao esta claro para vocé, aqui estd o fluxograma
equivalente detalhado:

!

v

 Mensagem:
“Uma outra conversao”

v

Resposta

~ Diagnéstico para
@ Tesposta errada

Vamos agora olhar para o lado direito do fluxograma na figura 9.1.
Aqui esta o equivalente ao elemento 7:

520
530
540
550

PRINT "EXECUTAREI UMA TABELA DE CONVERSAQ"
PRINT “DE ONCAS PARA GRAMAS"

PRINT “DIGA ME O NUMERO MAXIMO PARA ONCAS:";
INPUT MAX

E para o elemento 8:

560

570
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REM MAX DEVE SER IGUAL OU MAIOR DO QUE 1.
SE NAO, ELE E REJEITADO
IF MAX<21T THEN GOTO 540



Para maior clareza, vamos omitir uma linha na execucao, antes de
imprimirmos a tabela:

580 PRINT

Lembre-se: é um PRINT vazio. Ele executa uma linha em branco.
Agora, aqui esta o equivalente ao elemento 9:

590 PRINT “ONCAS", “"GRAMAS"
Note que usamos uma virgula, ao invés de um ponto e virgula, para

deixar um espago agradavel entre as colunas.
I aqui esta o elemento 10:

600 =1
610 PRINTI, | *28.35
620 [=1+1

630 IFl<= MAX GOTO 610
Finalmente, aqui esta o elemento 11:
650 GOTO 380 .
O elemento 11 é o mesmo do elemento 6; entao podemos simplificar

nosso programa pulando (GOTO) para instrucio do elemento 6.
Aqui esta o fluxograma (corrigido) correspondente:

. INiclo

i o . Imprima valor de
. ImprimaPg peso em ongas e
s i gramas ate MAX

Sim

 Maisuma ™

_conversao?
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O programa completo é mostrado a seguir:

100
110
120
130

140
150

160

170
180
190
200
210
220
- 230

240
250
260
270
300
310
320
330
340
350
360
370
380
390
400
410

420
430
440
450
460
470
480
490
500
510

REM *** CONVERSAO DE ONCAS E GRAMAS ***

REM ESTE PROGRAMA REALIZA UMA CONVERSAQ DIRETA

REM OU IMPRIME UMA TABELA DE VALORES

REM PRIMEIRO, ESPECIFIQUE O MODO DE CONVERSAOQ: DIRE-
TA OU TABELA

PRINT “QUERO CONVERTER ONCAS EM GRAMAS™

PRINT “SE VOCE QUER CONVERTER UM VALOR DIRETA-
MENTE, DIGITE V*

PRINT "“SE VOCE QUER IMPRIMIR UMA TABELA DE CONVER-
SAOQ, DIGITE T”

PRINT “SUA ESCOLHA [V OU T]";

INPUT ESCOLHAS

IF ESCOLHAS = "V THEN GOTO 300

REM ROTULO 300 E VALOR DA CONVERSAQO

IF ESCOLHAS = “T" THEN GOTO 500

REM ROTULO 500 E TABELA DE VALORES

REM SE O CARACTERE NAO FORV OU T, A ENTRADA NAO E
VALIDA

PRINT “V OU.T, POR FAVOR:";

GOTO 170

REM

REM

REM *** CONVERSAQO DE VALOR ***

PRINT “DIGITE O PESO EM ONCAS ...";

INPUT PON

IF PON<0 THEN GOTO 310

REM PESO DEVE SER POSITIVO

REM PODEMOS ACRESCENTAR AQUI MENSAGEM EXPLICITA

PG = PON * 28.35

PRINT PON; “ONCAS SAO EQUIVALENTES A ;P; "GRAMAS"

REM

REM *** MODULO DE SAIDA ***

PRINT

PRINT “VOCE QUER UMA OUTRA CONVERSAQO? S PARA SIM, N
PARA NAO:"

INPUT NOVAMENTES

IF NOVAMENTES = “'S"” THEN GOTO 150

IF NOVAMENTES — “N" THEN END

REM ENTRADA NAO E S NEM N. DIGA AO USUARIO

PRINT “S OU N, POR FAVOR"

GOTO 380

REM

REM

REM *#** TABELA DE CONVERSAQ **

REM REQUER O LIMITE MAXIMO



520 PRINT “QUERO EXECUTAR UMA TABELA DE CONVERSAQ"

530 PRINT “DE ONCAS PARA GRAMAS"

540 PRINT “DIGA ME O NUMERO MAXIMO DE ONCAS:";

550 INPUT MAX

560 REM MAX DEVE SER IGUAL OU MAIOR QUE 1. SE NAO, E RE-
JEITADO

570 IF MAX<1 THEN GOTO 540

580 PRINT X

590 PRINT “ONCAS”, “GRAMAS"

600 =1

610 PRINTI, | * 28.35

620 | =1+ 1

630 IF <= MAX GOTO 610

640 REM | E AGORA>MAX. ESTE E O FIM DA TABELA

650 GOTO 380

660 END

Algumas melhorias foram acrescentadas. Por exemplo: varios REMs
foram acrescentados para maior clareza (veja instrugoes 260, 270,
300, 380, 390, 480, 490, 500).

Outras melhorias podem ser feitas. Por exemplo: as instrugoes 600
e 630 podem ser substituidas por uma instrugao FOR ... NEXT. Isto
pode melhorar a legibilidade, mas a custa de um duro trabalho.

s -

.

g | embre-se. qualquer
" mwudanca que voce fizer

pode gerar novos erros!
T e ey e U e T



Lembre-se: qualquer mudanga que vocé introduza para fazer fun-
cionar um programa pode levar a novos erros. Mude seu programa
apenas se houver um claro beneficio.

Agora temos um programa completo. Vamos tentar usa-lo.

W

O Teste

Vamos executar (RUN) o programa. Aqui esta uma amostra:

f 3
RUN

QUERQ CONVERTER ONCAS EM GRAMAS

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T
SUA ESCOLHA [VOU TI? V

DIGITE O PESO EM ONCAS ..? 3

3 ONCAS SAO EQUIVALENTES A 85.05 GRAMAS

Aqui esta uma outra:

"

%ce QUER UMA OUTRA CONVERSAO? S PARA SIM, N PARA
NAQ:? § H

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,

DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T

SUA ESCOLHA [VOUTI? T

QUERO EXECUTAR UMA TABELA DE CONVERSAOQ

DE ONCAS EM GRAMAS

DIGA ME O NUMERO MAXIMO PARA ONCAS:? 4

ONCAS GRAMAS
1 28.35
2 66.7
3 85.05 .
! gl 113.4 A
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Nosso programa parece funcionar tanto para conversao simples como
para tabela.
Vamos tentar engana-lo:

i e
VOCE QUER UMA CONVERSAO? S PARA SIM, N PARA NAQ:? S
SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITET
SUAESCOLHA [VOUT|? V

V OU T POR FAVOR: SUAESCOLHA[VOUT]? V

DIGITE O PESO EM ONCAS .7 7

7 ONCAS SAO EQUIVALENTES A 198.45 GRAMAS

\ J

Vamos tentar a opcao repetida:

4 “
VOCE QUER UMA OUTRA CONVERSAQ? S PARA SIM, N PARA
NAO:? 8

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T
SUAESCOLHA [VOUT]? V

DIGITE O PESO EM ONCAS ...7 85

85 ONCAS SAO EQUIVALENTES A 2409.75 GRAMAS

VOCE QUER UMA DUTRA CONVERSAO? S PARA SIM, N PARA
NAO:? S

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T
SUAESCOLHA [VOU TI|? V

DIGITE O PESO EM ONCAS ..7 25

2.5 ONCAS SAO EQUIVALENTES A 70.875 GRAMAS

VOCE QUER UMA OUTRA CONVERSAO? S PARA SIM, N PARA
NAQ:? S

SE VOCE QUER CONVERTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T
SUA ESCOLHA [V OU T? V '

DIGITE O PESO EM ONCAS ...? 3.1

3.1 ONCAS SAO EQUIVALENTES A 87.885 GRAMAS 4

\&
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Vamos tentar engana-lo de novo:

y
-
VOCE QUER UMA OUTRA CONVERSAQ? S PARA SIM, N PARA
NAO:? 8
SE VOCE QUER CONVEﬁTER UM VALOR DIRETAMENTE,
DIGITE V

SE VOCE QUER IMPRIMIR UMA TABELA DE VALORES, DIGITE T
SUA ESCOLHA [V OU TI? V

DIGITE O PESO EM ONCAS ...?-5

DIGITE O PESO EM ONCAS ...7 0

\ )

Bem, ele parece funcionar. Mas vocé deve realmente testa-lo mui-
tas vezes mais, antes de ficar completamente satisfeito.

Neste caso, fomos bastante cuidadosos — e muito felizes. Nosso
programa funcionou direto na primeira vez.

Sumario

Neste capitulo ilustramos a seqiiéncia completa necessaria para es-
crever um programa que resolva um problema dado. Vocé agora pode
fechar este livro; desenhar seu préprio fluxograma e converté-lo em
um programa que funcione.

A chave do sucesso em programagéo é praticar.
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Exercicios

9.1: Acrescente neste programa a opgao para converter gramas em oncas

9.2: Desenvolva o programa incluindo a conversao de distancia
hl

1 metro = 39.37079 polegadas
1 km = 0.62138 milhas

1 polegada = 25,3995 mm

1 pé = 30.479 cm

1jarda = 0.91438 m

1 milha = 16093149 m

9.3: Desenvolva o programa, incluindo a conversao de temperatura

C=(F-32) x5/9
F=(9/8) xC- 32

9.4: Sugira meios adicionais para aperteigoar ou clarificar seu programa final.
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Vocé agora aprendeu a escrever seu
proprio programa em BASIC. Neste
capitulo examinaremos o proximo
passo que vocé deve dar no sentido
de melhorar suas habilidades de pro-
gramacao. Reveremos o que vocé
pode fazer com o BASIC e, entao, des-
creveremos experiéncias e técnicas
adicionais que podem ajuda-lo a es-
crever programas complexos, mais
facilmente. '




Mealhore suas

habilidades
EEC TR T

O que Vocé Pode Fazer com o
BASIC

Vocé pode escrever um programa BASIC para automatizar muitas
tarefas, a nao ser que ‘elas requeiram calculos matematicos muito
precisos, tomadas de decisoes complexas ou uma resposta muito ra-
pida (como o controle do processo em tempo real). Vocé descobrira que
o BASIC estda bem preparado para aplicacoes simples de negécios;
como processamento de dados, mala-direta e calculos financeiros co-
muns. Com extensoes de linguagem, o BASIC ainda se presta bem
para graficos e jogos.

Outras areas de aplicagao tipicas para o BASIC incluem educacao
computadorizada, arquivo pessoal e de nogdcios, calculos matemati-
cos e técnicos com um grau limitado de precisao, e muito mais. As
aplicacoes sao geralmente limitadas, principalmente pelas habilida-
des ou técnicas de programacao.

Com o conhecimento que adquiriu até agora, vocé esta apto a escre-
ver uma grande variedade de programas BASIC. No entanto, na me-
dida do seu progresso, vocé vai querer melhorar suas hdbilidades e
usar ferramentas de programacgao mais convenientes e poderosas.
Este é o tépico das préximas segoes.
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Aperfeicoando suas Habilidades

Vocé pode dar trés passos essenciais para incrementar suas habilida-

des em BASIC:

i
1. Ganhar mais pratica

2. Obter um conhecimento melhor dos recursos completos
de sua versao particular de BASIC
3. Aprender técnicas adicionais de programacao

Vamos rever um passo de cada vez.

Mais Pratica

A chave do sucesso efetivo em programacao é a pratica: esereva tan-
. tos programas quanto possivel e coloque-os para trabalhar. Desen-
\ ___ {:. volva bons habitos de programacao, seguindo todas as recomendacoes
; apresentadas nesse livro. Se seus programas funcionam consistente-

A %

«= mente, apés apenas algumas tentativas, vocé pode, por s1 mesmo, tor-
o nar-seum efetivo e disciplinado programador. Se nao, reveja seus ha-

bitos, ou talvez releia partes desse livro, e entao pratique um pouco
e S s A e mais. Lembre-se: nao ha outros meios para se tornar um bom pro-
gramador, a nao ser escrevendo muitos programas. Esse livro lhe deu
um comeco, mas nunca pedera ser um substituto para a experiéncia
real.

Caracteristicas Especificas do BASIC

Cada intérprete BASIC prové capacidades especificas, incluindo
instrucoes, comandos, facilidades de simplificaciao, extensoes para o
BASIC padrao, (como graficos e som), e um ambiente gperacional (in-
cluindo comandos para armazenamento em disco ou cassete, facilida-
des para aperfeicoamento, etc...). Vocé pode intensificar sua habili-
dade de programacao, aprendendo essas caracteristicas e facilidades
adicionais. Na secao seguinte, descreveremos as instrucgoes adicio-
nais BASIC encontradas na maioria dos intérpretes. Vocé ganhara,
aprendendo sobre elas.

Técnicas Adicionais

Desde que tenha desenvolvido programas mais longos (digamos,
maiores do que uma pagina), vocé vai querer aprender as técnicas
usuais para resolver problemas comuns tais como: ordenar itens,
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classifica-los, formatar dados, arquivamento e criagao de egtruturas
de dados. Estes topicos estao abordados em livros de programacao.
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Mais BASIC

Cada intérprete BASIC oferece uma longa série de lacilidades
“padronizadas”, além de muitas extensoes que sao especificas do in-
térprete. As facilidddes comuns oferecidas pela maioria dos intérpre-
tes BASIC incluem tudo que ja estudamos, além de seis tipos de ins-
trucao. Apresentaremos uma breve visao de cada wm desses Lipos adi-
cionais. Vocé os estudara por si mesmo, ou com um livro mais avan-
cado. Eles sao:

1. Funcoes: Funcoes siao expressoes embutidas no BASIC (built-in)
ou criadas pelo usudrio (user-defined), que operam sobre uma
varidvel dada, e realizam um calculo ou acio especifica. O BASIC
sempre prové algumas funcoes embutidas tais como: ABS, COS, EXP,
IN, FIX, RND, SGN, SIN, SQR ou TAN. Estas fungées automati-
camente realizarao tarefas comuns.

Fungoes adicionais podem ser definidas pelo usuario. Vamos exami-
nar algumas das fungdes embutidas mais comuns:

p A funcao INT calcula a parte inteira de um numoero decimal
pela eliminacao da parte fracionada do namero. Por exemplo,
INT (1.234) produz o valor 1.

p Similarmente, ABS calcula o valor absoluto. Por exemplo, ARS
(—5,2)éb.

» A funcao SQR calcula a raiz quadrada de um numero. Por
exemplo, SQR (4) produz o valor 2.

Fungoes podem ainda ser definidas pelo usudrio. Uma funcao defini-
da pelo usudrio é essencialmente uma formula escrita pelo usuario,
que tem um nome, opera sobre uma variavel, e pode ser usada no
programa, vérias vezes. Assim, toda vez que o nome da fungao ¢ usa-
do. a férmula é calculada com o valor corrente da varidvel. Esta ¢ uma
forma de simplificar um programa.

Aqui estd um exemplo de uma funcao definida pelo usuario que
calcula 2% de X:

10 DEFFNA (X) = X=2/100
E aqui esta uma maneira de usar esta funcao:

2C PRINT FNA (50)

175



17

A sua execugao imprimira o valor 1.

Vamos olhar estas instrugoes mais detalhadamente. FN quer dizer
funcao, FNA é funcao A, isto é, 0o nome da funcao. X é a variavel "pos-
tica”. X néo tem um valor quando a DEFinicao é escrita. O valor real
ou varidvel é substituido por X ao mesmo tempo em que a funcao é
utilizada; por exemplo: ele pode aparecer como FNA (50).

2. Sub-rotinas: Uma sub-rotina é um grupo de instrucées ao alcance
de um programa BASIC, que tem seu préprio nome e que pode ser
usado repetidamente, simplesmente escrevendo este nome. Assim,
cada vez que o nome da sub-rotina é usado no corpo do programa,
todas as instrugées incluidas na sub-rotina sao executadas, Sub-
rotinas sdo convenientes para executar repetidamente um segmento
do programa sem ter gue repetir as instrugoes do programa cada vez
que sao requeridas. Aqui esta um exemplo de sub-rotina:

500 REM ESTE E UMA SUB-ROTINA DE MEDIA

510 PRINT “QUERO CALCULAR A MEDIA DE A E B”
520 PRINT"A="';A;"B=",B

530 MEDIA = (A + B)/2

540 PRINT “A MEDIA E"'; MEDIA

550 RETURN

Desde que A e B tenham recebido um valor, esta sub-rotina pode ser
chamada por uma instrucao como:

50 GOSUB 500

Mais tarde, ela pode ser utilizada, de novo, no programa com uma
instrucgao do tipo:

170 GOSUB 500

e produzira um valor diferente, se A e B forem diferentes. A utilizacao
de sub-rotinas clarifica seu programa, encurta-o e poupa tempo. Vocé
pode ainda construir uma biblioteca de sub-rotinas e usa-las em
varios programas. No entanto, seja cuidadoso com nomes de variaveis
e numeros de instrucao.

3. Operagoes com cadeia de caracteres: (strings): operagoes de
strings permitem-lhe manipular textos convenientemente, operando
sobre cadeia de caracteres. Tais operacoes podem incluir modificagao,
medic¢io, conexao de cadeias, sec¢ao e insercao de textos a esquerda, a
direita ou em qualquer posicio dada, substituicao do caractere ou ain-
da comparagao de cadeias de caracteres (strings). Estes operadores
sao uteis para aplicacoes em processadores de textos e de palavras.



4, Estruturas de dados: 0o BASIC permite variaveis subseritas, com
um ou dois subscritos. Estas varidaveis correspondem as matrizes ou
vetores matematicos ou tabelas. O uso de varidveis permite a vocé
criar estruturas como listas e, entao, convenientemente se referen-
ciar a qualquer elermento dentro da lista. Por exemplo: 0s elementos
de uma lista chamadoes CLIENTE podem ser referenciados como CLI-
ENTE (1), CLIENTE (2) etc. e vocé pode imprimir todos os 10 valores
escrevendo:

50 FORN=1A10
60 PRINT CLIENTE [N]
70 NEXTN

Vocé pode comparar 2 elementos consecutivos escrevendo:
100 |F CLIENTE [K] < CLIENTE [K + 1] THEN 500

Isto € uma grande conveniéncia.

5. Arquivos: Cada BASIC de disco prové facilidades para armazenar
e/ou recuperar dados de/para os arquivos em disco. Estas facilidades
sao especificas de seu computador e do seu intérprete, e sao descritas
nos documentos do fabricante.

6. Recursos adicionais: Recursos adicionais tipicos, que estao
geralmente disponiveis em bons intérpretes BASIC, incluem as
seguintes instrucoes: ON ... GOTO, READ, ... DATA, e PRINT US-
ING. Vocé deve explorar estas facilidades com o seu manual do intér-
prete, ou um livro, pois eles tornarao mais facil o ato de programar.

Também outras facilidades mais simples podem ser utilizadas; por
exemplo: vocé pode ter permissao para digitar:

725 % 32

obtendo dessa forma um modoe conveniente de usar seu computador
como uma calculadora de bolso.

Além do mais, 0 modo de precisdo dupla pode ser fornecido para
melhorar a precisao de calculos numéricos e as facilidades de tabula-
cao (TAB) de forma a facilitar a impressao de tabelas. Finalmente
lembre-se de que ha comandos especificos para o intérprete, para
gerar graficos, produzir efeitos sonoros e facilitar a edicao — por
exemplo, existem comandos que permitem-lhe modificar seu progra-
ma e 0g arquivos por ele criados — como auxilio na execucao e na cor-
recao dos erros de um programa. Tais facilidades incluem controle da
tela, estabelecimentos de pontos de interrupgio nos guais o programa
parara automaticamente, para mostrar os valores de variaveis sele-
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cionadas durante a execugao e, dessa forma, acelerando ou reduzindo
a velocidade das mostras da tela.

Conclusao

O propésito deste livro foi ensinar-lhe rapida e efetivamente como
escrever seu primeiro programa BASIC. Se vocé realmente se in-
teressou pelo BASIC, vai querer aprender mais. Seu proximo passo
deve ser trabalhar em todos os exercicios e desenvolver alguns de
seus proprios programas.

Conforme progrida, vocé vai querer aprender técnicas mais avan-
cadas.

Espero que vocé concorde que aprender BASIC pode ser ficil e
agradavel e gostaria que seu desejo agora seja fazer e aprender mais.
Apreciaria ouvi-lo se vocé tem alguma sugestao para possiveis
melhoramentos neste livro.



Apéndice A

Respostas
aos Exercicios
Selecionados

2

2-2:

10 PRINT "AAAAAY
20 PRINT "BBBB"
30 PRINT "CCC"
40 PRINT “DD"

50 PRINT "E”

2-4: a. Em BASIC, umn ratulo @ uma linha numerada, e deve preceder cada instru-
Gao que e parte de um programa.

b. O modo de execugao programada € a maneira normal, na gual um progra
ma & introduzida. As informagées BASIC séao digitadas em linhas numera-
das e memorizadas pelo computador para execucao postenor.

¢. Execucao imediata é a maneira pela qual uma instrugao ¢ impressa sem
numero de inha e executada imediatamente, |sto é também chamado de
modo de calculadora.

d. Uma instrucao vazia € uma instrucao que nada faz. Tipicamente é um
numero de linha ou um rotulo que aparece sozinho -— sem mais nada na
mesma linha, ou com REM.

e. Um cursor & um simbolo visual especial na tela {assim como um quadra-

do.ou uma linha sublinhar) que mostra a posiGao corrente na tela. Ele geral-
mente brilha para realgar sua visibilidade.
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f. Ateclade controle CTRL, quando pressionada ao mesmo tempo gue uma
tecla alfabética, produzira um comando especifico, A tecla de controle torma
mais facil emitir comandos freglientemente usados pelo computador, visto
que apenas duas teclas t1&ém gue ser pressionadas.

g. 0 "KEY PAD" & ufn teclado. E geralmente um pequeno conjunto de te-
clas com propositos especiais, posicionadas a direita do teclado principal,
gue sdo usadas para calculos numéricos e posicionamento do cursor.

h. Uma palavra reservada € um nome que tem um significado especifico
para o BASIC. Nao pode ser usado como nome de variavel pelo progra-
mador.

i. O simbolo > é um caractere ou mensagem gerada por um programa, que
indica que o programa espera que o usuario introduza a informacao. A maio-
ria dos BASIC usa o simbolo =", que significa "'digite sua proxima instru-
gao". O simbolo "*?" significa "dé-me um INPUT"
2-6: Sim, rmas esta parece uma forma deselegante de fazé-lo, pois se vocé dese-
jar executar (RUN) um programa novamenite, voce deve digitar novamente as
instrucoes. Alem disso, ramos condicionars (a serem cobertos mais larde) nao
funcionam corretamente quando digitados dessa maneira.

2-8: Sim, o BASIC inserira cada instrugdo em seu lugar apropriado, dentro do
programa, de forma a gque todas as instrugoes estejam em ordem numerica.

2-10: Nao. Vocé deve digitar;
PRINT "EXEMPLO"

2-12: Para eliminar a instrucao 20 em um programa, digite uma instrugao vazia
com o rétulo 20,

3

3-2:
PRINT 1+ (1/2) = (1/(1 + (1/2))
ou
PRINT 1 +.5/{1 +.5)
3-4:
PRINT 100 # 1.6
3-6:

PRINT 350/55



4-1: E
10 INPUTA,B,C,D
20 SOMA=A+B+C+D
30 MEDIA = SOMA / 4
40 PRODUTO =A#B*C=D
50 PRINT SOMA, MEDIA, PRODUTO
60 END
4-2:
= NAo e = sim I = 8im
= sim f =sm | = nao
= nao g = nao k = sim
= sim h = nao | = sim
4-4:
10 PRINT "DE ME O NOME DE UM OBJETO™,
20 INPUT O% ;
30 PRINT "DE ME O NOME DE UMA PECA DE MOBILIA™;
40 INPUT M$ "
50 PRINT "DE ME O NOME DE UM AMIGQO";
60 INPUT A%
70 PRINT
80 PRINT “POR ACASO SEU AMIGO ": AS. " TEM UMA ": O%;
"SOBREA"; F%;, 2"
90 END
4-6: b, c, f 530 vélidos.
5-2:
a=sim d = sim
b = sim e = nao
¢ = sim f = nao
5-4:
INPUT “SEU NOME: "; NOMES$
INPUT "OQUEE2 + 37", C .
INPUT “0OS DOIS ULTIMOS NUMEROS SAO... ", A, B
56: A=3
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6

6-1: A instrucao |F permitegue o programa tome decisoées, mudando dessa for-
ma seu comportamento, de acordo com as vanacgtes dos dados introduzidos ou
dos valores calculados.

6-3:
a=sim e = nao
b= sim f=sm
¢ = sim g= sirm
d = sim

6-4: Sim

6-5: Um lago no programa loop executa repetidamente uma parte do programa.
De forma a impedir um foop infinito {aguele que ndo péra de se repetir), um teste
deve ser sempre feito dentro do loop, o qual, quando bem-sucedido, permite
que o programa sala fora do loop.

7

7-2:

10 INPUT "HORAS, MINUTOS :"; HORAS, MINUTOS

20 REM VALIDACAO DA ENTRADA

30 IFHORAS > = 0 AND HORAS < 72 AND
MINUTOS > = 0 AND MINUTOS < 60 THEN 70

40  PRINT "INCORRETO, TENTE NOVAMENTE"

50 GOTO 10

60 REM IMPRIMA LINHAS DE H

70 IFHORAS = 0 THEN 110

80 FORA = 1TOHORAS

90  PRINT "H"™;

100 NEXT A

110 PRINT

120 REM IMPRIMA LINHAS DE M

130 IF MINUTOS = 0 THEN 170

140 FORA = 1TO MINUTOS

150 PRINT "M";

160 NEXT A

170 PRINT

180 END

7-4: Um saito pode ser feito para dentro de um lago que nao seja executado por
uma instrucao FOR ... NEXT.

7-6:

10 PRINT "PROGRAMA PARA SOMAR TODOS OS NUMEROS INTEI-
ROS PARES”



20
30
40
50

60
70
80
90
100
110
120
130
140
150
160

7-8:

10
20
30
40
50
60
70

8

PRINT “PARA UM VALOR INTRODUZIDO PELO USUARIO"

INPUT O MAIOR NUMERO INTEIRO PAR PARA SOMAR"; NUM

REM TESTE PARA VALIDAGAO DE ENTRADA

REM INT (NUM / 2) <= NUM / 2 CHECA PARA NUMERO PAR —
VEJA CH. 10

IF NUM =9 AND NUM < 10000 AND INT (NUM / 2} <~ NUM /2 THEN 90

PRINT “NUMERO ERRADO ... TENTE NOVAMENTE"

GOTO 30

REM FACA TABELA

PRINT “NUMERQO", "SOMA"

PRINT

FORN = 1TO NUM STEP 2

SOMA = SOMA + N

PRINT N, SOMA

NEXT N

END

Il

INPUT “TAXA DO IMPOSTO EM PERCENTUAL"; TAXA

IF TAXA << 1 OR TAXA = 100 THEN 10

PRINT “"PRECO", "TAXA", "PRECO + TAXA"

FOR PRECO = 1TO 100

PRINT PRECO, PRECO * TAXA /100, PRECO -+ PRECO = TAXA / 100
NEXT PRECO

END

8-2: Codificar € um passo de programacao. Programar envolve projetar o al-
goritmo, fluxograma, cedificar, corngir erros e documentar.

8-4: Uma vanavel é rastreada pela insercao da instru¢ao PRINT que mostra o
valor da variavel em pontos criticos de um programa. Algumas vezes em co-
mando TRACE ¢ fornecido pelo intérprete para facilitar.

8-6: Um fluxograrsa &€ um diagrama simbadlico, mostrando a seqliéncia de even-
tos que ocorrem durante a execugao de um programa.

8-8: Programas claramente escritos e faceis de entender sao, portanto, faceis
de modificar. Isto permite ndao sé ao programador gue criou o programa, mas a
outros programadores, muda-lo faciimente.
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Apéndice B

Palavras
Reservadas

mais Comuns em
BASIC

Esta lista ajudara vocé a evitar o uso de nomes ilegais para variaveis, mesmo que
algumas delas nao sejam reservadas pelo seu intérprete.

ABS DEFUSR INPUT OPEN SAVE
AND DELETE INSTR OR SET
ARCCOS DIM INT ouT SGN
ARCSIN DSP KILL PAUSE SIN
ARCTAN EDIT LEFTS PEEK SLOW
AT ELSE LET PLOT SQR
AUTO END LSET POINT STEP

" BREAK ENTER LEN POKE STOP
CALL EOF LINE POP STRINGS
CHR$ ERR LIST POS STR$
CLEAR ERROR LN POSN TAB
CLOCK EXP LOAD POWER TAN
CLOSE FIELD LOC PRINT TEXT
CLS FIX LOG PUT THEN
COLOR FN LPRINT RANDOM TIMES$
CON FOR MEM READ TO
CONT FORMAT MERGE REM TRACE
COPY FREE MID$ RENAME TROFF
COos FUNCTION  MKD$ RESET TRON
DATA GET MKI$ RESTORE UNPLOT
DATE GOsuUB MKS$ RESUME USING
DEFDBL GOTO NEW RETURN USR
DEFFN GRAPHICS  NEXT RIGHTS VAL
DEFOMT HUN NOT RND VARPTR
DEFSNG IF CN RSET VERIFY
DEFSTR INKEY$ RUN VLIN

INP VTAB



Apéndice C

Glossario
BASIC

algorithm (algoritmo) Uma sequéncia
de passos que especificam a solugao
para um problema dado.

alphanumeric (alfanumérico) Um con-
junto de caracteres alfabeticos e nu-
Mericos.

assignment (designacao) A operagao
de dar um valor para uma variavel, que e
indicado pelo simbolo " =" em BASIC

BASIC (Beginners All-Purpose Sym-
bolic Instruction Code) Uma linguagem
para programacao de alto nivel desti-
nada ao facil aprendizado.

binary (bindrio) Um sistema numerico
que usa apenas dois digitos: Oe 1.

bit Contragao das palavras binario e di-
gito. Um bit pode ter valor 0 ou 1.

bug {erro) Um erro no programa. Erros
podem ser prevenidos, o que & melhor
do qgue sana-los.

byte Um grupo de oito bits.

chip Um circuito integrado em um pe-
queno gquadrado de silicone montado
em um involucro de plastico ou de cera-
mica,

coding (codificagao) O ato de converter
um algoritmo ou um fluxograma numa
seqléncia de instrugdes para o progra-
ma. Este é um dos estagios do proces-
so de programacgao.

command (comando) Uma palavra re-
servada, usada para tarefas especificas,
como: limpeza da tela, dar inicio a um
programa, ou pesquisar 0s arquivos. Es-
pecificamente, um comando ativa um
programa especializado dentro do com-
putador para executar a tarefa

computer (computador) Uma caixa fe-
chada contendo ao menos uma unidade
central de processamento, uma me-
maria, interfaces-padrao gue permitam-
no comunicar-se com o mundo exterior,
e uma fonte de energia. A caixa pode
ainda incluir ym teclado, uma tela e uma
unidade de disco. Um computadaor é ca-
paz de armazenar programas e executa-
los. Ele se comunica com o mundo ex-
terior através dos dispositivos de entra-
da e salda. O dispositivo de entrada
usual é o teclado. O dispositivo de saida
usual & a tela que também pode ser a
impressora. Uma memaoria adicional e,
usualmente, fornecida na forma de uni-
dades de disco ou de cassetes

CPU CENTRAL PROCESSING UNIT
(Unidade Central de Processamento)
Um modulo eletronico com a responsa-
bilidade de buscar, decodificar e execu-
tar uma sequéncia propria, as instru-
Goes armazenadas na memoria. Na mai-
oria dos pequenos computadores, a
CPU e amemoria residem em um unico
cartao de circuito ou card A CPU nor-
malmente usa um chip microprocessa-
dor e alguns outros componentes.

CRT CATHODE RAY TUBE (Tubo de
Raios Catadicos) Uma tela de televisao.
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Cursor Um simbolo usado para indicar
a posicao corrente de um caractere que
esta sendo executado na tela. Na maio-
ria das vezes um quadrado luminoso ou
um trago de sublinhar. Teclas especiais
geralmente estdo disponiveis paw posi-
cionar, convenientemente, o cursor na
tela.

data Qualquer texto ou nimero que o
programa pode operar.

debugging (eliminagio de erros) Agao
de remogao dos erros [bugs) de um pro-
grama. Esta remogao pode ser ardua e
todos os esforgos devern ser usados
para projetar um programa correto, para
que se tenha 0 menor numero de erros
possivel.

disk (disco) Meio magnético, no qual os
dados e os programas podem ser arma-
zenados. No disco, ainformagao é orga-
nizada em arquivos que podem ser re-
cuperados pelo nome. Os discos po-
dem armazenar uma grande quantidade
de dados e sao uns dispositivos co-
muns de memdria de massa usados em
pequenos computadores.

disk-drive (unidade de disco) O meca-
nismo usado para ler e escrever em um
disk.

diskette Um disco maleavel, isto é, um
disco leve de 8" ou 5-1/4" destinado a
fornecer um meic de armazenagem
barata para programas e dados.

double precision (precisdo dupla) Nu-
mero que tem duas vezes mais digitos
gue uma representagéo normal, Cada
intérprete representa numeros com um
conjunto de digitos. A precisao dupla é
usualmente exigida para calculos cient(-
ficos e célculos de negbcios que envol-
vem nameros longos e calculos ex-
tensos.

editor Programa projetado para facilitar
aentrada e modificagao do texto. Usado
para remover erros ou fazer mudancas
enquanto se digita um programa.

empty statement (instrugao vazia)
Uma instrugdo que nao faz nada. For
exemplo, a instrugao:

10 REM

pode ser usada para prover um espago
no programa e facilitar a leitura.

endless loop (loop sem fim) Um loop
que nao tem limite e se executa eterna-
mente. Este é um erro comum come-
tido pelos programadores guando nao
ha um teste de condig¢ao incluldo no
loop ou quando o teste é sempre
bem-sucedido ou sempre falha. Inter-
romper um loop sem fim exige o uso de
um caractere especial de interrupgao —
quase sempre o CTRL C

expression (expressdo) Uma combina-
¢ao de operandos ou varidvels separa-
dos pelos operadores. Uma expressao
representa uma formula e realiza um
célculo especifico, Quando uma ex-
pressao e avaliada pelo intérprete em
tempo de execucao, ela resulta em um
valor.

file (arquivo) Uma colegao de informa-
coes a qual se deu um nome, Um pro-
grama & usualmerite armazenado num
disco disk como um arquivo.

fixed point number (numero de ponto
fixol Um nimero inteiro, isto é, o ni-
mero todo, onde o ponto decimal esta
numa posigado fixada a direita do Gltimo
digito.

floating point number (numero de
ponto flutuante) Um numero decimal.
Um ndmero fixo de digitos é usado in-
ternamente para representar qualquer
numero; e a medida que as operagoes
sao realizadas sobre o ndmero, a posi-
¢do do ponto decimal (virgula) flutua a
esquerda ou a direita,

flowchart (fluxograma) Representacao
simbdlica visual de um algoritmo.

graphics (grafico) Desenhos, figuras ou
simbolos mostrados na tela, geral
mente usando um padrao de pequenos
pontos uns ao lado dos outros. O uso de
cor realga a aparéncia dos graficos,

hardware O equipamento, incluindo o
computador, os discos, e qualquer ou-
tro item, que componha um sistema de
computador. Contrasta com: software
(isto &, a instrugao ou os programas).

high-level language (linguagem de
alto nivel) Uma linguagem de programa
destinada a facilitar o ato de dar instru-
coes ao computador, O BASIC é uma
linguagem de alto nivel.

IC Um circuito integrado.



initialization (inicializagao) A fase (num
programa) durante a qual os valores ini-
cials sdo designados para as variave:s
Qualauer loop requer uma fase de ini-
clalizacao.

instruction (instrugdo) Lima ordern vali-
da dada ao intérprete que atetara os da-
dos a serem operados. Cada instrugan
pracedida de um numero de linha e
parte de um programa. (Comandos nao
afetam os valores dos dados. Eles reali-
zam tarefas banais ou facilitam o projeto
ou o uso de um programa.)

integrated circuit (circuito integrado)
lambeéem chamado [C. Um circuito ele-
tronico com varios transistores e fun-
¢oes logicas colocadas em uma peque-
na pega de silicio,

interface Circuitos eletronicos que per-
mitem a conexao de um dispositivo es-
pecifico com o computador, Um disco,
uma impressora e um gravador reque-
rem circuitos eletronicos especificos.

interpreter (intérn~ '<] E o programa,
responsavel pela traducao das instru-
goes de uma linguagem de programa-
cao (como BASIC) para a linguagem bi-
naria do compulador @ por sua execu-
cao. A partir do momento em que se
instala o intérprete no computador, ele
passa a entender as instrugoes BASIC

VO Input/Output (E/S Entrada/Saida)
Isto &, as r::omunicac()es de e parao
computador.

jump {saftol Um desvio ou ramificagéo,
isto €, executar uma nstrucae fora de
segléncia,

K 1024 £ lido como K cu Kilo. K € usado
para determinar o tamanho da me-
maona, usualmente em bvtes.

label (rotulo) Um numero de linha em
BASIC.

leading (carregamento) A transferéncia
de dados ou de um programa para a me-
moria interna do computador.

logical Uma variavel ou expressao que
assume o valor verdadeiro ou falso,

logical expression Uma combinagdo
de operandos ou varidveis separadas
por operadores relacionais (=, >, etc.).
O valor de uma expressao logica é ver-
dadeira ou tfalsa

loop Uma sequéncia de instrugoes de
programa que se executa repetida-
mente, até que ocorra um evento espe-
cifico, usualmente, até que uma vara-
vel aicance um determinado valor,

machine language (finguagem de ma-
quina) A linguagem bindria que o com-
putador entende diretamente, isto &,
uma série limitada de instrugdes que
manipulam a informagao binara dentro
da CPU e da memdria,

memory (memoria) Meio de armazenar
informagao, A memaria interna usual-
mente reside ao lado da CPU, e arma-
zena programas e dados como bytes,
As unidades de memaria de massa sao
0s casseles e os discos.

microcomputer (microcomputador)
Um computador que usa um microcom-
putadar como sua unidade central de
processamento.

microprocessor (microprocessador
Um circuito integrado gue realiza a mai-
oria das fungoes da CPU, em um unico
chip. Um microprocessador moderno
incorpora as vezes dezenas de milhares
de transistores dentro de um unico chip
e pode ate incarporar a memoria,

monitor Um programa minimo requeri-
do para operar um sistema de computa-
dor. O monitor I& os caracteres do tecla-
do, executa-os na tela e realiza a trans-
feréncia basica de dados entre o lecla-
do, a tela e os periféricos comuns.

MPU Unidade microprocessadora, Um,
chip,

nested loop (/acos encadeados) Um
foop embutido dentro de outro loop.

non-resident (nao-residente) Um pro-
grama que normalmente nao esta na
memaoria permanente (ROM) de com-
putador, Um programa nao-residente
pode ser armazenado em cassete ou
diskette.

operating system (sistemas operacio-
nais) Um programa que realiza tarefas
basicas, que fornece extensas facilida-
des para realizar todas as transferéncias
& processamento camuns de dados ne-
cebsaros para o Uso conveniente de re-
cursos de um sisterna de computador.
O sisterna operacional maneja arquivos
em disco, realiza conversoes de for-
mato, comega e para programas.

187



188

operator (operador) Um simbolo que
representa qualquer operacao valida so-
bre valores (isto é, 4 (soma) = (multipli-
cagao), etc)

peripheral (periférico) Dispositivo co-
nectado ao computador, como uma im-
pressora, uma unidade de disco ou um
terminal.

program (programa) Seqiéncia de ins-
trugdes a ser executada pelo compulta-
dor. Cada programa & escrito numa lin-
guagem especifica de computador e
deve ser carregado na memoria do
computador na ordem em que deva ser
executado,

RAM RANDOM ACESS MEMORY
(Memoria de Acesso Direto) A parte
{modificavel) da meméria do computa-
dor que permite ler e escrever (sendo
ROM o restante).

relational operator (operador refacio-
nal) Um operador légico que estabelece

uma relagao entre os valores.

reserved word (palavra reservada)
Uma palavra que tem um significado
pré-definido para o intérprete BASIC.
Nao pode ser usada pelo programador
como um nome de variavel.

resident {residente) Um programa que
é armazenado permanentemente na
memdria do computador, isto &, em
ROM.

ROM READ-ONLY MEMORY (Me-
moria que Apenas Lé) Esta memoria
nao pode ser mudada pelo programa-

dor. Ela geralmente contém parte ou
tudo do monitor e, alqumas vezes, um
interprete BASIC simples.

RUN (Comando de Execugdo) Co-
mando que comega com a execugio de
um programa BASIC

software Os programas.

statement (instrugao) Uma instrugao
BASIC ou um comando, que & parte de
um programa.

string (cadeia de caracteres) Uma se-
qléncia de caracteres (contrasta com:
um numero). Em BASIC, o nome de
uma variavel é diferente, dependenda
se ela contém uma cadeia de caracteres
ouum numero. Por exemplo, WORDS &
uma cadeia de caracteres enquanto que
NUMBER é uma variavel numérica.

syntax {sinfaxe) Um conjunto de regras
que definem as instrugdes aceitaveis
para uma linguagem de computador. O
BASIC tern uma sintaxe simples, O in-
térprete sempre verifica e indica os er-
ros de sintaxe.

terminal Combinagao de uma tela e um
teclado ou uma impressora e um tecla-
do, usado para se comunicar conve-
nientemente com um computador,

variable (varidvel) Locagao de memdria
que tem um nome e pode assumir su-
cessivos valores a qualquer ternpo. O
BASIC distingue entre variaveis alfanu-
méricas e variaveis numericas. O nome
de uma varidvel alfanumérica deve ter-
minar com um $.
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