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Foreword

Programming the Commodore 64 is the definitive guide. It covers virtually every
aspect of the Commodore 64, from simple BASIC commands to complex machine
language techniques. Every explanation is written in depth and with clarity. The re-
sult is a comprehensive, easy-to-understand reference that thoroughly explains the
64’s capabilities.

If you program in BASIC, you'll find the detailed, annotated listings of every
BASIC command a tremendous aid. And if you're writing in machine language,
you'll be especially interested in the ROM maps and listings of Kernal routines. No
matter what your experience with the Commodore 64, you'll find the numerous pro-
gram examples both useful and informative.

Beginning with a brief introduction to Commodore BASIC and BASIC program-
ming, this book goes on to discussions of more advanced programming, including
sophisticated machine language techniques. Specialized sound and graphics applica-
tions are included as well. Complete chapters are devoted to disk and tape storage,
and to the selection and use of various peripheral devices.

Author Raeto Collin West, one of the world’s foremost authorities on Com-
modore computers, has distilled years of experience into Programming the Commodore
64. You’ll discover new information on each page.

The author has included scores of practical programs to demonstrate many of
the techniques discussed. To help you enter the programs correctly, we've included
“The Automatic Proofreader,” an error-checking program. As a convenience, COM-
PUTE! Publications is also making available for purchase a disk that contains most of
the significant programs from this book. To order a disk, use the coupon in the back
or call 800-334-0868 (in North Carolina 919-275-9809).

This is the first book to thoroughly cover every aspect of 64 programming,. It's
certain to become an indispensable work for any Commodore 64 owner.
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Chapter 1

About This Book

Introduction

The two main objectives of this book are to teach competent programming on the
Commodore 64, and to provide a comprehensive reference book for people wanting
quick, accurate answers to questions about the 64. These two goals are difficult
enough to achieve. For example, while virtually everyone begins with BASIC and
progresses to machine language (ML), it is often desirable to use both ML and
BASIC in examples, which means comparative newcomers to the 64 find themselves
skipping sections of temporarily difficult text. It is practically impossible to arrange
the material so that everything falls into a natural sequence for all readers, because
many of the chapter headings themselves can’t be understood properly without
some knowledge of the machine’s structure.

This book explains BASIC and ML in sequence from simple to complex, ending
with a chapter on mixing ML with BASIC, an efficient 64 programming method.
These chapters are interspersed with machine organization details and are followed
by in-depth examinations of major topics—sound, graphics, tape, and so on.

For these reasons, the text contains two kinds of programs. First, there are very
short routines, intended to be typed in quickly (and therefore with little chance of er-
ror). Second, there are longer, more practical programs, which use graphics, sound,
tape, disks, and all the other features of the 64. The shorter, example programs cover
how BASIC commands are used, how special features work (notably the VIC and
SID chips), and how to use ML. Many useful routines are included, and these can be
used successfully without any knowledge of their internal operation. Many readers will
thus be able to acquire BASIC and ML experience painlessly as they use this book.

Programming the Commodore 64 is one of a set of three books, which also in-
cludes Programming the VIC and the earlier Programming the PET /CBM. The books
have been written entirely independently of Commodore; they contain criticisms,
comments, hints, and a great deal of otherwise unpublished information.

Programming Your 64
The 64 is one of the world’s most popular microcomputers; like all big-selling
computers it is both rather inexpensive and rather easy to use. But many owners
have found that however easy using other people’s programs may be, writing their
own programs for the 64 is not so simple. Reliable information has been difficult to
find—until now. i

Programming the Commodore 64 shows you how to plan and write BASIC pro-
grams, how to move programs from tape to disk to save time, and how to play mu-
sic while a program runs. It also explains how to program the function keys, round
numbers to two places, use high-resolution graphics, design and store your own
graphics characters, display a screenful of sprites, make the screen scroll smoothly,
and save sections of memory to tape. This is only a small sample of problems which
have puzzled many 64 users. All these and more are comprehensively discussed
here.



A

About This Book

The 64 is at times a difficult machine to program, in spite of what you may have
heard. But programming is easier if you have a good overall understanding of the
machine, and Programming the Commodore 64 attempts to generalize results rather
than give isolated facts. For example, the way the VIC chip determines what kind of
graphics to display is crucially important to understanding the system, and there is a
handy table to illustrate this. '

This book is just above the introductory level. There’s not enough room to cover
the elementary topics (which are often better learned directly at the keyboard or
from a friend who knows the machine) and still provide the information you need
on advanced topics. But prior knowledge of Commodore systems is not essential, so
anyone with intelligence and some microcomputer experience ought to be able to
grasp the fundamentals of the 64 fairly easily.

Several versions of the 64 exist: the repackaged SX-64, the PET 64 (which has
no sound chip and only monochrome graphics), and 64s with slightly different
ROMs. As Chapter 8 explains, these computers run software similarly, but not ex-
actly alike. Most of the book is applicable to all these machines, but emphasis is on
the more common models.

The programs have been tested and will almost always work without difficulty.
If there are problems, a program may have been entered incorrectly, or the soft
nature of the 64 may be to blame—there are many special memory locations in the
64, any one of which can cause odd results if altered. The first thing to do when a
program will not run properly is to check the program carefully. If that doesn’t work,
it’s usually easiest to save the program, turn the 64 off, then back on, reload the pro-
gram, and try again. Some of the programs in this book use the “Automatic Proof-
reader,” Appendix C, which allows you to quickly and easily check each line you
have entered for accuracy.

Information with the widest appeal —BASIC, graphics, music, and full use of the
64’s RAM capacity—is documented fully. However, minority interests are not ex-
cluded. Programming the Commodore 64 doesn’t gloss over difficulties and evade im-
portant topics. Many people have gone to great lengths to check the information in
this book, for it is intended to be reliable. Nevertheless, there are certain to be errors,
and for any resulting inconvenience or bafflement, we apologize in advance.

Conventional Terms
The special Commodore logo key (located at the bottom left of the 64’s keyboard)
will be called the Commodore key. Program listings and short examples, like SYS
64738, will usually be in capitals to mimic their appearance on the screen and print-
ers of the 64 in its uppercase mode. This is the mode the 64 is in when you turn the
power on. Text can, of course, appear in lowercase mode, usually after pressing
SHIFT-Commodore key. (Don’t type the hyphen; just hold down the SHIFT key and
press the Commodore key.) In either case, programs are mostly entered using
unSHIFTed keys. Named keys (CLR/HOME, SHIFT, CTRL, f1, and so on) are gen-
erally referred to as they appear on the keyboard of the 64.

Some BASIC listings have been made with a program which prints the screen
editing commands, colors, and other special characters, such as {HOME}, {CYN},
{F1}, and so on, in place of the less readable 64 characters. With apologies to people
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who can spell, the book uses the spelling Kernal for the ROM routines which handle
the screen, keyboard, and input/output devices (this is the spelling Commodore
uses). This book also uses ML as a handy abbreviation for machine language.

Hexadecimal numbers are represented here with a leading dollar sign ($). If you
don’t understand hexadecimal notation, read Chapter 6. In accordance with 6502
convention, the number symbol (#) indicates a value, not an address, so that LDA
#$00 denotes the command to load the accumulator with the number 0, while LDA
$00 loads the accumulator with the value in location 0.

Many 64 BASIC programs begin with a few commands to change color from the
usual light blue characters on a dark blue background. The following line sets a
green background, white border, and black characters:

POKE 53281,5: POKE 53280,1: POKE 646,0

Some of the demonstration programs include this line; others assume that CTRL-
WHITE or some similar command has already been used to improve clarity.

Acknowledgments

Several chapters, notably those on sound and graphics, are partially the work of
Marcus West. Additional hardware information has been provided by Rod Eva of Y2
Computers, Watford, U.K. COMPUTE! Publications, Inc. in the U.S., TPUG (Toronto
PET Users Group) of Canada, and ICPUG (Independent Commodore Products Users
Group) of the U.K. have provided information.
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Chapter 2

Getting to Know the 64

Commodore has been making computers for a decade or so, and became a house-
hold word with the introduction of the low-priced VIC-20, followed more recently in
the early 1980s by the Commodore 64. Both machines proved remarkably successful,
far outselling other Commodore Business Machine (CBM) computers in volume.
CBM's earlier experience enabled a range of appropriately priced peripherals (tape
drives, disk drives, printers, modems) to be produced at about the same time. All
CBM machines have strong resemblances, and straightforward BASIC programs
which run on one CBM machine are likely to run on others, too. But programs of
any complexity will generally run only on the machine for which they were written.

The 64’s Connectors
The back panel of the 64 has these features (left to right viewed from the back):

The cartridge socket is where ROM cartridges are plugged in. (Only those de-
signed for the 64 will work.) Be sure to insert cartridges correctly. Chapter 5 has fur-
ther information. Some other peripherals are designed to plug into this socket,
including the CP/M cartridge and the Magic Voice speech module.

The channel selector switch selects channel 3 or 4 on TVs in the U.S. (Com-
modore 64s for PAL-type TVs in Europe and elsewhere don’t have this switch.)

The RF modulator output jack provides a combined video and audio signal
that can be used directly by a standard television. The RF (radio frequency) modu-
lator inside the 64 performs the function of a tiny TV station, converting (modulat-
ing) the computer’s video and audio signals into a signal that can be received via the
TV’s antenna connectors.

The audio-video socket provides high-quality output from the 64’s sound and
video chips, for use by video monitors or even hi-fi sound equipment. This is a DIN
socket. Earlier 64s have five-pin sockets; some later models may have eight-pin sock-
ets. A cable for the five-pin socket will work with the eight-pin connector, but not
vice versa.

The serial port is a modified version of the parallel IEEE input/output port of
the earlier CBM computers. The signal format on the port, unique to Commodore, is
designed for use with VIC and 64 devices (disk drives, printers) but is not directly
compatible with much else. (This should not be confused with the user port, which
provides RS-232 serial communication.) Chapters 15 (disk drives) and 17 (printers)
have more information.

The cassette port is designed to power and control CBM'’s Datassette tape drive.
Other devices sometimes draw power from this socket. Chapter 14 has full details
about tape.

The user port is compatible in size and function with VIC equipment. It is de-
signed to allow communication with the outside world with a Commodore modem,
or for other purposes, including the control of electronic instruments. Chapter 5 ex-
plains how it’s programmed.

The side panel of the 64 has these features, again from left to right:

Control ports 1 and 2 allow one or two joysticks to be connected to the 64. The
joystick nine-pin D-connector is standard. Port 2 is often preferred, as it’s a little
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easier to program. Pairs of paddles (rotary controllers) can be plugged into either
port. A light pen can be plugged into port 1. Chapter 16 has full programming infor-
mation on these and other controllers.

The power switch, as you might have guessed, is where you turn the power
on.

The power input socket is where you plug in the connector from the power
supply unit, which requires standard household current.

The Keyboard :

Chapter 6 discusses the keyboard in depth. Here, we'll briefly survey the keys and
their functions as they act just after the computer is turned on, before they are modi-
fied by a program (this is called their default arrangement). Alphabetic, numeric, and
symbol keys appear as the keytop legend implies, subject to the changes mentioned
below.

SHIFT selects uppercase lettering or the right-hand graphics set, depending on
the character set in use.

Commodore key accesses the left-hand graphics set or, with the color keys, se-
lects one of eight additional colors not named on the standard 64 keyboard. Where
these don’t apply, the Commodore key acts as an alternative SHIFT key.

SHIFT-Commodore key (SHIFT and Commodore key together) changes the
display from uppercase, with the full keytop graphics set, to upper- and lowercase
lettering, plus the left-hand graphics set.

CTRL (Control) acts with the color keys and reverse keys to change the color of
the characters or to turn reverse video printing on and off. CTRL-A through CTRL-Z
generate CHR$(1) through CHR$(26), acting as a conventional control key—see
Chapter 3. CTRL also slows screen scrolling; this is useful when listing a program.

Function keys (f1 through {8) display nothing. In BASIC, GET is the easiest
way to detect them. (See Chapter 6 for program information.) _

RUN/STOP interrupts BASIC programs. The command CONT allows resump-
tion of BASIC, subject to certain conditions.

SHIFT-RUN/STOP (SHIFT and RUN/STOP together) loads, then runs the
next BASIC program on tape. Note that almost any key followed by SHIFT-
RUN/STOP runs the BASIC program in memory. A normal disk LOAD command
followed by a colon, then SHIFT-RUN/STOP will load the specified program from
disk, then run it. '

RUN/STOP-RESTORE acts like a panic button; the system returns to its nor-
mal state, retaining the BASIC program in memory. Chapter 6 explains both RE-
STORE and RUN/STOP in detail.

CLR/HOME places the cursor at the top left of the screen; SHIFT-CLR/HOME
also erases the screen, leaving it blank, with the cursor flashing in the home
position.

INST/DEL (insert/delete) is part of the screen editing system—the set of opera-
tions which allow the alteration of any part of the screen. Both keys repeat, although
INST has little effect if it isn’t followed by characters on its BASIC line. The screen
editing is powerful and easy to use, despite having a few small quirks in quote
mode. To delete characters to the left of the flashing cursor, press the key
unSHIFTed; to insert characters to the right of the cursor, press SHIFT-INST/DEL.

10
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CRSR keys (cursor keys) move the flashing cursor in the directions printed on
the keytops. UnSHIFTed, the cursor will move in the direction printed below the let-
ters CRSR on the key. SHIFTed, the cursor will move in the direction shown above
CRSR. These keys automatically repeat to save time. Movement down the screen
eventually causes the text on the screen to scroll up.

RETURN is the key used by the 64 to signal that information on the screen is
ready for processing. For example, if you type:

PRINT “HELLO”

on the screen, pressing RETURN causes HELLO to appear. Similarly, RETURN sig-
nals that data typed at the keyboard in response to an INPUT statement is ready for
the 64 to process.

SHIFT-RETURN or Commodore key-RETURN moves the cursor to the next
BASIC line (not the same as the next screen line—see below), but without causing
the 64 to take in the information. (For example, if you begin to correct a line of
BASIC, but change your mind, SHIFT-RETURN leaves the line as it was.)

Quotation marks (SHIFT-2) are important in BASIC; quotation marks designate
the start or end of a string (a group of characters) that you may want to print, assign
to a variable, or manipulate in some other way. When in quote mode (more on this
later), several special characters which follow double-quotes are stored as reversed
characters. See SHIFT-RETURN above.

The space bar repeats if held down. Chapter 6 gives full information.

Editing BASIC on the 64

Everything entered into the 64 is treated as BASIC, unless some special language has
been loaded into memory. The 64 operates in several modes, which are described
below.

Direct mode. We've seen how PRINT “HELLO” is interpreted as an instruction
to print the word HELLO. Because of the instant response to the command, this is
called direct or immediate mode.

Program mode. Type the following line, followed by RETURN:

10 PRINT “HELLO”

Apparently, nothing happens. In fact, however, the line is stored in the 64’s memory
as a line of a BASIC program; any line beginning with a number (up to 63999) is
interpreted as a program line and stored. This is called program mode or deferred
mode. LIST displays the BASIC program in memory; RUN executes it. If you run the
above example, you should see HELLO on the screen.

Quote mode. In quote mode, the 64’s special characters are stored for future
use. Quote mode enables you to use the 64's powerful screen control features,
including cursor moves and screen clearing, from within programs.

BASIC Terms
Variables are algebraic in nature; X=10: PRINT X prints the number 10 on the
screen, since the variable, X, has been given the value 10. The value can be altered,
so X is referred to as a variable. The next chapter explains this more fully.

Keywords are the commands recognized by BASIC; PRINT is one. All the

11
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keywords are listed, with examples, in the next chapter. Note that most keywords
can be entered in a shortened form. For example, PRINT can be abbreviated with a
question mark.

10?
followed by LIST reads as:
10 PRINT

Device numbers allow the 64 to communicate with external hardware devices,
selectively. The tape unit, for example, is device 1. Tape is the default device, which
means that if no other device is specifically requested by number, the tape unit will
be selected. Data can also be written to or read from other devices, but there are
restrictions; you can read and write to tape, but only write to a printer, for example.
The commands for reading and writing also require a reference number, which is
called a logical file number. Sometimes these commands will need a secondary address
as well. For details, see OPEN and CLOSE in the reference section in the next
chapter. '

pThe 64 has 25 screen lines, each with 40 characters. But BASIC can link together
the information on two screen lines into one program line—hence, the distinction
between screen lines and BASIC lines (sometimes called physical and logical lines,
respectively). Try typing PRINT, followed by quotes and several lines of asterisks (or
other characters). You'll find that the third and subsequent lines aren’t included as
part of the program line.

Finally, BASIC has built-in error messages, which are designed to help with
debugging (removing mistakes from) your programs. The final section of Chapter 3
lists the error messages alphabetically with explanations.

12
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Chapter 3

BASIC Reference Guide

BASIC Syntax

BASIC is now the most popular language for personal computers. It’s easy to write,
test, and edit BASIC, and simple programs can be written by people with very little
computing experience, which is exciting and encouraging. BASIC is sometimes de-
scribed as being like English, but the resemblance is tenuous.

Almost every machine has its own version of BASIC. As a result, expressions
work differently on different machines. The information in this book applies to the
version of BASIC contained in the 64.

Numbers and Literals
Numbers and literal character strings are constants, as opposed to variables. Exam-
ples of numbers are 0, 2.3 E—7, 1234.75, and —744; examples of literals are
"HELLO”, “ABC123”, and “%!£/”, where the quotation marks are delimiters (not
part of the literal). The rules which determine the validity of these forms are com-
plex; generally, numbers are valid if they contain 0-9, +, —, E, or a decimal point
in legal combinations. Thus, 1.2.3 is not valid (only one decimal point may be used);
nor is 2EE3 (only one E is permitted). But either OE or a single decimal point is ac-
cepted as 0.

Exponential notation (using E) may be unfamiliar to some; the number following
E is the number of positions left or right that the decimal point must be moved to
produce a number in ordinary notation. (1.7E3 means 1.7 X 10 to the third power,
or 1.7 X 1000, which is 1700. The form 9.45E—2 is simply another notation for the
number .0945.) Be careful when typing these numbers in, because SHIFT-E is not ac-
cepted. Values outside the ranges .01 to 999,999,999 and —.01 to —999,999,999 are
printed in exponential form.

Strings can contain any of the Commodore 64’s ASCII characters; all characters
can be accessed with the CHR$ function, including quotes, CHR$(34), and RETURN,
CHR$(13). The maximum length of a string is 255 characters.

Variables
A variable is an algebraic symbol used to represent a number or string of characters.
X, X%, and X$, respectively, are numeric (values between +2.93873588E—39 and
+1.70141183E38), integer (whole numbers between —32768 and +32767), and
string (up to 255 characters) variables. If the variables haven’t been assigned values,
numeric and integer variables default to 0, strings to the null character, a string of
zero length.

A variable, as the name implies, can be changed at will. The direct mode line
X=1: PRINT X: X=2: PRINT X

illustrates this point.
Names of variables are subject to these rules:

o The first character must be alphabetic.
¢ The next character may be alphanumeric.

15
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* Any further alphanumerics are allowed, but not considered part of the variable
name.

* The next character may be % or $, denoting integer and string variables,
respectively.

« The next character may be ( to denote a subscripted variable.

* A name cannot include reserved words, since the BASIC interpreter will treat them
as keywords. Note that reserved variables (TI, ST) can be incorporated in names
(but not used by themselves as variable names), since they are not keywords.

All these rules remove ambiguity and make storage convenient and fast. If 1A
were a valid variable name, for example, the line 100 1A=1 would require special
treatment to distinguish it from 1001 A=1. And if symbols other than alpha-
numerics were permitted—so that B= were a valid name, for instance—this would
cause problems.

Conversion between different types of numeric variables is automatic; however,
string-to-numeric and numeric-to-string conversions require special functions. For ex-
ample, L%=L/256 automatically truncates L/256 (removing the fractional portion,
but not rounding it) and checks that the result is in the range —32768 to +32767.
L$=STR$(L) and L=VAL(L$) are for converting between numbers and strings. Two
other conversion functions are CHR$ and ASC, which operate on single bytes and
enable expressions which would otherwise be treated as special cases to be
processed.

Operators
Binary operators take two items of the same type and generate a single new item of
the same type from them. Unary operators modify a single item. The numeric op-
erators supported by BASIC on the 64 are standard, much like those supported by
other computer languages, while the string and logical operators are less similar.
When a string or arithmetic expression is evaluated, the result depends on the
priority assigned to each operator and the presence or absence of parentheses. In
both string and arithmetic calculations, parentheses insure that the entire expression
within the parentheses is evaluated as a unit before the other operations are per-
formed. The rules for using parentheses dictate levels of priority, so that an ex-
pression in parentheses within another set of parentheses will be evaluated first. In the
absence of parentheses, priority is assigned to operators in this order, starting with
the highest level:

1 Exponents

+ or —  Unary plus or minus sign—positive or negative number
*or / Multiply or divide

+ or —  Binary plus or minus—addition or subtraction

< = or > Comparisons—less than, equal to, greater than

NOT Logical NOT—unary operator

AND Logical AND—binary operator

OR Logical OR—binary operator

Logical operators are also called Boolean operators. In an expression like A AND
B, A and B are called operands.
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Arithmetic operators work in a straightforward way, but string comparisons are
not as simple. Strings are compared on a character-by-character basis until the end
of the shorter string is reached. If the characters in both strings are identical up to
the end of the shorter string, the shorter one is considered the lesser by string
comparison logic. Characters later in the ASCII sequence are considered greater than
those earlier in the series. Therefore, the string ““1” is less than the string “10”, but
5" is greater than “449".

Functions

Some BASIC keywords are valid only when followed by an expression in paren-
theses; they may be used on the right of assignment statements or within ex-
pressions. These are functions: They return a value dependent on the expression in
parentheses. Numeric functions return numeric values and include SQR, LOG, and
EXP; string functions, which include LEFT$, MID$, RIGHT$, and CHRS, return
string values. (The last character of all string functions is a $, like that of string vari-
able names.) PEEK, though not a function in the mathematical sense, has the syntax
of a numeric function and is considered one. Some functions (like FRE) take a so-
called dummy argument: an expression required by the interpreter’s syntax-checking
routine, but ignored by the code which evaluates the function. Typically, the dummy
parameter is a 0, for convenience. The line below is an example:

PRINT FRE(0)

Expressions

A numeric expression is a valid arrangement of numbers, numeric functions, real and
integer variables, operators and parentheses, or logical expressions. Numeric ex-
pressions can replace numbers in many BASIC constructions, for example, the right
side of the assignment statement:

X=SQR(M)+PEEK(SCREEN + J)

A string expression is an arrangement of one or more literals, string functions,
string variables, the string operator +, or parentheses. String expressions can replace
literals in many BASIC constructions, like this:

X$=MID$(“HI " + NAMES$,1,L)+ CHR$(13)

A logical (or Boolean) expression evaluates as true or false (—1 or 0, respectively,
in BASIC) and usually contains one or more relational operators (<, =, or >), logical
operators, parentheses, numeric expressions, or string expressions. Their main use is
in IF statements.

IF X$="Y" OR X$="N" GOTO 100

contains logical expressions.
BASIC doesn't distinguish sharply between logical and arithmetic expressions;
they are evaluated together and can be mixed. This allows constructions like:

IF INT(YR/4)*4=YR AND MN=2 THEN PRINT “29 DAYS”
which is fairly simple, but also trickier lines like:
DAYS = 31 + 2*(M=2) + (M=4 OR M=6 OR M=9 OR M=11)
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where the value —1, generated by a true statement, is used in the calculation of
days in a month. (These lines are examples only, not complete routines that you
should type in and run.)

Another aspect of logical expressions is that logical operators can easily be
wrongly programmed; because mistyping may be undetected by BASIC, the priority
of logical expressions is low (they’re executed last), and the meaning of expressions is
easily misunderstood. For example:

IF PEEK(X)=0 AND PEEK(X+1)=0 THEN END
looks for two zero bytes, then ends, which is the desired result, but:
IF PEEK(X) AND PEEK(X+1)=0 THEN END

ends whenever PEEK(X) is nonzero and PEEK(X+1)=0.
True and false are actually two-byte expressions like integer variables; —1 (true)
means all bits are 1; 0 (false) means all bits are 0. Chapter 5 explains in detail.
Every intermediate result in an expression must be valid; numerals must be in
the floating-point range, strings no longer than 255 characters, and logical ex-
pressions in the integer range.

Statements

A statement is a syntactically correct portion of BASIC separated from other state-
ments by an end-of-line marker or a colon. All statements begin with a BASIC
keyword, or, where LET has been omitted, with a variable. The different types of
statements are discussed below.

o Assignment statements. LET variable = expression. (LET is optional; but its presence
makes the intention behind arithmetically impossible statements, like X=X+1,
clearer for the beginner. Languages like Pascal indicate assignments with the sym-
bol :=, which is read as “becomes.”) ‘

o Conditional statements. IF logical expression THEN statement.

* Program control statements. For example, GOTO, GOSUB, RETURN, STOP.

o Input statements. Fetch data from device or from DATA statement: INPUT, GET,
INPUT#, GET#, READ. ‘

* Looping statements. FOR-NEXT loops, for example.

o Output statements. Send data to screen, disk, cassette, or other device: PRINT,
PRINT#. '

o REM statements. These allow the programmer to include comments for documenta-
tion. The interpreter detects the REM statement and ignores the remainder of the
line when the program runs. Program lines which are never run and lines that con-
tain only colons can be included in this category.

o Conversion statements. These convert between string variables and literals, real vari-
ables and numbers, and integers and numerals. Functions like ASC, CHR$, STRS,
and VAL are examples.

BASIC programs are made up of numbered program lines; each program line is
made up of statements, separated from each other by colons where two or more
statements are used on the same program Jine. Spaces generally are ignored outside
quotation marks, as are multiple colons. o
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BASIC Keyword Dictionary

This section lists every BASIC keyword, with explanations and examples, in a uni-
form format. Details of error messages are not included here, but collected in an
alphabetic list after this section.

Each command’s syntax is given in a standard way. Parameters are usually nu-
meric expressions, string expressions, or variables, and these are always carefully
distinguished; for example, ABS (numeric expression) means that any valid numeric
expression is usable with ABS, which in turn implies ABS can be used with vari-
ables, as in ABS(X).

Square brackets denote optional parameters; where such a parameter is omitted,
a default value is assumed by the system.

Numeric functions probably cause most errors. First, there’s a chance of a simple
SYNTAX ERROR, perhaps an arithmetically wrong construction or omitted paren-
thesis. Second, number parameters have a wide assortment of range restrictions: byte
values must be 0-255, memory addresses must be 0-65535, integer and logical ex-
pressions must be within —32768 and +32767, no numbers can be outside approxi-
mately —1E38 and +1E38, zero denominators are not valid, square roots cannot
exist for negative numbers, and so on. These errors are relatively easy to correct, so
errors are mentioned only when, as in DATA, some noteworthy feature exists.

Chapter 11 is a guide to the Commodore 64’s ROMs and includes information
on the keywords. In a few cases, information is provided in this chapter, where it
helps clarify some aspect of BASIC, and tokens are listed for programmers interested
in looking into BASIC storage in memory.

ABS

Type: Numeric function
Syntax: ABS(numeric expression)
Modes: Direct and program modes are both valid.
Token: $B6 (182)
Abbreviated entry: A SHIFT-B
Purpose: ABS returns the absolute value of the parenthesized numeric expression. In
other words, ABS makes a negative number or expression positive.
Examples:
1. 50 IF ABS(TARGET —X) <.01 THEN PRINT “DONE”: END
This shows how to check for approximate equality; when TARGET is 6, the
program ends only if X is between 5.99 and 6.01. This kind of text is typically
used in iterative computations in which a calculated value is expected to converge
to a given value.
2. 100 IF ABS(X1—X2)<3 AND ABS(Y1—Y2)<3 GOTO 90
From a game program, this recalculates starting positions on screen for two
players if randomly generated starting positions are too close.
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AND

Type: Logical operator

Syntax: Logical or numeric expression AND logical or numeric expression

Modes: Direct and program modes are both valid.

Token: $AF (175)

Abbreviated entry: A SHIFT-N

Purpose: AND applies the logical AND operator to two expressions. For the pur-
poses of the AND comparison, numeric expressions are evaluated as 16-bit signed
integers, so each operand must be in the range —32768 to 32767. Values outside this
range result in an ?2ILLEGAL QUANTITY ERROR. Each of the 16 bits in the first op-
erand is ANDed with the corresponding bit in the second operand, resulting in a 16-
bit, two-byte integer. The four possible combinations of corresponding individual bits
are:

0ANDO =0
0AND1=0
1ANDO0 =0
1AND1=1

The result becomes 1 only if both bits are 1.
AND has two separate uses in BASIC. First, it allows the truth-value of several
logical expressions to be calculated together, as in:

IF X>2 AND X<3

where X must be between 2 and 3 for the condition to be true. Second, AND turns
off selected bits, as in:

POKE 1, PEEK(1) AND 254

This forces bit 1 of location 1 to 0, regardless of its previous value (which switches
in RAM in place of the BASIC ROM). :

Although these uses appear to be different, AND behaves identically in each. A
logical expression is treated as false when 0 (all bits in the result are zero), and is
considered true when —1 (all bits in the result are 1) or nonzero.

Examples:
1. 100 IF PEEK(J) AND 128=128 GOTO 200
Line 200 will be executed if bit 7 of the PEEKed location is set; the other bit
values are ignored.
2. X=X AND 248
This converts X into X less its remainder on division by 8, so 0-7 become 0,
8-15 become 8, and so on. This is significantly faster than X= INT(X/8)*8. It
works (for X up to 256) because 248 = %11111000. Therefore, X AND 248 clears
the three rightmost bits to 0.
3. OK= YR>84 AND YR<90 AND MN>0 AND MN<13 AND OK
~ Part of a date validation routine, this uses OK as a variable to validate mul-
tiple inputs over several lines of BASIC. Use:

IF NOT OK THEN line number
to branch for reinput if the data was unacceptable.
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ASC

Type: Numeric function

Syntax: ASC(string expression at least one character long)

Modes: Direct and program modes are both valid.

Token: $C6 (198)

Abbreviated entry: A SHIFT-S

Purpose: This function returns a number in the range 0-255 corresponding to the
ASCII value of the first character in the string expression. It is generally used when
this number is easier to handle than the character itself. See the Appendices for a
table of ASCII values.

Note that the converse function to ASC is CHR$, so ASC(CHR$(N)) is the same
as N, and CHR$(ASC("“P")) is the character P. All keys except RUN/STOP, SHIFT,
CTRL, the Commodore key, and RESTORE can be detected with GET and ASC.
Examples:

1. X = ASC (X$+ CHR$(0))

Calculates the ASCII value of any character X$. Adding CHR$(0) allows
detection of the null character, which otherwise gives 2ILLEGAL QUANTITY
ERROR.

2. X = ASC(X$)—192

Converts uppercase (SHIFTed) A-Z to 1-26. Useful when computing

checksums, where each letter has to be converted to a number.
3. 1000 IF PEEK(L)=ASC(“*”) THEN PRINT “FOUND AT” L

Shows how using ASC can make your programs more readable; the example

is part of a routine to search memory for an asterisk.

ATN

Type: Numeric function

Syntax: ATN(numeric expression)

Modes: Direct and program modes are both valid.
Token: $C1 (193)

Abbreviated entry: A SHIFT-T

Purpose: This is the arc tangent, or inverse tangent, function. This function returns,
in radians in the range —7/2 to + /2, the angle whose tangent is the numeric ex-
pression. The expression may take any value within the valid range for floating-point
numbers, approximately +1.7E38.

To convert radians to degrees, multiply by 180/7. This changes the range of val-
ues of ATN from — /2 through /2 to —90° through 90°.

In some cases, ATN(X) is a useful transformation to apply, since it condenses al-
most the entire number range into a finite set from about —1.57 to +1.57.
Examples:

1. R=ATN((E2—E1)/(N2—N1))
From a program for surveyors, this computes a bearing from distances east-
ing and northing.
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2. DEF FN AS(X)=ATN(X/SQR(1—X*X))
DEF FN AC(X)=7/2—ATN(X/SQR(1—X*X))
These function definitions evaluate arc sine and arc cosine, respectively.
Remember that the arc tangent can never be exactly 90 degrees; if necessary, test
for this extreme value to avoid errors.

CHR$

Type: String function

Syntax: CHR$(numeric expression)

Modes: Direct and program modes are both valid.
Token: $C7 (199)

Abbreviated entry: C SHIFT-H (This includes the $.)

Purpose: CHR$ converts a numeric expression (which must evaluate and truncate to
an integer in the range 0-255) to the corresponding ASCII character. It is useful for
manipulating special characters like RETURN and quotes which are CHR$(13) and
CHR£(34), respectively. Check the Appendices for a table of ASCII values. Note that
ASC is the converse function of CHRS.

Examples:
1. A$=CHR$(18)+NAMES$-+ CHR$(146)

This adds {RVS} and {OFF} around NAME$, so PRINT A$ prints NAME$
in reverse video.

2. FOR J=833 TO 848: PRINT CHR$(PEEK()));:NEXT

This prints the name of the most recently loaded tape program, by reading
the characters from the tape buffer, assuming the buffer hasn’t been altered by a
program.

3. PRINT#4, CHR$(27)"E08”

The above command sends the ASCII ESC (escape) character, plus a com-
mand, to a printer. Special printer features are often controlled like this, and the
codes will vary from one brand of printer to the next.

4. OPEN 2,2,0,CHR$(38)+ CHR$(60)

A command which opens a file to a modem. The two CHR$ parameters are
required in this format by BASIC.

CHR$(0) represents the null character, but, unlike the null string, “, it has a
length of one, and can be added to strings. See ASC for an application. Embedded
null characters, as in Y$="12"+CHR$(0)+ 34" can cause strange results.

141y

CLOSE

Type: Input/output statement

Syntax: CLOSE numeric expression

Modes: Direct and program modes are both valid.
Token: $A0 (160)

Abbreviated entry: CL SHIFT-O
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Purpose: CLOSE completes the processing of the specified file and deletes its file

number, device number, and secondary address from the file tables.

A numeric expression may be used as a logical file number; it must evaluate to a
number in the range 0-255. No error message is given if the file is not open. (Ac-
tually CLOSE shares OPEN’s syntax checking, so four parameters are valid after
CLOSE, but only the first is used.)

Notes:

1. Files opened for reading do not have to be closed, but files opened for saving to
tape or disk should always be closed, or tape files will lose the last portion of data
held in the buffer, while disks may be corrupted. Chapters 14 and 15 have details.
(OPEN 15,8,15: CLOSE 15 is an easy way to correctly close disk files, perhaps -
after a program stops with ?SYNTAX ERROR while writing to disk.)

2. CLOSE is a straightforward command, but it is made more complicated by the
behavior of CMD, which must be followed by a PRINT# command to switch out-
put back to the TV or monitor.

Example:

OPEN 4,4: PRINT#4,“HELLO”: CLOSE 4

The line above opens a file, sends data to a printer through the file, then closes
the file. The second number in the OPEN command is a device number, which selects
the printer (device 4).

CLR

Type: Statement

Syntax: CLR

Modes: Direct and program modes are both valid.

Token: $9C (156)

Abbreviated entry: C SHIFT-L

Purpose: CLR clears the memory area currently allocated to variables, leaving the
BASIC program, if there is one, unchanged. Any machine language routines in RAM
are left unaltered. Additional effects are noted below.

Note: CLR is actually part of NEW, and does most of the things NEW does, while
keeping the current program intact. CLR operates by resetting pointers, and doesn’t
actually erase variables, so in principle these could be recovered. It has other func-
tions, too. Following is the complete list:

« The string pointer is set to top-of-memory, and the end-of-variables and end-of-
arrays pointers are set to end-of-BASIC. All variables and arrays are thus effectively
lost.

* The stack pointer is reset, but the previous address is retained; therefore, all FOR-
NEXT and GOSUB-RETURN references are lost, and also, if CLR executes within a
program, that program continues at the same place.

¢ The DATA pointer is set to start.

« Input/output activity is aborted.

« Files are aborted (but not closed), and keyboard and screen become the
input/output devices. :
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Examples:
1. POKE 55,0: POKE 56,48: CLR
Sets the top of the BASIC program storage area to 48*256=$3000, typically
to reserve space for graphics in VIC bank 0.
2. 1000 CLR: GOTO 10
This sort of operation is useful in some simulation programs; all existing
variables are erased and the program continues. RUN 10 has a similar effect.

CMD

Type: Output statement

Syntax: CMD numeric expression [, any expression]

The numeric expression, a file number, must evaluate to a number in the range
1-255. The optional expression does not include the brackets shown above, but must
follow a comma; it is printed to the specified file and can be used to put a header on
a printout.

Modes: Direct and program modes are both valid.

Token: $9D (157)

Abbreviated entry: C SHIFT-M

Purpose: CMD is identical to PRINT#, except that the output device is left listening.

Therefore, a CMD statement followed by a device number redirects printed output

from TV to the specified device. The effect usually lasts until PRINT# unlistens the

device. ’

Notes:

1. CMD is a convenient way to cause a program with many PRINT statements to di-
vert its output to a printer. This is easier than changing all PRINT statements to
PRINT# statements. However, CMD has bugs; GET and sometimes GOSUB will
redirect output to screen. Where this is a problem, use PRINT#.

2. CMD is necessary in order to list programs to printers.

Examples:

1. OPEN 4,4: CMD4,“TITLE":LIST

This will list the current program (or disk directory file, if present in mem-
ory) to a printer. Follow this with:

PRINT#4: CLOSE4

to return output to the screen.

2. 100 INPUT “DEVICE NUMBER”;D: OPEN D,D: CMD D
Allows PRINT to direct output either to device 3 (screen), device 4 (printer),
or elsewhere.
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CONT

Type: Command

Syntax: CONT

Modes: Only direct mode is available. (In program mode CONT enters an infinite
loop.)

Token: $9A (154)

Abbreviated entry: C SHIFT-O : ‘
Purpose: CONT resumes execution of a BASIC program stopped by a STOP or END
statement, or by the RUN/STOP key. CONT cannot be used to restart a program
that has stopped due to any sort of error. Also, CONT cannot be used if you edit
any program lines after the program stops.

For debugging purposes, STOP instructions may be inserted at strategic points in
the program, and variables may be PRINTed and modified after the program has
stopped. CONT will continue, provided you make no error. ?CAN’T CONTINUE ER-
ROR has several causes. In such cases, GOTO a line number serves a similar purpose
as CONT.
Note: Because STOP aborts files, CONT may be accepted, but not actually continue
as before; for example, output which ought to go to a printer may be displayed on
the screen after CONT.
Example:
10 PRINT J: J=J + 1: GOTO 10

Run this, then press the RUN/STOP key. The BASIC command CONT will

cause the program to continue. You can change J, by typing J=10000 in direct mode,
for example, and CONT will resume (using the new value).

COS

Type: Numeric function

Syntax: COS(numeric expression)

Modes: Direct and program modes are both valid.

Token: $BE (190)

Abbreviated entry: None

Purpose: COS returns the cosine of the numeric expression, which is assumed to be
an angle expressed in radians.

Examples:
1. PRINT COS(45* w/180)

The above statement prints the cosine of 45 degrees (conversion from radi-
ans to degrees is accomplished by multiplying the value in radians by = and
dividing by 180).

2. FOR J=0 TO 1000 STEP 7 /10: PRINT COS(J): NEXT

This shows the cyclical nature of COS. Large values of the argument don't
introduce significant error, because COS uses only the remainder in the range 0 to
2* 7.
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DATA

Type: Statement

Syntax: DATA list of data separated by commas

Modes: Only program mode is available.

Token: $83 (131)

Abbreviated entry: D SHIFT-A

Purpose: DATA enables numeric or string data to be stored in a program. The READ

statement retrieves the data in DATA statements in the same order it’s stored in the

program.

Notes:

1. DATA statements to store ML programs can be generated automatically: See
Chapter 9.

2. A ?SYNTAX ERROR in a valid DATA statement line means that the READ and
DATA statements don’t match properly.

3. Unnoticed or omitted commas can cause baffling bugs:

DATA R,0,Y,G,B,P,

contains eight data items, two of them (between G and B, and following P) null
characters.

4. Because DATA statements are handled in sequence (RESTORE restarts the se-
quence), take care when adding more data (for example, by appending a sub-
routine) in case data from a wrong routine is read.

Examples:

1. 100 DATA “7975, LAZY RIVER ROAD”

This shows that quotes enable commas, colons, leading spaces, and other
special characters to be included in strings.

2. 1000 DATA CU,COPPER,136.2,FE,IRON,25.1

This illustrates how sets of data can be stored. Typically, a loop with READ
A$,M$,W inside might be used to read each set of three items.
3. 10000 DATA SUB1 :REM MARKS START OF SUB1's DATA
Here’s a trick that might be used to insure that the correct data is being read.
Use the following line to locate SUB1:

1000 READXS$: IF X$<> “SUB1” GOTO 1000

Type: DEF EN, statement; FN, numeric function

Syntax: DEF FN valid variable name (real variable)=arithmetic expression
Modes: Only program mode is available.

Token: DEF: $96 (150); FN: $A5 (165)

Abbreviated entry: DEF: D SHIFT-E (FN has no abbreviated form)

Purpose: DEF FN sets up a numeric (not string) function, with one dependent vari-
able, which can be called by FN. Function definitions help save space where an ex-
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pression needs to be evaluated often. However, their main advantage is improving

BASIC'’s readability.

Notes:

1. Direct mode is forbidden, but function definitions are stored along with ordinary
variables. See Chapter 6 on storage. Once defined, functions can be called by FN
in direct mode.

2. ?UNDEF'D FUNCTION ERROR results if DEF FN hasn’t been encountered before
EN is used. ?SYNTAX ERROR, when caused by a definition, refers to the line
using FN, even when that line is valid.

3. After loading a new program from within BASIC, redefine any functions; other-
wise, they’ll probably not work. Chapter 6 explains why.

4. Function definitions work by calling a routine to evaluate expressions. Therefore,
each definition must fit into one line of BASIC; IF-THEN statements aren’t al-
lowed in the function definition, so logical expressions may be necessary—see the
examples. Calling another function definition is valid, however.

5. The dependent variable need not be used in the definition; if not, it’s called a
dummy variable.

Examples:

1. 100 DEF FN DEEK(X) = PEEK(X)+256*PEEK(X+1)

110 PRINT FN DEEK(50)

These lines print the decimal value of the two-byte quantity stored in mem-
ory locations 50 and 51. (DEEK is a double-byte PEEK.)

2. 100 DEF FN MIN(X) = —(A>B)*B—(B>A)*A '

This will return the smaller of A and B. Note that X is a dummy variable in
this case; any other variable could be used. The awkward form of the expression
is necessary to fit it into a single statement.

* 3. 100 DEF FN PV(I) = 100/ (1+1/100)

This sets up a present value function, where I is an annual interest rate.

4. 1000 DEF FN E(X) = 1 + X +X*X/2 + X*X*X/6 + FN E1(X)

1010 DEF FN E1(X)=X*X*X*X/24 + X*X*X*X*X/120

The above lines show in outline how a very long expression can be spread

over several lines of BASIC.

Type: Statement

Syntax: DIM variable name [, variable name...]
Modes: Direct and program modes are both valid.
Token: $86 (134)

Abbreviated entry: D SHIFT-I

Purpose: DIM is short for DIMension. It sets up space above the BASIC program in
memory for variables in the order the variables are listed in the DIM statement. This
command is automatically carried out when a variable is given a value (for example,
a line that contains the expression X=1), so there’s no need for DIM, unless arrays
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with dimensions greater than 10 are needed. All variables set up by DIM are set to 0
(if numeric) or null (if strings).
Notes:

1.

Arrays can use numeric expressions in their DIM statements, so their size can be
determined by some input value; they don't have to be of fixed size. Arrays start
with the zeroth element, so DIM X(4) sets up a numeric array with five storage
locations, X(0) through X(4). Dimensions can have a maximum of 32767 elements,
and not more than 255 subscripts may be used in multidimensional arrays; in
practice, an 20UT OF MEMORY ERROR will result long before you reach these
limits.

. Arrays are stored in memory above regular variables. Chapter 6 explains the con-

sequences in detail, but here are a couple:

« New variables introduced after an array has been set up cause a delay.
e Arrays can be deleted with:
POKE 49,PEEK(47): POKE 50,PEEK(48)

So if intermediate results are computed with a large array, this can be deleted
when you are finished.

. Integer arrays are efficient, while the efficiency of string arrays depends on the

lengths of the strings.
PRINT FRE(0)

gives a quick indication of spare RAM at any time. RAM space occupied by arrays
is explained in Chapter 6.

. Large string arrays are vulnerable to garbage collection delays, also explained in

Chapter 6. The total number of separate strings, not their lengths, is the signifi-
cant factor in garbage collection.

Examples:

1.

100 INPUT “NUMBER OF ITEMS”;N: DIM IT$(N)
This might be used in a sorting program, where any number of items may
be sorted.

. DIM X,Y,J,L,P$ :REM SET ORDER OF VARIABLES

Ordering variables, with the most frequently used ones dimensioned first,
will help increase the speed of BASIC programs.

. 100 DIM A(20): FOR J=1 TO 20: INPUT A()): A(0)=A(0)+A(J): NEXT

The above line uses the zeroth element to keep a running total.

. DIM X%(10,10,10)

This sets up an array of 1331 integers, perhaps to store the results of three
11-point questionnaires.

Type: Statement
Syntax: END
Modes: Direct and program modes are both valid.
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Token: $80 (128)
Abbreviated entry: E SHIFT-N
Purpose: END causes a program to cease execution and exit to immediate mode.
This command may be used to set breakpoints in a program; CONT causes a pro-
gram to continue at the instruction after END. BASIC doesn’t always need END; a
program can simply run out of lines, but END is needed to finish the program in the
middle. END leaves BASIC available for LISTing; you may prefer to prevent this
with NEW or SYS 64738 in place of END. (Note: Early computers always needed
END, to separate each program’s punch cards. Now this isnt so.)
Examples:
1. 10000 IF ABS(BEST —V) <.001 THEN PRINT BEST: END
This causes the program to end when a repeating process has found a solu-
tion to a problem within a desired accuracy range.
2. 100 GOSUB 1000: END: GOSUB 2000: END: GOSUB 3000: END
These lines are from a program being developed; this shows a use of END to
set breakpoints. CONT resumes the program after each subroutine is tested.

EXP

Type: Numeric function

Syntax: EXP(numeric expression)

Modes: Direct and program modes are both valid.

Token: $BD (189)

Abbreviated entry: E SHIFT-X

Purpose: EXP calculates e (2.7182818...) to any power within the range —88 to +88,
approximately. The result is always positive, approaching 0 with negative arguments,
becoming large with positive arguments. EXP(0) is 1.

Note: EXP is the converse of LOG. Sometimes logarithms of numbers are used in
calculations; EXP transforms the results back to normal. EXP(Q) could be replaced by
2.71828181Q, but the shorter form is more readable.

Examples:

1. PRINT EXP(LOG(N))

The above line prints N (possibly with rounding error), demonstrating that
EXP and LOG are converse operations.

2. 100 P(N) = MTN * EXP(—M)/FACT(N) .

This is a typical statistical formula, for the probability of exactly N rare
events happening when the average is M. FACT(N) holds N! for a suitable range
of values. (EXP is important for its special property that it equals its own rate of
growth; it tends to turn up in scientific calculations.)

FOR-TO (STEP)

Type: Statement :
Syntax: FOR simple numeric variable=numeric expression TO numeric expression
[STEP numeric expression]
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Modes: Direct and program modes are both valid.

Token: FOR: $81 (129); TO: $A4 (164); STEP: $A9 (169)

Abbreviated entry: FOR: F SHIFT-O; TO: None; STEP: ST SHIFT-E

Purpose: FOR-TO [STEP] provides a method to count the number of times a portion

of

BASIC is executed.

Notes:

1.

30

How FOR-NEXT loops work. The syntax after FOR is checked, rejecting, for ex-
ample, FOR X% =1 TO 10. Then the stack is tested to see if FOR with the present
variable exists; if it does, the previous loop is deleted, so

FOR X=1 TO 10: FOR X=1 TO 10

is treated as a single FOR statement. Now, 18 bytes are put on the stack, if there’s
room. Once they are placed there, they won't change, so the upper limit of the
loop FOR X=1 TO N won't change after the looping starts, even if the value of N
is changed within the loop.

10 FOR X=489 TO 506: PRINT PEEK(X): NEXT

lists 18 bytes from the stack; these are the FOR token, the two-byte address of the
loop variable, the STEP size in floating-point format, the sign of the STEP, the
floating-point value of the upper limit of the loop, the line number of the FOR,
and the address to jump to after the loop is finished. The STEP value defaults to 1.

Because NEXT determines whether the loop will continue, every FOR-NEXT
loop is executed at least once, even FOR J=1 TO 0: NEXT. NEXT also checks the
loop variable, so NEXT X,Y, for example, helps insure correct nesting of loops—it
must be preceded by FOR Y and FOR X statements. NEXT adds the STEP size to
the variable value; if the result exceeds the stored limit (or is less, if a negative
STEP size was used), processing continues with the statement following NEXT.
There’s no way the system can detect a missing NEXT; if a set of loops is un-
expectedly fast, this may be the reason.

When the STEP size is held exactly, there is no loss of accuracy in using
loops. So:

FOR J=1 to 10000 STEP .5
is exact, as is the default STEP size of 1. On the other hand:
FOR M=1 TO 1000 STEP 1/3: PRINT M: NEXT

will produce errors. Chapter 6 explains this in more detail.
_ This description should enable you to pinpoint bugs in loops, which can be
difficult to locate without detailed information.

. Loop execution speed. When fine-tuning a long program for speed, pay special

attention to loops, because inefficiencies are magnified in proportion to the loop’s
size. If you dimension variables in decreasing order of importance, this can in-
crease the speed of execution (don’t dimension any variables inside the loop,
though, as this will cause an error condition).

. Exiting from loops. One of the best ways to exit from a loop is from the NEXT

statement, and changing the loop variable is a simple way to accomplish this. For
example:
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5 FOR J=1 TO 9000: GET X$: IF X$="A" THEN J=9000
10 NEXT

finishes early if the A key is pressed.
4. Other loops. The extended command DO WHILE can be simulated with:

FOR J=—1 TO 0: statements you wish to execute : J=CONDITION: NEXT

Processing continues until ] is false. Obviously, more intricate looping structures
are possible.
Examples:
1. PRINT “{CLR}"”: FOR J=1 TO 500: PRINT “*”;: NEXT
The above example line prints 500 asterisks.
2. K=0: FOR J=1024 TO 1024+ 255: POKE J,K: K=K-+1: NEXT
This POKEs characters 0 to 255 sequentially into screen memory. K counts
along with J.
3. FOR J=2048 TO 9E9: IF PEEK(J)<>123 THEN NEXT:PRINT J
These statements search memory from 2048 upward for a byte equal to 123.
When the loop ends, PRINT ] gives the location.
4. 5FOR J=1 TO 12
10 IF M$<>MID$(“JANFEBMARAPRMAYJUNJULAUGSEPOCTNOVDEC”,
3*]—2,3) THEN NEXT
The above lines match a correctly entered month abbreviation, previously in-
put as M$. When the program is finished running, J will be a number from 1 to
12, indicating the month (or 13 if no match was found).

Type: Numeric function

Syntax: FRE (numeric expression)

Modes: Direct and program modes are both valid.
Token: $B8 (184)

Abbreviated entry: F SHIFT-R

Purpose: FRE computes the number of bytes available to BASIC. If there are more
than 32767, the value returned is negative; adding 65536 converts this to the true
figyre. The Commodore 64 has 64K of RAM memory, but 24K of this is normally
hidden by overlying ROM and doesn’t appear in the total of free bytes. See Chapter
5. FRE is useful for removing unused dynamic strings, which take up variable space
in RAM and are a potential source of ?20UT OF MEMORY ERRORs. FRE first per-
forms a garbage collection (see Chapter 6) before returning its value. FRE uses a
dummy expression; usually a zero is used, so the expression is FRE(0).
Examples:
1. 1000 IF FRE(0)<100 PRINT “SHORT OF RAM”
The above example prints a message when free memory is below 100 bytes
or returns a negative value. This routine would need to be modified to be useful,
because of the negative values FRE returns (see explanation above).

31



BASIC Reference Guide

2. F=FRE(0): DIM X$(50): PRINT F—FRE(0)
: This prints the number of bytes used to dimension X$ to 50.
3. 200 F=FRE(0)— (FRE(0)<0)*65536
This calculates the number of free bytes under any circumstances, storing the
answer in F.

GET

Type: Input statement

Syntax: GET variable name [, variable name...]
Mode: Only program mode is available.
Token: $A1 (161)

Abbreviated entry: G SHIFT-E

Purpose: GET reads a single character from the current input device, usually the
keyboard, and assigns it to the named variable. If the keyboard buffer is empty,
string variables are assigned a null, and numeric variables are given a value of 0.
GET (unlike INPUT, or GET on some other computers) doesn’t wait for a keypress,
s0 BASIC can test for a key and continue if there isn’t one. GET X$ is more powerful
than GET X, which crashes when it detects a nonnumeric key; so the string form of
GET is nearly always used, and conversions are made when necessary. The string
GET works with any ASCII character, but the RUN/STOP, Commodore, SHIFT,
CTRL, and RESTORE keys aren’t detected by GET.

Chapter 6 explains the keyboard buffer and associated keyboard features in
depth. Chapter 4 explains how GET may be used to write reliable INPUT-like
routines.

Examples:
1. 5 GET X$: IF X$="" GOTO 5: REM AWAIT KEY
10 PRINT “{CLR}"” X$ ASC(X$): GOTO 5
This short program waits for a key to be pressed, then clears the screen and
prints the key pressed and its ASCII value. There are a few exceptions, like quotes
and the color controls. You'll see how RETURN is read, plus all the normal keys.
Chapter 4 discusses this in more depth.
2. 100 DIM IN$(200): FOR J=1 TO 200: GET IN$()): NEXT
This line gets 200 characters into an array, most of which will be nulls.
3. 200 GET A$,B$,C$
This is a syntactically valid statement, but this format is more appropriate
with the GET# statement. The syntax is accepted because GET, GET#, INPUT,
and READ largely use the same Kernal routines, and the 64’s designers felt it was
not worth removing the relatively useless alternatives.

GET#

Type: Input statement
Syntax: GET# numeric expression, variable name [,variable name...]
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The numeric expression, a file number, must evaluate and truncate to a number

in the range 1-255.

Mode: Only program mode is available.

Token: $A1 (161) then $23 (35). This is GET then #; GET# has no token of its own.

Abbreviated entry: G SHIFT-E #

Purpose: GET# reads a single character from the specified file, which must be open

to an input device or a ?FILE NOT OPEN ERROR will result. Unlike the INPUT#

statement, GET# can read characters like colons, quotes, and RETURNs. GET# can
read files character by character in a way impossible with INPUT# and is not limited
to 88 characters per string.

Notes: '

1. GET# can read from screen or keyboard, although there’s usually no real advan-
tage in this.

2. GET# from tape sets the status variable (ST) to a value of 64 when it reaches the
end-of-file, so programs can evaluate ST to test for the end of data if no special
marker was used. ST is immediately reset, so the test is needed after each GET#.
Chapter 14 has full details. '

3. GET# from disk also sets ST=64 at end-of-file; from then on, ST is set to 66,
which indicates end-of-file plus device not responding. Chapter 15 has full details.

Examples:
1. 1000 IN$=""
1010 GET#1,X$: IF ASC(X$)=13 GOTO 2000 :REM RETURN FOUND
1020 IN$=IN$+X$: GOTO 1010 :REM BUILD STRING
This program extract reads in a string, character by character, from tape or
disk, building IN$ from each character, and exiting to the next part of the program
when RETURN indicates the end of a string. A routine at line 2000 would handle
the string after the GET# process was complete.
2. 100 GET#8,X$: IF ST=64 GOTO 1000: REM END OF DATA
The above line shows how to use ST to detect that no more data is on file,
and how to jump to another part of the program based on that information.
3. 100 GET#1,X$,Y$
This example program line GETs a pair of consecutive characters from file 1,
which has already been opened to an input device.

GO

Type: Dummy statement

Syntax: Always part of GO TO

Modes: Direct and program modes are both valid.
Token: $CB (203)

Abbreviated entry: None

Purpose: The sole function of GO is to allow GO TO as a valid form of GOTO,
which occasionally gives problems. For example, some renumbering programs ignore
it, some early CBM machines don't have it. Chapter 8 shows how you can modify
GO to suit your own purposes.
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GOSUB

Type: Statement

Syntax: GOSUB line number

Modes: Direct and program modes are both valid.
Token: $8D (141)

Abbreviated entry: GO SHIFT-S

Purpose: GOSUB jumps to the specified BASIC line, saving the address of the orig-

inal line on the stack, so that the RETURN statement in a program can transfer con-

trol back to the statement immediately following the GOSUB statement. This means

a subroutine can be called from anywhere in BASIC while keeping normal program

flow. IF or ON allows conditional calls to be made to subroutines.

Notes:

1. Testing subroutines in direct mode. It is often simple to test parts of a large program
while in direct mode. For example:

L=1234: GOSUB 500

tests the decimal/hex converter in Chapter 6’s “PRINT USING.”

2. Processing GOSUB. Line numbers following GOSUB are scanned by a routine simi-
lar to VAL; numbers are input until a nonnumeric character is found. (For ex-
ample, GOSUB and GOSUB NEW and GOSUB 0XX are treated as GOSUB 0.)
This allows ON-GOSUB to work, since it can then skip commas. After this,
GOSUB puts five bytes on the stack.

10 GOSUB 20
20 FOR J=500 TO 504: PRINT PEEK());: NEXT

The above program prints five bytes from the stack, which are a GOSUB
token (141), GOSUB's line number, and a pointer to the GOSUB statement. The
line number is used in the error message if the destination line doesn’t exist. It's
slightly faster to collect subroutines at the start of BASIC, to reduce the time spent
searching for them, and it's also slightly faster to number lines with the smallest
possible numbers to cut down time spent processing line numbers.

Note that GOSUBs without RETURNSs can fill the stack and cause 20UT OF
MEMORY ERROR. Type and run the following one-line program to see the effect:

100 GOSUB 100

3. Miscellaneous. Chapter 6 has a computed GOSUB, and a POP to delete GOSUB
statements that don’t have matching RETURN statements. GOSUB 500: RETURN
is identical to GOTO 500 in its effect, but uses more space on the stack.

Structured programming makes a lot of use of subroutines; rewriting pro-
grams which use multiple IFs or other complex constructions into subroutines
helps make programs clearer. See Chapter 4 for more on this.

Examples:

1. 100 EM$="DISK NOT IN DRIVE"”:GOSUB2000
110 END
2000 PRINT “{HOME} {RVS}*** ERROR ” EM$ “ {OFF}”

2010 FOR J=1 TO 2000: NEXT: RETURN
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Part of a simplified error message routine, this excerpt prints an error (EM$
must be set before GOSUB 2000) in reverse at the top of the screen.
2. 500 GOSUB 510
510 PRINT“*”
520 RETURN
This shows how a subroutine can have several entry points. Here, GOSUB
510 prints an asterisk, while GOSUB 500 prints it twice.

GOTO; GO TO

Type: Statement

Syntax: GOTO line number; GO TO line number

Modes: Direct and program modes are both valid.

Token: GOTO: $89 (137). Separate GO and TO tokens are also accepted.

Abbreviated entry: G SHIFT-O

Purpose: GOTO jumps to the specified BASIC line. IF and ON allow conditional

GOTO statements.

Notes: '

1. Using GOTO in direct mode. Direct mode GOTO executes the program in memory
without executing CLR, so if the program has been previously run, the variables
are retained. This is similar to CONT, except that any line can be selected as the
starting point. Variables can be changed, but these will be lost if any BASIC pro-
gram lines are edited. ,

2. Line numbers are read by the same routine that handles GOSUB’s line numbers,
and similar restrictions apply.

Examples:

1. TI$="235910": GOTO 1000

This is a direct mode example; the clock is set just short of 24 hours, then
the program in memory is executed from line 1000 on, retaining the value of TI$.

2. 100 GET A$: IF A$="" GOTO 100

This simple loop awaits a keypress.

IF-THEN

Type: Conditional statement

Syntax: IF logical expression THEN line number
IF logical expression GOTO line number
IF logical expression THEN statement [: statement...]

Modes: Direct and program modes are both valid.

Token: IF: $8B (139); THEN: $A7 (167)

Abbreviated entry: IF: None; THEN: T SHIFT-H

Purpose: IF-THEN statements allow conditional branching to any program line or
conditional execution of statements after THEN.
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The expression after IF is treated as Boolean (that is, if zero it’s false, if nonzero
true). If the expression is true, the statement after THEN is performed; if it is false,
the remainder of the line is ignored, and processing continues with the next line. (If
the expression is a string, the effect depends on the last calculation to use the
floating-point accumulator, so IF X$ THEN may be true or false.)

Examples:
1. 1000 LC=LC+1: IF LC=60 THEN LC=0: GOSUB 5000
This program excerpt increments the line count (LC); if LC is 60, it resets the
count value to 0 and calls a form advance subroutine at 5000 before continuing.
2. 700 IF X=1 THEN IF A=4 AND B=9 THEN PRINT “*”
This is a composite IF statement, identical in effect to:

IF X=1 AND A=4 AND B=9 THEN PRINT “*”

but probably a little faster.
3. 500 IF X THEN PRINT “NONZERO”
This example illustrates that IF X THEN is the same as IF X<>0 THEN.

INPUT

Type: Input statement

Syntax: INPUT [string prompt in quotes;] variable name [,variable name...]

Modes: Only program mode is available.

Token: $85 (133)

Abbreviated entry: None

Purpose: INPUT is an easily programmed command which takes in data from the 64

and assigns it to a variable. INPUT echoes the data to the screen, so editing features

like DEL can be used. Pressing the RETURN key signals the end of INPUT.

Notes:

1. INPUT's prompts. INPUT N$ and INPUT “NAME";N#$ illustrate the two forms of
INPUT. Both print a question mark followed by a flashing cursor, but the second
version also prints NAME, giving NAME? as the prompt. When you use an IN-
PUT statement with multiple variables—for example, INPUT X$,Y$—two consec-
utive question marks (??) will be displayed on the screen if only the first string is
entered, followed by RETURN. In response to the double question marks, you
simply enter the remaining data. Typing the two entries, separated by a comma
(FIRST, SECOND) assigns both strings, with no further prompt.

These demonstration lines show how the prompt string can be used:

100 INPUT “{CLR}{DOWN} {RIGHT}";X$

This clears the screen and moves the cursor (and the question mark prompt)
down and to the right of the home position.

100 INPUT “{2 SPACES}--{LEFT}{LEFT}{LEFT}{LEFT}" X$

This illustrates the technique of indicating the expected length of the input
data. There should be two spaces after the first quote, and two more cursor-lefts
than hyphens.
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100 INPUT “{RED}{RVS}NAME",N$

This prints the prompt in red and reverse video. Long prompt strings may
cause problems. If the user’s response is long enough to cause the cursor to wrap
around (move to the next line), the prompt may be added to the input. To avoid
this, you may want to use a combination of PRINT and INPUT statements:

PRINT “A LONG PROMPT MESSAGE":INPUT X$

You may not have to worry about this problem, since recent 64s are free
from this bug.

Another approach is to POKE the keyboard buffer; in this way the question
mark can be eliminated. Type and run the following line:

100 POKE 198,1: POKE 631,34: INPUT X$

This inserts a quote in the keyboard buffer, effectively pressing quote just
after INPUT is run, allowing strings like LDA $A000,X to be input despite their
containing commas or colons. Chapter 6 has more on this.

. How input data is handled. When you press RETURN, the line of data is put into
the input buffer to await processing. Chapter 6 has a more detailed discussion, but
note that one effect of this is the inability to use INPUT in direct mode. Chapter 7
explains how ML can solve this problem. After entry, the data in the buffer is
matched with the list of variables after INPUT. The message ?EXTRA IGNORED
means too many separate items were entered; the prompt ?? means too few items
were entered and requests more; and ZREDO FROM START means the variable
types didn’t match the data entered.

100 INPUT X

The above line causes the computer to expect numeric input; it will accept
123.4 and even 1E4, but not HELLO.

100 INPUT X$,Y$

In the above example, the computer expects two strings to be entered. It will
accept HELLO, THERE but as two separate strings; if HELLO, THERE, 64 is en-
tered, the computer will accept HELLO as the first string, THERE as the second,
and will not accept the characters 64, but will instead respond with ZEXTRA
IGNORED.

Generally, these aren’t serious problems, unless a program is intended to be
foolproof, in which case the GET statement is essential (see Chapter 4 for more
information). Without some kind of error trapping, a user could type HOME,
CTRL-WHT, SHIFT-RUN/STOP, or quotes and the INPUT statement would be
wrecked.

Note: All prompts (?, ??, PEXTRA IGNORED) are suppressed when INPUT#
is in use. When using INPUT:

POKE 19,1

has this effect. Similarly, the following line, which opens a file to the keyboard,
suppresses prompts:

OPEN 1,0: INPUT#1,X$
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Examples:
1. INPUT “ENTER NAME"”;N$: PRINT “HELLO, ” N$
This is a straightforward string input of N$, followed by a personal greeting.
2. FOR J=1 TO 10: INPUT X(J): NEXT
The above line inputs ten numbers into an array.
3. 100 INPUT “DEVICE{2 SPACES}3{LEFT} {LEFT}{LEFT}"”;D
This example shows one method to allow a default value for INPUT. In this
case, simply pressing RETURN assigns the value 3 to D, which saves time for the
user. Another method, which doesn’t print the default under the cursor, is this:
4. 100 X$="YES": INPUT X$
If the user simply presses RETURN, X$ retains the value “YES".

INPUT#

Type: Input statement
Syntax: INPUT# numeric expression, variable name [,variable name...]
The numeric expression, a file number, must evaluate and truncate to a number

in the range 1-255.
Mode: Only program mode is available.
Token: $84 (132)
Abbreviated entry: I SHIFT-N (This includes the #.)
Purpose: INPUT# provides an easy method to read variables from a file, usually on
tape or disk. The format is the same as with PRINT#; the data consists of ASCII
characters separated by RETURN characters. Provided INPUT# matches PRINT#,
this command should be trouble-free.
Note: INPUT# is closely similar to INPUT. Below is a list of differences between the
two:
e Since the device generally can’t use it, no prompt is printed.
* Some characters are ignored (like spaces without text, and screen editing characters)

unless preceded by quotes. Similarly:

PRINT#1,“HELLO:THERE"”

is read by INPUT# as two strings, because the colons are treated as separators.
Usually, PRINT# with straightforward variables will help you avoid these bugs.

* INPUT# can't take in a string longer than 88 characters, as this results in a
?STRING TOO LONG ERROR. Screen input doesn’t have this problem, since part
of an overlong string is simply ignored.

* ST signals the end-of-file point, as it does with the GET# statement.

Example:

10 OPEN 1 :REM READ TAPE FILE
20 DIM D$(100): FOR J=1 TO 100: INPUT#1,D$(J): NEXT

This example reads 100 strings from a previously written tape file into an array.
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INT

Type: Numeric function
Syntax: INT(numeric expression)
Modes: Direct and program modes are both valid.
Token: $B5 (181)
Abbreviated entry: None .
Purpose: INT, the integer function, converts the numeric expression to the nearest
integer less than or equal to the expression. Two sample results of the integer func-
tion are INT(10.4) is 10, and INT(—2.2) is —3. The expression is assumed to be in
the full range for numerals, between about —1.7 E38 and +1.7 E38. So
L=INT(123456.7) is valid. But L%=INT(123456.7) gives an error, since the result is
too large for an integer variable.
Examples:
1. 100 PRINT INT(X+.5) :REM ROUND TO NEAREST WHOLE NUMBER
The above example rounds numbers—including negative numbers—to the
nearest whole numer.
2. 100 PRICE = INT(5 + P*(1+MARKUP/100))
This calculates price to the nearest cent from percentage markup and pur-
chase price in cents.

LEFT$

Type: String function
Syntax: LEFT$(string expression, numeric expression)
Modes: Direct and program modes are both valid.
Token: $C8 (200)
Abbreviated entry: LE SHIFT-F (This includes the $.)
Purpose: LEFT$ returns a substring consisting of the leftmost characters of the orig-
inal string expression. The numeric expression (which must evaluate to 0-255) is
compared with the length of the string; the smaller of the two determines the length
of the substring.
Examples:
1. FOR J=0 TO 20: PRINT LEFT$("HELLO THERE",]): NEXT
This prints 20 strings, “”’, “H”, “HE"”, “HEL", and so on. As ] increases, the
number of characters printed does, too. However, the number of characters
printed never exceeds 11, the length of the original string. Thus, the eleventh
through twentieth strings printed will be identical.
2. PRINT LEFT$(X$ + “ ”,20)
This formatting trick pads X$ to exactly 20 characters with hyphens. This
way the output is always 20 characters long.
3. PRINT LEFT$(* ”,20-LEN(X$)); X$
This line right justifies X$, preceding it with hyphens. (X$ is assumed not to
be longer than 20. Other characters, notably spaces, are usable in the same way to
format output.)
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LEN

Type: Numeric function

Syntax: LEN(string expression)

Modes: Direct and program modes are both valid.
Token: $C3 (195)

Abbreviated entry: None

Purpose: LEN determines the length of a string expression. The result is always be-
tween 0 and 255 (see Chapter 6 for more details).
Examples:
1. 10 PRINT SPC(20—LEN(MSG$)/2);MSG$
This line will center a short message on the computer screen by adding lead-
ing spaces.
2. 50 IF LEN(IN$)<>L THEN PRINT “MUST BE” L “DIGITS”: GOTO 40
The above excerpt rejects an input string of the wrong length, sending the
program back to line 40, where another attempt may be tried.
3. 100 FOR J=1 TO LEN(WS$): IF L$=MID$(W$,],1) GOTO 200: NEXT
110 PRINT “NOT FOUND”
This checks word W$ for the presence of letter L$. The use of LEN(W$) al-
lows the program to set the loop counter for any length of W$.

LET

Type: Statement

Syntax: [LET] numeric variable = numeric or logical expression

[LET] integer variable = numeric expression in range —32768 to +32767 or logical

expression

[LET] string variable = string expression

Modes: Direct and program modes are both valid.

Token: $88 (136)

Abbreviated entry: L SHIFT-E

Purpose: LET assigns a number or string to a variable. The statement LET is usually

omitted, since the 64 assumes LET by default. Simple or array variables may be

used, and if a simple or array variable doesn’t already exist, LET makes room for it
in the variable storage area in memory. LET will dimension an array to the default

size of 11 (elements 0 through 10) if it has not been previously dimensioned with a

DIM statement.

Notes: :

1. Chapter 6 has full details on variable storage; it also has a routine, VARPTR,
showing how LET can be used from ML. Since LET is rarely used, it can be
modifed by the user (Chapter 7 demonstrates this).

2. Variables can be reassigned freely, so be careful not to try using a variable for two
purposes simultaneously. This is often a problem when using subroutines, because
it is harder to keep track of variables.
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Examples:
1. X=123456: LET X=123456
Both of these statements set X to 123456.
2. Q%=Q/100
The above line sets Q% equal to the integer portion of Q/100, so if
Q=1234, Q%=12.
3. LET QH%=Q/256: LET QL%=Q—QH?%*256
This sets QH% and QL% equal to the high and low bytes of the number Q.

LIST

Type: Command :

Syntax: LIST [line number] [-] [line number]

Modes: Direct and program modes are both valid.

Token: $9B (155)

Abbreviated entry: L SHIFT-I

Purpose: LIST displays part or all of BASIC in memory to the screen, or (with CMD)

to disk, tape, or other output device.

Notes:

1. Line numbers must be ASCII characters, not variables.

2. LIST uses many RAM locations; it always exits to READY mode if used within a
program.

3. LOAD errors and other errors may show up in LIST. For example, if a machine
language program designed for some other part of memory is loaded into the
BASIC program area, an attempt to LIST will show only random characters.

4. Chapter 6 lists BASIC tokens and has examples of BASIC storage in memory.
Also, a LIST reference has programs to modify LIST in useful ways. (Chapter 8
shows how it's done.) The entry for REM has notes on the way LIST interprets
screen-editing and other characters. TRACE is a modified LIST which works while
a program runs. UNLIST shows ways to protect your programs.

Examples:
1. LIST 2000-2999
The line above displays the BASIC lines from 2000 through 2999.
2. LOAD “$”,8 followed by LIST
This displays a disk directory, which is stored in memory as though it were a
BASIC program.
3. 1000 LIST -10
This lists all lines up to and including line 10 of a BASIC program. As
shown in this example, LIST can be included within a BASIC program line. How-
ever, execution of this line will stop the program, and CONT will not restart it.
4. LIST 1100-
This displays all lines in the current BASIC program with line numbers of
1100 or greater. If there is no line 1100 in the current program, the listing begins
with the first existing line greater than 1100.
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LOAD

Type: Command
Syntax:

Tape: LOAD [string expression [,numeric expression[, numeric expression]]]
- All parameters are optional. The first numeric expression, if used, must evaluate
to 1 (device number). The second normally evaluates to 0 (BASIC LOAD) or 1
(forced LOAD). Chapter 14 has full details.

Disk: LOAD string expression, numeric expression [, numeric expression)

A name and a numeric expression, typically 8, which is the device number, are
required. The second numeric parameter has the same meaning as in tape LOAD.
Chapter 15 has full details.

Modem: LOAD cannot be used with a modem. Attempting to use device number
2, therefore, will result in an error.

Modes: Direct and program modes are both valid: (See “Notes” below.)
Token: $93 (147)
Abbreviated entry: L SHIFT-O

Purpose: LOAD reads from an external device, filling RAM with a BASIC program,
ML, graphics, or other data. In its simplest form, LOAD {RETURN}, then RUN {RE-
TURN} loads BASIC from tape and runs it. (SHIFT-RUN/STOP does this, too.)
Notes:

1. LOAD is followed by a standard set of messages, like PRESS PLAY ON TAPE, OK
when the cassette starts, and so on. These are listed in the chapters on tape and
disk usage. Program mode LOADs don’t have these messages (apart from PRESS
PLAY ON TAPE, which can’t be avoided), so the screen layout can be kept tidy.

2. Tape LOAD blanks the TV screen to the border color during any tape reading.
When a program or file header is found, a FOUND message is displayed on
screen for about ten seconds, after which loading takes place if the program name
is acceptable, and the screen temporarily blanks again. Otherwise, the process of
searching goes on. Pressing the Commodore key, or one of several other keys, cuts
the ten-second pause short.

3. A BASIC program LOAD nearly always requires that LOAD’s third parameter be
0. This allows LOAD to relink BASIC, so that any start-of-BASIC position is
acceptable. For example:

LOAD “BASIC PROG”

loads that program from tape into the 64 with any memory configuration and pre-
pares it for RUN. In fact:

POKE 43,LO: POKE 44,HI: POKE HI*256+LO,0: NEW

followed by the correct disk or tape LOAD can put a BASIC program anywhere
you choose, if there’s room for it.

4. Loading ML, graphics definitions, and other data is generally trickier than loading
BASIC programs, and needs a LOAD format like this:

LOAD “CHARSET”,1,1
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to insure that the data is put back where it came from. Supermon’s .L load com-
mand (see Chapter 7) does this. Block LOAD in Chapter 6 explains how blocks of
bytes can be loaded without disturbing BASIC.

5. Program mode LOADs generally chain BASIC; see CHAIN in Chapter 6, and also
OLD, which explains how to chain a long program from a shorter one.

Examples:
1. LOAD: LOAD “,1
These are tape LOADs and have identical effects. Either loads the first
BASIC program found on tape.

2. LOAD “PROG”
This loads the program with the filename PROG from tape. Actually, be-

cause of the filename checking scheme used, the first program encountered on
tape having a name beginning with PROG (PROGRAM, or PROGDEMO, for ex-
ample) will be loaded.
3. LOAD “PROG",8
This line will load only PROG from disk. No other program with a name
beginning with PROG will be loaded if PROG is not found; instead, a ?FILE NOT
FOUND ERROR will be reported.
4. LOAD “PAC*",8
This illustrates a typical disk pattern-matching LOAD command, which will
load PACMAN, PACKER, or the first program beginning with PAC.
5. 10000 PRINT “PLEASE WAIT”: LOAD “PART2"
The above line loads and then runs the tape program PART2 from within
BASIC. If the correct key on the tape deck is pressed, no message appears on the
TV. ‘
6. 10 IF X=0 THEN X=1: LOAD “GRAPHICS",1,1
20 REM THE PROGRAM CONTINUES HERE AFTER THE LOAD
This loads the graphics into a fixed area of memory. A LOAD command
from within a program causes that program to be run again from the start. The
variable, X, is used as a flag, which prevents GRAPHICS from being loaded
repeatedly and allows the program to continue.

LOG

Type: Numeric function

Syntax: LOG(numeric expression)

Modes: Direct and program modes are both valid.
Token: $BC (188)

Abbreviated entry: None

Purpose: LOG returns the natural logarithm (log to the base e) of a positive
arithmetic expression. This function is the converse of EXP.

Logarithms transform multiplication and division into addition and subtraction;
for example, LOG(1) is 0 since multiplication by 1 has no effect. Logarithms are used
mainly in scientific work; their susceptibility to rounding errors makes them less suit-
able for commercial work.
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Examples:
1. PRINT LOG(X)/LOG(10) :REM LOG TO BASE 10
PRINT LOG(X)/LOG(2) :REM LOG TO BASE 2
PRINT EXP(LOG(A)+LOG(B)) :REM PRINTS A*B
These are all standard uses of the LOG function.
2. LF=(N+.5*(LOG(N)—1) + 1.41894 + 1/(12*N)
This defines LF, an approximation of LOG(N!), so that EXP(LF) approxi-
mately equals N!. This illustrates how LOG helps when using very large numbers.

MID$

Type: String function

Syntax: MID$(string expression, numeric expression [,numeric expression])
Modes: Direct and program modes are both valid

Token: $CA (202)

Abbreviated entry: M SHIFT-I (This includes the $.)

Purpose: MID$ extracts any required substring from a string expression. The first nu-
meric parameter is the starting point (1 represents the first character of the original

string, 2 the second, and so on). The final parameter is the length of the substring to
be extracted. If this isn’t used, the substring extends to the end of the original string.

Examples:
1. N$=MID$(STR$(N),2) :REM REMOVE LEADING SPACE FROM N
This is useful when a number’s leading spaces aren’t wanted. It works with
any positive numbers in the correct range.
2. 10 INPUT X$: L=LEN(X$)
20 FOR J=1 TO L: PRINT MID$(X$,L—J+1,1);: NEXT
This inputs a string, then prints it out backward, one character at a time.

NEW

Type: Command

Syntax: NEW

Modes: Direct and program modes are both valid.

Token: $A2 (162) '

Abbreviated entry: None

Purpose: NEW allows a new BASIC program to be entered, by ignoring any pre-
vious program. It corrects pointers after a forced (nonrelocating) LOAD like:
LOAD “ML",1,1

so BASIC can operate without an 70UT OF MEMORY ERROR.

Notes:
1. Actually, most of BASIC and all ML routines and data are unaltered; NEW puts
zero bytes at the start of BASIC, resets pointers, and performs a CLR, which
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aborts files, among other things. OLD in Chapter 6 will recover BASIC after NEW
(or after resetting by the method descnbed in Chapter 5), provided new program
lines haven’t been entered.
2. NEW may sometimes generate ?SYNTAX ERROR. (See the error message notes.)
Examples:
1. NEW ‘
In direct mode, NEW readies the 64 for a new program. (Without NEW, the
program would be simply added to the one currently in BASIC as extra or replace-

ment lines.)
2. 20000 NEW: REM PROGRAM NO LONGER WANTED
This exits to READY mode. The program won’t LIST and appears erased.

NEXT

Type: Statement
Syntax: NEXT [numeric variable][,numeric variable...]
Modes: Direct and program modes are both valid.
Token: $82 (130)
Abbreviated entry: N SHIFT-E
Purpose: NEXT marks the end of a FOR-NEXT loop. See FOR, which has a detailed
account of loop processing.
Examples:
1. FOR I=1 TO 10: FOR J=1 TO 10: PRINT I*J;:NEXT J: PRINT: NEXT
This prints an unformatted multiplication table for values up to 10 X 10.
Note that NEXT:PRINT:NEXT works, too. In fact, it’s a little faster. NEXT J: NEXT
I can be replaced with NEXT J,I. Once a program is debugged, the variables
following NEXT statements can generally be removed; however, they do improve
readability.
2. 80 FOR J=1 TO 2000: GET X$: IF X$="" THEN NEXT
81 FOR J=0 TO 0: NEXT
This delays approximately ten seconds, unless a key is pressed; if it is, line
81 gets rid of the still active J loop.
3. 10 FOR J=1 TO 3: GOTO 40
20 NEXT K
30 NEXT J: END
40 FOR K=1 TO 2: GOTO 20
NEXT can appear anywhere, allowing clumsy constructions like the one
above.

NOT

Type: Logical operator
Syntax: NOT logical or numeric expression
Numeric expressions must evaluate after truncating to —32768 to +32767.
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Modes: Direct and program modes are both valid.

Token: $A8 (168)

Abbreviated entry: N SHIFT-O

Purpose: NOT computes the logical NOT of an expression. Logical expressions are
converted from false to true, and vice versa. Numeric expressions are converted to
16-bit signed binary form, and each bit is inverted. The result, like the original, is al-
ways in the range —32768 to +32767, and always equals —1 minus the original
value. So NOT of arithmetic expressions does not necessarily convert true to false.

Note: NOT has precedence over AND and OR. Thus:
NOT A AND B
is identical to:
(NOT A) AND B

The usual rules of logic apply to NOT, AND, and OR.
Examples:
1. 55 IF X$=CHR$(34) THEN Q=NOT Q

This line flips a quote mode flag, denoting whether quote mode is on or off.

2. IF NOT OK THEN GOSUB 20000: REM ERROR MESSAGE AT 20000

The above line uses the result of variable OK, set in earlier tests, to test for
errors.

ON

Type: Conditional statement
Syntax: ON numeric expression GOTO line number [,line number...]
ON numeric expression GOSUB line number [,line number...]
The numeric expression must evaluate and truncate to 0-255.

Modes: Direct and program modes are both valid.
Token: $91 (145)
Abbreviated entry: None
Purpose: ON allows a conditional branch to one of the listed line numbers, depend-
ing on the value of the expression after ON. If it is 1, the first line number is used; if
it is 2, the second is used, and so on. If the value is 0 or too large for the list, the
line is ignored and processing continues with the next statement. This provides a
readable method of programming multiple IFs, provided a variable takes consecutive
values 1, 2, 3, ...
Examples:
1. ON SGN(X)+2 GOTO 100,200,300

The above line branches three ways, depending on X being negative, zero, or

positive.

2. 90 ON ASC(IN$)—64 GOTO 100,200,300,400

This line jumps to one of the lines listed, depending on IN$ being A, B, C,

or D.
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3. 30 ON 6*RND(1)+1 GOSUB 100,200,300,400,500,600
This selects at random one of six subroutines in a game.
4. 100 ON X GOTO 400,410,420,430,440,450
101 ON X—6 GOTO 460,470,480
Above is an example of how options can be spread over several program
lines (provided X is not 0).

OPEN

Type: Input/output statement
Syntax:

Tape: OPEN numeric expression [,numeric expression [,numeric expression [,string
expression]]]

The first numeric expression, the file number, must evaluate to 1-255; the sec-
ond is the device number, which is 1; the third sets read or write type; and the op-
tional string expression is the filename. Chapter 14 has full details.

Disk: OPEN numeric expression, numeric expression, numeric expression [,string ex-

ression).
P Hege, the file number must be 1-255, the device number is usually 8, the
secondary address is usually between 2 and 15, and the string expression a com-
mand like “SEQ FILE,W”, which the disk drive itself, not BASIC, processes. Chapter
15 has full details.

Modems and other RS-232 devices: The same as for a disk drive, except that the
device number is 2, and the string expression is a pair of bytes which set transmit/
receive features. Chapter 17 has full details.

Printers dnd other write-only devices: These require file and device numbers. The
string expression is irrelevant with these devices, while the third numeric parameter
may or may not matter. See Chapter 17.

Tape and disk filenames can’t exceed 16 characters.

Modes: Direct and program modes are both valid.
Token: $9F (159)
Abbreviated entry: O SHIFT-P

Purpose: OPEN sets up a file to write or read (sometimes both) data to or from ex-
ternal devices like tape or disk drives. For example, the statement:

OPEN 1,1,1,“TAPE FILE”

opens logical file 1, called “TAPE FILE”, to the cassette. After this, the statement:
PRINT#1

followed by data will write the data to tape, and

CLOSE 1

leaves a complete new file called “TAPE FILE”, which can be read back later, typi-
cally by OPEN 1 and INPUT#1,X$ or similar statements.

As many as ten files (enough for almost any purpose) can be open at once; each
must have a different logical file number (the first parameter of OPEN) so that they
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are distinguished. In addition, the secondary addresses of disk files must all be dif-
ferent. Three tables in RAM store the file numbers along with their device numbers
and other information.

Note: Opening a file to tape blanks the screen during tape read/write activity. OPEN
1 in direct mode (valuable for reading a program header’s information) pauses for
ten seconds before returning to READY unless the Commodore key, space bar, or
one of a few other keys is pressed. OPEN 1 in program mode does not result in a
pause.

Examples:

1. OPEN 2,1,0,“TAX”

The above example opens a file from tape called TAX (or TAXI, TAXI-
DERMY, etc.) for reading (since the third parameter is 0), and assigns it logical file
2, so INPUT#2 or GET#2 will fetch data from the file. This is identical to OPEN
2, except that the file is asked for by name; OPEN 2 opens the first file it finds.
With tape, OPEN reads tape until it finds a header.

2. OPEN 1,8,3,“ORDINARY FILE,S,R”

The line above opens a sequential file (specified by the ,S after the filename)
on disk called ORDINARY FILE for reading (specified by the ,R after the filename)
by INPUT#1 or GET#1 statements.

3. OPEN 2,2,0,CHR$(6)

This is an OPEN which prepares the modem (device 2) for PRINT#2 and
INPUT#2. The string expression is used to set modem parameters such as parity
and data transfer rate.

4. OPEN 4,4: REM OPENS FILE#4 TO DEVICE#4

This line opens a file to a printer, assuming that the printer (and interface, if

one is used) operate like a standard Commodore printer.

OR

Type: Logical operator
Syntax: Logical or numeric expression OR logical or numeric expression

Numeric expressions must evaluate after truncating to —32768 to +32767.
Modes: Direct and program modes are both valid.
Token: $B0 (176)
Abbreviated entry: None .
Purpose: OR calculates the logical OR of two expressions, by performing an OR on
each of the bits in the first operand and the corresponding bits in the second. For the
purposes of the OR comparison, numeric expressions are evaluated as 16-bit signed
binary numbers. The four possible combinations of single bits are:

OOR0=0
OOR1=1
10R0=1
10R1=1
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It follows that a logical OR is true if either or both of the original i
were true. And it follows that: reine Expressions

380 OR 75 = 383

though verifying this by finding the binary arithmetic forms of 380 and 75 is some-
what tedious.
Examples:
1. 560 IF (A<1) OR (A>20) THEN PRINT “OUT OF RANGE”
This is a typical validation test; A must be a value from 1 to 20.
2. POKE 328,PEEK(328) OR 32
The above POKE and PEEK combination sets bit 5 of location 328 to 1,
whether or not it was 1 before, leaving the other bits unaltered. OR can set bits
high; AND can clear them to 0.

PEEK

Type: Numeric function

Syntax: PEEK(numeric expression)

The expression must evaluate to a number in the range 0-65535; the value re-
turned will be in the range 0-255. ‘
Modes: Direct and program modes are both valid.

Token: $C2 (194)

Abbreviated entry: P SHIFT-E

Purpose: PEEK returns the decimal value of the byte in a memory location. PEEK

allows BASIC programs and their variables and pointers to be examined, plus other

internal memory, like ML programs, the BASIC interpreter, hardware registers, and
so on.

Notes:

1. PEEK (like POKE) is unusual in that it is easily replaced by ML routines. Chapter
17, for example, has ML routines to read joystick values, which are much faster
than using PEEK in BASIC.

2. A number of locations are modified by hardware and therefore have values which
vary: joystick, paddle, and keyboard locations are obvious examples. Some loca-
tions vary as a result of software modification; much of the memory area from
locations 0-255 (called the zero page) is used by BASIC as it operates, and numer-
ous locations in the range 256-1023 are used from time to time during BASIC
execution. Most of the memory above 32768 can be reallocated for different uses
and is largely controlled by the byte in memory location 1, as Chapter 5 explains.

Examples:

1. PRINT CHR$(34);: FOR J=2048 TO 2147: PRINT CHR$(PEEK()));: NEXT

This prints 100 characters PEEKed from the start of the 64’s normal BASIC
program storage area. (The quotation mark generated by CHR$(34) is an attempt
to prevent spurious control characters from clearing the screen, etc.)

2. 500 IF (PEEK(653) AND 1)=1 THEN PRINT “SHIFT KEY”

This tests bit 0 of location 653—the byte that stores the SHIFT, Commodore
key, and CTRL key flags—to determine if the SHIFT key is pressed.
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POKE

Type: Statement
Syntax: POKE numeric expression, numeric expression )
The first numeric expression is an address, and the second is a one-byte value,

so the ranges must be 0-65535 and 0-255, respectively.
Modes: Direct and program modes are both valid.
Token: $97 (151)
Abbreviated entry: P SHIFT-O
Purpose: POKE stores the byte specified by the second expression into the address
given by the first. POKE can store ML routines into memory from DATA statements,
alter BASIC pointers, alter hardware registers, and perform other useful functions.
Notes:
1. POKE (like PEEK) can be replaced by simple ML routines; replacing a POKE to

the screen with the ML equivalent is ar ideal introduction to ML (see Chapter 7).
2. A careless POKE to an uninitialized variable, like:

POKE A0,0
in place of:
POKE A,0

will glter the direction register at location 0; this affects tape and the 64’s
RAM/ROM bank switching.
Examples;
1. POKE 53281,9
This changes the screen background color by altering a VIC chip register.
2. Chapter 6 has a large number of programs which READ values from DATA state-
ments, then POKE them into RAM. A
3. FOR J=0 TO 499: POKE 1024+], PEEK(2048+]): POKE 55296 +],0: NEXT
This puts §()0 bytes of BASIC program data onto the screen in plack, by
POKEing values to both screen and color memory. F
4. FOR J=40960 TO 49151: POKE J, PEEK(J): NEXT: POKE 1,54
This moves the BASIC ROM ($A000-$BFFF) into RAM, then switches that
part of memory to RAM, so the BASIC interpreter is now held in RAM. Normally,
POKE ], PEEK(J) has no effect, of course. The example works only because the 64
is designed so that POKEd information goes into RAM which is underneath ROM.
(This means that either the usual ROM or alternative RAM may be used. This
technique will not work with most other computers.)

POS

Type: Numeric function

Syntax: POS(numeric expression)
The numeric expression is a dummy expression, as with FRE.

Modes: Direct and program modes are both valid.
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Token: $B9 (185)
Abbreviated entry: None
Purpose: POS returns the position of the cursor on its current logical line as seen by
BASIC. Normally, POS(0) is 0-79, but some PRINT statements may return values up
to 255. POS’s usefulness is confined to the screen; it won’t work with printers, for
example.
Examples:
1. 90 FOR J=1 TO 100: PRINT W$(J—1)* ”;
92 IF POS(0) + LEN(W$(J))>38 THEN PRINT
94 NEXT
The above program lines print the words in array W$ in a tidy format, with-
out allowing wraparound to following lines. (This assumes that no string longer
than 38 characters will be allowed.)
2. Chapter 9 contains a routine (to convert ML into DATA) which uses POS.

PRINT

Type: Output statement

Syntax: PRINT [expression]

The expression may be any type, separated by one or more of the following:
SPC(numeric expression), TAB(numeric expression), space, comma, semicolon, or no
separator (where this causes no ambiguity).

Modes: Direct and program modes are both valid.

Token: $99 (153)

Abbreviated entry: Question mark (?)

Purpose: PRINT evaluates and prints string, numeric, and logical expressions to an

output device, usually the TV or monitor. The punctuation of the material after the

PRINT statement affects the appearance of the output, which also depends on the

internal character set being used. (See “PRINT USING” in Chapter 6, for infor-

mation on ML formatting of numbers.)

Notes: ) :

1. Built-in graphics. The entire character set can be printed, but {RVS} is necessary to
complete the set using PRINT statements (POKE, of course, does not require the
use of {RVS}). Color and other controls are easy to include in strings, either in
quote mode or with CHR$. PRINT “{RED}HELLO{BLU}" and PRINT :
CHR$(28)"HELLO”CHR$(31) are equivalent. Because {RVS} is necessary to print
some graphics, it’s not always easy to convert a picture on the TV into PRINT
statements in a program. Homing the cursor, inserting spaces, and typing line
numbers followed by ?” and RETURN will sometimes work. This method, how-
ever, won't accept reversed characters, so be careful when designing graphics di-
rectly on the screen. Chapter 12 has detailed information on graphics.

Note that the SHIFT-Commodore key combination normally toggles between
two different character sets, one with lower- and uppercase (good for text), and
one with uppercase and extra graphics characters. Printing CHR$(14) selects the
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lowercase /uppercase set, CHR$(142) selects the uppercase/graphics set, CHR$(8)
locks out SHIFT-Commodore key switching, and CHR$(9) enables SHIFT-
Commodore key character set switching.

2. User-defined graphics. PRINT operates with ASCII characters, and their onscreen
appearance is irrelevant, so user-defined characters can be handled by PRINT, too.
In most cases, it’s easiest to keep most characters as usual, so that program listings
on the screen are readable. See Chapter 12 for full details.

3. Punctuating PRINT:

« Expressions, as stated at the start of this chapter, are fairly straightforward. Nu-
meric expressions can include numbers, TI, ST, the value 7, and so on; string ex-
pressions may include TI$.

« SPC and TAB allow the print position to be altered.

« Commas tabulate output into the first, eleventh, twenty-first, or thirty-first col-
umns. For example, try:

PRINT 1,2,34,5

« Semicolons prevent print position from skipping to the next line, and therefore

act as neutral separators. Try this line:

PRINT 1;2;3;: PRINT 4

Remember that numbers are output with a leading space (in case there is a neg-
ative sign) and a trailing space. Often the semicolon isn’t needed, as in:

PRINT X$ Y$ “HELLO” N% A

where the interpreter will correctly identify everything.
« Colons end the statement, and in the absence of a semicolon move print position
to the next line. The following line advances the print position two lines:

PRINT: PRINT
» Spaces (unless within quotation marks) are generally ignored, so:
PRINT X Y;2 4

does the same as PRINT XY;24.

Examples:

1. PRINT X+Y; 124; P*(1+R%/100) :REM NUMERIC EXPRESSIONS
This prints three numbers on the same line. Notice, though, that if the first

semicolon is left out, X + Y1 is printed.

2. PRINT “HI ” NAMES$ “, HOW ARE YOU?” :REM STRING EXPRESSION
The above line prints output on a single line (if there’s room).

3. FOR J=1 TO 20: PRINT J,: NEXT :REM SHOWS USE OF COMMA
This illustrates the tabbing effect of the comma in PRINT statements.

PRINT#

Type: Output statement

Syntax: PRINT# numeric expression [ expression]
There must be no space between PRINT and #; the numeric expression is a file
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number—the file must be open; and subsequent expressions should use format simi-

lar to PRINT.

Modes: Direct and program modes are both valid.

Token: $98 (152)

Abbreviated entry: P SHIFT-R (This includes #, and ?# does not work.)

Purpose: PRINT# sends data to an output device, usually a printer, tape, disk drive,

or a modem.

Notes:

1. Punctuating PRINT#. The effect of punctuation in PRINT# statements is identical
to PRINT, except for a few cases: Eleven spaces are always written after a comma,
and expressions in TAB or POS will not work.

PRINT#4,X$

writes X$ followed by CHR$(13), but:

PRINT#4,X$;:

writes X$ alone.

PRINT#128,X$:

writes X$ followed by a carriage return and linefeed; this feature of files numbered
128 or more is useful with certain non-Commodore printers.

2. PRINT# and INPUT#. Remember that INPUT# cannot handle strings longer than
88 characters, so this limit must be observed when setting up data files with
PRINT#.

3. PRINT# and CMD. PRINT#4,;: unlistens the device using file 4, while CMD4,;:
leaves it listening, so these expressions are opposites. See Chapter 17 for full de-
tails on printers and modems.

Examples:

1. OPEN 1,1,1,“TAPE FILE"”: INPUT X$: PRINT#1,X$: CLOSE 1

This opens TAPE FILE to tape and, after allowing the user to enter a string,
writes the string to tape. Chapter 14 has full details on tape; Chapter 15 has infor-
mation on disk files.

2. 100 FOR J=32768 TO 40959: PRINT #1,CHR$(PEEK()));: NEXT

This prints the bytes in RAM or ROM in the plug-in area to file 1. Note the
semicolon to prevent characters having a RETURN character following each one
(making the file twice as long). The resulting file must be read back with GET#,
since it is ML and not formatted for INPUT# to handle.

READ

Type: Statement

Syntax: READ variable [,variable...]

Modes: Direct and program modes are both valid.
Token: $87 (135)

Abbreviated entry: R SHIFT-E

53



BASIC Reference Guide

Purpose: READ assigns data stored in DATA statements to a variable, or variables.
If the type of variable doesn’t match the data (for example DATA “ABC”: READ
X), ?7TYPE MISMATCH ERROR is printed when the program runs. ?0UT OF DATA
ERROR is given when all the data has been read and the program has encountered
an extra READ statement; a RESTORE statement is used to start reading data from
the beginning again.
Examples:
1. 100 READ X$: IF X$<>“ML ROUTINE” GOTO 100
This shows how a piece, or group, of data can be found anywhere in the
DATA statements. This construction (with RESTORE) allows data to be mixed
fairly freely throughout BASIC program space.
2. 10 READ X: DIM N$(X): FOR J=1 TO X: READ X$(J): NEXT
The above line shows how string variables (for example, words for a word
game) can be read into an array effectively, by putting the word count at the start,
like this:

1000 DATA 2,RED,YELLOW.

Type: Statement
Syntax: REM [anything]
Modes: Direct and program modes are both valid.
Token: $8F (143)
Abbreviated entry: None
Purpose: REM allows documentation to be included in a program. Everything on the
BASIC line after REM is ignored by the BASIC interpreter. REM statements take
space in memory, and a little time to execute, so final versions of programs will gen-
erally have the REM statements removed.
Note: See the section on REM in Chapter 6 for some special effects. Chapter 7 ex-
plains how ML can be stored in REM statements.
Examples:
1. GOSUB 51000: REM PRINT SCREEN WITH INSTRUCTIONS
Above is a sample REM comment.
2. 70 FOR J=1 TO 1000: REM MAIN LOOP
80 A(D=J*A: NEXT
This shows poor placing of REM, because the REM executes 1000 times.
Move the REM to line 69 to increase speed.
3. 15998 REM
15999 REM *** SUB 16000 PRINTS TITLE ***
These lines show how REM statements can be made easy to read in long
programs.
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RESTORE

Type: Statement
Syntax: RESTORE
Modes: Direct and program modes are both valid.
Token: $8C (140)
Abbreviated entry: RE SHIFT-S :
Purpose: RESTORE resets the data pointer, so that subsequent READs retrieve data
starting from the first DATA statement. NEW, RUN, and CLR all perform RESTORE
as part of their functions.
Note: This command has no connection with the RESTORE key.
Examples:
1. 2000 READ X$: IF X$="**" THEN RESTORE: GOTO 2000
This example is the first line of a loop to read the same block of DATA
continuously—perhaps the notes for a tune to be repeated. When ** is en-
countered as the last element of the data, the RESTORE resets the data pointer,
and the line executes again.
2. 130 RESTORE: FOR L=1 TO 9E9: READ X$: IF X$<>“MLROUTINE1”
THEN NEXT
140 FOR L=328 TO 336: READ V: POKE L, V: NEXT
9000 DATA 27, 32, SUB, MLROUTINE], 169, 0, 141, 202, 3, 162, 1, 160, 20
This shows how data can be labeled to insure that the correct section is read;
line 130 reads the data until it reaches the label MLROUTINE1, which is followed
by the desired data.
3. RESTORE: GOTO 100
This is a direct mode command of the sort helpful in testing programs which
contain DATA statements, since after the RESTORE statement, all the data will be
reread from the start.

RETURN

Type: Statement

Syntax: RETURN

Modes: Direct and program modes are both valid.

Token: $8E (142)

Abbreviated entry: RE SHIFT-T

Purpose: RETURN transfers program control to the statement immediately after the
most recent GOSUB statement. GOSUB and RETURN therefore permit subroutines
to be automatically processed without the need to store return addresses in
programs.

Notes:

1. See GOSUB for a full account of subroutine processing.

2. This command has no connection with the RETURN key.
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Example:
10 INgUT L: GOSUB 1000: GOTO 10 :REM TEST SUBROUTINE 1000
1000 L=INT(L+.5)
1010 PRINT L: RETURN
This example repeatedly inputs a number and calls the subroutine at 1000 to
process it; the RETURN causes execution to resume with the GOTO 10 statement.

RIGHTS

Type: String function
Syntax: RIGHT$(string expression, numeric expression)
Modes: Direct and program modes are both valid.
Token: $C9 (201)
Abbreviated entry: R SHIFT-I (This includes the $.)
Purpose: RIGHT$ returns a substring made up from the rightmost characters of the
original string expression. The numeric expression (which must evaluate to a value
between 0 and 255) is compared with the original string’s length, and the smaller
value determines the substring’s length.
Examples:
1. FOR J=1 TO 7: PRINT SPC(8—]) RIGHT$(“AMAZING",J): NEXT
prints seven substrings of “AMAZING”, aligned using SPC.
2. 100 PRINT RIGHT$(” ”+STR$(N),10)
is another method for right justification; each string is padded with leading spaces,
making a total length of ten.

Type: Numeric function

Syntax: RND(numeric expression)

Modes: Direct and program modes are both valid.

Token: $BB (187)

Abbreviated entry: R SHIFT-N

Purpose: RND generates a pseudorandom number in the range 0-1, but excluding

these limits. RND can help generate test data, mimic random events in simulations,
and introduce unpredictability in games.
Notes:

1. RND’s argument. The argument used in the parentheses as part of the RND state-
ment affects the way the number will be generated:

e Positive. The value of the number is irrelevant. RND(1) and RND (1234) behave
identically. The sequence of numbers generated is always the same, starting with
.185564016 immediately after the computer is turned on.

« Zero. This causes RND to take values from CIA timers; the result is more truly
random, although short ML loops, for example, may show repetitiveness.
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* Negative. The random number is reseeded with a value dependent on the argu-
ment. A negative argument always returns the same value; RND (—1) is always
2.99 E—38, for example. Chapter 8 has information on RND and explains why
negative integers give very small seed values.

* Programming with RND. During program development with random numbers,
start with, say, X=RND(—1.23) to seed a fixed value, then use RND(1) while
testing the program, which will always follow the same sequence. The final ver-
sion of the program might use X=RND(0) to start seeding with a random value.

- To obtain a random number between A and B (but excluding the exact values of A

and B), use:

A + RND()*(B—A)
For example:

—1 + RND(1)*2

generates numbers between —1 and +1.
Integers are equally simple. To obtain an integer value between A and B
(including the exact values A and B), use:

A + INTRND()*(B—A+1))

For example:

1 + INT(RND(1)*10)

generates integers from 1 to 10 with equal probability.

Examples:

1.
2.

FOR J=0 TO 3000*RND(1): NEXT

The above line causes a random delay of up to roughly three seconds.
100 RESTORE: FOR J=0 TO 100*RND(1): READ X$: NEXT

This example reads a random number of items from DATA statements (be-
tween 1 and 100); thus, the last item read into X$ will be retained as a randomly
selected string. This could be used perhaps to choose a word for a language test
from a list of 100 data items.

. 1000 IF RND(1)<.1 THEN PRINT “A VERY GOOD DAY TO YOU”

This line has a one-in-ten chance of printing its message.

. 500 INPUT N: DIM D$(N): FOR J=1 TO N: D$(J)=

LEFT$(“ABCDEFGHI]J”,RND(1)*10 +1): NEXT
This technique is useful in generating test data. The construction generates
an array holding N strings, of random lengths between 1 and 10 characters.

. ON RND(1)*4+1 GOSUB 200,300,400,500

The above line selects one of the four subroutines at random.

Type: Command
Syntax: RUN [line number]

The line number must be ASCII numerals; anything else is ignored.

Modes: Direct and program modes are both valid.
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Token: $8A (138)

Abbreviated entry: R SHIFT-U

Purpose: RUN executes a BASIC program in memory, either from its beginning or

from a line number. In effect, RUN starts by executing a CLR, so variable values are

lost; GOTO [line number] retains variable values.

Notes:

1. RUN doesn’t execute a LOAD. The program must be read into memory
beforehand.

2. 2SYNTAX ERROR as the result of a RUN means the start-of-BASIC pointers have
been altered. See the information about CLR.

3. Chapter 8 shows how to run BASIC with ML.

Examples:
1. RUN
RUN 1000
These are two straightforward direct mode examples of the RUN command.
2. IF LEFT$(YN$,1)="Y” THEN RUN ‘
The above example is for use after:

INPUT “ANOTHER RUN";YN$
This starts the program from scratch after Y, or YES, is typed in.

SAVE

Type: Command

Syntax: SAVE [string expression [,numeric expression[, numeric expression]]]

Identical to that for LOAD. The interpretation of the final parameter is different,
however, when using a tape drive: 0 allows a relocating LOAD, so a BASIC program
can work whatever its starting address; 1 forces LOAD to put the program where it
was saved from; 2 and 3 are like 0 and 1 but additionally write an end-of-tape
marker. Chapter 14 has full details on saving to tape, and Chapter 15 discusses disk
SAVEs.

Modes: Direct and program modes are both valid.
Token: $94 (148)
Abbreviated entry: S SHIFT-A

Purpose: SAVE writes the BASIC program in memory to tape or disk, so the pro-
gram is stored for future use. Programs must be saved to disk by name, but tape
programs need not have names (although names can be useful in identifying tape
contents).

ML, graphics characters, and other continuous blocks of RAM can be saved, too.
Only two pointers have to be changed (in four memory locations), effectively
redefining the position of BASIC’s program area. The pointers are locations 43 and
44 (start), as well as 45 and 46 (end). See Block SAVE in Chapter 6. Saving BASIC
with its variables is also possible. For example, BASIC followed by integer arrays
holds data in a very compact form, and both variables and BASIC can be saved to-
gether, although this is tricky (and strings are best excluded). BASIC followed by
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graphics definitions can be saved like this, too—see Chapter 12. (In each case only
the pointer in 45 and 46 need be altered before saving.)
Note: As with LOAD, standard messages prompt the user when saving to tape.
PRESS PLAY AND RECORD ON TAPE is the first. The system can’t distinguish
these keys from PLAY on its own, so if you're careless you may find you've recorded
nothing.
Examples:
1. SAVE :REM SAVES BASIC TO TAPE WITH NO NAME
SAVE “PROG”,1,2:REM SAVE TO TAPE, WITH END-OF-TAPE MARKER
Above are two BASIC program SAVE commands for use with tape. (SAVE
with forced LOAD address is generally used only with ML, where the correct loca-
tion of the program in memory is essential.)
2. SAVE “PROGRAM” +TI$,8
Here is a sample disk SAVE command. This adds a clock value to keep track
of several versions of a given program. The third parameter is ignored when sav-
ing to disk; there is no SAVE with forced LOAD address for disk.

SGN

Type: Numeric function

Syntax: SGN(numeric expression)

Modes: Direct and program modes are both valid.

Token: $B4 (180)

Abbreviated entry: S SHIFT-G

Purpose: SGN computes the sign of a numeric expression; it yields —1 if the ex-
pression is negative, 0 if it has a value of zero, and +1 if the expression is positive.
This is related to logical expressions and to ABS and the comparison operators. For
example, SGN(X—Y) is 0 if X=Y, 1 if X exceeds Y, and —1 if X is less than Y.

Examples:
1. ON SGN(X)+2 GOTO 400,600,800
This statement causes program execution to branch to 400 if X is negative, to
600 if X is 0, and to 800 if X is positive.
2. FOR J=—5 TO 5: PRINT J;SGN();SGN()*J;SGN()*INT(ABS(])): NEXT
This example prints several results; the last is like INT but rounds negative
numbers up.

SIN

Type: Numeric function

Syntax: SIN(numeric expression)

Modes: Direct and program modes are both valid.
Token: $BF (191)

Abbreviated entry: S SHIFT-I
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Purpose: SIN returns the sine of the numeric expression, whict} is assumed to be an
angle in radians. (Multiply degrees by 7/180 to convert to radians.)
See ATN for the converse function.
Examples:
1. FOR J=0 TO 90: PRINT J SIN(J* 7/180): NEXT '
The above line prints sines of angles from 0 to 90 degrees in one degree

steps.
2. 120 X=A+SIN(A)/2: Y=A+SIN(A)*3/2 *
This calculates the x and y coordinates of a geometrical shape.

SPC(

Type: Special output function
Syntax: SPC(numeric expression)
SPC appears only in PRINT and PRINT# statements. The numeric expression
must evaluate to a value in the range 0-255.
Modes: Direct and program modes are both valid.
Token: $A6 (166)
Abbreviated entry: S SHIFT-P (This includes the open parenthesis mark.)

Purpose: SPC helps format screen or printer output. The name is misleading: With a
TV or monitor, 0 to 255 cursor-rights can be printed, but these aren’t spaces. Try the
following:

PRINT SPC(200)“HI!”

However, with any other device, spaces are output, since cursor-rights are not in
the ASCII system. TAB is exactly the same except that it moves from the leftmost
column, rather than moving from the current position.

Examples:
1. 100 PRINT “{HOME}”;: FOR J=0 TO 21: PRINT “X” SPC(38) “X";: NEXT
This prints a border down each side of the screen, without disturbing the
screen characters between the borders.
2.90 OPEN 1,3: CMD 1
Add this line to the previous; note how an open file causes spaces, not
cursor-rights, to be output.

SQR

Type: Numeric function
Syntax: SQR(numeric expression)

The numeric expression must be positive, or an 2ILLEGAL QUANTITY ERROR
will result. :

Modes: Direct and program modes are both valid.
Token: $BA (186)
Abbreviated entry: S SHIFT-Q
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Purpose: SQR calculates the square root of a positive argument. This is a special case
of the power (up-arrow) function. SQR actually works faster than Xt.5, though, and
is also more familiar to many people.
Examples:
1. PRINT SQR(2) :REM PRINTS 1.41412356
This prints the square root of 2.
2. X1=(—B + SQR(B*B — 4*A*()) / (2*A)
X2=(—B — SQR(B*B — 4*A*(C)) / (2*A)
These are both solutions of the equation AX? + BX + C = 0.

ST

Type: Reserved variable

Syntax: ST is treated like a numeric variable, except that no value can be assigned to
ST. (For example, X=ST is correct, but ST=X is not allowed.)

Modes: Direct and program modes are both valid.

Token: Not applicable

Abbreviated entry: Not applicable

Purpose: ST indicates the status of the system after any input or output operation to
tape, disk, or other peripheral. ST is set to 0 before GET, INPUT, and PRINT as well
as CMD, GET#, INPUT# and PRINT#, so ST is rather ephemeral; where it is used it
should be used after every command.

ST is a compromise method of signaling errors to BASIC without stopping it. It
can often be ignored. Table 3-1 shows the meaning of different values of ST for dif-
ferent devices. (Where more than one error occurs, they are ORed together, so
ST=66 combines the conditions indicated by 64 and 2.) Chapters 14, 15, and 17
provide details on ST with tape units, disk drives, and modems, respectively.

Table 3-1. Status Variable (ST) Values

Tape Modem Serial Bus (e.g., Disk)
ST Read Write Read Write

1 Parity error Print time-out
2 , Framing error Input time-out
4 | Short block on input Rx buffer full
8 | Long block on input Rx buffer empty

16 | Mismatch on checking None | CTS missing

32 | Checksum error

64 | End-of-file on input DSR missing End-of-file (EOI)

—128 | End-of-tape marker Break detected Device not present

Note: ST for tape and disks is stored in location 144; ST for RS-232 devices is held
in location 663. ST (like TI and TI$) is checked when a variable is set up; normally,
no ST variable exists in RAM, and ST is processed by special routines. ST isn’t a
tokenized keyword or even a normal variable; this is why BEST=2 is accepted, and
means BE=2, despite the apparent presence of ST.
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ST (like TI and TI$) can be POKEA to any value in the legal range. ST can be
used from ML. See Chapter 8, which deals with Kernal routines for information on
this and on methods for reading errors from the disk drive.

Examples:
1. OPEN 11,11: PRINT#11,X$
The above line opens a file to a nonexistent device: This sets ST=—128.
2. 150 INPUT#8,X$: IF ST=64 GOTO 1000
This is a typical end-of-file check, for use when reading data from disk or
tape. Line 1000 might be an exit routine to print totals of all the data, then finish.

STOP

Type: Statement

Syntax: STOP

Modes: Direct and program modes are both valid.
Token: $90 (144)

Abbreviated entry: S SHIFT-T

Purpose: Like the RUN/STOP key, the STOP statement returns the program to
READY mode and prints a BREAK message showing the line number at which the
program stopped. Like END, STOP can set breakpoints in BASIC, but it’s better be-
cause the line numbers allow you to insert as many STOPs as you want. See CONT
(and GOTO if CONT can’t continue) for information on using breakpoints.
Example:

80 GET X$: IF X$="" GOTO 100

90 IF X$="*" THEN STOP :REM STOP IF ASTERISK PRESSED

This is typical of a test for keypress, which allows a program to be stopped at a
particular point.

STRS

Type: String function

Syntax: STR$(numeric expression)

Modes: Direct and program modes are both valid.
Token: $C4 (196)

Abbreviated entry: ST SHIFT-R (This includes the $.)

Purpose: STR$ converts any floating-point number into a string, so that the number
can be edited. It formats numbers as PRINT does, so STR$(10.0) is *“ 10" (with a
leading space), and STR$(—123) is “—123".
Examples:
1. FOR J=1 TO 100: PRINT STR$())+“.0” NEXT

This line prints 1 as 1.0, 2 as 2.0, and so forth.
2. PRINT “0” + MID$(STR$(X),2)
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outputs X as “0.57”, etc., where X is between 0.01 and 1.0; MID$ and STR$ to-
gether remove the leadmg space. (Remember that numbers from 0 to 0.01 are out-
put in exponential notation.)

SYS

Type: Statement
Syntax: SYS numeric expression
The expression must evaluate to a number between 0 and 65535.

Modes: Direct and program modes are both valid.

Token: $9E (158)

Abbreviated entry: S SHIFT-Y

Purpose: SYS transfers control to ML at the address following SYS. The ML is exe-

cuted and will return to BASIC and execute the statement after SYS if the machine

language routine ends with an RTS instruction (or the equivalent). The registers A,

X, Y, and SR are loaded with values from locations 780-783 by SYS, and their val-

ues after the subroutine call are replaced in 780-783. This offers a useful way to

check short ML routines for errors.

Notes:

1. Chapter 7 introduces ML programming on the 64; Chapter 6 has many examples
which use SYS. Many of them end with a DATA value of 96, which is the decimal
value of RTS. A jump to a ROM subroutine ending with RTS (DATA 76,XX,XX)
also works, and RTI is sometimes used, too (a decimal value of 64).

. 2. Careless SYS calls may crash or corrupt BASIC, and perhaps cause odd results

sometime later in the same programming session. Try:

SYS 47175

as an example. (This sets the decimal flag in the chip.)

3. ROM occupies locations 40960-49151 and 57344-65535 in the Commodore 64,
unless one or both ROMs have been switched out (Chapter 5 explains this).
Usually, SYS calls into these regions have repeatable and predictable effects with
the 64, as explained in Chapter 11. Such calls will not work with other computers,
which means they are machine-specific.

Examples:
1. 10 SYS PEEK(43) + 256*PEEK(44) + 30
The above SYS calls ML stored within BASIC; this form works regardless of
BASIC’s start address. Chapter 9 explains these techniques in depth.
2. SYS 64738
This well-known ROM routine call resets the 64 as though it were turned
off, then on again. Chapter 11 lists ROM call addresses, and some (such as the
screen routines in Chapter 6) are listed elsewhere.
3. POKE 780,ASC(“$"): SYS 65490: REM KERNAL ROUTINE
This puts the dollar character in the storage location for A, then calls a
Kernal output routine at $FFD2. (Kernal routines are explained in depth in Chap-
ter 8.) The effect is to print a dollar sign.
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TAB(

Type: Special output function
Syntax: TAB(numeric expression)

TAB appears only in PRINT or PRINT# statements. There must be no space be-
tween B and ( and the expression must evaluate to a number in the range 0-255.

Modes: Direct and program modes are both valid.
Abbreviated entry: T SHIFT-A (This includes the open parenthesis.)

Purpose: TAB prints an expression at the desired position on the line (values be-
tween 0 and 255) specified by the parameter, unless this position is to the left of an
earlier TAB in the same PRINT statement (like typewriter TABs, TAB doesn’t work
from right to left).

Note: TAB is nearly identical to SPC; the difference is that TAB subtracts its current
position on the line from the TAB value, then issues that number of moves right.
TAB’s use of cursor-rights and spaces is the same as SPC'’s. In reverse mode, cursor-
rights show as square brackets.

Example:
FOR J=1 TO 10: PRINT ] TAB@J*] TAB(10)J*J*J: NEXT
The above example produces a tabbed table of squares and cubes.

TAN

Type: Numeric function

Syntax: TAN(numeric expression)

Modes: Direct and program modes are both valid.
Token: $C0 (192)

Abbreviated entry: None

Purpose: TAN calculates the tangent of any numeric expression, which is assumed to
be an angle in radians. The values 7 /2 (90 degrees) and other equivalent values
cause ?DIVISION BY ZERO errors and should be tested for to avoid program
crashes. TAN divides SIN by COS; it is slower and less accurate than either.
Example:
90 A=ATN(TAN(A))*180/ 7

This converts any radian measurement into its equivalent from —90 to +90
degrees.

Tl and TI$

Type: Reserved variables

Syntax: TI is treated like a numeric variable, and TI$ like a string variable, except
that no value may be assigned to TI (TI=X is never allowed). TI$ = string expression
of length 6 is allowed, but expressions with more or fewer than six characters cause
an error.

Modes: Direct and program modes are valid.
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Token: Not applicable
Abbreviated entry: Not applicable
Purpose: TI and TI$ access the internal software clock. It’s kept running by BASIC as
a normal part of its operation. A feature known as an interrupt operates this (and al-
lows access to the keyboard); about every 1/60 second, locations 160-162 are in-
cremented, and their collective value is used to obtain TI and TI$. See Chapter 5 for
information on the hardware side of this and the end of Chapter 8 for programming
information. (The interrupt rate can be changed by POKEing 56324 and 56325 with
different values.) The clock isn’t all that reliable; tape operation makes it run much
faster than usual, and any programs which disable (turn off) interrupts stop it. The
64 does include two time-of-day clocks which are completely accurate to 1/10 sec-
ond. Chapter 5 explains their use.

The maximum value for TI is 5184000, the number of 1/60 second intervals in a
day. TI is equal to:

65536*PEEK(160) + 256*PEEK(161) + PEEK(162)

where the last of the three bytes changes fastest. Try writing a loop that repeatedly
PEEKs location 162 for a demonstration. The easiest way to change the clock setting
is with the statement:

TI$="101500"

The above line would set the clock to a quarter after ten. Note that ML can be
used to set and read TI$; Chapter 8's section on Kernal ROM routines gives full
information.

Note: Like ST, these variables are intercepted by BASIC, not set up in the normal
variables section of memory located above BASIC program space. TIME and TIME$
are treated like TI and TI$, but ANTIC is treated as AN, and the characters TI are
ignored.

Examples:
1. 50 TIS=HH$ + MMS$ + SS$
‘ This program line combines three previously entered two-digit strings into
TI$.
2. T$=TI$: PRINT MID$(T$,1,2) + “:” + MID$(T$,3,2) “.” + MID$(T$,5,2)

The above line prints TI$ in the format HH:MM:SS. Note that T$ stores the
value in case TI$ changes while the strings are being calculated (for example, from
11:59:59 to 12:00:00).

3.10 DIM T1,T2,): T1=TI
20 FOR J= 1 TO 1000:NEXT
30 T2=T1—58 :REM FIGURE MAY VARY A BIT
40 PRINT T2/60 “THOUSANDTHS OF SEC”

Shows how individual BASIC operations can be timed. The first line insures
that T1, T2, and ] are placed at the start of variables; the number in line 30 must
be set so that the program as it stands prints a value of 0. This means that any
additional commands put in the loop in line 20 are timed exactly. You'll find that:

POKE 7680,123

takes 8,/1000 second, a colon takes about 1/10,000 second, and so on. See Chap-
ter 6 for more on this topic.
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USR

Type: Numeric function

Syntax: USR(numeric expression)

Modes: Direct and program modes are both valid.
Token: $B7 (183)

Abbreviated entry: U SHIFT-S

Purpose: USR allows you to define a function in machine language. This requires a
thorough understanding of ML; in BASIC, it's nearly always easier to use a DEF FN
expression, and not much slower. In Chapter 8, the section on calculations has a
complete explanation of this function with examples.

VAL

Type: Numeric function
Syntax: VAL(string expression)
Modes: Direct and program modes are both valid.
Token: $C5 (197)
Abbreviated entry: V SHIFT-A
Purpose: VAL converts a string into a number, so calculations can be performed on
it. If the string is not a valid number representation, as much as possible is con-
verted, and the remainder ignored with no error message. Valid characters are
spaces, signs, numerals, unSHIFTed E, and periods in certain combinations. VAL is
the converse of STR$.
Example:
PRINT VAL(” 0.77”) :REM PRINTS .77
PRINT VAL(“1.72E3”) :REM PRINTS 1720
PRINT VAL(” +773 DOLLARS”) :REM PRINTS 773
IN$="1.2.3": PRINT VAL(INS$) :REM PRINTS 1.2
PRINT VAL(“12”+*.”+*01”) :REM PRINTS 12.01
IF VAL(IN$)<0 OR VAL(IN$)>10 THEN PRINT “ERROR”
These should be self-explanatory. Note that the last of these tests an input num-
ber, avoiding bugs caused by comparing strings with each other.

VERIFY

Type: Command

Syntax: VERIFY [string expression [,numeric expression|, numetic expression]]]
Identical syntax as LOAD. Syntax should match that of the LOAD or SAVE
statement preceding VERIFY.

Modes: Direct and program modes are both valid.
Token: $95 (149)
Abbreviated entry: V SHIFT-E
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Purpose: VERIFY reads and compares a BASIC or ML program from disk or tape
with the program already in memory. If they aren’t identical, ?VERIFY ERROR is re-
ported. When VERIFY is used at all (it often isn't), it’s generally to verify that a pro-
grallrfl has saved correctly. (It can be used in program mode, so a program can verify
itself.)

Because programs may load into different addresses depending on LOAD’s
parameters, VERIFY should match the parameters of LOAD. Even so, BASIC can
generate spurious ?VERIFY ERROR messages, as explained in the notes at the end of
this chapter.

VERIFY cannot be used with most data files, since these cannot be loaded like
programs.

Examples:
1. SAVE “NEWPROG”,8
VERIFY “NEWPROG”,8
The above commands save a program to disk, then verify that it has been
saved correctly.
2. 10 PRINT “REWIND TO VERIFY”
20 GET X$: IF X$="" GOTO 20: REM WAIT FOR KEY PRESS TO VERIFY
30 VERIFY
At the start of a tape program, this verifies in program mode.
3. LOAD “VERSION6",8
VERIFY “VER 6”8
If you have two programs which you believe may be identical, VERIFY will
compare them. OK means that your two programs are indeed identical. This is
often useful when a disk contains lots of versions of a program, including security
duplicates, saved during program development.

WAIT

Type: Statement
Syntax: WAIT numeric expression, numeric expression [,numeric expression]

The first parameter is an address (in the range 0-65535); the others are in the
range 0-255 and will be converted to integers. The optional third parameter defaults
to 0.

Modes: Direct and program modes are both valid.

Token: $92 (146)

Abbreviated entry: W SHIFT-A

Purpose: This statement waits until one or more bits of the memory location are

cleared (given a value of 0) or set (given a value of 1) in the way specified by the

two parameters. The contents of the location are Exclusive-ORed with the third

parameter, then ANDed with the second parameter. If all bits are still 0, the

comparison is repeated; otherwise, BASIC continues with the next instruction.

Notes:

1. The location read by WAIT must be one whose contents can change, or the pro-
gram will wait indefinitely. Chapter 11 has a list of locations which WAIT might
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use. Note, however, that WAIT commands don’t usually work on other computers.
In fact, they're often better replaced, as they always can be, by an equivalent
statement using PEEK.

. The operation of WAIT can be hard to explain. First, consider Exclusive-OR (EOR

is the 6502 mnemonic, so we’ll use it as an abbreviation). Its truth table is:

O0EORO0 =0
0EOR1=1
1EORO0=1
1EOR1 =10

If both bits tested are the same, the result of an EOR is 0. If the bits are different,

the result is 1. To put it another way, EOR is true if either but not both bits are set.
The statement:

WAIT address,a,b

first EORs the byte in address with b. This allows any bit, or bits, to be flipped (set
bits will be cleared and clear bits will be set). The result is ANDed with 4, which
allows any bit to be turned off (in this case, ignored). Since a zero result makes
WAIT loop again (continue waiting), we can select 2 and b to respond so that any
single bit changing either to on or off, can cause the program to exit from WAIT
and execute the next statement. In the special case:

WAIT address,a

there is no EOR parameter. (Actually, the value in address is EORed with a zero
byte, so the result is always the same as the original value in address.) Thus:

WAIT address,16

waits until bit 4 is set. If it never is, WAIT continues forever. This is why WAIT
addresses should only be in RAM or in a hardware register which can change.

Examples:

1

68

. POKE 162,0: WAIT 162,16

This line causes the computer to wait until the jiffy clock TI counts to 16
(about 1/4 second).

. 100 POKE 198,0: WAIT 198,1

This example waits for a keypress (until one character is in the keyboard
buffer).

. WAIT 56321,32,32

This waits until bit 5 of location 56321 is off. This happens when the Com-
modore key is pressed.

. 10 WAIT 53265,128: POKE 53281,RND(1)*16: GOTO 10

The above line waits until bit 8 of the raster line becomes 1, indicating bot-
tom of screen is reached, before changing screen color. Chapter 12 has more
examples of these techniques.
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BASIC Error Message Dictionary
(Disk error messages are handled separately from BASIC: see Chapter 15.)

?BAD SUBSCRIPT

The value given an array subscript is negative, or larger than that in the DIM state-
ment (larger than 10 if the array has not been explicitly dimensioned). This message
is also given if the wrong number of subscripts is used.

?BREAK
The RUN/STOP key was pressed before LOAD or SAVE was complete.

?2CAN’T CONTINUE

The program cannot be continued using CONT because of one of the following
conditions:

* The program halted due to a SYNTAX ERROR, instead of the RUN/STOP key,
STOP, or END;

* CLR has erased its variables;

« the program was edited after it stopped, effectively erasing variables;

* a direct mode error occurred, which the system can’t distinguish from a program
error; or

o the program has not been run.

?DEVICE NOT PRESENT

This means the printer, disk drive, or other device does not respond, typically on
GET# or INPUT#, because it is unplugged, off, addressed by a wrong device num-
ber, or is nonstandard and unresponsive. Also, this error occurs when an end-of-tape
marker is found.

?DIVISION BY ZERO

An attempt has been made to divide by zero, which BASIC does not allow, generally
when a denominator underflows to zero. TAN(7 /2) contains an implicit division by
zero.

2EXTRA IGNORED

Given when the response to INPUT contains more items than asked for by INPUT’s
parameter list. The extra items are lost. INPUT# behaves identically, but doesn’t
print the error message. Often this is caused by the inclusion of commas or colons in
an input string; avoid this with leading quotes.

?FILE DATA
The type of data in a file doesn’t match the variables to which it is assigned by
GET# or INPUT#. This happens when INPUT#X tries to read a string.
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?FILE NOT FOUND

A disk file or program is not present on current disk, or the name is misspelled.
(Tape gives ?DEVICE NOT PRESENT if the end of the tape is reached before the
specified file is found.)

?FILE NOT OPEN
This indicates that the logical file number referred to in a statement has not been
opened.

?FILE OPEN
This means that a logical file number referred to in an OPEN statement has already
been opened.

?FORMULA TOO COMPLEX

This is given if a string expression contains three or more parenthesized
subexpressions. String storage (the string descriptor stack at $19-$21) is exhausted.
For example, PRINT “A”+(“A”+(“A”+"A")) will give this error.

?ILLEGAL DEVICE NUMBER

This means either that a command has been issued to an unacceptable device, like
saving to the keyboard or loading from the screen, for example, or that the tape
buffer has been moved below $0200.

?ILLEGAL DIRECT

This indicates that a statement requiring the input buffer has been entered in direct
mode, typically GET or INPUT, or that DEF FN was entered in direct mode.

?ILLEGAL QUANTITY

An expression used as the argument of a function or in a BASIC command is outside
the legal range. Attempting a POKE with either parameter negative, using a logical
file number greater than 255, and asking for the square root of a negative number
are examples.

I/O ERROR (1-9)
These are Kernal error messages, only visible in BASIC after executing POKE 157,64.
See Kernal notes in Chapter 8.

?LOAD

A tape or disk program was not loaded successfully. See Chapter 14 (tape) or Chap-
ter 15 (disk) for information on how to read the status byte to determine the cause of
the error.

?MISSING FILE NAME
LOAD and SAVE must include a program name when using the disk drive.
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?NEXT WITHOUT FOR

This message is given when the interpreter cannot find a FOR entry on the stack
corresponding to the NEXT it has just encountered. This may happen if one of the
following conditions exists:

o The stack has no FOR entries on it at all, because more NEXTs than FORs have
been encountered;

« the variable in the NEXT statement is misspelled and doesn’t match any FOR en-
tries on the stack;

« the required FOR entry has been flushed from the stack by an incorrectly ordered
NEXT in a nested loop; or

* an active GOSUB exists, as in:

10 FOR J=1 TO 20: GOSUB 100
100 NEXT

?NOT INPUT FILE
Given in response to an attempt to INPUT# or GET# from a file opened to be writ-
ten to. For example, a tape data file opened in write mode cannot be read.

?NOT OUTPUT FILE

An attempt has been made to PRINT to an input file. A disk file opened in read
mode cannot be written to, and the attempt will give this error. A file to the key-
board may be OPENed, and read from, but ?NOT OUTPUT FILE will be given if the
attempt is made to write to it, as the keyboard cannot act as an output device.

?20UT OF DATA

There were no remaining unread DATA items when a READ statement was en-
countered. Pressing RETURN over the READY prompt generates this message. RE-
STORE resets the data pointer.

?0UT OF MEMORY

This message indicates one of the following:

« The 64 does not have enough RAM for the program and its variables (especially if
dimensioning large arrays or inputting long strings);

« temporary storage on the stack has run out, having been filled with GOSUBs
(about 24 maximum), FOR-NEXT loops (about 10 maximum), and intermediate
calculation results:

PRINT (1+Q+(3+(@+(5G+(6+(7+@+(O9+(10+1A1+A2MMN)

s the end-of-program pointer in locations 45 and 46 has been set (perhaps by a
LOAD into high memory) greater than the end-of-BASIC-storage pointer in 55 and
56. (Reset the pointer or use NEW to correct this.)
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?0VERFLOW

The value of a calculation is outside the valid range for floating-point numbers,
approximately —1.7E38 to +1.7E38. If a result is within the valid range, this error
may be avoidable by restructuring the computation using, for example:

PRINT (5/4)1100

instead of:

51100/41100

?REDIM’D ARRAY

An attempt has been made to dimension an array that has already been dimen-
sioned. It may have been dimensioned automatically. A reference to X(8), for ex-
ample, implicitly performs DIM X(10) if the array doesn't yet exist in memory.

?REDO FROM START :

This message is given when the response to an INPUT statement (but not to IN-
PUT#) contains items of the wrong type. The whole INPUT statement is executed
again.

?RETURN WITHOUT GOSUB
A RETURN has been encountered without a GOSUB having first been executed.

?STRING TOO LONG

String expressions must have 0 to 255 characters; this error is given if a string ex-
pression evaluates to a string longer than this. This message is output when an at-
tempt has been made to read a string 89 or more characters long into the input
buffer, typically by INPUT#.

2SYNTAX

This indicates that a BASIC statement is unacceptable. There are many causes. The
64 anticipates a sequence of statements; if a statement doesn’t start with a keyword
or the equivalent of LET, if a variable name isn’t ASCIJ, if a statement isn’t ter-
minated with colon or null, or if parentheses, commas, and other symbols are mis-
placed, ?SYNTAX ERROR often results. This message is also given after NEW if the
first byte of BASIC is nonzero.

POKE PEEK(44)*256,0: NEW
typically avoids this error.

?TOO MANY FILES

This is given in response to an OPEN statement if ten logical files, the maximum
number, have already been opened.
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?2TYPE MISMATCH

This message is output if the interpreter detects a numeric expression where a string
expression is expected, or vice versa.

?UNDEF'D FUNCTION
An undefined function has been used in an expression; it should first have been de-
fined with DEF FN.

?UNDEF’'D STATEMENT
The target line number of a GOTO, GOSUB, or RUN does not exist.

?VERIFY

The program in memory isn’t identical to the disk or tape file it is being compared
with by VERIFY. Spurious VERIFY errors occur if BASIC programs are loaded into
64 memory at different addresses from where they were saved; the link pointers be-
tween lines are different, but the BASIC statements may be the same.
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Chapter 4

Effective Programming in BASIC

How to Become Fluent in BASIC

BASIC is a language, with its own vocabulary and syntax, which requires a certain
amount of creativity on the programmer’s part to get good results, just as the ability
to write novels or articles requires more than only a knowledge of words and syntax.
The challenge for a novice programmer is to develop style and fluency.

Perhaps the best way to learn to write is to read and write a lot; similarly, the
best way to learn BASIC, once you know the vocabulary, is to examine other
people’s programs and adopt good techniques while developing your own style. At
first, use only a few BASIC statements in your programs, and limit your attempts to
small tasks. As you gain more experience, you can add new BASIC words to your
vocabulary. There are, however, some BASIC statements that you may never need to
use, just as there are probably words in your native language that you have never
spoken.

When writing programs, you have an advantage over writers who don’t use
BASIC; you can experiment freely and find out immediately whether your way of
expressing your intentions is acceptable or not. If you fail, no harm is done, provided
the experiments are kept away from your working programs and important data.
With this in mind, it makes good sense to try several approaches to any program-
ming task.

No matter what kind of programming you would like to do in BASIC, it is im-
portant that you have an appreciation of the capabilities and limitations of your
computer, BASIC, and the intended user. This is largely a matter of experience. The
remainder of this chapter consists of advice and information that may help you write
reliable and easy-to-use programs. The final programming decisions, of course, are
always yours. '

Programs, Systems, and People
Before considering program design, we’ll overview the software market and the atti-
tudes of software producers and users. First, there are three main program types:

Autonomous, stand-alone programs. These don’t depend on other programs,
but stand alone. These programs contain all graphics and data necessary to function
properly without support. Most games are like this. “Diet Calculator” (later in this
chapter) is an example of an autonomous program.

Program systems (groups of programs). These generally have many programs
and files of data stored outside the computer. Interactive systems allow information
to be put into or taken out of files directly; batch systems store new data on file,
after which another program processes it, perhaps merging it into an already existing
file. “Wordscore” (below) is a simple system which the 64 can run.

Pseudosystems (programs resembling systems). Single programs with a family
resemblance to each other might be classified as midway between autonomous pro-
grams and systems. For example, multiple-choice and other educational programs
collectively can be regarded as systems.

The concepts are important here, not the names. Systems are likely to be more
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difficult to program than autonomous programs, needing validation and checks un-
necessary in the other types. Programs that resemble systems are likely to be easy to
program, provided standardized methods have been developed.

Second, there are different types of users. Microcomputer owners can generally
be classified as business, scientific, educational, or personal users.

Business. The 64, with disk drives and a printer, is capable of handling data in
moderate quantities, where speed isn't crucial in day-to-day organization. Mailing
lists, telephone lists, customer information, billing notices, small financial calcula-
tions using spreadsheets, and letter writing on word processors are examples of the
uses for the 64 in small businesses.

A number of problems exist, though, such as unacceptable slowness. People
who purchase a system program may not be able to describe accurately the features
they want, or understand that new features, like fast searches and sorts, may be
impossible or may require the entire system to be completely rewritten. The office
staff may not be willing to key in data, particularly if instructions aren’t provided in
nontechnical language. And there will be problems if programs don’t have thorough
error trapping, or if correction and updating of information is difficult. There may be
security problems in addition to these concerns, since most businesses keep records
(even interoffice memos) that are not intended for all to see. This is perhaps a rather
negative picture, but programmers should keep these possible difficulties in mind
when designing systems.

Commercially sold software packages may be inadequate for several reasons.
First, published reviews are unlikely to be of much value, because comprehensive
testing takes months of work. Second, software packages are continually under
development, and a purchaser may be unable to establish how recent and reliable
the version being shown is. Third, there may not be a commercial program system
that will do what the particular business needs. Still, for many small businesses,
commercial software will be adequate, and programmers should try to include simi-
lar features to those of successful programs in their own works, improving them as
much as possible.

Scientific. Controlling external hardware for monitoring experiments or control-
ling equipment (like large computer-operated telescopes) is a specialized area (see
Chapter 5 for more information on software). Calculations and simulations are the
other uses for which micros are suitable. Desk-top computers are often used to solve
complex equations; anything with a definite formula is a potential task for a com-
puter program, from architectural stress calculations to zoo nutrition, provided the
computer’s memory is large enough to hold the data.

Educational. The continued drop in the price of computing (apparent rather
than real in many cases, after making allowance for separate disk units, printers,
RAM expanders, and so on), plus skillful marketing (playing on parents’ fears that
their children might miss out on the computer revolution), have created a boom in
computer education. Nevertheless, in spite of the huge sums paid for education, not
that much is spent on computers. And it is unreasonable to expect great computer
expertise from teachers who haven't themselves been trained.

A common situation has evolved where classes have one model of an expensive
computer, while the students who have one at home own a less expensive or dif-
ferent computer. There are two different attitudes toward microcomputer education,
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broadly dividing people who do not have programming skills and those who do.

The first group sees, with some relief, a roomful of unruly children settle down to
play a number game, and thinks, “It is remarkable to see them working in an or-
derly way for hours. Increased equality of education is possible. Unmotivated stu-
dents find their intefest reawakened, and their confidence grows.”

The other group’s argument is, “Computers are unparalleled at teaching logical
thought. They provide great oppbrtunities for students to display their creativity, and
this may be the most important part of their schooling.” When the experts disagree,
it is hard to know what makes good educational software.

Multiple-choice tests, with question-and-answer programs, graded by year and
subject, make a potentially attractive package. In principle, dozens of programs could
be used as refreshers and tests in a range of subjects. Multiple-choice questions are
easy to program, since the only reply needed is typically 1, 2, 3, or 4, without the
need to interpret a verbal answer. To discourage guessing, wrong answers could
score —1/4 point, so completely random answers would score around zero.

Single-concept programs, like children’s counting programs and alphabetic-
recognition programs, are becoming available commercially. Good graphics can add
a lot of appeal and help to hold the user’s attention longer. More advanced examples
include foreign language vocabulary and translation tests; economics concepts like
price elasticity, supply-and-demand curves, and marginal costs; musical relationships
between frequency and pitch; population simulations; and math techniques and con-
cepts like graph plotting, limits, sums of series, calculus, and simulations of random-
ness with coins, roulette, and so on. (See “Dice” page 97.)

Personal. This rapidly expanding area of the market includes games and educa-
tional and home business programs. Several magazines are currently being published
which include programs in the magazine that can be typed in at home, and therefore
are practically free.

Program Design

We've distinguished programs from systems, and noted that systems require more
planning and knowledge; in the commercial world this is reflected in the job separa-
tion between analysts and programmers. On the relatively mddest scale of the 64,
it’s equally true; experienced programmers can almost unconsciously plan ambitious
projects out of reach of beginners. This section covers the sort of thought processes
necessary in programming and in design, with a concrete example of each to give
substance to the generalities. Bear in mind that many programmers write in an un-
organized, ad hoc fashion and don’t always worry about tidy, theoretical schemes. If
your programs are messy and patched together, don’t worry too much—many other
people’s programs are, too.

Program Example: Number Guessing Game

We'll write a program which thinks of a number from 1 to 99, then accepts guesses
typed into the keyboard. Where the guess is wrong, it prints TOO LARGE or TOO
SMALL, as the case may be. Correct input is rewarded by an encouraging message
plus the total number of guesses. Putting this into BASIC requires four steps, which
may be formally written down or simply carried out mentally, but always take the
form outlined below.
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Understand the problem. The example is quite simple: Many computer prob-
lems are not.

Express it in a computerizable way. This is where programming experience is
essential. For example, if you haven’t grasped the idea of computer files, you'll obvi-
ously not be able to appreciate their use in storing data. If you haven’t understood
that the computer has to count lines of print to know where it is on a page, you
won'’t be able to print titles on page tops. Knowledge of the logic of programming
equips you with methods and tricks to process data, but experience is probably the
best way to learn the physical limitations and capabilities of a particular computer.

This flow chart expresses an approach to our game in a form that can be written
as BASIC. Entries in the boxes are shorter than usual to avoid clutter. You should be
able to trace how the variable, N, records the number of guesses, and how all three
possible outcomes of the comparison between the correct number, X, and the current
guess are processed.

Figure 4-1. Number Guessing Game Flow Chart

Print Title

L

Generate X
(1-99)
N=0

N
L

Input Guess G
N=N+1

Compare

G<X G X

Print Print Print
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:
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Flow charts generally use diamonds to indicate options and rectangles for opera-
tions; direction of flow is usually down, with loops and branches generated by the
options arranged clockwise, as in this diagram. Many other, less common symbols
are also used. Virtually all programs have loops and decision points, and flow charts
show these clearly. However, they are hard to modify and they take up space, so
many people prefer to make outlines and notes—stylized lines of English resembling
programs. There’s no correct notation; and the sad fact is that any complex program
remains complex in whatever way it is written down.

Write it in BASIC. If it's a complex program, write parts of it and test them in-
dividually as subroutines. This is where past practice is invaluable, not only because
of skill in BASIC per se, but because experience suggests efficient ways of getting
results.

Algorithms are rules with explicit instructions and no exceptions, which generate
correct results. Math algorithms can be used by anyone, without understanding any
of the underlying theory. For example, linear programming (solving such problems
as finding the least expensive combination of foods which supply all known nutri-
ents) involves long calculations, which give the right answer. At a simpler level,
arranging dates in the format YYMMDD makes them sort numerically into chrono-
logical sequence, while MMDDYY requires more work to sort properly. A version of
3-D tic-tac-toe requires the winner to avoid a line; the algorithm start in the center
and make opposite moves always wins for the first player.

Algorithms can be used to deal with very complex situations: often the rule is
found to give good results and is therefore used in lieu of anything better.
Warnsdorf’s rule in chess, to generate knight's tours around the whole board, illus-
trates this. The rule is: Move the knight to the square with fewest exit squares. This
often (but not always) gives a solution. Many games—bridge, for example—are in
effect often played algorithmically, as the players follow rules that sum up the expe-
rience of good players. Chess openings can be generated with simple algorithms as
well; a common example is moving to maximize the area under attack by your
pieces, while minimizing the opponent’s range of replies. Reversi (or Othello™)
played on an 8 X 8 board, with pieces white on one side and black on the other,
can be played by the following simple algorithm: For about 10 moves, occupy cen-
tral squares, reversing as few of the opponent’s pieces as possible; for another 10
moves, keep the total number of your pieces to about ten; after this, go for maxi-
mum points.

Our number game, Program 4-1, is too simple to require such intricate al-
gorithms, though.

Program 4-1. Number Guessing Game

19 PRINT "{CLR}GUESS MY NUMBER (1-99)": PRINT
20 X=INT(RND(1)*99)+1: N=0

30 INPUT "YOUR GUESS";G: N=N+1

40 IF G<X THEN PRINT "TOO SMALL": GOTO 38

5¢ IF G>X THEN PRINT "TOO LARGE": GOTO 30

64 PRINT "GOT IT! IN " N "TRIES"
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Lines 0-30 correspond exactly to the first boxes of the flow chart; after this, be-
cause IF allows only two options, the lines cannot exactly match boxes, but the logic
is identical. Note that line 60 doesn’t need to test IF G=X, since no other possibility
exists.

Test and improve. Our example could include:

70 FOR J=1 TO 3000: NEXT: GOTO 10

effectively replacing the box END with a delay loop and a branch back to the PRINT
TITLE box. Values could be checked to insure that they are integers in the correct
range, and you could add color.

Testing is difficult, and many commercial programmers spend most of their time
removing bugs from programs. Ideally, with good planning, bugs would not appear,
but in practice it’s seldom possible to foresee every potential problem.

System Example: Wordscore Analysis

“Wordscore” is a demonstration program (see the end of this chapter under string
handling) which evaluates five-letter words on a score-per-letter basis. In other
words, each letter is assigned a value, and the value of a word is the sum of the val-
ues of all the letters. The letters B-I-N-G-O must be included vertically, horizontally,
or diagonally to form an acceptable combination of words.

The first step toward finding an algorithm is to consider the potential data base
of words, and several assumptions will provide the basis for this algorithm. A typical
dictionary lists about 2000 five-letter words (based on a sampling of pages), so only
about 400 can be expected to exist which contain one or more letters of BINGO. The
Commodore 64, even without disk or tape, easily has enough memory to store 400
short words. The demonstration shows how values can be assigned to letters A to Z
before checking the words, stored on a tape or disk file. Using BASIC to select the
highest-scoring words in the form Bxxxx, Ixxxx, and so on (there are 29 relevant for-
mats) isn’t difficult. The conclusion is that the 64 could be valuable for this applica-
tion. (Other factors—acceptable dictionaries, competition rules—are likely to
complicate matters.)

System Design
In addition to the normal programming concerns, system planning takes three major
steps, which are discussed below.

Ask if the project is feasible. Time may be a problem; sorts, searches, graphics,
and tape processing may be too slow; the program’s response time may be inad-
equate; the data may take too long to key in. You may want to write a test program
to check the feasibility of the task. Machine language always outperforms BASIC,
but is often more difficult to program.

Generally, if much data is to be processed, estimate the total storage needed in
bytes and estimate whether it can coexist with BASIC, or whether stored files would
help. Perhaps splitting a program into smaller subprograms would be advisable. Less
tangible problems might be user attitudes, reliability, and recovery of lost data if
problems should occur. A little time spent in advance on all these questions is
usually worthwhile. Even so, there will be cases where a feasibility study requires a
lot of work.
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Write a solution. Often it is helpful to do some prewriting, to organize your
ideas before putting them into program form.

Write the programs. These should preferably be structured so that they are easy
to understand later. Programs written in modules, each having only one entry and
one exit point, are generally easier to modify and debug. Figure 4-2 and Table 4-1
show two ways of analyzing system programming. The first shows a file’s structure,
and a diagram of a modular program structured to read it, which has a left-right
flow. Table 4-1 is a condition table, which lists alternative actions in tabular form,
which may allow complex decisions to be checked more easily than long sections of
IF statements would permit. ’

Figure 4-2. File Structure and Related Program

Program Control Control Level

N

Open Read %ﬁg Read Close

Files Header| End Trailer Files | Modules

T U 7N\

“Live” | [‘Dead” . “Live” g d
Header Trailer Live Dead

Record| [Record / \

Read a Printa

Record| [Record Subroutines
Table 4-1. Condition Table

Conditions Stock > reorder level? Y Y Y N N N
Stock minus stock out > reorder level? Y N N N N N
Stock out > stock? N N Y N Y N
Actions Issue stock X X - X - -
Issue reorder request -~ X X - - -
Part issue stock / increase commitments - - X - -

Serious and Less Serious Programming

There’s no single correct way to program. If it's your computer, you can do what
you like; otherwise, you may need to conform to some set style, either of program-
ming or of finished appearance. This section lists a number of considerations which
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are relevant when deciding on a program’s readability, ease of maintenance, use,
modification, and so on.

Conventions for line numbers, variable names, and remarks. You may want
to avoid putting REM statements on lines that are the target of either GOTO or
GOSUB statements, so deleting them will have no effect on the program. If standard
subroutines are used, consider retaining the same line numbers in different pro-
grams. As for BASIC variables, to be sure that variables can’t be accidentally
changed, either list every variable as it's used (and make the names meaningful) or
establish a convention. For example, local variables could end in 9 (A9, B9, ...), or I,
], K, and so on could be for local use only—initialized, then used anywhere in the
program. It is still a good idea to keep track of the other variables.

REM statements make a program more readable, but take up space and slow
execution speed. You may find it worthwhile to document standard routines for fu-
ture reference and delete the REM statements when the routines are used in larger
programs. Program 4-2 converts a four-digit hex number (see Chapter 5) to decimal
and prints it. The subroutine does not perform error checking. This is a feature you
may want to add later. Notice the remarks which tell what the routine does, how to
use it, and which variables are used.

Program 4-2. Hex-to-Decimal Conversion Subroutine

560 REM{2 SPACES}SHORT SUBROUTINE TO CONVERT A STR
ING OF

565 REM 4 HEX DIGITS TO DECIMAL AND PRINT RESULT

575 REM EXAMPLE OF USE:

580 REM L$="ABCD": GOSUB 600 {4 SPACES}PRINTS 43981

599 REM USES VARIABLES H,J,L, AND L$

600 L=@:FORJ=1TO4:L%=ASC(MIDS$(LS$,J)) :L3=L%-48+(L%>
64)*7:L=16*L+L% :NEXT:PRINTL

618 RETURN

A similar decimal-to-hexadecimal conversion subroutine follows; it uses the
same four variables, except L is used instead of L$. »
1000 L=L/4096:FOR]=1TO4:L%=L:L$=CHR$(48 +L% — (L%>9)*7)
1010 PRINTL$;:L=16*(L—L%):NEXT:RETURN

Documentation. Program documentation could include an operator manual
(explaining how to use the computer, handle and copy disks, and so on), a user’s
manual (explaining file structure, validation methods, the correct sequence of pro-
grams), and a system manual (providing a complete reference to the system pro-
grams and files). :

Ease of modification. The term hard coding means that significant parts of a
program use constants; soft coding means variables are used. Soft coding is easier to
modify, but as a rule more tedious to write. See the program “Payroll Analyzer” be-
low; the first line can be altered to change the program. The BASIC line:

OPEN N,N:PRINT#N
illustrates soft coding as well. When N=3, output is to the TV, and when N=4, out-
put is to a printer. A program may include a menu of parameters at the start, so the
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user’s own requirements can be keyed in. For example, modem programs often begin
with a menu for setting baud rate, parity, and stop bits.

Error messages. These signal that a mistake has been made and should indicate
the error. Program 4-3 is a subroutine that handles error messages. Before sending
the program to the subroutine, place the error message text in the variable EM$:

EM$="TOO LONG": GOSUB 10000

This will print the message on the screen in reverse video to attract attention. You
could use this in a large program before resetting cursor position and returning for
reinput. '

Program 4-3. Error Message Subroutine

10000 PRINT “"{HOME}": FOR J=1 TO 23: PRINT "{DOWN]
"+ NEXT

10810 PRINT "{RVS}"EMS$;: FOR J=1 TO 2500: NEXT

10029 FOR J=1 TO LEN(EM$): PRINT "{LEFT} {LEFT}";:
NEXT

190330 RETURN

Easy data input. The BASIC INPUT statement is fine in many cases, but doesn’t
give the programmer full control. To make a program as easy to use as possible, un-
desirable keys should be blocked out or ignored. Integer input (see the section below
on string and integer input) will accept only numbers, not cursor keys, color keys, or
alphabetic characters. RUN/STOP and RESTORE may need to be disabled (see
Chapter 6), and the length of the integer checked if there’s a maximum value. None
of this is very difficult, but it takes time and memory.

How easy a program is to use is important. Prompts, telling the user what to
type, and instructions, providing an overview, are helpful. The programmer must al-
ways balance the program'’s features with memory usage and execution speed. The
lines below illustrate how to combine PRINT and INPUT into a relatively friendly
input routine and show that this requires extra memory.

100 PRINT “ENTER THE DISCOUNT”
110 PRINT “PERCENTAGE (E.G,, 13.25)"
120 INPUT “AND PRESS RETURN"; PC

Menus. These are elaborate prompts, which help the user select his or her own
path through a program; often a help option is available from the menu. Data entry
can be simplified by presenting a summary of input at appropriate places in the pro-
gram, allowing for easy corrections. :

The best menu design allows the user to indicate the desired option by pressing
a single number or letter. If a menu program stands alone, it has to load and run a
new program (see “Chain” in Chapter 6). Of course, all or most of the options may
exist as one program in memory, if there is room. Tape units don’t have the flexibil-
ity of disk drives when it comes to loading one program of several, of course, be-
cauﬁe tape stores programs in sequence, rather than allowing equally rapid access to
each one.

Program 4-4 is a menu which calls one of three routines based on user input.
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Program 4-4. Simple Menu

108 PRINT "1l. INTEREST RATE

110 PRINT "2. TIME PERIOD

120 PRINT "3. MORTGAGE

200 GET X$: IF X$<"1" OR X$>"3" GOTO 200
219 ON VAL(X$) GOTO 19000, 2008, 3000

Formatting output. Tidy output, particularly of numbers, requires some work.
See “Rounding” (later) and “PRINT USING"” (Chapter 6), which show how to print
numbers using a standard format.

Subroutines. Standard subroutines allow programs to be developed and tested
as modules; it’s easier to check isolated parts of a program than entire programs, and
it’s also possible for several people to work simultaneously, provided the variables
and line numbers are determined beforehand (see the section on conventions, above)
so no conflicts arise. Subroutines often save space and improve clarity.

Testing. Thorough testing ideally requires every possible combination of data to
be tried. Generally, this is impossible. In practice, depending on the program or sub-
routine, you can use a loop to generate ascending values and check the effect, or use
RND to make up strings or numbers of the right size. Rounding includes a loop
demonstration; the sort routines in Chapter 6 use random data to test sorting.

In practice, there are complications. First, there may be extreme or boundary
values which have strange effects. Negative numbers, numbers below .01 (which are
printed in exponential notation), and the quotation mark key, are all likely to crash
INPUT subroutines unless they're tested for. Second, programming errors may show
up only when several events occur at once, making bugs hard to trace because of
their apparent random appearance. Third, unconscious bias may influence the choice
of test data, so that tricky areas may be avoided. For this reason, commercial systems
are tested with data supplied by the user, who also checks that the output is what it
should be. This, of course, is rather unfair, since the user may not appreciate the im-
portance of testing with obviously wrong data which the system ought to reject. In
any case, it is best to have someone else test your programs, instead of simply rely-
ing on your own testing.

Validation. This is the process of checking to make sure that data is the correct
type, without checking the actual values. For example, a date entered as 19/19/86 is
invalid and should be rejected; 9/9/86 would be valid, but may be incorrect. In its
simplest form, validation simply causes the program to wait for data, as in the menu
example above. More sophisticated checking routines include error messages.

Checksums provide additional validation and are easy to implement with
computers. Typically, a single letter or number is added to the end of a reference
number (or even a program line listed in a book). The suffix is calculated from the
data, using an algorithm, so the composite data is internally consistent. For example,
International Standard Book Numbers (ISBNs) have nine digits, plus an extra
checkdigit. This final digit is computed by multiplying the first number by 1, the sec-
ond by 2, and so forth, up to the ninth, then adding the results together, dividing by
11 and using the remainder, 0-9, or X, (to represent a remainder of 10). The system
is not foolproof, but it is simple, and the most common errors (entry of one wrong
digit or transposition of adjacent digits) are trapped.
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Debugging BASIC Programs

This section lists common faults in BASIC programs. While such a listing cannot be
exhaustive, it should help pinpoint errors. The BASIC STOP statement allows you to
set breakpoints at which you can check the values of important variables, and
PRINT allows you to check key variables while the BASIC program runs.

SYNTAX ERRORs. These occur when the 64 finds something which isn't
BASIC. Generally, it's up to you to find the mistake.

RUN errors. These occur in BASIC that is syntactically correct, but which is try-
ing to manipulate data that isn’t valid. The final section of Chapter 3 is a list of all
these errors. Validation routines which pass only acceptable values are a solution.

Errors of program logic. The program may run without errors, but still do the
wrong thing. These are often caused by the following:

* There may be a keyword misunderstanding, so that the statement does something
unexpected. This is common with logical expressions where parentheses have been -
omitted.

* A variable’s value may be altered by mistake. All BASIC variables are global, not
local, and a subroutine which uses J can easily be called without its effect on ] be-
ing noticed. In fact, the same variable may be repeated by mistake—you may forget
that D already means decimal position and use it for dollars. Also, the variable may
be misspelled.

* Subroutines may be poorly structured, so that program flow drops through to the
following lines. This occurs when the RETURN statement is omitted in one of
many subroutines.

* The BASIC pointers may be wrong: graphics definitions and ML at the top of
BASIC memory need to be protected from being overwritten by BASIC strings.
Chaining (see Chapter 6) may be difficult. BASIC may assume a hardware or soft-
ware arrangement which is incorrect.

* Omitting FN will cause a function to be read as an array; PRINT FN HYPTN(5) is
not the same as PRINT HYPTN(5). The latter will print the value of the array ele-
ment HY(5).

* System errors are usually caused by errors in loops, particularly the zeroth and fi-
nal elements in buffers. Loops are often used to POKE data into memory, and these
are prime sources of errors.

* DATA statements may have been put in the wrong order by typing an incorrect
line number.

Unusual characteristics of BASIC itself. BASIC has a number of small pe-
culiarities, some of which are:

* ASC of a null character crashes.

« CLOSE to printer or disk file should be preceded by a PRINT#.

¢ FOR-NEXT and GOSUB-RETURN require caution.

* FRE is slow if there are very many strings.

* INPUT# has no error message if it finds extra data.

* PRINT attempts to print anything; for instance, a stray decimal point can appear as
a zero or can cause a number to be split into two numbers.

* Numbers are not held with infinite accuracy, as Chapter 6 explains in detail.
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Examples in BASIC

The following sections illustrate some of the fundamentals of BASIC programming.
One of the best ways to learn BASIC is by looking at program examples and modify-
ing them to suit your needs. Most of your programming will involve the elementary
skills discussed here, in one way or another.

input

Programs 4-5 and 4-6 use GET to build an input string, IN$. In Program 4-4, the
cursor flash POKEs in lines 110 and 130 simulate the way BASIC’s INPUT looks to
the user. The program gets individual characters into X$ in line 120. Line 140 allows
the INST/DEL key to operate. All other special keys are disallowed, except
RUN/STOP and RUN/STOP-RESTORE, which can be disabled if you wish (see
Chapter 6). Line 150 defines the range of acceptable characters, so for integer input
the line should be changed (by placing a 0 inside the first pair of quotation marks
and a 9 inside the second pair).

Program 4-5. String and Integer Input

1@ GOSUB 10@: PRINT: PRINT INS$: GOTO 10

199 INS=""

110 POKE 204,@: POKE 207,90

128 GET X$: IF X$="" GOTO 120

130 IF X$=CHR$(13) THEN PRINT " ";: POKE 204,1: RE
TURN

140 IF ASC(X$)=20 AND LEN(IN$)>@ THEN IN$=LEFTS$(IN
$,LEN(IN$)-1):GOTO 178

156 IF NOT (X$>=" " AND X$<="Z") GOTO 110

160 IN$=INS+X$

170 PRINT X$;: GOTO 119

Decimal input is a bit more complicated, as Program 4-6 illustrates, and extra
programming is needed to insure that only one decimal point can be entered. This
version allows only two digits after the decimal (this can be modified at line 152).
All these features can, of course, be changed, but be sure to test the results.

Program 4-6. Decimal Input

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.
19 GOSUB 10@: PRINT: PRINT D$: GOTO 10: trem 118

160 D$="": D=-1 srem 147
118 POKE 204,9: POKE 207,90 srem 17
120 GET X$: IF X$="" GOTO 120 srem 129
130 IF X$=CHR$(13) THEN PRINT " ";: POKE 204,1: RE

TURN srem 67
14@0 IF ASC(XS$)=20 THEN IF LEN(D$)>@ THEN D$=LEFTS (

D$,LEN(D$)-1):D=D-1: GOTO 170 srem 145
142 IF ASC(X$)=20 GOTO 110 srem 52
144 IFX$="." THEN FOR J=@ TO LEN(DS):IF MIDS$(DS$,J+

1,1)<>"." THEN NEXT srem 100
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146

150
152
154
160
170

IF X$="." AND (J=LEN(D$)+1) THEN D=0: GOTO 160

srem 222
IF NOT (X$>="@" AND X$<="9") GOTO 118 :rem 226
IF D>=2 GOTO 110 srem 227
IF D>=1 THEN D=D+1 srem 89
D$=D$+X$ srem 75
PRINT X$;: GOTO 110 srem 225

GET can build strings in any format. Machine part numbers might be of the

form ###XXX (that is, three digits followed by three letters), and a routine to input

these should test for the correct input and ignore anything else. Where an

INST/DEL key is allowed, this is a little more difficult. An input string might be ac-

cepted, then tested for correct format; if an error were found, the program would
loop back for data reentry, perhaps after displaying an error message.
The discussion of INPUT in Chapter 3 explains some tricks, like forcing quotes

after the prompt.

Pressing RETURN on INPUT leaves everything unchanged; so a line like:

100 X=>50: INPUT “NEW X (OR RETURN=50)"; X
allows easy data entry with automatic default values.

Output

Many times you will want to print information in some special format. This is
especially important in financial calculations. Program 4-7 is an error-trapping and

output-formatting routine for use with numeric data.

Program 4-7. Rounding

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

20 FOR V=-20 TO 200 STEP 12.7: GOSUB 10@: PRINT V;

1008
105

110
115
120
125

130
135

140
145
150
155

V$: NEXT: END srem 75
T9$=STRS$ (V) srem 67
E9=0@: FOR J9=1 TO LEN(T9$): IF MID$(T9$,J9,1)=
"E" THEN E9=J9 srem 31
NEXT: IF E9>@ AND MID$(T9$,E9+1,1)="-" THEN T9
$="9.00": GOTO 150 srem 146
IF E9>@ AND MIDS$(T9S$,E9+1,1)="+" THEN TOS$="**%
OVERFLOW": GOTO 150 s:rem 80
IF MID$(T9$,2,1)="." THEN T9$=LEFT$(T9S,1)+"@"
+MIDS$ (T9S,2) srem 127
D9=@: FOR J9=1 TO LEN(T9$): IF MID$(T9$,J9,1)=
"." THEN D9=J9 :rem 8
NEXT srem 211
IF D9=@ THEN D9=LEN(T9$)+l: T9$=T9$+"."
srem 174
T9$=T9$+" 00" srem 3
T9$=LEFTS$ (T9$,D9+2) s:rem 223
V$= RIGHTS$("({12 SPACES }"+T9$,12) srem 239
RETURN srem 123
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Line 20 demonstrates the routine by producing test values and going to the sub-
routine at line 100, where the number is converted to a string. Lines 105-115 test for
an E in the string equivalent of the value, V, and check for under- or overflow. Line
120 retains the minus sign, where applicable, so every possibility is tested for. Lines
125-150 handle the decimal point and trailing zeros, and control the length of the
string, V$, in its processed form.

Routines like this are valuable for such purposes as printing invoices, receipts,
and reports. Chapter 6 (see “PRINT USING”) contains a machine language im-
plementation of the same idea. The following line of BASIC is a simple method for
rounding a number to two decimal places:

X=INT(100*X + .5)/100

Calculations

Below are some examples of calculation and report programs. The first of these pre-
dicts weight change based on information entered by the user (weight, sex, calorie
intake, and level of activity). '

Program 4-8. Diet Calculator

196 PRINT "{CLR}"

119 INPUT "WEIGHT (POUNDS)";P

12¢ INPUT "INTENDED DAILY CALORIE INTAKE";C

139 INPUT "INACTIVE, FAIRLY, OR VERY ACTIVE (@-2)"
sA

14¢ INPUT "MALE, FEMALE (M OR F)";S$: SS$=LEFTS$(SS,
1)

159 S=1: IF S$="F" THEN S=.9

200 PRINT "{CLR}" S$ "{2 SPACES}WEIGHT NOW:" P

219 PRINT "CALORIE INTAKE:" C

220 PRINT

399 FOR W=0 TO 16

319 PRINT “"WEEK" W INT(P*18)/18

409 FOR J=1 TO 7

410 M=P*(14.3+A)*S + C/10

420 D=M-C

430 DW=D/3500

449 P=P-DW

45@ NEXT J

500 NEXT W

Lines 400-450 calculate weight change per week. Line 410 contains the formula
to determine the number of calories needed to maintain the same weight; lines 420
and 430 calculate DW, the change in weight for one day. The results of 16 weeks are
printed out. The algorithm makes standard assumptions that one pound of fat is
equivalent to 3500 calories, and that a fairly constant ratio exists between total
weight and static weight calorie intake.

Program 4-9 works out the smallest bill and coin combinations to pay the sepa-
rate amounts of a payroll. Line 60 is a DATA line, which can be changed, for ex-
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ample, to eliminate hundred dollar bills, add twenty dollar bills, or convert to other
currencies (the first value on this line is the number of different denominations
used). Line 130 adds a small correction to each figure so there is no chance of round-
ing errors.

Program 4-9. Payroll Analyzer

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

60 DATA 11,109,50,14,5,2,1,.5,.25,.1,.085,.01
tsrem 46
7¢ READ NUMBER OF DENOMS: DIM NC(NU),QU(NU) :rem 6
80 FOR J=1 TO NU: READ NC(J): NEXT srem 72
118 INPUT "{CLR}# OF EMPLOYEES"; EMPLOYEES: DIM SA
LARIES OF (EMPLOYEES) :rem 83
120 FOR J=1 TO EM: PRINT "EMPLOYEE #"J; srem 122
130 INPUT SALARY OF (J): SA(J)=SA(J) + NC(NU)/2

srem 6

140 NEXT trem 212
219 FOR J=1 TO EMPLOYEES srem 136
220 FOR K=1 TO NUMBER :rem 160
230 X=INT(SAL(J)/NC(K)): SAL(J)=SAL(J)-X*NC(K): QU
(K)=QU(K)+X :rem 4

240 NEXT K srem 32
250 NEXT J srem 32
319 PRINT "{CLR} ANALYSIS:" srem 150
320 FOR J=1 TO NU: IF QU(J)=0 THEN 340 srem 183
330 PRINT QU(J) "OF $" NC(J) srem 141
340 NEXT srem 214

Program 4-10 employs a math technique to find solutions to equations; lines 2
and 3 are examples, and the program is set up to perform an interest calculation. It
will tell you, for example, that if ten payments of $135 will cancel a $1,000 loan,
there was a 5.865 percent interest rate per payment period. This calculation is or-
dinarily difficult, because the formula assumes that the interest rate is known.

The program allows for guesses to be entered as well, which is sometimes im-
portant if a problem has more than one solution. Line 60 controls the precision of
the answer—greater precision takes longer. The program is not foolproof and could
be improved by asking for a guess and by adding error checking.

Program 4-10. Equation Solver

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

2 REM *** EXAMPLE: {2 SPACES}DEF FN Y(X)=X*X - 2 SO

LVES SQR(2) s:rem 10
3 REM *** EXAMPLE:{2 SPACES}DEF FN Y(X)=X13 + 5*x{

2 - 3 SOLVES xt13+5xf2=3 :rem 181
10 DEF FN Y(X) = P*(1-1/(1+x)1N)/ X - s :rem 68
11 INPUT "NO. OF PAYMENTS";N srem 144
12 INPUT "TOTAL SUM":S srem 62
13 INPUT “"EACH PAYMENT IS";:P srem 142
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20 GUESS=.1{2 SPACES}:REM SET GUESS AT 10% PER PAY

MENT INTERVAL trem 155
30 DX=1/1024 :REM SMALIL INCREMENT WITH NO ROUNDING
ERROR srem 104

49 GRADIENT = (FN Y(GUESS+DX) - FN Y(GUESS))/DX
trem 137
50 GUESS=GUESS - FN Y(GUESS)/GRADIENT :rem 31
60 IF ABS(GUESS-Gl)<.@@0@@1 THEN PRINT"SOLUTION=" G
UESS: END srem 245
78 G1=GUESS: GOTO 4@:{2 SPACES}REM PRINT Gl TO WAT
CH CONSECUTIVE GUESSES srem 30

Program 4-11 calculates fractional approximations for decimal values. It tells
you, for example, that 7 is about 22/7, and that 355/113 is much closer; it approxi-
mates any constant and may provide an easily remembered fraction to use in
converting currency or measuring systems.

Program 4-11. Fraction Maker

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

119 INPUT A: T=A:{2 SPACES}B=1 srem 89
120 IF ABS(T-INT(T+.0801))>.9@1 THEN T=T*1@: B=INT

(B*1@0+.1): GOTO 120 srem 98
130 T=INT(T+.1) srem 63
140 DIM A(50),T(50),B(50) srem 192
150 A(1)=INT(T/B): T=T-INT(T/B)*B :rem 80
210 X=1 srem 89
220 X=X+1: A(X)=INT(B/T) srem 63
23@ Bl1=T: T=B-A(X)*T: B=Bl srem 193
240 IF B<>1 AND T<>@ GOTO 220 srem 176
25¢ IF X>16 THEN X=16 srem 78
319 T(1)=A(1): B(1l)=1 srem 214
320 T(2)=A(1)*A(2)+1l: B(2)=A(2) srem 182
330 FOR J=3 TO X :rem 50
349 T(J)=A(J)*T(J-1) + T(J-2) srem 143
350 B(J)=A(J)*B(J-1) + B(J-2) srem 90
360 NEXT srem 216
419 FOR J=1 TO X: PRINT T(J)"/"B(J) srem 53
420 NEXT srem 213
String Handling

Words are handled by BASIC as strings; this allows constructions like:
10 INPUT “NAME";N$: PRINT “HELLO, ” N$

This feature is useful for games, especially text adventures, and can be used to
personalize the replies the computer makes to the user. Typing trainer programs use
the same principle. At a more involved level, any individual characters can be se-

lected at will, using MID$, LEFT$, or RIGHT$ (actually, MID$ is enough), and any
combination of characters can be generated with the aid of the string concatenation
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operator (+). Program 4-7, “Rounding,” showed how to scan a string for the charac-
ter E. Program 4-12 shows how a number can be scanned (in its string form) to re-
place the number 0 with the letter O, which many people prefer.

Program 4-12. Oh, Zeros

10 INPUT "WHAT NUMBER":;N$

20 L=LEN(NS$)

30 FOR J=1 TO L: IF MID$(NS,J,1)="@" THEN N$=LEFTS$
(N$,J-1) +"0"+ RIGHTS$(NS,L-J)

4@ NEXT

50 PRINT N§

When storage space is short, data compression may be necessary, and Program
4-13 illustrates how long numbers can be packed into about half their normal length,
using string handling:

Program 4-13. Packing Numbers

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

1¢ INPUT "NUMBER"; NS$ :rem 254

99 REM PACK NUMBER STRING NS$ INTO NP$ t:rem 214
100 IF LEN(NS$) <> INT(LEN(NS$)/2)*2 THEN NS$="9"

{SPACE}+ NS$ trem 18

119 NP$="": FOR J=1 TO LEN(NS$) STEP 2 :rem 180
120 NP$ = NP$ + CHR$(VAL(MID$(NS$,J,2))+33): NEXT

srem 247

199 REM UNPACK NP$ INTO NUMBER STRING NS$ :rem 178
209 NS$="": FOR J=1 TO LEN(NP$): NI$=STR$(ASC(MID$

(NPS$,J))-33) srem 40
210 NIS$=RIGHTS$(NIS,LEN(NI$)-1):REMOVE LEADING SPAC
E srem 22
220 NIS$S=RIGHTS("O@O"+NIS$,2): NSS$S=NSS$+NI$: NEXT:REM
{SPACE}ADD LEADING ZEROS srem 53
309 PRINT NS$ " " NP$: GOTO 10 srem 191

Analogous tricks include collecting similar characters together and selecting from
them with MID$. For example, there’s no simple connection between color keys and
their ASCII values, but:

C$="{BLK}{WHT}{RED}{CYN}{PUR}{GRN}{BLU}{YEL}"
is a character string holding eight of them, and PRINT MID$(C$,J,1) prints the Jth
color, where ] is 1-8.

Program 4-14, a simple version of the word game Bingo, illustrates a small-

system program that evaluates five-letter words by giving each letter a point value
(which you may vary between runs).
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Program 4-14. Wordscore

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

10 REM 'RUN' BUILDS FILE OF WORDS; srem 202
11 REM 'RUN 200' ASSESSES WORDS. srem 66
13 REM TAPE USE{2 SPACES}1¢1 OPEN 1,1,1,"S5-LETTER
{ SPACE }WORDS" srem 63
14 REM AND{7 SPACES}301 OPEN 1,1,@,"5-LETTER WORDS
srem 253
98 REM BUILD FILE OF WORDS ON DISK srem 209
161 OPEN 1,8,2,"5-LETTER WORDS,S,W" srem 234
119 INPUT W$ srem 157
120 IF LEN(W$)<>5{2 SPACES}GOTO 118: REM 5 LETTERS
ONLY srem 255
136 PRINT#1,W$ srem 28
140 IF W$<>"END**" GOTO 110: REM SIGNALS END
' srem 89
150 CLOSE 1: END trem 78
198 REM PUT IN LETTER VALUES srem 182
200 DIM V(26) srem 123
216 FOR J=1 TO 26 srem 61
220 PRINT CHRS$(64+J): srem 141
239 INPUT " VALUE"; V(J) srem 18
240 NEXT trem 213
298 REM READ DISK & PRINT WORD VALUES srem 141
341 OPEN 1,8,2,"5-LETTER WORDS,S,R" srem 231
319 INPUT#I,ws srem 31
320 IF W$="END**" THEN CLOSE 1: END srem 50
330 PRINT W$: srem 217
340 S=@: FOR J=1 TO 5:REM COMPUTE SCORE BY EVALUAT
ING EACH LETTER srem 43
350 L$=MIDS$(WS$,J) srem 133
360 A=ASC(LS) - 64 srem 790
3780 S=S + V(A): NEXT srem 9
380 PRINT S srem 123
399 GOTO 310 srem 185

The first part of the program accepts five-letter words (note the check in line
120) and writes them to disk, stopping when the end-of-file indicator (END**) is
typed in. RUN 200 runs the second phase: 26 values corresponding to A-Z are en-
tered by the user, and the Commodore 64 reads back all the words on file and prints
word values. Line 360 converts each letter into a number from 1 (for A) to 26 (for Z).
The variable, S, in line 370 is the total for the word which has been read from file;
this shows how MID$ can analyze the individual letters in a word.

The program can be refined by categorizing the words, for example, into those
beginning B, I, and so on, and rejecting words whose total value is less than the
highest so far, or by using a different file for each type of word.
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Sorting, Searching, Shuffling, and Randomizing

Sorting is commercially important in applications like bill processing, book catalogu-
ing, and mail distribution. Chapter 6 has examples of sorts for the 64, written in
both BASIC and ML.

Searching is necessary whenever you have a lot of data in memory or on a file,
but have no index to directly locate a record. For example, a corporate mailing data
base might store names and addresses, surname first, so that a printout of all names
and addresses is easy. Often, however, it is necessary to access a given name quickly.
Rather than read through all the names, a typical search method (the binary search)
is fast and effective.

The binary search technique assumes the data is already sorted, hence its inclu-
sion here. The idea is simple; it’s the method you probably use everyday to find a
name in a phone book or a word in the dictionary. You open the book exactly mid-
way, comparing the name you want with the names at the top of the open page, and
repeat the process with earlier or later halves, depending on whether the target
name is before or after the current position.

A binary search works like this (don’t type this in, since it is 7ot a program): -

X Input and validate item to be searched for (NA$ = name item).
Set N1 and N2 to lowest and highest record numbers.
Y R=INT ((N1+N2)/2): Calculate new midpoint.
Read the appropriate field of record number R, for instance R$.
IF R$=NA$ THEN Z: Go to line Z if item is found.
IF N1>=N2 THEN PRINT “RECORD NOT ON FILE”:GOTO X: This handles
failed searches.
IF R$>NA$ THEN N2=R—1: GOTO Y: This revises the upper limit downward.
N1=R+1: GOTO Y: This revises the lower limit upward.
Z Continue processing once record is located.

N1 and N2 converge, sandwiching the correct record number, R, between them.
The binary search is easy to program and converges quite rapidly. Even the first and
last items, which take the most tests to find, can be located quickly. Table 4-2 shows
the approximate average number of searches to find an item.

Table 4-2. Average Binary Searches Required to Locate an ltem

Number of data items 50 | 100 | 200 | 500 | 1000 | 2000 | 4000 | 9000
Average number of searches 5 6 7 8 9 10 11 12

Shuffling is the converse of sorting. Program 4-15 prints a randomly dealt whole
deck of electronic cards:

Program 4-15. Shuffler

10 POKE 53280,1: POKE 53281,1
10@ DIM S(52): FOR J=1 TO 52: S(J)=J: NEXT

95



Effective Programming in BASIC

116 FOR J=1 TO 51

1260 J% = J + INT(RND(1)*(53-J))

130 TEMP=S(J): S(J)=S(J%): S(J%)=TEMP

140 NEXT

360 FOR J=1 TO 52

310 N=s(J)-1

400 S=INT(N/13)

410 PRINT MIDS$("{BLK}A{RED}S{RED}Z{BLK}X",S*2+1,2)

500 V=N - INT(N/13)*13

510 IF V=1{2 SPACES}THEN PRINT "A, ";: GOTO 600
529 IF V=11 THEN PRINT "J, ";: GOTO 680

530 IF V=12 THEN PRINT "Q, ";: GOTO 600

540 IF V=@{2 SPACES}THEN PRINT "K, ";: GOTO 600
550 PRINT MID$(STR$(V),2,LEN(STRS$(V))-1)“"{BLK}, ":
608 NEXT

Lines 100-140 of the above program generate numbers from 1 to 52, without
producing the same number twice. Lines 300-410 print the suit and set the correct
color, while lines 500-600 convert the number to the card’s value. Although Pro-
gram 4-15 is fast, it is not as easy to understand as Program 4-16, a simpler method
of shuffling the cards.

Program 4-16. Simpler Shuffler

100 DIM S(52): FOR J=1 TO 52

110 C=INT(52*RND(1)) + 1: REM RANDOM NUMBER 1-52
129 IF S(C)>@ THEN 110:REM IF USED RETRY

130 S(C)=J: PRINTC: NEXT: REM SET J: GO BACK

“Simpler Shuffler” puts each of the 52 numbers into an array element. If the
random array position is already occupied, it tries again with another random num-
ber. This way, every possible number is used and none is repeated.

Randomizing is using somewhat unpredictable (pseudorandom) numbers for
games, simulations, problem solving, and so forth. Program 4-17 uses random num-
bers to find the chessboard positions of queens, such that no queens attack each
other. Rather than testing completely random boards, the program retains most of an
unsuccessful test, moving an attacking queen at random, and producing results quite
rapidly. The speed decreases greatly with larger boards; analysis of a 20 X 20 chess-
board could take hours. :

Lines 10-50 generate the starting positions of the queens, and lines 100-150 test
the board to see if any queens are attacking each other. Lines 200-300 generate the
printout of the positions.

Program 4-17. Queens

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

19 INPUT "SIZE OF BOARD";N srem 246
20 DIM Q(N) srem 44
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30 FOR J=1 TO N: Q(J)=0: NEXT: FOR J=1 TO N

srem 201

40 R=1 + INT(RND(1)*N): IF Q(R)>@ GOTO 4 :rem 49

50 Q(R)=J: NEXT :rem 89

109 FOR J=1 TO N-1 srem 127

116 FOR K=J+1 TO N srem 152

126 IF ABS(Q(J)-Q(K)) <> K-J THEN NEXT: NEXT: GOTO

200 srem 119

139 R=1 + INT(RND(1l)*N) srem 153

149 IF R=J OR R=K GOTO 130 srem 69
150 TEMP=Q(R): Q(R)=Q(K): Q(K)=TEMP: GOTO 100

srem 243

200 FOR J=1 TO N: FOR K=1 TO N srem 237

210 IF K<>Q(J) THEN PRINT "{RVS}{WHT}W"; :rem 252
220 IF K= Q(J) THEN PRINT "{RVS}{BLK} ": :rem 116
230 NEXT: PRINT: NEXT: PRINT srem 219
300 GOTO 30 srem 47

Random numbers can be used to solve simulation problems of many kinds. Pro-
gram 4-18 prints the sum of the values of two dice and also keeps a running score. It
keeps track of the average number of throws required to produce a 7 (the answer is
it takes an average of six throws to score a 7).

Program 4-18. Dice

10 S=S+1

20 D1%=1 + 6*RND(1)

30 D2%=1 + 6*RND(1)

49 PRINT D1% D2%

5@ IF D1%+D2% <> 7 GOTO 10

60 N=N+1: T=T+S: S=@:{2 SPACES}REM N=NO OF 7S; T=T
HROWS

7@ PRINT "SEVEN!"{2 SPACES}T/N: GOTO 10

Data Structures

BASIC's data structures are files, DATA statements, variables, and RAM storage.
Files, which store data externally on tape or disk, aren’t limited by available RAM
and are necessary in handling large amounts of data. Disk files have more scope
than tape, since several files can be accessed at once and search time is greatly re-
duced. Chapters 14 and 15 give full details of tape and disk programming, respec-
tively. “Wordscore” (above) is an introductory example of file handling.

We've seen examples using DATA statements as well. Obviously, data cannot be
changed in the same way variables can, and we needn’t say more about it here.

Simple variables are used often in BASIC. Chapter 6 explains exactly where they
are placed in memory and how their values are stored.

Arrays (subscripted variables) offer a powerful extension to the concept of vari-
ables and are worth mastering for many serious applications. They provide a single
name for a whole series of related strings or numbers, using one or more subscripts
to distinguish the separate items or elements.
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One-dimensional arrays have a single subscript, which may take any value from
0 to the value used in the DIM statement that defined the array (or 10 if DIM wasn’t
used). The line:

DIM A$(50), N%(100), SX(12)

defines three arrays: string, integer, and real number, respectively. Space is allocated
in memory for them, except for the string arrays. Arrays can be visualized as a set of
consecutively numbered pigeon holes, each capable of storing one value, and initial-
ized with contents 0. A typical application is the lookup table. A string array might
hold values like this: '

A$(0)=“ZERO"”, A$(1)="“ONE",
and so forth, so that this line:
PRINT A$()

would print the value of ] as a word, provided J fell into the correct range. It might
hold a list of names, ready for sorting, so that A$(0), A$(1), and so on, would be ar-
ranged alphabetically after sorting. Numeric arrays can be used to store the results of
calculations. Many of the examples in this section use such arrays. For example,
numbers ranging from 1 to 52 can represent playing card values; numbers from 1 to
8 can represent the position of queens on a chessboard, indicating the row on which
that column’s queen is placed. It’s often worthwhile to set up tables of the results of
calculations, which can be looked up rather than recalculated. Chapter 13’s sound
calculations illustrate this technique.

Array variables are slower than simple variables, because of the processing re-
quired, but they are versatile. DIM A$(50) makes room for 51 variables (remember
the zero element) and assigns each a unique name. Without this facility you'd have
to define 51 individual names, and the resulting slowing effect would be
considerable.

Two-dimensional arrays have two subscripts.

DIM C(8,8)

defines a number array with room for 81 numbers, which might be used to record a
chess position, pieces being represented by positive or negative numbers, with sign
representing color, and magnitude, the type of piece. Two-dimensional arrays are
valuable for storing data for business reports. (Three dimensions or more are concep-
tually a bit more difficult, but are occasionally useful.) For example, sales figures
may be available for ten items in 12 different outlets. An array can keep the sets of
data distinct. Subtotals and overall totals can be conveniently stored in the often ne-
glected zeroth elements.

Integer arrays, which store numbers from —32768 to +32767 in slightly more
than two bytes apiece, are particularly efficient in storing data and can be loaded
from disk as a block of memory, as the following section explains. It's possible to
telescope surprisingly large amounts of data into memory like this, although the
programming is likely to be difficult.

Multi-dimensional arrays—at least those with more than two or three dimen-
sions—aren’t used much, probably because of the difficulty of visualizing the data’s
storage pattern. Three-dimensional arrays can be pictured as rooms in a building,
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having height, width, and depth. After this, depiction becomes progressively more
complicated. In practice, large numbers of dimensions soon exhaust the 64’s
memory.

RAM storage: Data may be poked into RAM for future use, or loaded from disk
or tape, although this is not strictly BASIC. Chapter 6 discusses this technique and
gives many examples.

BASIC data can be treated in the same way, although generally this is worth
doing only when integer arrays store data to be saved directly to disk or tape—
which is far more efficient than writing to a file. Chapter 6 explains block SAVEs, the
relevant area being that from PEEK(47)+256*PEEK(48) to PEEK(49)+256*PEEK(50).

Control Structures _

Some BASIC enhancement utilities offer structures like REPEAT-UNTIL and DO-
WHILE. It's possible to simulate these forms with BASIC; see FOR in Chapter 3, and
this example:

100 FOR J=0 TO —1 STEP 0

110 REM INSERT UNTIL COMMANDS HERE

120 J= (A=B)

130 NEXT

This has the same effect as REPEAT-UNTIL A=B, since ] becomes —1 only
when the logical expression in line 120 sets ] true.

IF-THEN-ELSE is another structure missing from the 64’s BASIC. ON-GOTO or
ON-GOSUB is the nearest approach. Where ON isn't suitable, because an expression
evaluating to 1, 2, 3, ... doesn’t exist, GOTOs will probably be necessary to process
both the THEN and ELSE parts of the program.

Processing Dates
Dates are sometimes difficult to handle; this section has routines to help validate
them, to compute the day of the week given the date, and to calculate the number of
days between two dates. (Note that leap years are, of course, allowed for, but the
years 2000 and 1600, which don’t count as leap years, have not been corrected for.)
Program 4-19 is a date validation routine, which checks to make sure the day,
month, and year combination is valid. D, M, and Y should be input as one- or two-
digit numbers.
If OK is true, D, M, and Y are acceptable. Line 1005 expects M to be from 1 to
12, and Y to be 85 or 86; you can modify the limits for your own purposes. Line
1010 checks that the day does not exceed 28, 29, 30, or 31, whichever applies to its
month and year.

Program 4-19. Date Validator

109¢ INPUT "D,M,Y";D,M,Y

1995 OK = M>@ AND M<13 AND D>@ AND Y>84 AND Y<87

1010 OK=OK AND D<32 + (M=4 OR M=6 OR M=9 OR M=11)
{SPACE}+ (M=2)*(3+(INT(Y/4)*4=Y))

102@0 IF OK THEN PRINT"DATE IS ACCEPTABLE.":END

1039 IF NOT OK THEN PRINT"DATE IS UNACCEPTABLE."
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Program 4-20 calculates the day of the week from the date. The weekday is
found by an algorithm usually called Zeller's Congruence.

Program 4-20. Day of the Week Calculator

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

3 REM ENTER 3,12,86 FOR MARCH 12 1986 srem 126
4 REM C=19 FOR 1900S; C=18 FOR 1800S srem 45
28 DATA SUN,MON,TUE,WED,THU,FRI,SAT :C=19 :rem 16
30 FOR J=@ TO 6: READ D$(J): NEXT srem 172
49 INPUT "MONTH,DAY,YEAR"; M,D,Y srem 162
50 M = M=-2: IF M<1l THEN M=M+12: Y=Y-1 srem 57
60 J = INT(2.6*M - .19) + D + Y + INT(Y/4) + INT(C

/4) - 2*C srem 234
76 J = J - INT(J/7)*7 srem 178
8@ PRINT D$(J) ' strem 248

Program 4-21 calculates the number of days between two dates by taking the
difference between days elapsed from an arbitrary early date to the two requested
dates.

Program 4-21. Days Between Two Dates

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.
19 DATA 4,31,59,9¢,120,151,181,212,243,273,304,334

srem 137

20 DIM D(12): FOR J=1 TO 12: READ D(J): NEXT
srem 193
169 INPUT " FIRST DATE (M,D,Y)"; M,D,Y srem 27
116 GOSUB 100@0: DX=DE srem 111
126 INPUT "SECOND DATE (M,D,Y)": M,D,Y srem 81
130 GOSUB 180@: DY=DE srem 114
2¢0@ PRINT DY-DX “DAYS": END srem 11
1000 DE = D + D(M) + 365*Y + INT((Y-1)/4) - ((INT(
Y/4)*4=Y) AND (M>2)) :rem 146
1913 RETURN srem 162

Making BASIC Run Faster
Compiling BASIC converts it into ML, which is from 3 to 20 times faster than BASIC.
See Chapter 6 (“Compile”) for details.

Fine-Tuning BASIC

The following methods individually have little effect, but collectively can be useful.
They're arranged in approximate order of ease of implementation:

» Turning off the VIC chip takes about 5-1/2 percent off running time (providing you
don’t need to watch the TV or monitor). POKE 53265,0 turns off the chip; POKE
53265,27 is the usual value to reenable the screen. See Chapter 5.
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* Reducing the interrupt rate by POKE 56325,255 gives the 6510 more time to pro-
cess BASIC, less to scan the keyboard. Speed is increased by a couple of percentage

oints.

. gou should DIM variables in their order of importance at the start of the program.
This has some effect on speed, depending on the number of variables in the pro-
gram; Chapter 6 explains why. New variables defined after arrays have been set up
cause a one-time delay, too.

« Using large numbers of strings causes garbage collection delays; these can be cut
down only by reducing the number of strings or by using fewer string operations.
See Chapter 6.

e Crunching (removing spaces from BASIC programs, except within quotes, and
collecting the program into as few lines as possible) improves speed by an amount
which depends on the waste in the original program.

* Altering BASIC to run efficiently comes with practice, but a typical example is mov-
ing REM statements outside loops; if they're inside, the REM statements are exe-
cuted many times. Streamlining unnecessarily repetitive programs will generally
provide significant speed improvement.

* The discussion in Chapter 8 about moving BASIC into RAM includes a few simple
commands to alter the operation of RUN. As a result, BASIC programs run about
3-1/2 percent faster.

101






Chapter 5

Commcdore 64
Ar ~hitecture

« Intfroductory Hardware Topics

» The 64’s Memory Configurations

« Commodore 64 Ports

» Programming the CIAs

* Program Recovery and Resetting

« Commercial Software and Hardware







Chapter 5

Commodore 64 Architecture

Introductory Hardware Topics

This chapter takes you a step beyond general knowledge of the BASIC programming
language, into the specifics of the Commodore 64 as a machine. The information
here can be used with BASIC or machine language (ML) programming on the 64,
but much of it will not apply to other computers because it is so detailed. This in-
troductory section discusses several topics that will help you understand the rest of
the book: binary and hexadecimal numbers, microchips, memory maps, the use of
computers with televisions, and other hardware (machine rather than program-
oriented) subjects.

Binary Numbers

A bit, or binary digit, is a single, tiny electronic switch, which can be either on or off.
It can be pictured as an ordinary switch, which either passes or blocks current. It is
actually a tiny area of a computer chip that either holds an electrical charge or
doesn’t. Hundreds of thousands of these switches are contained in a Commodore 64,
inside the black rectangular integrated circuit chips.

Each bit has a choice of only two values: on or off. According to convention, the
binary voltage values are assigned numbers (no voltage is represented by 0, and
voltage high is represented by 1). The systems are then structured so that binary
arithmetic works correctly. The values aren’t actually 0 or 1, but this provides a
convenient way of talking about them.

In principle, three values could be used, making trinary arithmetic possible, but
binary hardware is by now so firmly established that this is not likely to become im-
portant. As several computer manufacturers have found already, there is often little
economic sense in introducing hardware based on such novel processes.

All Commodore 64 operations are binary. In hardware terms this is reflected in
the large number of electronic lines needed to carry data within the Commodore 64.
The expansion port, for example, has 44 separate lines. Every line, apart from those
which supply power or are grounded, is treated by the system as carrying either
high or low voltage values. Each additional line roughly doubles the system’s poten-
tial for information handling.

A full understanding of programming requires a grasp of the relation between
binary numbers and ordinary numbers. Fortunately, this is not difficult, although it
can look forbidding at first. Binary arithmetic uses a notation of 0’s and 1’s only.
However, it represents ordinary numbers and is merely a different way of writing
them, just as MCMLIX is a different way of writing 1959.

A digit’s position within a decimal number determines the magnitude of that
digit; thus, 123 and 1230 mean different things. In the same way, the positions of 0’s
and 1’s within a binary number determine the value of that number. Binary
10101100 is different from 00101011, with the leftmost number being the most
significant. And just as decimal digit positions increase in value by powers of ten (1,
10, 100, 1000, 10000, . . .), from right to left, binary digits increase in value by pow-
ers of two (1, 2, 4, 8, 16, . . .).

To avoid confusion, a binary number will be written as a series of 0’s and 1’s
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prefaced by a percentage sign (%). This lets us be sure, for example, that the decimal
number 10 is not confused with %10, which represents the decimal value 2 in binary
notation.

The word byte is a derivation of the word bit. It is supposed to imply a larger,
scaled-up version of a bit, and that is more or less what it is. A byte is a collection of
8 bits which are dealt with by the system as though they were a single unit. This is
purely a hardware matter: IBM invented 8-bit bytes, but other numbers such as 4 or
6 bits are in use, too. A 4-bit binary number is called a nybble.

The 6502-based (6510) microprocessor which operates your Commodore 64 is
called an 8-bit chip because it is designed to deal with data 8 bits at a time. Its
addressing uses 16 bits, but only by dividing up each address into two sets of 8 bits
each, called the low byte (the less significant) and the high byte (the more significant).

Since each of the 8 bits can be either on or off, you have 28 = 2*2*2%2*2*2*2*2
= 256 potential combinations for each byte. That is the reason that PRINT
PEEK(address) always yields a value between 0 and 255. It also explains why a 16-bit
address cannot exceed 65535, which is 216 — 1 (since 0 is one of the combinations).
There is a total of 65536 addressable memory locations, with addresses ranging from
0 to 65535.

Binary and Decimal Arithmetic

Since binary and decimal are only different notations for the same thing, it is pos-
sible to translate binary numbers into decimal. Consider only 8-bit numbers now,
since they are common in programming the 64. The convention is to number the bits
by their corresponding power of two, reading from the left, as 7, 6, 5, 4, 3, 2, 1, 0.
Table 5-1 shows how this works.

Table 5-1. 8-Bit Binary and Decimal Conversion

Bit Number: 7 6 5 4 3 2 1 0

Decimal Value: 128 64 32 16 8 4 2 1

Sample Bytes:

%0000 0000= 0 0 0 0 0 O O0 0 =decimal0
%0000 1111= 0 0 O O 8 4 2 1 =decimall5
%1000 0001= 128 0 0 O 0 0 0 1 = decimal129
%1111 1111= 128 64 32 16 8 4 2 1 = decimal 255

Table 5-1 shows some binary numbers and their decimal equivalents and also
demonstrates certain features of the bit pattern of binary numbers. For example, if
bit 7 is 1, the number must have a decimal value of 128 or more. If bit 0 is 0, the
number must be even because only bit 0 can take the value 1 and make a number
odd. If a bit pattern is moved as a whole to the right one position, its value is exactly
halved (provided the smallest bit isn’t a 1 and therefore lost when the shift takes
place). Finally, if a bit pattern is inverted (so that all 1’s become 0’s and all 0's be-
come 1’s), the two individual values will always add to 255 (because 255 is
%11111111). Observations like these, which are analogous to ordinary base 10
arithmetic, are crucial to the understanding of ML programs.
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Hexadecimal Numbers

Hexadecimal (base 16, called hex for short) is another notation that is useful when
programming. BASIC programmers usually ignore hex, but ML programmers find it
useful. It relates directly to the internal design of the computer, and this relation
helps ML programmers and hardware designers.

Hex uses 16 different numeral symbols for its arithmetic—the ordinary numeral
symbols 0-9 and the letters A-F. To avoid confusion with ordinary numbers, hex
numbers are preceded by the dollar sign ($). Thus, $1 is a valid hex number, as are
$A000, $1234, $21, $ACE, and $BEEF. The decimal equivalents of these numbers are
40960, 4660, 33, 2766, and 48879. They can be looked up in conversion tables or
converted with a programmer’s calculator.

It is important to notice the relationship between binary and hex numbers,
which results from the fact that 16 (hex’s base) is a power of 2 (binary’s base). It
turns out that any 16-digit binary number (2 bytes) can be represented in only 4 hex
digits. This saves space and is easier to remember.

Because each memory location in the 64 can hold one 8-bit byte (having a deci-
mal value 0-255), it is common to write single bytes in hex using two digits, even if
the leading digit is 0. Thus, the range is $00-$FF. That makes for neater programs,
because the numbers line up evenly. Similarly, since memory addresses can only
range from 0 to 65535, they are written as 4-digit hex numbers. It is not necessary
that leading zeros be included ($033C and $33C are the same number), but many
ML programs are written to expect such an arrangement.

Hex and Decimal Arithmetic

While programming in BASIC, you are likely to use decimal rather than hex. But
there will be times when you wish to convert between the two bases (for example,
to find a SYS address). It is usually easiest to convert using a program, a calculator,
or a set of conversion tables. With practice, though, translation between decimal and
hex as well as addition and subtraction in hex become easier.

Like binary and decimal numbers, hex values use a position convention; the fur-
ther left the digit, the greater its value. The numeral 1 can mean 1, 10, 100, or 1000
(or any power of 10), depending on where it is located within a number. Similarly, a
1 in hex can represent a decimal value of 1, 16, 256, or 4096 (or any power of 16).

Remember that hex arithmetic uses all 16 digits (0-F). Thus, $09 plus $01 is
$0A, not $10, and $0F plus $01 is $10. Similarly, $1234 plus $OF is $1243. Table 5-2
illustrates some hexadecimal numbers and their decimal equivalents.

Table 5-2 Hexadecimal-to-Decimal Number Conversion

Decimal Value: 4096 256 16 1
Sample Hexadecimal Numbers:
$A0 0 0 10*16 0 = Decimal 160
$11 0 0 1*16 1 = Decimal 17
$1000 1*4096 0 0 = Decimal 4096
$FFFF 15*4096 15*256 15*16 15 = Decimal 65535
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To convert $1234 into decimal, multiply 1 by 162 (or 4096), adding 2 times 162
(or 256), adding 3 times 16! (or 16), and finally adding 4 times 16° (or 1). Conver-
sion from decimal to hex can be done by dividing by 4096 first, then repeatedly mul-
tiplying remainders by 16 to find the next digit.

Computer memory is measured in kilobytes (K), where 1K is 1024 (21°) bytes.
Note that $1000 is 4096, exactly 4K, and that there are exactly sixteen 4K blocks of
memory in the 64, $0000-0FFF, $1000-$1FFF, and so on.

Hardware, Chips, and Addressing

The 64 contains a printed circuit board where the integrated circuit chips are
mounted, a power supply, and ports for input and output. A quartz crystal clock,
generating several million pulses per second, controls overall timing. The 64’s central
processing unit (CPU) is a 6510 chip, which is an updated version of the 6502
microprocessor. It handles most of the 64’s work. The address bus consists of 16 lines
to the 6510 that allow a choice of 216 (65536, or 64K) different memory locations to
be written to or read from. The other lines determine which chips are active at any
time, and carry signals between chips; most lines carry either about 5 volts or 0
volts.

The 6510 can address 64K because, although it deals in 8-bit bytes, it can treat 2
bytes as one address, by using the first byte as the low byte and the second byte as
the high byte. (The second byte is multiplied by 256, then added to the first byte.
The result is the address, which can range from 0 to 65535, since 255 added to the
quantity, 255 X 256, equals 65535.) The 6510, which controls all of this data and
addressing, has no position (no address) in memory.

Chips often start at addresses like $8000 because it’s easier to wire them that
way. This is one reason why hex is often more meaningful than decimal when
discussing computers. BASIC expressions which convert hex, like MEM=13*4096 or
SYS 8*1613, make it clear that $D000 or $8000 (in these two examples) is the rele-
vant address.

Random Access Memory (RAM) is one kind of memory in the 64. It is volatile,
which simply means that the information is lost when you turn the computer off.
RAM can be changed and examined—written to and read from—and can hold pro-
grams or data. When RAM is changed (overwritten) accidentally, the data is de-
scribed as being corrupt. Meaningless data left over from earlier programs is called
garbage. The Commodore 64 can be set, or configured, to have 64K of RAM.

Read Only Memory (ROM) cannot be overwritten, modified, or corrupted. The
64’s built-in ROMs hold BASIC and the Kernal, among other things, but they can be
switched out—replaced by RAM or external cartridge ROM.

Briefly, here is how the 64’s memory works. POKEing or PEEKing a value
means the hardware has to set 16 address lines high or low in the correct bit pattern,
and simultaneously set the 8 data bus lines to the correct value to be POKEd. The
circuit must be designed so that only the correct location is addressed. The chip se-
lect line of the appropriate chip must be turned on, and the write line enabled. Dur-
ing read or write, the power consumption of the chip rises considerably. Data is
transferred only when voltages have settled, at one specific stage in the clock cycle.

ROMs are made with their programs permanently burned in. They are mass-
produced in long production runs and are subject to risks of inventory holding and
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manufacturing problems, and are therefore not designed for direct use of the average
consumer.

On the other hand, an EPROM (Erasable Programmable Read Only Memory)
chip resembles a ROM chip, but is made in much smaller quantities. Any program
can be burned in with inexpensive, widely available equipment. EPROMs have a
window in the top, usually covered by a label. If this label is removed, exposure to
strong ultraviolet light will erase the EPROM for reprogramming. This is how bugs
in an EPROM program can be corrected. A PROM (Programmable Read Only
Memory) is similar to an EPROM, but not erasable. Many cartridge products, printer
interfaces, and other products under development use EPROMs or PROMs.

There is an.intermediate form of memory in which data stored in RAM can be
in effect converted to ROM, by disabling the RAM chip’s write-enable line. Battery
backup allows such a package to store data even when disconnected from the usual
house current. This capability could become important, in view of the relatively low
price of RAM.

The 64’s Input/Output (I/O) chips are the VIC-II (Video Interface Chip), which
generates the signal for the color TV; SID (Sound Interface Device), which controls
the 64’s sound output; and two CIAs (Complex Interface Adapters), which are ex-
plained later in this chapter. They control most timing and input/output (keyboard,
tape, and disk). All these chips have special addresses in the memory map.

Like the 6510, the PLA (Programmed Logic Array) is invisible, or transparent, to
the programmer. It supervises hardware operations within the 64. For example, it
turns off RAM when a ROM cartridge is plugged in (so the cartridge can be read)
and turns off the 6510 at intervals to allow the VIC-II to generate the TV picture.

Most computer hardware has these features. For example, a typical printer has
an I/O chip to read input, a CPU with a program in ROM to process and decide
what to do with its input, RAM for temporary storage of text, and character ROM to
select dot-matrix characters. Printers will behave differently according to the ROM
fitted inside. Another example which illustrates how simple hardware fixes work is
Chapter 15’s modification to change disk drive device numbers.

Another interesting if not useful feature of the 64 is incomplete address de-
coding, which happens when some address lines are left unconnected. Since the
VIC, SID, and CIA chips all have repeating images in memory, there’s actually a
choice of many equivalent addresses for the same functions on these chips. For ex-
ample, POKE 53600,0 has the same effect as POKE 53280,0—it changes the border
color to black.

Finding Your Way with a Memory Map
A memory map is a list of a computer’s addresses and functions. The 64 is designed
to allow different features to be bank-selected, like choosing cartridge ROM rather
than RAM. It therefore has several different memory maps. Moreover, every chip
has its own memory map—usually a small one. The VIC-II chip’s map is significant,
and crucial to understanding Commodore 64 graphics (see Chapter 12). Most of this
book uses the term memory map to mean the memory locations that are connected to
the 6510 chip. ,

The ROM in the 64 contains several different kinds of information, all of which
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contribute to its overall operation. They are discussed below (see Chapter 11 for a
detailed look at Commodore 64 ROM).

Tables. These contain data, not programs, and have innumerable uses. The
screen link table and ROM keywords are typical examples. The screen table is in
RAM because it has to be able to change to reflect the screen’s organization. The
high bit of the last character of each ROM keyword is on, which makes the character
appear reversed on the screen when using Program 5-1 below. File tables, which
hold details about each currently open file, are another example.

Buffers. A buffer is a section of RAM reserved for input or output. Buffers in the
64 include the input buffer, the keyboard buffer, and the 192-byte tape buffer at
$033C-$03FB (828-1019), which is important when reading from and writing to
tape.

Pointers. Zero page (memory locations 0-255) contains many pairs of adjacent
bytes that are pointers to special locations. Information about the top and bottom of
BASIC text, arrays, and strings is held in this manner, for example. The pair of bytes
forms an address in the low-byte/high-byte format described above. For example,
locations 43 and 44 are the pointer to the beginning of BASIC program storage. On
the 64, the normal values held in these locations are 1 ($01) and 8 ($08), indicating
that program storage starts at location 1+(8*256)=2049 ($0801).

Vectors. These resemble pointers, as they are also pairs of bytes that constitute
addresses. However, while pointers merely hold address information, vectors are
used to tell the computer where to find routines to perform important operations.
Each vector is set up to point to a routine within BASIC or the Kernal operating sys-
tem when the system is turned on or reset. Altering these values enables many func-
tions of the 64 to be modified. '

The memory examination program described below changes the vector to the
interrupt routine, which looks at the keyboard every 1/60 second. Sometimes ROM
contains vectors; the Kernal jump table is a good illustration. It is different, though,
in that each address is preceded by a 6502/6510 JMP instruction and therefore occu-
pies three bytes instead of two.

Flags. These keep track of a wide variety of events while a program is run,
ranging from whether the machine is in immediate mode to the position of the
cursor on the screen.

Programs. Most of ROM is subdivided into the BASIC interpreter and the
Kernal, a collection of related machine language routines. The only substantial pro-
gram outside ROM is CHRGET, a routine at locations $73-$8A (115-138) that
fetches individual BASIC characters. CHRGET is copied out of ROM into RAM when
the system is turned on or reset. Having the routine in RAM is faster than using a
ROM routine, and it permits new BASIC keywords to be added using a program
called a wedge, which will be explained later.

Accumulators. Several number storage areas exist in RAM: two floating-point
accumulators, where numbers are added, multiplied, and so on ($61-$70), and the
realtime clock ($A0-$A2). You can use Program 5-1 to view the three bytes of the
clock changing.

The stack. The stack is discussed in more detail in later chapters. Essentially, it
is 256 bytes of RAM from $100 to $1FF (256-511) that are used by the 6510
microprocessor to store temporary information, particularly information relating to
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subroutines. It is normaﬁy best left alone. Short machine language routines can be
stored in the lower portion of the stack; if tdpe drive is in use, a safe starting location
is $013F.

Looking Inside Your 64
Program 5-1 display8 the contents of any section of the 64’s memory, up to 255
bytes long, at the top of the screén. Characters are POKEd into screen RAM 60 times
a second, so you can watch as the bytes in some registers change. (Because the
characters are POKEd into the screen memory section instead of being printed, the
(@ represents a zero byte, and setting lowercase mode with SHIFT-Commodore key
makes alphabetic characters more readable).

To use the “MicroScope” program, type it in and run it. The PRINT statements
suggest a few interesting areas of memory. Press RUN/STOP-RESTORE to turn the
display off, and SYS549152 to turn it on again.

Program 5-1. MicroScope

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

4 DATA 32,115,0,240,27,32,138,173,32,247 :rem 163
5 DATA 183,132,252,133,253,32,155,183,134 :rem 223
6 DATA 254,120,169,44,141,206,3,169,192,141 :rem 15
7 DATA 21,3,96,120,169,49,141,20,3,169,234 :rem 18
8 DATA 141,21,3,96,164,254,136,177,252,153 :rem 26
9 DATA 9,4,169,1,153,08,216,192,0,208,241,76,49,234
srem 150
10 FOR J=49152 TO 49215: READ X: POKE J,X: NEXT
srem. 218
20 PRINT "{CLR}{YEL}{6 DOWN}SYS 49152, START, NUMB
ER OF LOCATIONS trem 156
49 PRINT "{DOWN}SYS 49152,512,80 IS INPUT BUFFER,
srem 146
5@ PRINT "SYS 49152,217,24=SCREEN LINK TABLE,
srem 47
60 PRINT "SYS 49152,255,18=NUMBER OUTPUT BUFFER,
sremn 83
7@ PRINT "SYS 49152,41110,255=SOME ROM KEYWORDS.
srem 19
180 PRINT "{BLK}{DOWN}SYS 49152, TURNS ROUTINE OFF
srem 174

You can see how 40-column lines are linked by a table into 80-character lines or
watch the activity in zero page. PRINT USING (Chapter 6) relies on the number out-
put routine. Watch ten characters (normally) line up in the keyboard queue (which
starts at 631), as you press keys quickly. For more interesting places to peek around,
check a memory map.

The 64 and Your TV

Commodore’s designers had the problem of interfacing the 64 with TVs, which
aren’t directly controlled by the computer. Their solution was effective and relied on
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isolating the TV-specific parts of the computer’s operations as much as possible.

Computers generate three types of video signals: RGB, which directly controls
the voltages applied to red, green, and blue circuits, and isn’t available on the 64;
composite video, a mixture of these signals, available from the audio-video socket;
and modulated, where the audio and video signals are superimposed on a high-
frequency carrier to mimic ordinary TV signals. This is available from the 64’s phono
plug, but some loss of quality occurs in the process.

Some TVs do not work well with personal computers. In general, newer TVs are
better than old ones because the manufacturers now consider computers when
designing their sets. Automatic tuning circuitry and field synchronization (without
which the picture flutters up) have been two difficult areas, but neither square-wave
sound nor static-charge noise (when a screen suddenly blanks) has posed major
problems. However, it is still a good idea to keep the brightness level below its
maximum.

Monitors are modified TVs designed to give good-quality monochrome or color
pictures from computer output. Commodore’s 1700 series, for example, works with
the 64’s composite signals. The 64’s audio-video socket has luminance (brightness)
and composite video, and the later 8-pin sockets have a chroma pin, which is pure
color information. A monochrome monitor should be connected to use luminance
alone, since color information will degrade the picture. The situation is more com-
plex with color monitors. With 5-pin DINs, the luminance output (pin 1) should be
wired to the luminance, or luma, input and the composite video output (pin 4), to
the chroma input. With 8-pin DINS, the chroma signal should be connected to the
chroma input and the luminance output to the monitor’s luma input. The cable pro-
vided may not make these connections; you may have to make up leads yourself.

VCR recording requires a TV /computer switch and a band separator. This al-
lows switching between recording regular TV programs and recording the 64’s
output.

thf you are planning to take pictures of the screen, use an exposure not faster
than about 1/30 second. Faster shutter speeds will capture the image of a dark band
on the screen, because all TVs use interlace, tracing only half the picture in each
scan. This creates the illusion of movement without flicker.

TV sets in the United States, Canada, Japan, and much of South America use
the NTSC (National Television Standards Committee) standard of 525 lines per
screen. The screen is refreshed 60 times per second. Most of Europe (excluding
France), Australia, and some other countries use PAL (Phase Alternation by Line),
which uses a 625-line picture and refreshes it 50 times per second. France and the
USSR use SECAM, a system resembling PAL but with certain parameters changed.

64 Hardware Tidbits

The Schematic. This is a useful diagram in the Commodore 64 Programmer’s Ref-
erence Guide. It corresponds, more or less, to the internal arrangement of your 64.
The power input is defined in terms of a 5-volt DC line, two 9-volt AC lines, and
ground. Since these are supplied outside the 64, the same 64 can be used in coun-
tries with different house current types, provided a local Commodore adapter is
used, and the crystal, jumper, and VIC-II chip match the TV. The VIC-II's power
supply is separate from the SID’s.
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A system reset connects all the major chips’ RESET pins and is triggered by a
timer. The address bus (labeled A0-A15) and the data bus (D0-D7) appear as solid
lines. The game control ports have power supplied to them, and joysticks are wired
with the keyboard, which has two pairs of eight wires, plus a RESTORE key. Note
how CIA 1’s interrupt request line connects to IRQ on the 6510, while CIA 2’s con-
nects to NMI. Port A of CIA 2 controls the serial bus and also selects the VIC-II's
bank; port B is connected to the user port and therefore handles RS-232
communications.

The PLA. Inputs are drawn on the left, outputs on the right. The 16 input lines
allow 65,536 combinations, all of which are processed within the chip to give 8 out-
puts, though, as we’ve seen, only 5 input lines determine most of the memory
configuration, selecting BASIC or Kernal ROMs, the character generator, or some
other area of memory. The PLA controls which banks of memory are active and
distinguishes between reading from and writing to chips, allowing otherwise
meaningless BASIC statements like POKE ], PEEK(J) which PEEK from ROM but
POKE to underlying RAM at the same address.

Different 64s. All computers are subject to redesign as improved layouts and
technology are introduced and errors removed. This process has helped Commodore
reduce prices while generally improving the hardware.

At present there are three main types of 64s. All have Microsoft BASIC 2.0
(which CBM owns the rights to). The BASIC statement PRINT PEEK(65408) returns
the Kernal release number.

The earlier 64s (5-pin audio-video socket) have a 1982 printed circuit board with
two CIAs, BASIC ROM 01, Kernal ROM 01 (release 0), character-generator ROM
(socketed), 6510, and PLA. The SID and VIC are enclosed in a box. RAM chips oc-
cupy the bottom left, with the fuse at the right. BASIC had a few bugs, notably an
occasional lockup on screen editing, and an INPUT bug.

The 1983 revision (8-pin audio-video socket) has Kernal ROM 03 (release 2),
which removed most bugs (and also made screen POKEs invisible). The design is
somewhat different, with improved video layout (under a perforated screen) and a
better TV modulator and power supply. Most chips, except VIC-II and SID, are sol-
dered, not socketed.

The SX-64 (release 96) has a restyled casing and small monitor, but is very simi-
lar to the 64. Its power-up message is different and it has a white background de-
fault color, since light blue on blue is unsuitable for the small monitor. Tape
software, although mostly still in ROM, is branched over, so device 1 no longer ex-
ists, since there is no tape port. SHIFT-RUN/STOP puts LOAD “*”,8 (with a RE-
TURN character), then RUN (with another RETURN) into the keyboard buffer, so it
will load and run the first program from disk. The rest of BASIC is unchanged.

MAX. The ULTIMAX was to have been a cartridge-compatible games machine.
It never appeared. It was to have no keyboard, BASIC or Kernal ROM, or character
generator, a different VIC-II memory map, and only 2K RAM. Some 64 hardware
features were designed with it in mind.

VIC-II and SID Chips. Chapter 12 explains how to program the VIC-II chip.
The SID chip is explained in Chapter 13. :

From the hardware viewpoint the VIC-II chip is important because it sometimes
disturbs the timing of other chips, since the calculations it has to do are so complex,
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particularly with sprites enabled. This can affect the use of tape, disk, and RS-232,
though not SID’s sound output. VIC-II has two on/off bits, one (DEN) in register 17,
which turns off screen processing (but not sprites), and another (RESET) in register
22, which in later VIC chips has no effect. To cut out this effect, sprites must be off
and DEN set. The BA (Bus Acknowledge) line on the cartridge port allows for this
effect when, for example, an external Z80 microprocessor controls the 64. The fact
that VIC-II doesn’t work instantaneously, but is continually calculating which dots to
put on the screen, can be important to grasp. For example, sprite collision registers
cannot be instantly updated after they’ve been read; some time has to pass before
the next screen scan.

The 64’s Memory Configurations

Five of the PLA’s input lines are vital to the 64’s memory management. These lines
are CHAREN, HIRAM, and LORAM (which are controlled by RAM locations 0 and
1), as well as EXROM and GAME, which are controlled by hardware plugged into
the cartridge socket.

CHAREN, HIRAM, and LORAM
Location 1 has six active bits, three controlling tape. Only bits 2, 1, and 0 involve
memory allocation. ’ '

Location 0 is the data direction register. As long as its bits 2, 1, and 0 are set,
location 1 controls the lines. POKE 0,0 disables the control.

EXROM and GAME are pins 9 and 8 of the cartridge socket. When a cartridge is
connected, it may ground one or both of these lines, causing the PLA to reinterpret
the memory map.

Figures 5-1 through 5-4 show all possible memory configurations:

No Cartridge Connected

When you turn on the 64, you have 38K BASIC RAM plus 4K free RAM at $C000-
$CFFF. BASIC ROM can be switched out, giving 52K RAM plus the Kernal, or both
BASIC and Kernal can be switched out. Chapter 11 deals thoroughly with the tech-
niques for modifying BASIC in RAM. ‘

Memory with Cartridge and BASIC

At power up, this arrangement has an 8K cartridge, usually designed to autostart, 4K
free RAM, and BASIC with 30K RAM, which you may or may not be returned to.
Most cartridges using 8K or less—even pure ML—use this arrangement, since they
can also borrow BASIC subroutines. Some utilities coexist with BASIC or intercept
BASIC in order to add their own commands. Some utilities relocate their cartridge
ML to RAM at $C000, altering BASIC vectors, then switch themselves out by reset-
ting EXROM high. This allows another cartridge to operate, but means that RAM
from $C000 must remain untouched.
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Figure 5-1. Memory with No Cartridge Connected

Software Hardware
CHAREN HIRAM LORAM |EXROM GAME 0 A000 C000 D000 EO000 FFFF
1 1 1 1 1
RAM BASIC | RAM | 1/O | Kernal
0 1 1 1 1 Chr.
RAM BASIC | RAM | ROM | Kernal
1 1 0 ! ! RAM 1/0 | Kernal
0 1 0 1 1 Chr.
RAM ROM | Kernal
1
! 0 ! ! RAM 170 | ram
0 0 1 1 1 Chr.
RAM ROM | RAM
1 0 0 1 1 RAM
0 0 0 1 1 RAM

If EXROM is grounded with no cartridge present, the 64 will print 30719 bytes

free when turned on; it loses 8K of ROM, so $8000-$9FFF is read as garbage, but
written as RAM. If GAME alone is grounded when the computer is turned on, the
64 crashes, since the Kernal is deactivated. The examples in Figure 5-2 show how

the PLA detects cartridges.
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Figure 5-2. Memory with Cariridge and BASIC

Software Hardware
CHAREN HIRAM LORAM |EXROM GAME ¢ 8000 A000 C000 DO0OO ECO0  FFFF
1 1 1 0 1 8K
RAM Cartridge | BASIC | RAM | I/O | Kernal
0 1 1 0 1 8K Chr.
RAM Cartridge | BASIC | RAM | ROM | Kernal
1 1 0 0 1 3
0 1 0 0 1

Identical to EXROM high (Figure 5-1)

Memory with Cartridge but Without BASIC
This allows a 16K ML autostart cartridge to use Kernal and I/O. It’s often called the
application configuration, based on the theory that 16K will hold a serious program.

However, it’s often not enough and it's common to find cartridges using bank

switching themselves. COMAL (a structured programming language) has four banks
here, using 64K of ROM.
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Figure 5-3. Memory with Cartridge but Without BASIC

Software Hardware
CHAREN HIRAM LORAM |EXROM GAME 0 8000 A000 C000 DO0CO EO00  FFFF
1 1 1 0 0 I
RAM 16K Cartridge RAM | I/O | Kernal
0 1 1 0 0 Chr.
RAM 16K Cartridge | RAM | ROM | Kernal
1 1 0 0 0 8K
RAM Cartridge | RAM | 1I/0 | Kernal
0 1 0 0 0 8K Chr.
RAM Cartridge | RAM | ROM | Kernal
1 0 1 0 0
RAM 1/0 | RAM
0 0 1 0 0 —Same—
1 0 0 0 0 RAM
0 0 0 0 0 —Same—

MAX

Ir;tended to allow a 16K autostart cartridge, including its own I/O routines with 4K
of RAM. o

Figure 5-4. Max Memory

Software Hardware
CHAREN HIRAM LORAM | EXROM GAME 0 1000 8000 A000 D000  E000 FFFF
8K 8K
— ANY — 1 0
RAM Unused Cartridge | Unused 1/O | Cartridge
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Overview of 64 Memory Maps

64K of RAM is available under ROM. This is because the PLA insures that whenever
ROM coexists with RAM, reading comes from ROM, but writing goes to the hidden
RAM (or the I/O chips). You'll need to alter the LORAM or HIRAM bits to read the
RAM back, as explained in Chapter 8. However, the VIC-II chip is wired to read
RAM—except where it sees character ROM. Also, of course, the PLA has to switch
in external ROM cartridges when detected, giving them priority over internal RAM
and ROM. Note that, when the 64 is turned on, CHAREN, HIRAM, and LORAM are
all set to 1, so the maps with lots of RAM must be switched in using software. They
aren’t necessarily easy to use; the Kernal and I/O are important if you wish to use
the keyboard and screen, for example.

There are severe limitations on the amount of external ROM which the 64 can
take. No external ROM can be added below $8000 without external decoding (so
you must use RAM below $8000), and ROM above $8000 is confined to several
blocks, arranged around the BASIC, Kernal, and character ROMs. Paradoxically, the
system is in some ways less flexible than the VIC-20, where several chunks of empty
memory can be filled with ROM or RAM packs.

Turnkey (ready to go) systems use the $8000 autostart feature. A cartridge can be
mimicked in RAM by POKing five bytes into $8004-$8008 to defeat a reset switch
(unless EXROM is grounded). However, a cartridge which uses its own area of
underlying RAM won't work if it’s simply copied in RAM, and an external RAM
pack, which would mimic ROM, can’t be written to. So, from the software security
point of view, this design is good.

Commodore 64 Porls

CBM computers are designed so that similar ports are compatible and dissimilar
ports, incompatible. For example, the 64’ cartridge port is a different size from the
VIC-20’s and the Plus/4’s, since ML programs can’t usually run on more than one of
these computers. Tape ports on the 64 and VIC-20, but not the Plus/4, are compat-
ible. And the 64 and VIC-20 user ports are similar enough for VICModem to operate
correctly with either. Commodore reversed the VIC's pin numbering on the cartridge
socket of the 64.

Audio/video ports. All 64s have TV-modulated output through a phono-plug.
Early 64s have five-pin audio/video sockets, with luminance, audio in, audio out,
composite video, and ground; later models have eight pins, partly to avoid confusion
with VIC-20’s five-pin socket (6V, ground, audio, two videos) which has to go
through a modulator. Connecting the audio signal and ground to a hi-fi is quite easy,
but putting signals into the port requires some electronics experience.

Cartridge port. This is the port at the left of the 64, looking from the rear. It has
44 connections, 22 on each side, all of which are connected. Two tracks, usually
wired together, carry the +5-volt power supply to the cartridge; these are pins 2 and
3, near the top right, from the back of the 64. (As mentioned, the VIC-20 has a re-
versed numbering convention.) The tracks are rather close, and the possibilities of a
short-circuit or arcing make it inadvisable to insert or remove cartridges when the
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power is on, though with care it is generally safe. Note that edge connectors are d‘f"
signed for the replacement of faulty computer parts during maintenance; they aren’t

really ideal for cartridges. . o
The pinouts on the cartridge circuit board (not viewing the computer, but the

cartridge) are as follows:
Figure 5-5. 64 Cariridge Pinout Diagram

Top:
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22

A B CDETFH]J] KLMNTPR RS STUVWXYZ

SRUCRRRCRERRR TR

The pins function as described below:

¢Q

5

Ground. All four ground lines are usually tied together.

5-volt power supply to the cartridge.

IRQ. As long as this is low, it requests an interrupt.

Read /write line. Reads when low, writes when high.

8 MHz dot clock input, for your own video control.

I/O 1 goes low when 64 detects use of $DE00-$DEFF; can be used with
CP/M.

GAME replaces BASIC ROM with external cartridge ROM when grounded.
EXROM replaces RAM from $8000 to $9FFF with cartridge ROM when
grounded.

1/0 2 goes low when 64 detects use of $DF00-$DFFF.

ROML chip enable selects ROM $8000-$9FFF when EXROM is low; needs
address bits A0-A12.

BA (Bus Acknowledge). To use, pull DMA low. An external device can control
the 64 while BA is high.

13 DMA (Direct Memory Access). See BA.

14-21 D7 through DO0. The data bus carries eight bits of data.

22 Ground.

Bottom

A Ground.

B ROMH selects external ROM at $A000-$BFFF (or $E000-$FFFF, for MAX) when
GAME or EXROM is low; needs address bits A0-A12.

C  RESET detects a positive voltage, resetting when rising from ground to +5 volts.

W

RO 0w NOURNR

-

—
N
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D NMI connects to 6510 Non-Maskable Interrupt line. It is spike sensitive—needs
a pulse in either direction. Normally high, so many devices can signal NML

E ; %) iceirstem clock. Essential for I/O timing, but not necessary for external

FHJ,KLMN,PR,S,TUVWXY, Address bus (A15-A0). The full 16 address lines
are necessary for DMA.

Z Ground.

A typical 16K game or word processor on cartridge uses the ground and power
lines, GAME and EXROM, ROML and ROMH (for access to cartridge ROM at
$8000-$BFFF), and the data bus, plus address lines AO-A12. All ROM addresses
from 0XXX through 1XXX, plus ROML or ROMH, are therefore accessible. An 8K
cartridge doesn’t need GAME or ROMH.

Interfaces typically use I/O 1 and I/O 2 to control two storage buffers and R/W
and ¢2 to control timing.

Cassette port. Most CBM machines (excluding the S5X-64, C16, and Plus/4)
have identical tape ports. See Chapter 14. Sometimes this port’s 5-volt power supply
is used to drive other hardware.

Controller and game ports. See Chapter 16 for full details.

Serial port. This operates disk drives, printers, and plotters, allowing
daisychaining (stringing devices together in series, each separately addressable by
device number). Chapter 17 has information. It is a slow, nonstandard modification
of the IEEE system found in PET/CBM machines (see Programming the PET /CBM for
a description). CBM IEEE devices can operate with the 64, but require interfacing.

User port. This is a 24-pin port, mostly connected to CIA 2. The name is in-
tended to suggest that users (with hardware expertise) can interface gadgetry to the
64. All CBM machines (except the Plus/4 series) have a similar user port, though the
64’s has (for example) CNT (CIA counter) lines which the VIC-20’s doesn’t, and the
VIC-20 port has cassette, joystick, and light pen lines missing from the 64 port. As a
result, not all hardware items can be expected to work on both machines.

This is sometimes called the parallel user port to emphasize its potential for
simultaneous eight-bit transmission, but this is a misnomer, since it can handle serial
data transmission just as well.

Figure 5-6 shows the pinout as it appears from the back of the 64:

Figure 5-6. 64 User Port Pinout

T lGND +5V RESET CNT1 SP1 CNT2 SP2 PC2 ATN +9VAC +9VAC GND |
op

1 2 3 4 5 6 7 8 9 10 11 12

A B C D E F H ) K L M N Y

GND FLAG2 PBO PB1 PB2 PB3 PB4 PB5 PBé6 PB7 PA2 GND

Top L
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Programming the ClAs .

The Complex Interface Adapter (CIA, or 6526) is a 40-pin chip, in the same series as
the 6510, designed to handle interfacing. It's a descendant of the PIA and VIA chips
in other Commodore machines, but it’s easier to program. CIAs are versatile, but
much of their capability isn’t needed by the 64: the user port makes it possible for
hardware specialists to use it fully. Some knowledge of CIAs is necessary to under-
stand input/output routines, setting and reading the internal timers, and changing
the interrupt rate.

Understanding the CIA

The 64 has two CIAs, numbered Ul and U2 on the schematic in the Programmer’s
Reference Guide. They are connected to the keyboard (though not the
RUN/STOP-RESTORE key), joysticks, the cassette read line, the 64's serial port, the
PLA lines controlling VIC-II's bank switching, both interrupt pins (IRQ and NMI) of
the 6510 processor, and to many pins of the user port. As we’ve seen, RS-232 input
and output (usually with a modem), which is serial, goes via the user port. CIAs also
help control light pen and potentiometer (paddle) readings.

CIA 1, labeled U1 on the schematic, appears in the 64’s memory at
$DC00-$DCOF (56320-56335), occupying 16 bytes. CIA 2, labeled U2, appears at
$DD00-$DDOF (56576-56591). Both chips have repeated images.

Both chips have an eight-bit data bus, usually labeled DBO-DB7. There are four
address, or register select, bits, RS0-RS3, allowing 16 addresses to be distinguished,
plus a chip select line, which activates the chip when low. There are also reset,
clock, IRQ, read/write, +5V power, and ground lines, which have the normal func-
tions of setting the chip when the computer is turned on, synchronizing timing,
sending interrupt request signals when the IRQ line is held low, deciding whether to
read the chip or write to it, and so on. In addition, the TOD (Time Of Day) pin has a
50 or 60 Hz AC input, which is used for accurate timing to 1/10 second.

The other 20 lines actually used in CIA interfacing are the 8 lines making up
port A, the 8 lines of port B, and the 4 control lines, one of which is connected to
the eight-bit serial register (not used by the 64). All these locations operate in the
normal way of being either high (about +5 volts) or low (about 0 volts). Port A,
port B, and the serial register each occupy one byte and take up 3 of the 16 locations
of each CIA’s memory map. Their individual bits are referred to as PAO-PA7,
PB0-PB7, and SP0-SP7. The other 13 registers all control the CIA. Note that the
control lines don’t actually show up on the memory map; their effects have to be in-
ferred. And remember that both CIAs have the same structure: each has a port A, for
example, so be sure you've got the correct chip in mind when programming.

. Figure 5-7 is a general memory map of the CIA, showing the locations and their
unctions.
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A discussion of the CIA memory map follows:

CIA bit conventions. Fortunately, the CIA registers are accessed in the usual
way, for the most part. Many registers, including the clock, timers, and ports, are
simply POKEd in the usual way with an eight-bit value (or PEEKed for reading).
Single bits are also used as flags. A single bit value can configure a line for output,
set or read an output line, enable an interrupt to occur (or show that an interrupt has
been detected), or set other features of the CIA.

If you're unacquainted with 1/O chips, you may be surprised to find that many
registers don’t behave like RAM. For example, reading the interrupt control register
clears the interrupt flags automatically.

Ports. Ports A and B have individual lines labeled PAO-PA7 in port A and
PB0-PB? in port B. Each line (controlled by a single bit) can be configured for either
input or output; very often all eight are configured identically (for instance, to scan
the keyboard). When configured for input, PEEKing shows whether bits are high or
low. When configured for output, POKEs of 1 or 0 set high or low voltages. Hard-
ware expertise is needed to insure that too much power isn’t drawn from the chip or
put into it.

PB6 and PB7 in port B can be programmed to override their normal function
and act like control lines, carrying timer information, from timer A or B, respectively,
either as a pulse or alternating like a square wave (toggling). We'll see an example of
this feature later.

The CIA serial register (not used by the 64, and not to be confused with the
more complex serial bus) is connected to a shift register, which allows user-written
serial-parallel conversion. The direction and timing are controlled by control register A.

Data direction registers. DDRA and DDRB are the data direction registers for
ports A and B, which set each bit of these ports for input or output. POKEing $00
into a data direction register configures the entire port for input, while $FF sets the
entire port for output, and so on. Note that when the computer is turned on, the re-
set line to the CIA causes all the internal registers to be set to 0, so the data direction
is set for input.

Control lines. Each CIA has four control lines, each connected to its own pin on
the chip. Only one of the eight is used by the unmodified 64, while many go to the
user port. Control lines are necessary when transmitting or reading data between de-
vices, which otherwise would hardly ever synchronize. For example, they signal
when data is ready to be transmitted. The control lines are discussed below:

CNT is an event counter for counting inputs, or a signal to line SP when the se-
rial register generates output. CNT is not used by the 64, but is available on the user

ort. .
P SP is the shift-register pin, which is connected to the user port for RS-232.
FLAG sets the FLAG interrupt when low. This can be used with another CIA’s
PC line.

PC is used for handshaking. Since PC goes low for one cycle after a port B read
or write, use port A first when transferring 16 bits. PC1 is not connected. PC2 goes
to the user port.

Timers. Each CIA has two 16-bit timers, TA and TB, occupying two registers
apiece. Both always count down. They always generate an interrupt request upon
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underflow (when they decrement below 0), but the interrupt must be enabled to ac-
tually occur.

Timers have two functions. One is timing in the usual sense; the other is count-
ing. The first provides a regular measure of time, for instance, when sending out bits
at accurate intervals; the other can perform such tasks as counting eight incoming
bits, even when these are received irregularly.

Each timer has its own 8-bit control register. This includes a bit to start the time
(if the bit is set to 1) or stop it (if it is cleared to 0). Any POKE into a timer is latched
(the value is kept): Once the timer underflows or is started, it reloads with the
POKEd value, so the timer’s interrupt rate can be altered. However, a strobe bit al-
lows a new value to be loaded instantly, without waiting for the timer to pass 0.

A timer can run in continuous mode (generating regular interrupts) or one-time
mode (counting only once instead of continually repeating). The first mode is used to
scan the keyboard; the second is used for such purposes as tracing ML commands
one at a time, or detecting the presence of hardware by timing its response.

If a timer counts down with the 64’s clock, the maximum time interval between
interrupts is about $FFFF millionths (roughly 1/15) of a second. Timer B can count
timer A, though, extending this interval considerably. Another feature allows timer B
to count timer A, but only when CNT is held high.

The serial register. This 8-bit register is connected to the line SP. On com-
mand, it performs eight shifts, either moving the byte in the serial register out onto
SP, as eight single bits, high bit first, or (if configured for input) reading eight bits
from SP one at a time into the serial register. A shift register within the CIA does the
work. When a whole byte has been shifted, an interrupt flag is set, so serial-parallel
conversion can be made automatic.

The shift register is controlled by TA. It can be timed by the 64’s clock or by the
CNT line, which therefore can be used in handshaking.

Control registers of the CIA. Three bytes control the configuration of every-
thing about the CIA. Register 13, called the interrupt control register (ICR), controls
the five sources of CIA interrupts.

Writing to the ICR with bit 7 low clears sources of interrupts whose bits are set;
this is why POKEing the register with 127 disables all interrupts. Writing with bit 7
high enables interrupts whose bits are POKEd high, so POKEing with 129 enables
timer A’s interrupts, but no others.

After reading the register, if the high bit is set, an interrupt has been triggered
by that CIA. The bit pattern will indicate the cause. If the high bit is not set, no
interrupt took place, but it’s still possible for one or more of the five bits to be high,
since they register even if their interrupt isn’t enabled. There are examples in Chap-
ter 8, Chapter 12 (on VIC-II), and later in this section.

ClAs in the 64

CIA1

Port A is normally set for output and port B defaults to input. Timer A generates
IRQ interrupts at regular intervals to service the keyboard, which shares lines with
the joysticks and paddles. CIA 1 reads tape, using the FLAG line.

CIA 2
This chip controls NMIs, the serial bus, and RS-232 processing.
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Figure 5-8. Diagram of CIA 1

DC00=56320 PA

DC01=56321 PB

DC02=56322 DDRA

DC03=56323 DDRB

DC04-DC05 TA

DC06-DC07 TB

DC08-DC0B TOD

DC0C=56332 SR

DCOD=56333 ICR

DCOE=56334 CRA

DCOF=56335 CRB

10 Port 1 Paddles
01 Port 2 Paddles BTN 2 Joy 2/E | Joy 2/W | Joy 2/S | Joy 2/N
Paddle BTNS Port 2
Keyboard Columns (Write)
BTN1 JOY1/E | Joy1/W | Joy 1/S | Joy 1/N
Light Pen | Paddle BTNS Port 1
Keyboard Rows (Read Back)
Usually 255
Usually 0
IRQ Rate for Keyboard. Tape, Serial Timing
Tape, Serial Timing
Not Used
To User Port Only
SRQ, Tape Timer B | Timer A
Read Int. Int.
TA Start
TB Start
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Figure 5-9. Diagram of CIA 2

DATAIn | CLKIn |DATA Out| CLK Out | ATN Out | RS-232 VIC-II Bank Select

Tx & Rx

DD00=56576 PA Serial Bus / VIC-II Control / RS-232

DSR CTS CcD R DTR RTS RD
DD01=56577 PB User Port / RS-232
DD02=56578 DDRA Typically 63
DD03=56579 DDRB Typically 0
DD04-DD05 TA RS-232 Timer Out
DD06-DD07 TB RS-232 Timer In

DD08-DD0B TOD

DD0C=56588 SR To User Port

RS-232
DD0D=56589 ICR Read

DDOE=56590 CRA

DD0F=56591 CRB

CIA Programming Methods

The same programming principles apply in both BASIC and ML, apart from speed-
sensitive processing; so the user port can often be controlled from BASIC with
POKEs and PEEKs.

Program 5-2 lets you watch the CIA bit patterns change. To change a register,
press any key, then type in the register address and its bit pattern. For example, you
can start the internal time-of-day clock by using the register address 56328 and the
bit pattern 00000000.

Program 5-2. Investigating the CIA

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.
2 REM FOR CIA#2, USE FORJ=56576T056591 IN LINE 30

srem 130
4 REM LINES 50 & 120 HANDLE BIT PATTERN :rem 90
1@ PRINT "{CLR}" srem 197
2@ PRINT " {HOME}" srem 70
30 FOR J=56320 TO 56335 srem 122
4@ PRINT J;: P=PEEK(J) srem 253
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50 Q=P/256: FOR K=1 TO 8: Q=2*Q: PRINT INT (Q)"

{LEFT}";: Q=Q-INT(Q): NEXT srem 245

60 PRINT " " P "{LEFT}{3 SPACES}" srem 104
7@ NEXT srem 166
80 GET X$: IF X$="" GOTO 20 srem 37
19@0 INPUT "WHICH REGISTER";R srem 202
11¢ INPUT "BIT PATTERN";BS srem 4
120 X=@: FOR K=1 TO 8 :X=X+21(8-K)*VAL(MID$(BS,K,1
}): NEXT s:rem 80

139 POKE R,X: GOTO 20 srem 110

CIA 1 and the keyboard. Chapter 6 explains how CIA 1 reads and decodes
information from the keyboard. Setting PB6 or PB7 for output makes the keyboard
unreadable and prevents the use of RUN/STOP-RESTORE to reset the machine.

Joysticks, light pens, and potentiometers. All these are shared with the key-
board, under the control of CIA 1. See Chapter 16 for full details.

Interrupt handling. Each CIA has an IRQ (Interrupt ReQuest) line, which is
normally set, but can be cleared. CIA 1 connects to the 6510’s IRQ line, and CIA 2
to the NMI line; each chip generates a different type of interrupt.

You should temporarily turn off IRQs to alter the IRQ vector to insert your own
ML program or to read the character-generator ROM. POKE $DCOD (56333) with
127 to turn off all CIA 1 interrupts. Later, POKE with 129 (%1000 0001) to turn on
timer A interrupts, which normally control the IRQ rate. Chapter 8 shows how NMI
interrupts can be used with BASIC.

Tape drives. Only tape reading is controlled by a CIA (see Chapter 14 on writ-
ing tape, checking the cassette keys, and controlling the motor). CIA 1’s FLAG line
reads tape. Tape input is signaled on FLAG, and any negative transition sets an
interrupt. Reading the interrupt register clears the interrupt flag, and as long as it’s
reset a low condition exists.

~—, Timers. Program 5-2 allows you to see the timers updating on the screen. Timer
A normally controls the IRQ rate, which is why POKEs to $DC04 and $DC05 (56324
and 56325) alter the cursor flash rate. TA counts down with the system clock about
60 times per second, too fast for Program 5-2 to show a pattern. Note, though, that
register 5 ($DCO05 or 56335) never exceeds 66; this latched value was selected be-
cause 65*256,/1,000,000 is about 1/60 second. When the computer is turned on,
$DCOD (56333) has bit 0 set high, enabling an IRQ interrupt to the 6510, although
PEEKing won'’t show this.

To link timers, set $DCOF (56335) to 65 (%0100 0001). This sets timer B to fol-
low timer A (decrementing once each time A underflows) and starts timer B. Now
timer B counts down from $FFFF relatively slowly—about 60 times per second—tak-
ing about four seconds for the low register to reach 0, and therefore about 15 min-
utes for the whole register B to count down.

If a timer isn’t started, latching has no visible effect. Set $DC06 (56326) to 0,
$DCO07 (56327) to 1, so CIA 1 timer B’s latched value is $0100. Now set $DCOF
(56335) to 81 (%0101 0001), which follows timer A, forces in timer B’s value, and
starts timer B. Now timer B still counts down with timer A, but is reloaded with $100.
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Enter direct mode, and type the following line to set $DCOD to %1000 0010:
POKE 56333,127: POKE 56333,130

This turns off timer A and enables timer B as an interrupt source. You'll see that the
cursor is flashing much slower than it normally does. The first POKE is necessary,
since without it both interrupt sources are enabled.

The CNT line. Line 4 of the user port connects to CIA 1’s CNT line. Latch
timer B with $FFFF by POKEing 255 ($FF) into $DC06 and $DC07 (56326 and
56327). Now POKE $DCOF (56335) with 49 (%0011 0001), which sets timer B to
count CNT, forces $FFFF into timer B, and starts timer B. Now, timer B remains at
$FFFF until pin 4 is grounded. Note that proper debounce circuitry must be used or
the count will decrement very rapidly.

Time-of-day (TOD) clocks. Every CIA has a TOD clock, but we’ll use CIA 1’s.
Four registers hold hours (1-12, high bit for p.m.), minutes, seconds, and tenths of
seconds in binary coded decimal (BCD) format. The clock starts only when the
tenths register is POKEd or PEEKed, and it stops whenever the hours register is
POKEd or PEEKed. This prevents errors when reading the time. For example, if the
time in the clock registers happened to be 10:59:59.9, the clock could advance be-
tween the time you read the hours and the time you read minutes. This means your
reading could be wrong by an hour. With CIAs, read the hours register first and the
tenths register last.

You'll need BCD conversion equations to use the TOD with BASIC. This func-
tion converts a number from 0 to 59 into its BCD form:

DEF FN BCD(T) = INT(T/10)*16 + T — INT(T/10)*10
The following function converts a BCD value into the corresponding number in the
range 0-59:
DEF FN TD(P) = INT(P/16)*10 + (P AND 15)

Program 5-3 is a machine language program, POKEd into memory with a
BASIC loader, which reads clock 1 and prints the time. Type it in and save it, being
sure to use the ““Automatic Proofreader.” Run the program, and then SYS 49152

each time you want to see the time. ML programmers may want to add special fea-
tures to this simple clock routine.

Program 5-3. ML Clock

For mistake-proof program entry, be sure to use the “Automatic Proofreader,” Appendix C.

16 REM FOR 12-HR CLOCK, REPLACE 18 IN LINE 501 WIT

H O srem 20
100 FOR J=49152 TO 49220 :READ X:POKE J,X:NEXT

tsrem 6

5¢¢g DATA 169,5,32,210,255,24,173,11,220,16,6,248
srem 46
591 DATA 41,127,105,18,216,32,46,192,173,16,220,32
srem 139
502 DATA 46,192,173,9,220,32,46,192,173,8,220,9,48
t:rem 166
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593 DATA 32,210,255,169,154,32,210,255,96,72,74,74

:rem 166
5¢g4 DATA 74,74,9,48,32,210,255,104,41,15,9,48,32

srem 60
5<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>