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Chapter 1 
Simple Pascal programs 

Not everyone has a Pascal computer, so to run most of the 

simpler programs in this book you only need to be able to run 

the compiler, which is written in BASIC and will convert a 

Pascal program into a BASIC equivalent. It still can be no 

substitute for a real Pascal computer, and as Pascal is 

becoming more readily available for more computers the 

reader should consider purchasing such a package for his 

own computer. 

If you do have access to a Pascal computer I am assuming 

you know how to enter and execute a program, as the 

procedure is different from one machine to another, and that 

you have your manual to hand, to reconcile differences 

between versions of Pascal. 

The reader with no computer is at a slight disadvantage, 

but there is no reason why such a person should not become 

proficient in Pascal. 

The book is scattered with example programs. In addition 

to each Pascal program I have included the required input to 

my computer. 

To introduce Pascal, here is a simple BASIC program to 
add two numbers together. 

10 PRINT “ENTER TWO NUMBERS”; 

20 INPUT A,B 
30 C=A+B 



40 PRINT "THE ANSWER IS",C 
59 END 

Now compare it to a Pascal solution to the same problem. 

VAR 

A,B,C:REAL; 

BEGIN 

WRITE (‘ENTER TWO NUMBERS’): 

READLN (A,B); 

C: =A+B: 

WRITELN (‘THE ANSWER IS’,C) 

END. 

It doesn’t matter how the program works at this stage, I only 

include it to point out the differences between BASIC and 
Pascal. 

Perhaps the most striking difference is the absence of line 
numbers in the Pascal program. In fact the BASIC version 
does not use the line numbers anyway! The main use of line 
numbers in BASIC is in editing programs, for referencing 
which line you wish to make changes in. Line numbers are 
used, of course in GOTO and GOSUB statements. There is a 
trend in BASIC interpreters to use labels in these statements in 
the same way as Pascal, which removes the need for line 
numbers in the logical program. That is, the program seen by 
the computer, as distinct from that seen by the user. Most 

Pascal implementations do provide line numbers for the 
purpose of editing, but published programs do not include line 
numbers. 

The second difference is the way the variables have been 
declared to be of a certain type. The use of variables is covered 

more fully in later chapters. 
The similarities should be easy to spot, the formula used is 

the same and the END statement is used in much the same way 
in both languages. Some of the Pascal statements have direct 
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similes in BASIC, for instance READLIN and INPUT. If you 

examine the compiler you can see that there are a lot more 

statements with direct similes. 

Study this Pascal program: 

BEGIN 

WRITE (‘HELLO’) 
(*THIS IS A COMMENT AND IS IGNORED*) 

END. 

It is easy to see what this program does, it just prints (or 

writes) the word ‘hello’ on the printer or TV screen. Now enter 

it onto your system and execute it. 

A number of things could happen, first the computer could 

do what you asked of it and write ‘hello’ on the output device, 

or it could output a few error messages. 

If your system does retort with an error message the two 

sources of possible error are: 

1. The system requires ‘‘ to go round the word ‘hello’, rather 
the more logical ’ mark that other systems require. If that is the 

case, bear in mind that all the programs in this book use single 
quotes, and be prepared to alter them when you input the 

programs. 
2. The system requires an extra ‘program’ statement at the 

beginning of the program. This takes the form ‘PROGRAM 
(OUTPUT)’ where you insert your descriptive name for the 

program before the brackets, but do not include spaces in the 
name and try to make the name reflect what the program does. 

The brackets should also contain the word ‘INPUT?’ if the 
following program takes input from the user as well as 

- outputting information to him. The statement is used to 
specify where the input and output is to come and go from and 
to, for the purpose of accessing files, which outside the scope 
of this book, not because it is difficult (it is) but because 

systems vary too much for the subject to be covered adequately 

in a general book such as this. 



The solution to the ‘program’ problem is to look through 

your manual and see if the example programs in it use the word 

‘program’ as the first line and if so, it is a fair bet you should 

too! 

To cover more specific points about the program: 

1. The full stop after the word END in the last line tells the 

computer that the program has finished. Most systems are 

peculiarly unhelpful in their advice if you miss the full stop 

out. 

2. The WRITE statement outputs the words in brackets. We 

shall see later that all Pascal statements and functions operate 

on the data in brackets following them. 

3. The words between (*and*) are comments and are ignored 

by the computer. Comments can be put anywhere in a program 

where spaces are allowed. Some systems use percentage signs 

to delimit comments and some others use ‘curly’ brackets. You 

can put anything in these commentt sections, but many versions 

of Pascal interpret some sequences of characters between 

(*and*) as ‘compiler directives’. These allow the use of 

advanced features of a compiler, and are not standardised in 

any way. 
Most programs in this book are not commented in the listing 

but in the surrounding text. It is very important to comment 

programs properly. If you or someone else has to alter any of 
your programs after they were written it makes their task much 

easier if the program is as easy to understand as possible. 
4. BEGIN and END delimit where the program starts and 

where it ends. The BEGIN-END construction does have other 

uses which we will come to later. 
There are a few interesting alterations we can make to this 

program. Try altering the text in brackets in the WRITE 

statement. No surprises there. Try putting whatever kind of 
quote your system does not use in the middle of the text and 

you should find that it works. A lot of systems will print the 
kind of quote it uses to delimit the text if you include it twice in 
arow in a string of characters. All of this is useful if you need to 
print Irish names as O’Rorke, O’Callaghan etc. or if your 
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99? 

English is bad and you need to print things like ‘it’s’ in prose, 

or generally need to use apostrophes. 

Try replacing WRITE wute with the same results as before. 

WRITE on its own just prints the contents of the brackets but 

the WRITELN statement moves to a new line after printing the 

contents of the brackets. In BASIC an equivalent would be 

“PRINT SOMETHING=WRITELN” and ‘PRINT 

SOMETHING; = WRITE.” (A semi colon stops the carriage 

return, line feed sequence). 

The next program prints something twice, on adjacent lines: 

BEGIN 
WRITELN (‘SOMETHING’); 
WRITELN (‘SOMETHING’) 

END. 

The confusing point about it is the presence of the semi colon. 

The reason for this is actually quite simple. 

The definition of a program only specifies one statement so 

if you want to use more than one statement in your program 

you must tell the machine where one ends and the next begins, 

so the statements are separated by semi colons. I underline 

separated because it is important that you do not puta semi col- 

on before the word END or after the word BEGIN, just bet- 

ween statements. As an exercise there is one program in this 

book without any semi colons in it. Put them where you think 

that they ought to go. 

And now onto more challenging stuff — Mathematics. 



Chapter 2 

How numbers work 

Pascal allows you to perform arithmetic on two types of 

number. These are whole numbers (‘integers’) and decimals 

(‘real numbers’). There is a simple rule for telling the two 

types apart: real numbers have decimal points and integers 

do not. Here are some examples of each kind of number: 

Integers 

123 
— 98765 
345 

Reals 

3.141592653589793238462643383279 

9.999999 

3.333345678909 

3.0 

—9.0 
And so on. Notice that some real numbers are whole 

numbers, but not integer due to the presence of a decimal 
point, therefore, all possible integers are equal to a 

corresponding real number. , 
The other immediate difference between the two types is 

the range of values which can be represented by a number. 

Usually integers must be between — 32000 and + 32000, 
with real numbers being very much bigger, depending on 
the computer. If a real number becomes too large, it is 
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printed by the computer in exponential format. For 
example: 

9.987654E + 28 
0.1E+9 
9.8E-—9 

This means that the number after the letter ‘E’ is the power of 
ten that the first number must be multiplied by. If you do not 
follow this do not worry, as only a very mathematically minded 
person would come across this form of number in ‘every day’ 
computing. 

Great, you know the difference between integers and reals, 
but what is the point of integers when all integers can be 
represented as real numbers? There are two reasons, speed and 
accuracy. 

Integers are stored in most computers in just two parts, 
whereas a real number may have to be divided into five or six 
parts and it is clearly easier, and therefore faster, to 
manipulate two parts than six. As for accuracy, a fraction such 
as ; may not directly be represented in decimal — 9.333 may be 
closer to the actual value of 4 than 9.33, but no finite series of 
numbers can ever equal t. 

This is irrelevant to the majority of users, so the lesson to be 
learned is to use integers if you possibly can, and if you need to 
use fractions, store each fraction at its top and bottom in two 
separate integers. If you are not concerned about getting 10 
places of decimals then use real numbers, but be prepared for 
errors in the last few places of decimals. 
We will deal with real arithmetic first, as it is easier in 

relation to ‘calculator’ Maths. 
As in most computer languages, Pascal uses plus and minus 

signs to indicate addition and subtraction of numbers 
respectively. Division is represented by a slash sign and 
multiplication by an asterisk. So 3.0*6.@ is the same as three 
times six and 3.0/6.0 is the same as three divided by six. 

On the subject of numbers it is common practice to represent 
the number zero by @ and the letter ‘O’ as ‘O’. This 
avoids confusion, in theory, but as there is no accepted way of 
differentiating one and ‘I’ or ‘1’ the system falls down after a 
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good start. The context will generally show which is required. 
If you combine two real numbers with any of the four 

arithmetic operations, the answer will automatically be a real 

number. This means that it is not possible to write an 
expression such as 3+8.@ in Pascal. There are ways around 
this restriction, of course. 

Integer arithmetic works in much the same way, except an 
integer result is always derived as the answer to a sum. 

The symbols ‘+’ and ‘—’ are used as normal, as is the 

asterisk for multiplication, but the slash (division) gives a real 
number result for two integers. This is fair enough, you may 
say, because it is impossible to make an answer such as 9.5 into 

an integer. If you wish to perform integer division and be left 

with an integer result, it is necessary to use the operators ‘DIV’ 

and ‘MOD’. (X DIV Y) gives the whole number part of X 

divided by Y and (X MOD Y) gives the remainder of that 
division. For example: 

2 MOD 3=2 2 DIV 3=90 
234 MOD 56= 16 234 DIV 56=4 
— 18 MOD 23=16 — 19 DIV 23=9 

The practical application of arithmetic will be covered in 

the next chapter, but it is important that you know the 

different operations, what they do, and what type of 

numbers they give and take. 

Enter/examine this program. (This section is not 
applicable to the compiler at the back of the book.) 

BEGIN 
WRITE (3.141592653589793238462643383279) 

END. 

When you execute it, Pi will be output to about 10 places 
of decimals. The computer only digests as many of the input 

places of decimals on which it can conveniently perform 

arithmetic. 

Fair enough, but supposing you had been writing a 
program for your boss to show him what your next year’s 
salary should be? The computer could output something like 
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‘£5999 .238739583’, in the same way as it did above. (If you use 

ten places of Pi to calculate the circumference of the earth, the 

answer would be accurate to ten inches!) 

Plainly then, the computer sometimes gives you an 

unreasonably accurate answer. There is a way to limit the 

accuracy of the computer’s output (not the accuracy which it 

uses internally) and to get more control over all numerical 
output at the same time. (Did you notice the ‘leading spaces’ 

the computer printed before it printed Pi? We can get rid of 

those too.) Change the contents of the WRITELN statements 

brackets to 3.0:20:3. 

The number three is printed out with 3 decimal places (that 

is, with three zeros after the decimal point) the last zero is 29 

spaces from the left hand side of the screen/paper. 

You can insert any integers in the place of 26 and 3 but do not 

make the second larger than the first, otherwise you will get an 

error message. This is called formatting, and is also applicable 

to integers, except the number which specifies the number of 

decimal places to be output is not used in integer write 

statements (obviously!). 

One other point, a WRITE statement can incorporate both 

numbers and text, separated by commas. For instance: 

WRITELN (‘The answer is’,3). 
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Chapter 3 

Variables (simple types) 

Imagine you wish to write a program to multiply two 
numbers together, where the user specifies the two numbers. 

You could, using what you know so far, produce something 

like this: 

BEGIN 
WRITELN (34*45) 

END. 

If you want to alter the values of the two numbers you 

have to alter the program, which is not always convenient. 

Readers with previous computer experience will know that 
one uses ‘variables’ to represent values not known at the time 
of writing the program, for instance those numbers input by 

the user. 

Here is a program using variables to achieve the same 
effect as the last one. There is much to be said about this 
program, so I have included line by line notes on it after the 
listing. 

VAR 
(“THESE NAMES WILL PROBABLY HAVE TO BE 

CHANGED FOR USE ON MY’*) 
(* COMPILER*) 
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ONENUMBER, TWONUMBER, THREENUMBER: 

REAL; 

BEGIN 

WRITE (‘ENTER TWO NUMBERS’); 
READLN (ONENUMBER, TWONUMBER); 
THREENUMBER: = ONENUMBER* TWONUMBER; 

WRITELN (THREENUMBER) 
END. 

Lines 1 and 2: These tell the computer that the next few lines 

are ‘variable declarations’. In other words, all the words 

that follow VAR will be given the attribute that follows the 

next colon, so in my example I have allowed for three real 

numbers which shall be called (as we do not know their 

actual value) ONENUMBER, TWONUMBER, 

THREENUMBER. From that point on in the program these 

three numbers may be manipulated like a normal number 
and if I try to print them, the computer inserts the values 

last assigned to those names, and prints them out instead. 

Variables can be thought of as little boxes, with names, 
which can hold a piece of paper with a number on it. 

(Unlike BASIC, variable names in Pascal can be quite 
long, the exact length depends on the version of Pascal, but 

usually only the first 8 characters are significant, so 

variables such as ‘ABCDEFGHIJKLN’ and 

‘ABCDEFGHIJO’ are thought of by the computer as being 
the same.) 

Variables can be built up of numbers and letters, but must 

not start with a number, or contain spaces. It is good 

practice to make the names of your variables reflect what 

they represent, sO a program to calculate VAT should 

contain a variable called VAT. 

Lines 3 and 4: Work the same way as in earlier programs. 

Line 5: When this statement is encountered, the computer 

asks the user to input two numbers, usually by printing a 
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question mark. The prompt is supplied by the “WRITE” 

statement. 
The READLN statement that I used has a variant ‘READ’ 

which predictably stays on the same line after requesting input 

from the user. 
The two numbers are called the names in brackets. 

Line 6: This is an assignment statement, where the equation on 

the right of the ‘: =’ is evaluated and the result is stored under 

the name on the left. The asterisk could be replaced with any 

other sign (i.e. +, — or /). 
Line 7: WRITEs the contents of a variable (or variables), 
separated by commas to the screen or printer, note there are no 

quotes around the variable name. 

Line 8: ENDs the program as before. 

To make the program work with integer arithmetic, make 

the variables integer variables by replacing the word ‘real’ with 

‘integer’, in the second line. 

Notice that each type of variable (e.g. the word REAL) ina 

VAR section of a program is terminated by a semicolon. 

This use of semicolon is, unfortunately, an exception to the 

rule that I gave earlier. 

My own compiler will only accept those variables names that 

are acceptable by the version of BASIC that you are using, thus 

on the BBC machine, you have the same choice of variables as 

on a real Pascal computer, with the exception that variable 
names cannot begin with any of BASICs reserved words. 

If you are using Microsoft BASIC, you will have to ensure 

that the first two characters of each variable name is different, 
and that none of them have imbedded reserved words. 

If you are used to BASIC the presence of a colon before the 

equals sign may be perplexing. The reason is that in BASIC an 

assignment such as ‘B = B+ 3’ could appear, which is probably 
fine from the point of view of the computer and you, but to a 

mathematician it is nonsensical. B does not equal B+ 3, and 
never will. So using an equals sign is, in this case, a misuse of 
the sign. The man who invented Pascal was a purist and an 
optimist. He was a purist because he didn’t like seeing the 
equals sign misused in this way, and so decreed that the colon 
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should be used. He was an optimist because he did this to aid 
the beginner to computer programming, not realising that just 
about everybody learning to program does so on a BASIC 
computer. 
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Chapter 4 
CHAR type variables & CONSTants 

So far I have not mentioned any provision in Pascal for 

processing words as opposed to numbers. In BASIC this is 

called ‘string processing’. In real life (i.e. life outside 

computer books) standard Pascal is not at all suitable for 

large amounts of text processing. This is a limitation of 

Pascal as defined by Wirth, Pascal’s inventor, but most 

extended versions of Pascal will, in addition to many less 

desirable ‘improvements’, allow for string processing in a 
more useful way. 

CHAR type variables are variables in the same way that 
numeric variables are, except that rather than storing a 
number, they store a single letter or symbol. To show their 
use, here is a short program which allows the user to enter a 
single letter, and then it prints out the same letter. 

VAR 
ALETTER : CHAR; 

BEGIN 
READLN (ALETTER); 
WRITELN (ALETTER); 

END. 
("FOR RUNNING ON MY COMPILER, 
CHANGE THE VARIABLE NAME*) 



There are similarities between this and a program to get a 

number from the user and print that out. In fact, if you replace 

the word ‘CHAR’ in the variable declaration section by the 

word ‘REAL’, you have just such a program. 
If you try to enter more than one letter, the computer will 

probably either take the first or the last letter that you entered. 
In fact, my compiler will allow you to set up a CHAR variable 

with as many characters as your version of BASIC allows. 

There is a simple way to manipulate a string of more than 

one character, under certain conditions, namely that all you do 

with it is print it. 
The CONST declaration section of a program allows you to 

define an entity with a name and a value. This value can be 

REAL, INTEGER or CHAR, but in the case of CHAR type 

constants, more than one character may be used. These 

constants may not have their value altered in the program, and 

if they are CHAR type with more than one character may not 

be used in equations, in all other cases, CONSTants may 

appear on the right hand side of an assignment statement, but 

not on the left. 

Here is an example of the CONST statement in use, showing 

that the CONST declaration section of a program comes 

before the variable declaration section. 

CONST 
AMESSAGE=‘THIS IS A MESSAGE’; 

VAR 
(*DECLARE SOME VARIABLES HERE*) 

BEGIN 

WRITELN (AMESSAGE); 

END. 

(*Change the name AMESSAGE to something 

shorter for my compiler*) 
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Back to CHAR variables: 

CHAR variables cannot have any recognizable arithmetic 
performed on them, but as we shall see in Chapter 6, there are 
equivalent functions to CHR$ and ASC in Pascal. They may 

however be assigned to in the normal way, for example this 
program assigns the letter ‘T’ to a CHARacter variable. 

Usually letters in this context are contained in single quote 
symbols. Note the use of ‘: =’ to assign values. 

VAR 

ALETTER : CHAR; 

BEGIN 

ALE tTeR <= T: 
WRITELN (ALETTER) 

END. 
(*Change the name of ALETTER to something 
shorter for my compiler*) 

The use of a variable which can only hold one character is 
rather limited, but CHAR variables are useful for extracting 

Yes/No responses from a user. 

Most simple programs will not use CHAR type variables: 
there is very little point for them, except in file access. 
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Chapter 5 
Rudyards bit (IF) 

So far we have no way of introducing decision making into 
our programs and as a simple way of altering the course of a 

program is essential, I’ll cover it now. 
The ‘IF’ statement takes this form: 

IF (condition) THEN (do something) ELSE (do something 
else). 

The condition part is an expression which can be either 
true or false, for example, IF VAT=34 THEN WRITE 

(“VAT is 34%’’);. Notice that the equals sign is not preceded 

by a colon. The colon is only necessary in an assignment 

statement to make sure that VAT= VAT+2 or some other 

nonsensical expression does not appear. 

A condition section is more properly called a Boolean 

expression, after a man called Boole. ‘‘Greater than’’ signs 

and the like can also be used in Boolean expressions, even 

variables on their own, as long as the variable is of the type 
BOOLEAN, that is, can only take on the values ‘true’ or 

‘false’. The program below contains a number of ‘IF’ 
statements to illustrate their use: 

VAR 
ANUMBER,BNUMBER: REAL: 
BOOL1,BOOL2,BOOL3 : BOOLEAN; 
BEGIN 
WRITE (‘ENTER A NUMBER LESS THAN TEN’); 
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READLN (ANUMBER); 

IF ANUMBER<10.0 THEN WRITELN (‘WELL 

DONE’) ELSE WRITELN (‘WRONG’); 

BOOL1 := TRUE; 

IF BOOL1 = TRUE THEN 

BEGIN 
WRITELN (‘PRINTED’) 

END 

END. 
(*THIS WILL NOT RUN ON MY COMPILER*) 

Notice the use of the words ‘TRUE’ and ‘FALSBP’. 

Boolean variables, unlike CHAR variables, can have 

arithmetic performed on them, but Boolean operators are 
different from numerical ones. First of all it is possible to write 

an ‘IF’ statement of the form IF (condition 1) AND (condition 
2) OR (condition 3) THEN .... 

The Boolean operators and their effects are tabulated 
below: 
AND: TRUE AND TRUE = TRUE 

: TRUE AND FALSE = FALSE 
: FALSE AND FALSE = FALSE 

OR: TRUE OR FALSE = TRUE 

: TRUE OR TRUE= TRUE 

: FALSE OR FALSE = FALSE 
NOT: NOT FALSE = TRUE 

: NOT TRUE= FALSE 
EOR: (Short for exclusive-or, not found on all systems.) 

: TRUE EOR TRUE= FALSE 

: TRUE EOR FALSE = TRUE 

: FALSE EOR FALSE= FALSE 
In eds the definitions of the four operations are: 
AND: If both operands are true, answer will be true, else false. 
OR: If one or both of the operands are true, answer will be 
true, else false. 

EOR: If one or other of the operands, but not both, are true, 
the answer will be true, else false. 
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NOT: If operand is true, answer will be false, else true. 

For the moment it is only necessary to know how to use these 

connectives in ‘IF’ statements, we will come to other uses of 

Boolean expressions later. 

If the two ‘do something’ sections are to contain more than 

one statement, they must be separated by semi colons, as 

explained in the first chapter, but the words ‘BEGIN’ and 

‘END’ must be used before and after the list of statements. 

Notice how the program has been ‘indented’. This 

indentation is designed to make the program easier to read, by 

separating the levels of ‘IF’ statements, as the statement 

following say a ‘THEN’ section can be another ‘IF’ statement. 

In longer programs you may be confused as to where to indent 

and where to un-indent. There is another simple rule: ‘Indent 

two spaces after every ‘BEGIN’ and go back two after every 

‘END’’. Some systems will do the indentation for you, others 

expect you to do it. 

It is also common practice to indent VAR sections, as I have 

done. 

Here is a slightly more advanced program, taking in what we 
know so far, and the fact that a Boolean variable can be 

assigned to. The absence of semicolons is intentional, you 

must add them. 

VAR 
A,B,C : BOOLEAN’ 

BEGIN 
WRITE (’THIS IS A DEMO PROGRAM’), 
A := TRUE EOR (FALSE AND TRUE)’ 
B := FALSE OR (FALSE AND (TRUE EOR (NOT 
TRUE)))§ 
C:= A AND (B EOR FALSE) 
IF C THEN WRITE (’C IS TRUE’)‘ 
IF B THEN WRITE (’ BIS TRUE’) 
IF A THEN WRITE (’A IS TRUE’) | 
IF NOT A THEN WRITELN (’ A IS FALSE’) 

END. 
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Chapter 6 

Standard functions 

Functions are the next elements of a program that I will 

cover. If you wish to take square roots or compute with sines 

and cosines, you use functions. A function takes the form of 

the name of the function, then the operand of the function in 

brackets (the argument). For example; 

ANGLE: = ARCTAN(1.9). 

Here is a list of all of the standard Pascal functions, with 

brief notes on each: 
ABS() gives the absolute value of the operand. For 

example, ABS(3) equals 3 but so does ABS(—3). In other 

words, ABS returns the number in brackets as it is, but if it is 

negative, makes it positive. ABS can take an integer or real 

argument, and gives a result of the same type. 
ARCTAN() gives the arctangent of its argument. Its 

argument can be real or integer, and its result is real. 
CHR() gives the character whose ‘number’ is the argument. 

Basically, each character which can be printed by your 
computer has a specific code, usually the American Standard 

Code for Information Interchange (ASCII), and it is this 
code that CHR takes and converts to a character. For 

example, CHR(65) gives, on a system which uses the ASCII 

code, the letter ‘A’. The argument is an integer, and the 
result a character variable. 
COS() returns the cosine of its argument (which must be in 
radians). Its argument can be real or integer and its result is 
real. 
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EXP()_ returns ‘e’ to the power of its argument, where ‘e’ is 

equal to 2.7182818. Its argument can be real or integer and its 

result is real. 

LNQ gives the natural logarithm, that is the logarithm to the 

base ‘e’ (see EXP()). Its arguments can be real or integer and its 

result is real. 

ODD() returns ‘true’ if its argument is odd, ‘false’ 

otherwise. Its argument is integer and the result is Boolean. 
ORD() returns the ‘code’ of the character which is its 

argument. For example, ORD(‘A’) = 65. ORD does have other 

uses, which will be explained in due course. Suffice to say that 

it is the opposite of CHR(). Its argument is of type character 
and its result is of type integer. 

PREDQ gives the integer or character which is the 

predecessor of its argument. In the case of characters, it returns 

the character whose code is one less than the argument. The 

argument is either of type integer or of type character, and the 

result is of the same type as the argument. 

ROUND gives the nearest integer to a real argument. 

SINQ) gives the sine of its argument, which should be in 

radians. The argument can be real or integer and the result is 

real. 

SQR() gives the square of its argument. If the argument is 

real, the result will be, if the argument is integer in type, so will 

the result be. 

SORT() gives the square root of its argument. Its argument 

can be real or integer and its result is real. 

SUCC(Q gives the integer or character which is the successor 

of its argument. In the case of characters, it returns the 

character whose code is one more than the argument. The 

argument is either of type integer or character, and the result is 

of the same type. 

TRUNC()__ gives the integer which is closest in value to a real 
argument, and is closer to zero than the argument. For 
example, both TRUNC(3.14) and TRUNC(3.9999666666) are 
equal to 3. The argument is real and the result is integer. 
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Chapter 7 
FOR loops 

Consider the problem of printing out the integers from one to 

one hundred. So far the only way to do this is to have one 

hundred WRITELN statements, each with a different 

argument. Naturally there is an easier way. 

For (variable): =(expression) TO (expression) DO 

(statement); 

The FOR statement gives the variable following it all the 
values between the first expression and the second in turn and 

then executes the statement following the word DO. If more 

than one statement is needed the BEGIN-END construction 

must be used, with each of the statements being separated by 

semi colons. 
Our program to print all the integers between one and one 

hundred becomes: 

VAR 
H > INTEGER; 

BEGIN 
FOR H: =1 TO 100 DO WRITELN (H) 

END. 

The variable used is called the control variable. 

During the execution of a FOR loop you must never try 

and alter the value of the control variable, that is, it can be 

put on the right hand side of an assignment statement, but 

never on the left hand side. 
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to print out all the integers from one hundred 

ace the word TO with the word 

hundred as the first variable and one 

If we wished 

down to one, We repl 

DOWNTO, and put one 

as the second. 

This program prints all the letters of the alphabet: 

VAR 
LETTER : INTEGER; 

BEGIN 
FOR LETTER := 65 TO 90 DO WRITELN (CHR(LETTER)) 

END. 

This program prints out every other letter of the alphabet: 

VAR 
LETTER : INTEGER; 

BEGIN 
FOR LETTER := 1 T0 13 DO WRITELN (CHR(LETTER*2 + 63)) 

END. 

Some systems will not allow CHAR type variables to be 
control variables in FOR statements, so it is better not to use 
them as such, to ensure that those programs that you write will 
be transferable to as many systems as possible. 

Here are some more programs to demonstrate use of the 
FOR statement: 

a program prints the squares of all integers between 1 and 

VAR 
NUMBER : INTEGER: 

BEGIN 
a NUMBER := 1 TO 10 DO WRITELN (SOR(NUMBER)) 
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This one prints out all the integers between 1 and 10@ which 
are perfect squares: 

VAR 
NUMBER : INTEGER: 

BEGIN 
FOR NUMBER := 1 TO 100 DO 
BEGIN 

IF SQRT(NUMBER) = TRUNC(SORT(NUMBER)) 
THEN WRITELN (NUMBER) 

END 
END. 

This program prints out binary equivalent of any integer: 

VAR 

A,B,C : INTEGER; 

BEGIN 

WRITELN (‘ENTER A NUMBER LESS THAN 

256’); 
READLN (A); 

Coxe 126: 
FOR B:= 1TO8 DO 

BEGIN 

IF (A DIV C) 9 THEN WRITE(’1’) ELSE 

WRITE ('@’); 
IF (A DIV C) @ THEN A:=A-—C; 

CSeCDVv2 
END; 

WRITELN () (*MOVES TO A NEW LINE*) 

END. 

(*THE ELSE PART MEANS THAT THIS WILL 

NOT RUN ON MY COMPILER*) 
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example programs in this Chapter, you 

otatety ne - set exa
ctly how the FOR statement Is used. 

So far, due to the limited number
 of Pascal statements that 

we have covered, I have not suggested any 
exercises for you to 

do. To remedy that, here are a couple of tasks y
ou should find 

helpful to try. 

1. Write a program to print all the sines of angles from 19 

degrees to 90 degrees, in steps of 5 degrees. Remember that 

Pascal gives the sines of radians, not egrees. a . 

Use the fact that X degrees = X/57.29577951 radians. (ort 

2. Write a program print-out all the cubes between | and 

1000. A cube is a number multiplied by itself three times. For 

example: 2 cubed is 2*2*2 = 8, 3 cubed is 3*3*3 = 27 and 4 

cubed is 4*4*4 = 64 and 5 cubed is 5*5*5 = 125. 

All these programs will have to use FOR loops. 
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Chapter 8 
REPEAT UNTIL loops 

Imagine that you wished to write a program to square 

numbers entered by the user, and when the user enters 99 as 

the number to be squared, the program prints out the sum of 

all the numbers entered and then ends. 

There is no way, so far, to do this, because at the time of 

writing the program you don’t know how many numbers the 

user is going to enter. 

This is where the REPEAT — UNTIL construction comes 

in. 

It takes the form: 

REPEAT (dosomething) UNTIL (condition); 

If you need to put more than one statement between the 

words REPEAT and UNTIL, there is no need for the 

BEGIN—END construction, since REPEAT—UNTIL is 

defined as operating on more than one statement, but only 

put the semi colons between the statements, not after the 

word REPEAT, nor before the word UNTIL. 

The condition part is exactly the same as the condition part 

in an IF statement. 

This construction executes the statement(s) between 

REPEAT and UNTIL, wntil the condition after UNTIL is 

evaluated true. 

Two important points about this construction are: 
1. The statement(s) are always executed at least once, even 
if the condition is false. 
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De iin 

which is a Boolean ex 
one of the variables in the conditional expression, 

pression, are altered in the body of the 

REPEAT — UNTIL construction, and the expression is false 

to begin with, the loop will execute for ever, which is a pity, 

So here is the program outlined above, written using 

REPEAT — UNTIL: 

VAR 

NUMBER,SUM : INTEGER; 

BEGIN 

SUM := @; 
REPEAT 

READLN(NUMBER); 

SUM := SUM+NUMBER; 

WRITELN (NUMBER*NUMBER) 

UNTIL NUMBER = 99, 

WRITELN (‘SUM=’,SUM) 

END. 

(*THIS RUNS WITHOUT ALTERATION ON THE 

COMPILER*) 

As another example, here is a program which prints all the 
numbers between 1 and 50. 

32 

VAR 
NUMBER : INTEGER: 

BEGIN 
NUMBER := 1: 

- REPEAT 
WRITELN (NUMBER): 
NUMBER : = NUMBER +1 UNTIL NUMBER =51 

END. : 
(“THIS RUNS ON MY CO ACHR e One MPILER WITHOUT 



REPEAT—UNTIL is one of the most important 

constructions in Pascal, since it is this and the other ‘loop’ 

statements which are designed to do away with the BASIC 

statement GOTO, or its equivalent. 
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Chapter 9 

WHILE loops 

In the last chapter I discussed REPEAT—UNTIL, and 

mentioned that whatever the condition after the UNTIL 

statement, the statements between REPEAT and UNTIL are 

always executed. In a situation where the computer is 

monitoring some piece of equipment in a laboratory, it may 
be necessary to WRITE an error message if the machine is 

not functioning correctly,,or more realistically, sound a 
buzzer. A small section of code to achieve this, only utilising 

the statements so far covered, may look like this: 
REPEAT 

(* sound buzzer*) 

UNTIL NOERROR; 
NO ERROR is a Boolean variable, which is ‘true’ if the 

machine is functioning, or ‘false’ otherwise. 
If the machine were functioning, and the section of code is 

executed, the buzzer will sound once, until the UNTIL 
statement is reached. (Think about Ht.) 

Obviously this is no good; the machine is reported as faulty 
even when it is not. The WHILE ... DO construction takes 
over. 

The syntax of a WHILE statement looks like this: 
WHILE (condition) DO (statement); 
If more than one statement is to be used in the statement 
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section, BEGIN—END must be used, together with semi 

colons to separate the statements. 

The condition part is just a standard Boolean expression, 

but if it is evaluated to be false, the machine jumps to the end of 

the WHILE statement. If it is true, the statement(s) are 

executed until it is false. 

This program will not print anything at all, because the 

condition for a WHILE is false to begin with. 

VAR 

NUMBER : INTEGER; 

BEGIN 

NUMBER := 234; 

WHILE NUMBER = 233 DO 

BEGIN 

WRITELN (NUMBER) 

END 

END. 

(*THIS RUNS ON MY COMPILER WITHOUT 

MODIFICATION*) 

There is always difficulty in deciding whether to use a 

REPEAT or WHILE construction, but if you ‘code’ your 

program in English first, if it uses any kind of loop, you will 

find yourself saying either REPEAT or WHILE, so common 

sense is usually the best guide of which to use. 

If you really cannot decide, the only difference between the 

two is basically what happens if the loop should not be 

executed, the WHILE statement is sensible and does not 

execute, but the REPEAT construction carries on regardless. 

As an example this program prints out all the integers from 

one to ten, three times, once for each kind of loop. 

VAR 
A,B,C : INTEGER; 
BEGIN 
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EGR A: =1:TO 109 DO 

BEGIN 

WRITELN (A) 

END; 

Bie 1; 

REPEAT 

WRITELN (B); 

B:=B+1 

UNTIL B= 11; 

C= 1: 

WHILE C< 11 DO 

BEGIN 

WRITELN (C); 

C= C+ 1 

END 

END. 

36 



Chapter 10 
Arrays 

Most of the simple, and important, Pascal constructions 

have now been covered. This means that if you stopped 

reading this book now, you could write working programs to 

perform most tasks. 

For this reason, the rest of the Pascal language is 
inessential, but still important, embellishment. 

The reason why the ‘essentials’ are so few, and can be 

covered in such little space is that Pascal is a ‘sparce’ 
language. This means that only the bare minimum of 

framework is provided by the language itself; other 
statements/functions/variable types you may need have to be 

defined by the user. Thus the rest of this book only covers 

half as many ‘reserved words’ (i.e. words like REPEAT and 
IF) as the part which you have already read, but is much 

more important to the Pascal programmer. 

Here is the first of those embellishments, arrays of 

variables, which is a concept which should be familiar to 

anyone who programs in BASIC. 

An array is a series of variables, all with the same name, 

but with a number in brackets following the name, to 

differentiate which ‘element’ is being referred to. An array 

can be of any type, that is it can be composed of real or 

integer numbers, or even characters or Boolean variables. 

Arrays are declared in the VAR section of a program, like 

this: 
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VAR 
TEMPERATURE,HOTNESS: ARRAY [-100...100] OF REAL: 

TIME: ARRAY [20...40] OF INTEGER 

ALPHABET:ARRAY [1...26] OF CHAR; 

eIc., 

All elements of an array must be of the same type, and the 

‘index’ (that is the number in brackets, sometimes called a 

‘subscript’) must be an integer, or an integer variable. 

The example above uses square brackets in the declaration, 

some computers use other symbols, check your manual. 

The two numbers separated by three (sometimes two) 

periods (full stops) specify the maximum and minimum 

values of the subscript for the array. 

For the above example, the third declaration reserves 26 

variables of type CHAR, called ALPHABET [1] to 
ALPHABET [26]. 

All the subscripts must follow concurrently, that is you 

cannot define an array to have subscripts 2,4,6...20,22,24. In 

this example, it is easy to define the array 1...12 and then 
multiply any variables used to extract elements from the 
array by two. 

Arrays have many uses: 
1. If a series of numbers is to be input by a user of a 
program, it is not feasible to write a READ statement with 
over 1 variables, so a simple FOR statement linked to a 
single read statement can be used to input each element of the 
array. 
2.) 10 the same way, if a list of numbers (or letters) has to 
output, It is much more convenient to do so in a loop with an 
array. 

3. If any task has to be performed on a series of numbers or 
any other data it is often neater and easier to use arrays. If 
you ever access an array in a section of program which is not 
a loop, beware, It would almost certainly be easier to use 4 
normal variable. 
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Those who cannot see the point of arrays, it is sometimes 

helpful to consider an analogy such as a street of houses. The 
whole street has a name (the name of the array) but an 

individual house is known by both its number in the street and 

its street name. When the Avon lady goes down a street, she is, 

in effect, accessing our ‘street array’ by calling on each house, 

in some form of order, be it numerical order backwards or 

forwards. 

The sort of array so far considered can be likened to a list, 

for instance, a list of numbers. Often a table of rows and 

columns is more convenient to manage, for instance a ladder 

of scores in a squash league between three people could be 

represented in a table like this: 

Player 1 Player 2 Player 3 

Player 1 XXXXXXXX 3-4 5-2 

Player 2 6—4 XXXXXXXX 32-9 

Player 3 5=3 7-3 XXXXXXXX 

The same table can be stored by a Pascal program in exactly 

that form, with each element (in this case the difference 

between the scores registered by each of the two players) being 

accessed by two numbers, separated by commas, the row 

numbers and the column number. 

A two dimensional (as this sort of array is called, due to the 

presence of two indices) array can also be thought of as a 

matrix, for those that are mathematically minded. No 

commands are provided for multiplication with reference to 

complete matrices, although it would be relatively easy to 

design routines to carry out these operations. 

A two dimensional array is declared in much the same way as 

a one dimensional array, except that maximum and minimum 

values have to be specified for both indices, as follows: 

VAR 

SQUASHSCORES: ARRAY [—99...99, — 56...34] OF INTEGER; 

BEGIN etc. 
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Then an element of the above array can be accessed with a 

command of the form ‘WRITELN(SQUASHSCORES 

[99,23]);’, breaking as it does the rule of not accessing array 

elements outside a loop. ; 

As an extension of two and one dimensional arrays, Pascal 

provides 3, 4, 5 and sometimes greater dimensional arrays, in 

the same way as two dimensional arrays are themselves an 

extension of one dimensional arrays. 

I stated that one cannot perform multiplication on matrices 

as such, nor any other kind of arithmetic operation. These are 

however a few ways of manipulating arrays without having to 

consider each element separately. These are: 

1. One array of the same dimensions as another can be set 

equal to the other array by the use of a simple assignment 

statement, with just the names of the two arrays in it, and the 

subscripts and square brackets omitted. Note that to be able to 
do this you must ensure that the two arrays are of the same size, 
but the minimum and maximum values for each index can be 

different for the two matrices. For example: 

VAR 
A: ARRAY [1 ... 11,4... 14] OF INTEGER; 
B: ARRAY [8 ... 18,99 ... 189] OF INTEGER; 
SECS 

A:=B 

‘ ee but would not have been had the two matrices 
€en OF dilferent size or made u : 

variable. p of a different type of 

poe ae of this, and of normal assignments of the 
es ] := HI[77,897], if not all the indices in a simple 
ante assignment are specified, the computer extracts a 

“array using those indices provided and works on that 
instead. 

Thus the first row of ou tr column of squash scores could be a peer Py SOUASHSCORE | — 99] and could be set equal to 
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the second row with: SQUASHSCORE [-98] := 
SQUASHSCORES [ — 99] 

This can be extended to the point that with 
SQUASHSCORES being a three dimensional array, a two 
dimensional sub-array is being transferred, from one part of 

the major array to another, with the simple statement above. 

3. In Boolean expressions you can use arrays like any other 

variable, seeing if each element of one array is equal to the 
corresponding element of a different array just with the names 
of the two arrays and an equals sign. 
AND, OR, NOT, EXOR and the inequality signs can be 

applied to arrays, as long as they are of the correct type for the 
manipulation. Thus the Boolean connectives (AND, OR etc.) 

can only be applied to Boolean arrays. 
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Chapter 11 
The CASE statement 

An IF-THEN statement allows you to decide on two possible 

outcomes to an event. The CASE statement allows you to 

branch to more than two places as the result of an event. It 

takes the form: 

CASE NAME OF 

‘A’:do something; 

‘B’:do something; 

‘C’:do something; 

END; 

As before, the BEGIN-END construction must be used if 

more than one statement is required in the ‘do something’ 

sections of the above illustration. 

The variable NAME should contain any of the values 

before colons in the next section of code, and when a match 

is found, that ‘do something’ segment is executed, than 

execution goes to the statement after the END; statement. If 

no match is found, the computer will halt with an error 

message. 

The above program section is thus equivalent to: 
IF NAME =‘A’ THEN do something; 

IF NAME =‘B’ THEN do something; 
IF NAME =‘C’ THEN do something; 
The difference between the two is that in the second case, 

after NAME has been given the value ‘A’, the first IF 
statement will be found to be true, and the statements 
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following it will be executed. They may alter the value of 
NAME to be ‘B’ however, in which case the second IF 
statement will be found to be true, and consequently the 
statements following it will be executed, which could lead to 
problems. 

The CASE statement can be used with any type of variable, 
and the values before the colons should reflect the values you 
expect the variable to take. When using a real variable as the 
controlling variable, it is easy to misjudge the possible values, 
for this reason it is wise to TRUNCate the variable before it is 

used. 

Here is a trivial program to illustrate the use of the CASE 

statement: 

VAR 
ET TER : CHAR: 
BEGIN 
READLN (LETTER); 
CASE LETTER OF 
‘A’: WRITELN (‘YOU TYPED A’); 
‘B’: WRITELN (‘YOU TYPED B’); 
“C’: WRITELN (‘YOU TYPED C’); 
‘D': WRITELN (‘YOU TYPED D’) 

END. 
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Chapter 12 
The TYPE declaration 

I have freely used the word ‘type’ so far to mean INTEGER, 
REAL CHAR or BOOLEAN. These are types of variable 
that were specified by the person who defined Pascal. In fact, 
by using the TYPE statement it is possible to define your own 
type of variable. 

The TYPE statement takes the form of a new declaration 
section, before the VAR section of a program. Each TYPE 
takes the form of a name, with the usual rules of starting with 
a letter and only containing letters or digits, an equals sign 
and then the TYPE that that name represents. 

The TYPE that appears after the equals sign is something 
like the type that appears after the colon in a VAR 
declaration. So the following are all valid TYPE | 
declarations, with a VAR section included to show how the 
new types are used: 

NPE 
THINGY = REAL; 
MATRIX = ARRAY [@...10, 4...78] OF INTEGER; 

VAR 
HELLO : THINGY; 
GOODBYE : MATRIX; 
XMAS : THINGY; 

NEWYEAR : MATRIX; 
BEGIN etc. 

This example just saves some typing when you enter the 
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program, it achieves nothing we could not do before the TYPE 
statement came up. 

The TYPE statement just specifies that every variable of 
type ‘THINGY’ is in fact of type REAL and every variable of 

type ‘MATRIX’ is an array of two dimensions. _ 
Now, suppose you want to write a program which 

computes the number of hours in a week a worker is on strike. 
This particular striker strikes for a different time each day, 
depending on which day of the week it is. The program would 
have to look at each day of the week separately, and so some 
sort of loop from 1 to 7 would be required. 

Pascal goes one step further than that, it allows you to set up 
a loop of the form ‘FOR DAY: =MONDAY TO SUNDAY 
—... . 

To do this you first have to define a new type which allows a 
variable to take on any of the values MONDAY,TUESDAY, 
WEDNESDAY, THURSDAY, FRIDAY, SATURDAY or 
SUNDAY. A type declaration to do this would be: 
TYPE DAY OF WEEK = 

(MONDAY ,TUESDAY,WEDNESDAY,THURSDAY, 

FRIDAY,SATURDAY,SUNDAY); 

The statement is of the form: 
‘TYPE’ identifier ‘=’ brackets containing all elements of the 

new type. 

After this the VAR section of the program can include 

something like ‘VAR STRUCK:DAYOFWEEK;’, which will 

allow the variable STRUCK to take on the value of the name of 

any day of the week. 

The variable STRUCK can be used in Boolean expressions 

(IF STRUCK = MONDAY THEN etc.). 

Each of the possible values of STRUCK is givena number by 

the computer, either from @ to 6 or from L045 depending on 

the compiler. This means that the three standard functions 

ORD,SUCC and PRED can be used. ORD gives the ORDinal 

value of a DAYOFWEEK type variable, that is 

ORD(MONDAY) returns @ (or possibly 1) and 
ORD(SUNDAY) returns 6 (or possibly 7). 
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PRED and SUCC give the previous day and next day from 

the day they take as their operand, that is PRED(SUNDAY) 

gives SATURDAY and SUCC(MONDAY) gives TUESDAY. 

PRED(MONDAY) and SUCC(SUNDAY) are not defined and 

lead to an error. 

In a single TYPE statement you may need to define both a 

type called WEEK which takes values MONDAY...SUNDAY 

and another type WEEKDAY which takes values 

MONDAY...FRIDAY. The compiler will not allow this 

because an element (more than one in this case) appears in 

two separate types. The way around this is to define 

WEEKDAY to be a sort of subset of WEEK, called a 

‘subrange’. (The sort of type statement we are considering at 

the moment is called a scalar type, since each of the possible 

values is listed implicitly.) 

Using subrange types, the above example becomes: 
PYPE 

WEEK = (MON,TUE,WED,THU,FRI,SAT,SUN); 

WEEKDAY = MON ... FRI; 

Subranges are defined by two constants which must be of 

ihe Samie type. The constants may be —of type 

CHAR,INTEGER, or a ‘scalar’ type. You cannot make a 

subrange of type REAL. 

Any variable of a subrange type can only take on the values 

between the two constants, inclusive. 

A subrange can only have those operations carried out on it 

which can be carried out on its constants. 

One other point pertaining to user defined data types: If you 

define a scalar type, and then make a variable of that type and 
assign a value to it, for instance DAY: = MONDAY, when you 

print DAY, the computer will not print ‘MONDAY’ but it may 
print the ORDinal value of ‘MONDAY’, if not it grinds to a 
halt with an error message. 

The other related form of user defined variable type is the 
a 

A set is a group of related pieces of information, for example 

the set of letters of the alphabet is 
[A,B,C,D,E,F,G,H,1,J,K,L,M,N,O,P,Q,R,S,T,U,V,W,X, Y,Z] 
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While the set of letters in the word ‘ALPHABET? is 
[A,B,E,H,L,P,T] 

If all the ‘members’ of one set are also members of another, 
then the first set is included in the second. If we call the first set 
above ‘SET A’ and the second ‘SET B’, then set Bis included in 
set A, in Pascal notation this is A> =B. (This is read as ‘A 
contains B’). By the same token, B is contained by A, or, in 
Pascal notation, B< =A. 

The union of two sets is the set that contains all of the 
elements of both sets. Take two sets, C and D, where 
C=[1,2,3,4] and D=[4,5,6,7]. Then C union D (or in Pascal 
notation, C+ D) is [1,2,3,4,5,6,7]. 

The intersection of two sets is that set which contains all the 

elements in both sets. Then C intersection D (C*D) is [4]. 

The ‘relative union’ (opposite of union) of two sets is the set 

of all those elements of the first set which are not in the 

second. Thus C relative union D (C-D) is [1,2,3]. 

Sometimes you will come across a set which has no 

elements, the empty set. This is written as []. 
The final set operation is inclusion, ‘IN’. This operation 

gives a Boolean result. The form of this operation is element 

‘IN’ name of set, thus [2] IN C is true but [2] IN D is false. 

Every different set used in a program must be declared in the 

TYPE statement, like this: 

name of set ‘=’ ‘SET OF’ all possible elements, with square 

brackets around them 

For example : 

fie é 2 

DAY = SET OF 

(MONDAY,TUESDAY,WEDNESDAY ,THURSDAY, 

FRIDAY, SATURDAY,SUNDAY); 

VAR etc. 

Any variable later declared to be of type ‘DAY’ then 

becomes a set which can have up to 7 elements (MONDAY to 
SUNDAY). 

A set variable can be assigned to in the following way: 

variable name ‘: =’ expression. 
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The expression part is a mixture of other variable names, 

operators and literals, such as [MONDAY]. 
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Chapter 13 
User defined functions 

Earlier it was noted that the trigonometric functions found in 
all Pascal implementations took or gave all angles in radians, 
and not in degrees. It is easy to get around this by defining a 
new set of trig. functions which work in degrees, called, say, 
SIND,COSD,TAND and ATND, where D stands for 
‘degree’ and ATN for arctangent ‘etc.’ 
We accomplish this in the following way: 

(*possible type declaration goes here*) 
(*variable declaration section of program goes 

here*) 
FUNCTION SIND(X:REAL):REAL; 

VAR 

Z : REAL; 

BEGIN 

Z:= X/ 57.29578; 

SIND := SIN (Z) 
D: 

<a COSD(X:REAL):REAL; 
VAR 

Z : REAL; 

BEGIN 

Z:= X / 57.29578; 

COSD := COS (2) 
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END: 

FUNCTION TAND(X:REAL):REAL; 
VAR 

Z: REAL: 

BEGIN 
Z:= X/57.29578; 
TAND := SIN (Z) / COS (2) 

END; 

FUNCTION ATND(X:REAL):REAL; 
VAR 

Z: REAL; 
BEGIN 
Z:= ARCTAN (Xx); 
AIND = Z 7/-57.29578 

END; 

BEGIN 

(*and so on with the rest of the program*) 

The four function sections work in exactly the same way, so 
I will only consider the SIND function declaration. 

The function SIND will be called by including a line like ‘A 
>= SIND(23.45)’. Notice that it used in the same way as any 

other function—a number in brackets giving a result 
dependent on that number. 

Taking the function declaration line by line: 
(where the line ‘FUNCTION SIND(....’ is Line 1) 
Line 1: The word ‘FUNCTION’ tells the computer that the 

next few lines are a ‘function declaration’. 

The word after ‘FUNCTION’ is the name of the function. It 

follows the normal rules of identifiers, that is it can only 

contain letters and numbers, and must start with a letter. The 

brackets which come next contain the name of the variable that 
the function is acting on, and the type of that variable. When 

the function is later called, the computer substitutes the value 

in brackets from where it was called for the variable you 
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specify in the function declaration. The word REAL after the 
closing bracket defines the type of the result. 
Note the presence of the semi colon. 
Lines 2 & 3: declares a variable Z, which is a /ocal variable. This 
means that Z cannot be used outside the function declaration, 
unless it is declared in the program’s VAR section, in which 
case the variables are completely separate, and any changes to 
the value of Z outside, in the program do not affect the value of 
Z in a function. It’s not really very sensible to use the same 
variable inside and outside, in functions, as it is rather 
confusing. Also never alter the value of a variable from the 
main program, inside the function. 
Lines 4 to 7: This is the sub program which defines the 

function’s operation. The variable SIND is the name of the 

function, and is the value returned by the function. 

A function may, in fact, take more than one operand, that is 

more than one number is contained in the brackets of the 

function, separated by comma’s. 

The extra operands are specified by extra variable 

declarations in the brackets in the function heading. For 

example: 

FUNCTION MAX(X:REAL;L,M:INTEGER):REAL; 

Functions can also be ‘recursive’. This is a term describing a 

vastly over-rated programming trick. Basically, it means 

defining a function to be itself, that is the function itself 

appears in the function declaration. For example consider a 

function to work out the factorial of any number, where the 

factorial of ‘n’ is defined as being n*(n—1)*(@m—2)*...2*1. In 

addition, the factorial of @ is defined as being 1. Thus: (using 

the symbol ! to represent ‘factorial’). 

O!l=1 
1!=1%*0! 
Z2b=2* 14 
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n!=n*(n—1)! 

Here is a function declaration for FACTORIAL(N): 

FUNCTION FACTORIAL(N:INTEGER):INTEGER; 
BEGIN 
IF N=O THEN FACTORIAL:=1 ELSE FACTORIAL: =N*FACTORIAL 
END; 

Note that even though the function calls itself, it does so a 
finite number of times, because of the presence of the ‘IF’ 
statement. 

Most people will never use reeursion, outside of contrived 
problems that force you to use it. As one of these contrived 
problems, write a program, or rather, a function declaration, 
using recursion, to add up all the integers from 1 to 100. Use 
the property that the sum of integers up to n will be n+ (the 
sum of all the integers up to n—1), and that the sum of all 
integers up to 1 is 1. 

Another way of thinking of the process of recursion is to 
state that recursion is the ‘splitting of a process into simpler 
and simpler parts, until the process is trivial to carry out’. 
Using the example of summing all the integers from 1 to 100, 
we are reducing the problem into the trivial task of summing all 
integers from | to 1. 

It is always preferable to define functions to carry out 
complex operations, even if that operation is only carried out 
once, because even though you are not being saved any typing, 
when you come to look at the program later, it will mean much 
more to you to see a name than a string of hieroglyphics 
representing a formula. 

For example, the calculation used above to calculate degrees 
from radians is a fairly trivial one, but if that step of 
calculation came up in a long involved formula, you would 
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almost certainly have difficulty picking it out from the rest of 
the equation. 
Aim for the situation where every single assignment 

statement in your program is populated with function calls and 
variable names, so that not one figure or numerical operation 
occurs in it. This method of working will prevent you getting 
muddled, and will ease the process of finding and correcting 
errors in the program, since a complex equation occurring 
several times in a program would be a nuisance to correct in the 
event of an error, unless it was contained in a function 
declaration, where the equation would only have to be 
corrected once to remedy all occurrences of it in the entire 
program. 
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Chapter 14 

User defined procedures 

The last chapter was concerned with, effectively, 

constructing hibred functions to make up for those not 
supplied in the language, such as TAN(). 

Besides functions, the other main component of a program 

is the statement. Pascal also allows you to define hibred 

statements, called ‘procedures’. 

Procedures are defined in much the same way as functions, 

except they do not return a value as such, although they may 

alter the values of variables in the main program. In BASIC 

the equivalent of a procedure is the subroutine, the difference 

is that a subroutine in BASIC may only take as it’s 
parameters (operands) the variables that the programmer has 

decided. For example there is a subroutine in my compiler 

which will take all the leading spaces from A$. This 
subroutine cannot be used for extracting the leading spaces 

off B$ without copying B$ to A$, but a procedure in Pascal 
will allow you to use a statement of the form ‘STRIP(B$)’, 
except strings are not valid in Pascal. 

Here then is a sample procedure declaration, which will, 
whenever called, print the word ‘FEMUR’ the number of 
times that was the operand of the procedure. 

(*CONST SECTION GOES HERE*) 
(*TYPE DECLARATION GOES HERE*) 
(*“VAR DECLARATION GOES HERE*) 
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PROCEDURE FEMUR(TIMES:INTEGER); 
VAR 
COUNTER : INTEGER; 

BEGIN 

FOR COUNTER := 1 TO TIMES DO WRITELN (‘FEMUR’) 

END; 
(*FUNCTION DECLARATION GOES HERE") 

(*PROGRAM STARTS HERE*) 

A call to this procedure takes the form of ‘FEMUR(19)’, 

which will, in this case, write the word 1@ times. 

Again, a procedure may have any number of parameters, 

and if they are of different types, the procedure heading will 

look like this: 

PROCEDURE WHAT(A:REAL;B:INTEGER); 

The advice about making as many of your equations into 

functions that I gave earlier holds even more with procedures. 

This time, aim for a situation where the main program only 

accounts for 10% of the bulk of the whole program. In this 

way you will be able to write many, possibly trivial, 

procedures, which can be tested outside the environment in 

which they are finally to be used. 

The other reason for this approach is that most systems 

allow you to save sections of a program separately on cassette 

or disk, which can then be loaded back into the computer 

without disturbing whatever is in the computer at the time. 

Thus you can build up a library of procedures to carry out 

operations you may need again in other programs. 

That’s all there is to Pascal, apart from records and file 

handling which is beyond the scope of this book, due to the 

varied methods various computer manufacturers, and others, 

have seen fit to implement file handling. 
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Chapter 15 

The Pascal compiler 

The Pascal compiler presented here will convert most Pascal 

programs into an equivalent BASIC program. There are 

some limitations however: 

No user defined functions or procedures. 

No user defined data types. 

No sets. 

No arrays/matrices. 

No true integer arithmetic. 
No numerical output formatting. 

No file handling. 

No nested ‘IF-THEN’ statements. 

No more than one statement is allowed after the 

‘THEN’ section of an ‘IF’ statement. 
10. No spaces are allowed in expressions. Brackets can 

always be used to make up for this shortcoming. 
11. The layout of VAR and CONST sections of a program 

is crucial, see example program. 
12. The colon in a VAR section, the equals sign in a 
CONST section and the ‘:=’ symbols in an assignment 

statement must all be flanked by spaces. 
13. Very little syntax checking is carried out — you can write 

an incorrect Pascal program, and the compiler will not tell 

you, but the error routines in the BASIC interpreter which 

executes the compiled BASIC program should do. 
14. The compiler outputs to the screen only, so you need a 

oN AAR WN 
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screen editor to be able to execute the output BASIC. You do 
this by either pressing return over each line or by COPYing 
each line, as in the BBC computer. 
15. Nocase statement. 
16. Variable names are limited to those accepted by the 
version of BASIC you are using. 
The program was written and tested on a BBC Model B 

micro-computer, but only standard microsoft BASIC has 
been used throughout. 

Notice BEGIN and END are obligatory in WHILE and 
FOR loops. 
The area from lines 18 to 999 is left free for the data statements 
defining the Pascal program and for the BASIC program to 
reside in. It is suggested that lines 50@ to 999 are used for the 
data statements, since the output BASIC program is 
renumbered to reside from line 19 onwards. 
The compiler itself resides from lines 1000 to 4870. 
Each of the major routines is headed by at least three REM 

statements, mostly containing asterisks, detailing what that 

section does. The more obtuse routines are also REM’d line by 

line. 

To go through the program routine by routine: 

The routine starting at line 106@ makes space for the variables 

used in the Pascal program by dimensioning two string arrays, 

one NA$ will contain all the variables names and the other, 

TY$, contains all the variables’ types. NP is the counter which 

decides which element of NA$ and TY$ will be filled next. 

C3 is a variable used to make certain subroutines behave 

differently depending on from where they are called. It either 

has the value @ or 1. The routine then calls the subroutine at line 

124, which reads in the Pascal program to string array PAS. 

After printing a heading, space is set up in the string array BA$ 

to contain the BASIC program. Both the index of this DIM 

statement and the one at line 106@ will have to be changed for 

larger programs. The array which holds the Pascal program is 

dimensioned in the subroutine at line 1240. LI and LP are 

initialized to be one. They are the pointers into the BASIC and 

Pascal arrays, respectively. 
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Next the first sentence in the Pascal array is acted upon. The 

subroutine at line 148 just extracts the first word of A$, up to 

the first space (or, if C3 =1, up to the first opening bracket). 

Various routines are called in response to what that first word 

is, and if that word is illegal, an appropriate error message 1s 

output. All these routines will increment LP as much as 

necessary, and return to line 113@ for the next word to be 

compiled. 

The routine starting at line 1240 reads the Pascal program 

into PAS() until the word ‘END.’ is found, which is gauged to 

be the end of the program. Variable LE is set to the length of 

the program, in lines, but this variable is not actually used in 

this revision of the program. 

The routine at line 136@ takes all the leading spaces off A$, 

returning the residue in A$. 
The routine at line 1420 takes all the trailing spaces off A$, 

leaving the residue in A$. 
The routine at line 1480 splits A$ into two parts, that part 

before the first space(s) and that part after, the first part is 

returned in A$ and the second in B$. In addition, if variable C3 
is equal to one, an opening bracket is treated in the same way as 

a space. This feature is only used by the READ and WRITE 
routines, to make sure that it is not obligatory to leave a space 
before the opening brackets of their arguments. 

The routine at 1610 is the CONST routine, that is it is that 
section of code called by the section at line 106@ when the 
keyword CONST is found in a program. 

First it increments the Pascal pointer, past the word CONST 
(line 164) then the next Pascal sentence is copied into A$. 
Subroutine 1489 is called, which brings into A$ the line up to 
the first space, and the first space should be just before the 
equals sign, so A$ contains the name for that CONSTant, and 
B$ contains the equals sign onwards. 

It may not be an identifier however, it could be the beginning 
of the VAR section, or something. If so the program goes back 
to line 113 to deal with it. 

Otherwise the identifier is put into the current BASIC line, 
and into the list of variable names. The residue from the last 
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call to 1489 is then copied in to A$ and the routine called again, 
which cuts off the equals sign, which is followed by a space so 
that B$ contains the value to be assigned to this constant. It is 
then copied into A$. The possible semi-colon is cut off from 
A$, and a call to 1368 made, to cut off any spurious spaces at 
the beginning and a call to line 142@ to cut off any spurious 
spaces at the end of A$. The program then determines whether 
the type of the constant is CHAR, by looking to see if there are 
any quote signs in the value, and if so, it puts the word CHAR 
into the array of variable types. Then, again if it is a CHAR 
type, quotes are changed to double and a dollar sign is added. 
The pointer into NA$ and TY$ is then incremented in readiness 
for the next encounter with a variable. Then an equals sign and 
the value of the constant is added to the BASIC array, before 
the BASIC pointer is incremented. The routine then goes back 
to the start, repeatedly until an illegal identifier (CONSTant 
name) is found. 

The routine at line 186@ acts whenever a VAR section is 

encountered. The operation of this section is almost identical 
to that of the CONST section, except that nothing is put into 
the BASIC program, only into the table of variable names and 

types. Also, variable names are separated from their types by a 

colon, and not by an equals sign. 
The BEGIN section at line 2070 marks the beginning of the 

Pascal program proper, and refers to the BEGIN found at the 

beginning of every program, not to the BEGIN found at the 
beginning of a FOR or WHILE loop. 

The Pascal pointer is first incremented, and the flag E set to 

0. If Eis found to be one, it means that the program has come 

to an end, because ‘END.’ was encountered. The first 

statement after the BEGIN is then extracted at line 2120 and 
the three routines at 1480, 1360 and 1420 are called to extract 

the first word of this statement. This first word is copied into 
S$ and the routine at line 254@ called. This routine compiles all 

the statements. 

When this routine returns, the END flag is checked, and if 
the program has not ended, it goes back for a new statement to 

be compiled. If it has finished, the entire BASIC array is 
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printed out, and the compiler stops. This section will have to be 

changed by those who want to do more than just have the 

program printed out. For instance, APPLE or BBC owners 

can set up an EXEC file with the BASIC program in it, and get 

the computer to enter it into memory for them. If the output 

program is entered before the compiler, i.e. at line numbers 

less than 1000, it can be easily modified, and will run faster 

than if it was located above the compiler. 

The expression evaluator at line 2230 will convert any Pascal 

expression in A$ to an equivalent BASIC expression in A$. 

This means that all CHAR type variable names are 

supplemented by a dollar sign, and functions are 

converted — see 2478 to 2519. 

The section at line 2549 is the section that compiles any 

statement, where the statement is held in S$ and LP points to 

that statement in the Pascal array. 

First any semi colons are removed and then tests are made to 

S$ to determine what statement it is. The relevant routines are 

gone to, and if no match to a statement is found, it must be an 

assignment. In this case, S$ contains the variable name that the 

assignment assigns to. The GOSUB 4818 at line 2710 adds a 

dollar sign to the variable name if it is of type CHAR. 
The BASIC string is then updated to contain the variable 

name and an equals sign. The current Pascal line is then got 

into A$, and is manipulated until A$ only contains the 
expression to be evaluated, line 2800. The expression evaluator 

is then called, and the resulting expression added to the end of 

the current BASIC line. All pointers are then incremented, and 
the subroutine is returned from. 

Most of the following routines are called by the statement 
routine in response to what each statement is. 

The BEGIN routine at line 2860 refers to the BEGIN used 
inside programs, not the BEGIN used before every program, 
to show where it starts. 

Allit does is insert the words ‘REM BEGIN’ into the current 
BASIC line, and then increment all the pointers before 
returning. 

The “IF” routine at line 2939 is probably the most difficult 
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routine to understand in the entire program. It is however very 

well commented, so I suggest you study the REM statements. 

The REPEAT segment at line 3120 inserts the words ‘REM 

REPEAT?’ into the BASIC program, increments all pointers, 

and returns. 

The ‘WHILE’ segment at line 3190 evaluates the expression 

in the while statement, and inserts fwo lines into the BASIC 

array. The first takes the form ‘IF NOT (‘expression’) THEN 

GOTO’, where the line number is inserted later on, and the 

second takes the form ‘REM WHILE’. Then all pointers are 

incremented, the BASIC pointer by two, since two lines were 

inserted, and control returns to the calling segment. 

The ‘FOR’ segment at line 332@ changes the upper and 

lower limits to BASIC by calling the expression evaluator, and 

if ‘DOWNTO?’ is used adds ‘STEP — 1’ to the BASIC string. 

The ‘END’ segment at line 3569 does not mean the ‘END.’ 

found at the end of all Pascal programs, but the ‘END’ found at 

the end of FOR loops and WHILE loops. 

The ‘END’ statement section first has to decide whether this 

‘END’ statement belongs to a ‘WHILE’ loop or a FOR loop. It 

does this by looping backwards through the BASIC program 

and incrementing a variable (EN) whenever ‘REM END’ is 

encountered and decrementing it whenever ‘REM BEGIN’ is 

encountered. Thus if ‘REM BEGIN’ is ever encountered when 

EN is equal to it’s initial value that is the BEGIN statement 

which matches the current END loop. If the statement before 

this BEGIN is a FOR statement, the program jumps to line 

3730, and if it is ‘REM WHILE’ the program jumps to line 

3780. If it is not either of these, an error message is output. 

In the case of FOR, the current BASIC line is set to 

‘NEXT’ and the next BASIC line is set to ‘REM END’, so 

that if another loop is come across, the mechanism for 

matching ‘BEGIN’s works. Then all pointers are incre- 

mented as necessary and the program RETURNS. In the case of 

a ‘WHILE’ loop, the BASIC line before the ‘REM BEGIN’ 

(which is an ‘IF’ statement) has the line number of the current 

line plus ten inserted after the word GOTO. Thecurrent BASIC 

line is set to ‘GOTO (the line before the “REM BEGIN’)’. The 

next BASIC line is set to ‘REM END’ as in the ‘FOR’ section. 
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Then all pointers are incremented as necessary, and the pro- 

gram returns. 

The ‘UNTIL’ segment at line 3849 translates the expression 

following the word ‘UNTIL’ and incorporates it into the 

BASIC program as follows: 
‘IF NOT (expression) THEN GOTO’ 

Then the program searches back for a matching ‘REPEAT’ 
statement, in the same way as the ‘END’ statement looks back 

for a ‘BEGIN’. 

When it’s found the ‘REM REPEAT?” statement, it sets the 

end of the current BASIC line to be the line number of that line. 

Then all pointers are incremented, and the routine returns. 
The READ segment at line 4070 gives an error message if 

‘READ’ was used, since ‘READ’ does not have a 

corresponding BASIC statement, but READLN does. 
This section replaces the word ‘READLN’ with ‘INPUT’ 

and checks dll variables to see if they are CHAR type, and if so 

adds a dollar sign. It also sets C3 to 1, so that you don’t need a 

space before the READLN statement’s brackets. 

The WRITE/LN part works in the same way as the READ 
section, except that it also calls the expression evaluator, so 

that WRITE can also print results directly. 
The END. segment at line 475@ sets the end flag (E) to 1, to 

signify the end of the program, and adds the word ‘END’ to the 

BASIC program. 
The subroutine at line 481 adds a dollar sign to the end of 

the variable in S$ if it is necessary, and then returns. 
The program is exceptionally well commented, and anyone 

with a working knowledge of BASIC should have absolutely 
no difficulty working out it’s operation. Being able to 
understand this program also gives you an invaluable insight 
into Pascal as well. 
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Here is a full description of the facilities offered by the 

current version of the compiler: 
RESERVED WORDS: 
AND — Only allowed if your version of BASIC allows it. 

BEGIN — Used to show where a program starts, and where 

WHILE and FOR loops start. 

CONST — Used to define CONSTants. In fact the compiler 

allows you to change the values of CONSTants! 

DIV —Integer division. Only allowed on the BBC version, 

where DIV is valid BASIC anyway. 

DO- Used as part of FOR and WHILE loops. 
DOWNTO — Used in FOR loops. 
ELSE — Not allowed. 

END — Shows end of program and end of FOR and WHILE 

loops. 

FOR — Used as part of FOR loop. 

IF — Part of IF statement. 

MOD -— Only allowed on the BBC version, where MOD is valid 

anyway. 
NOT — Only allowed if your version of BASIC allows it. 

OR — Only allowed if your version of BASIC allows it. 

REPEAT — Part of REPEAT — UNTIL loop. 
THEN -— Part of IF statement. 

TO — Part of FOR loop. 
UNTIL — Part of REPEAT — UNTIL loop. 

VAR—Defines start of variable declaration section of 

program. 
WHILE — part of WHILE loop. 

Standard constants: 

FALSE 
TRUE 
Standard types: 
INTEGER 
BOOLEAN 

REAL 
CHAR 
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Standard functions: 

ABS 
ARCTAN 

CHR 

COS 

EXP 

LN 
ODD 

ORD 

PRED 

ROUND 

SIN 
SQR 
SQRT 

SUCC 

TRUNC 

Plus there are a few features of Pascal not implemented 

which won’t be obvious from the above tables: 

An IF statement may only be followed by one statement, and 

the rest of the points outlined at the start of the chapter. 
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MEX TY TS NOY MENTIONED IN THE 

KKK EUT EASTIC COMMANDS CAN BE 

1054 KEM xxx ARE FRECEDED BY AN ASTERIS 
K AND 
LOSS 

E KX 
1056 

A SF 
REM 

REM 
HICS *** 

1957 
1058 
1059 
1040 
1070 
107% 
1080 

eK 

1090 

66 

REM 
REM 
REM 
DIM 
NF 1 
C3=0 

ACE KKK 

KAK THYS ALLOWS YOU TO USE FIL 

KX HANDLING COMMANDS AND GRAF 

***K COMMANDS IN PASCAL «xx 
*XKK SEE EXAMPLE FROGRAM *xXxX 
OOOO OCI OOO IOK ICICI KC ACKCK IK 

NA$(30),TY$¢30) 

GOSUB 1240 ¢ REM xxx GET FASCAL * 

PRINTS PRINTS PRINTIPRINT" -- BASIC 
demote) 4 eT 
1100 DIM BA#(60) ¢ REM *xx MAKE SFACE F 

OR BASTC «xx 



1101 REM xxx DEFINE FUN CTIONS «xx 1102 BASCLI="DEF FNODCX)=€ (X—INTOX/2) a2 
2 1 Tide 

1103 BA$(2)="DEF 
1104 BAS$(3)="DEF 

1105 BAS C4} ="DEF FNROCX)@INTOX+0.35)" 
L104 BAS CS 2="DEF FNSOOX de xXKX" 
£110 LEe4 3 REM Xxx CURRENT BAST 

C LINE IN ARRAY x¥x 
1120 LPs > REM &** CURRENT FAS 

CAL LINE xxx 

1130 FPS=FPAS(LP) $ REM xxx GET PASCAL L 
TNE X®®xX 

L140 Ag=F Ss 

11350 GOSUB 1480 ¢ REM xxx GET FIRST WO 
RD OF FASCAL LINE xxx 

1160 IF Atg="CONST" THEN GOTO 16190 
REPU RE CASH "TIFE® THEN FRINT “ERRGRo eR 

o structured types! "ISTOrF 

Li80 TF Ag="VYAR" THEN GOTO 18640 
1190 IF AsS="PROCEDURE" THEN FRINT SERRO 

R - No procedures! "i STOrF 

1200 TF Ag="FUNCTION' THEN FRINT "ERROR 

~ No functions! "i STOr 

1210 IF As="BECGIN" THEN GOTO 2070 

12270 IF As="FROGRAM' THEN PRINT "ERROR 

~ “prpoagram’ mat needed! "SSTOr 

1230 FRINT "ERROR - ZT dom’t recognize ° 

7 Gt ee Biome BOM Go) as 

1240 REM 000303 OOK HOC ORR BOCA OR RCH 

YORK KOKO KK 

1250 REM «wee READ IN FASCAL, TO FAB CX) 

OK K 
17260 REM ORC OK 

YOK KOKO KIO 

1770 FRINTIPERINTIPRINTS PRINT" ~~ - FAS TAL 

moe EP ROTNT 

1280 DIM FASC4O) 

1290 LE=1 
1300 READ Ast 
1310 FRINT.A 

—_ 

PNER OX) @X=1" 
PNGU CX) Xt" 
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13270 FAS(LE)=AS ; eS 
1320 IF AS="END." THEN RETURN 

1340 LE=LE+i1 

1350 GOTO 1300 

1240 REM YOO OOK OOO ICIOK OK IO A OK CCE OK OK 

HOR KOK KKK 
oe, ee o oe gees 

1370 REM *xx*x TAKE LEADING SPACES OFF A 

$ OK KX 

1280 REM 3k CIOIOK KIO CHOIR IC OR OK KOK 

KOK KOK KOK KOK 

4990 TE LEN(AS)=0 OR Age" * THEN RETURN 

7400 TE LEFTStAt, tye?" THEN A$=eM TO At 

2) tCOTO 1390 

L410 RETURN 

1470 REM OOOO OIOOK ACO CO OK OK 

KAO KOK OK OK 

1430 REM «xxx TAKE TRATLING SPACES OFF 

At * KKK 

4440 FEM KKK OOK KOK OK IE OK OK 

KOKO OK OKOK 

1450 IF LENCA$)=0 OR AtS=" " THEN RETURN 

14460 IF RIGHT#¢A$,1)=" " THEN AS$=LEF T#¢ 

AG,LENCA$I-1IIGOTO 1450 

1470 RETURN 

TAS O FEM ACO KOK OOK OE OKO OK KOK KK KOK KK 

KOKO OK IOK OK 

1490 REM *x*x*x GET FIRST WORD OF At, IN 
A KOKO 

1500 REM *xX*x*x REST OF WORD IN &¢ 
OK KOK 

TS10 REM 20K OK OOOO IO IOIOK 
KOKORO OK 

1520 GOSUE 1360 

1230 WO¢="" 

1540 TF Ag=""" THEN GOSUE 1360tk¢=A¢ia¢= 
WO RETURN 

1550 STé#=LEFT&CA$,1) 

1260 TF ST$="" " THEN GOSUE 1340thé<Asia 
$=WOE TRE TURN 

1561 TF C3=1 AND ST#="(" THEN GOSUE 1364 
AIE$=AFIAS=“WOSTRETURN 
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1570 WO$=WO$+ST4 

1580 ITF LENCA$) =1 THEN Ag="°"tGOTO 1540 

1IS90 AS=MIDS (AS, 2) 

1400 GOTO 1550 

1410 REM OOOO KKK KKK 

14620 KEM x*x* CONST KOK OK 

T4930 REM oO OOKKOK KK KOK 

14640 LFeLPE+Li REM xxx TNCOREMENT PASCAL F 
QINTER *x*X 

L450 ABEFASTLPRIREM KK COLLECT NEXT FA 

SCAL LINE «xx 

1440 GOSUB T4800 REM Kxx GET TDENTIFIER 

ORK 

1470 REM *xx TF NOT AN IDENTIFIER, RETU 

RN KX 

16480 IF Ag="BEGIN" OR Abe" CONST" OR A= 

MARY: THEN COTO 1130 

1490 TF A¢2"FROCEDURE' OF Ate "FUNCTION" 

OF At="TYFE™ THEN GOTO 1130 

1700 BASCLT ASS REM xex FUT IDENTIFIER 

TN EASTC 4x 

1710 NASCNF) =AS?REM xxx AND IN VAR. TAB 

LE aM 

1770 A$=ESIREM xxx GET EQUALS SIGN xxx 

1730 GOSUE 1480 

1740 AS=ESTREM «xxx GET TYPE FOR TDENT IF 

TER KX 

1750 IF RIGHT#(A$,1)22"5" THEN A$oLEF T # ¢ 

A$, LENCA$I-LISREM RRR NO SEMI COLON xx 

1740 GOSUB 1360fREM **x REMOVE SPURTOUS 

SFACES XX 

1770 GOSUE 1429 5 

1780 TF Der Tei Ae. ide! CBE TY CNP eC 

HAR iE ah nipacher sted 
1790 REM «xx TF & CHAR TYPE, ADD QUOTES 

NO DOLLAR SIGN *#* 

a8 ar LEFTS(AG,1).2"°" THEN EASCLT)=BA 

ges 

ene = LEFT& (A$, 1.80" THEN A$B@ CHR C34 

JEMID$ (AS, 2, LEN (AS) 2 4+CHRE COA 

1820 NP=NF +d 
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825 GOSUB 2230 wep “ad 
eds AS (LI) =BAS(LI) +7" +A SREM AK UPD 

ZASTC **X ee 
Ren ok ca aRen KX NEXT GASTC LINE xx 

K 
$4850 GOTO 1640tREM xx* GO BACK FOR MORE 

** XK 
18460 REM 20K OKO OK KOK KK 

1870 REM xxx VAR ial 
1880 REM 200K CICK OK 

1990 LP=LP+i$ REM xxx INCREMEMT PASCAL 

FOINTER «xX 
1900 A$=FASCLE IREM *** GET FASCAL LINE 

KKK 

1910 GOSUE 1480?REM xxx GET VARTABLE NA 

ME XXX 

1920 IF AgS="FROCEDURE" OR Ag="BEGIN" OR 

A¢t="TYRE" OR A$="FROGRAM" THEN GOTO Lis 

0 
1930 IF Ag$="FUNCTION" OR A$="CONST" THE 

N GOTO 1130 
1940 GOSUE 13460°GOSUEB 1420 
1950 NASCNFD=AS4REM XXX SAVE NAME KxXK 
19460 AS=E4 
1970 GOSUE 1480 
1980 A$=E4 
1990 GOSUE 1480 
2000 GOSUE 1360 
2010 GOSUB 1420 
2020 IF RIGHT&(A$,1)="3" THEN AS=LEF TS ( 

AG ,LENCA$B)-LISREM *kxX NO SEMI COLON **x 
2030 GOSUE 1360?GOSUB 1420 
2040 TY$(NF)=AS 
2050 NF=NF +1 
2060 GOTO 1890 
2070 REM OOK OOOIOKKOK OOK 
2080 REM Xxx EEGIN KK 
2090 REM 0K OOOO OOK OKKOXK 
2100 LFeLP+d 
Z110 E=0 
2120 AS=FASCLEF) 
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RJ PIP NDP 

Bt 

in 4 fk 

4 

Sa 2 aah poet. oo => mE PZ PI PIP PI PE PI BS 

ed hw} PI PI PS 2300 
360 
rake 
Bonu 
PRG IC | 
PAL 
rp my 

2360 
2a 0 

2380 

2370 
2400 
2410 

24260 
2430 

2440 
2451 

2460 
247 0 

£47 i 
a7 2 
2473 
2474 
2473 

GOSUE 14 

GOSUE Ly 
GOSUEB j- 

S th = & 
BOSUE 2546 
ITF E>. THEN GoTo 2110 
FOR T= TO LL | 
PRINT Txi03" “teagscts 
NEXT 7 
ENTS 
REM SER ROK OK OK ROE BORK OK 
REM Xxx EXFRESS TON HHH 
nee OK pecan AK 

Wie ae 
ST 1 

S#=MTD$ (AG, ST,1) 
IF Sé>2"A" AND S$<="7" THEN GOTO 2 

IF $$=2"7" THEN S#=eCHhé (34) 
Wi hWl+ Sf 
ST=ST+1 

JF STSLEN CAE) THEN At=WS S RETURN 
GOTO 2290 

LF USTSFLEN CGS? THEN GOTO -2440 
Kis o 18 tt 

S fs MITER EAR COREL) 
Ee te a eS a THER GOT: 2440 
Kh=X$+S 4 
ST=ST +i. 
TF STSLEN(CA$) THEN GOTO 2440 

GOTO 2380 
5 sh = X th 
GOSUE 4810 

K $$ 

TF X$="GROTAN' THEN X#=" ATH” 

TE X¥$="0DD" THEN X#="FNOD" 

TF X$="FRED" THEN X$="FNFER" 

TF X$="SUCC" THEN X#="FNSU" 

TF X#="ROUND' THEN 4#="F NRO” 

TF X¢$="SQR" THEN X#2"FNSQ" 
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Zu7 0 
2380 

TF X$="TRUNC" THEN X$="INT" 

IF X$="CHR" THEN X$="CHRS" 

TF X$="ORD" THEN X$="ASC™ 

IF X$="SQRT" THEN X$="SQR" 

TF X$="FALSE" THEN 4$2"0"SREM INSE 

THE QUOTES WHATEVER YOUR 

REM COMFUTER OUTFUTS TO “FRINT (3= 

TF X$="TRUE" THEN X#2"~ 2" SRKEM INSE 

THE QUOTES WHATEVER YOUR 

REM COMPUTER OQUTFUTS TO “PRINT (2= 

We=Wh+%$ 

GOTO 22976 
BEES M KOKORO SOK KK 

REM **xk STATEMENT x™*x 

REM 000K OK K 9OKOKOK OK 

REM **™ STATEMENT -~ HELD IN 54 «xx 

IF RIGHT#(S#,1)="3" THEN S$=LEFTS ¢ 
S$,LEN(S$)-1) 
2590 
2600 
2610 
2620 
2430 
24640 
2650 
2660 

70 
2661 

400 
2662 
2663 
2664 
2665 
2666 
2667 

2668 
2680 
ZE9D 

TF S#="BEGIN"' THEN GOTO 2840 
AP S27 Er" THEN- GOTO 2930 
IF S$="REPEAT" THEN GOTO 3120 
IF Sé="WHILE” THEN GOTO 3190 
TF S$="FO0R" THEN GOTO 3320 
oF Se="ERD" THEN GOTO 3560 
IF S#="UNTIL" THEN GOTO 3840 
IF LEFT&(Sé,4.="READ" THEN GOTO 40 

IF LEFT&S(S%,5)="WRITE" THEN GOTO 4 

IF S#<>""" THEN GOTO 2480 
At=PAS CLE) 
GOSUE 1480 
BAt (LL) Eg 
LIL I+d 
LPL P+ A 
RETURN 
IF Sé="END." THEN GOTO 4750 
REM xxx S& IS NOW NOT ANYTHING GEV 

TOUS **K 
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2700 KEM XXX CAN ONLY BE AN EXFRESSTION 
OR A FROCEDURE CALL xxx 
2710 GOSUE 48103REM xxx GET FOSSIBLE po 

LL. Aa Fe 
2/20 BACLT) =S$4" = 0 
e730 AS=FABLLP 
2/740 GOSUB 1480 

2/0 Ate 

2/60 GOSUE L490 
a? 7) Abb 
2/80 TF RIGHTE# (A$, LI="5° THEN AG=LEFT¢ ¢ 

At» LEN CAB IL) 
2/90 GOSUE 1360 
23900 GOSUE 1426 

2o4.0° LOSUE 2230 

2620 BASCLTDHBABCLID+Aad 

coat Lalit 

2940 LPolLr+d 

2950 RETURN 

29460 REM [000K OOK FOKIOKCAOK KKK KK 
2970 REM xxx BEGIN KK 
2690 REM OOOO ORK KOR OK KOK 
2090 BACLT = "REM BEGIN" 
27 Leeli+1 
£74 LSC d 

29720 RETURN 
27 G0 REM OKOKER WOK KK KKK XK 

2740 KEM xxx IF HK K 
C9350 REM 2K OK OKO OK OR OK OK 

2960 Peer Atet LY TRE iid 0 wc oa res eee ree 

COPY CURRENT FASCAL LINE 
ee? 2 COSUB- 14IBiREN< Ce ees 6 6 oe RS Pees 

Berit it *- FART 
2980 AS@=ESIREMs cine Fee eee cee er ee ee Fae 

COFY REST _T0: As 

2790 GOBUS 4AD0 CREM, 646s oe ee we BE ee 

*+OTKIF OFF EXPRESSION 

S000 GOSUB ZZS0TREMs ii acc des aes even vente 
“EVALUATE EXPRESSTON 
3010 BAS(LT="IF "+Ag+" THEN "TREMe ce ee 

-PUT INTO BASIC 

* 

> 

> 
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3020 
SAVE. 
3030 
‘THEN 
3040 
STRIF 
3050 
2040 
3070 
2080 
3090 
3100 
3110 
S120 
S130 
3140 
3120 
3160 
3170 
3180 
3190 
3200 
3210 
2220 
WOK 

3230 
WOK XK 

3240 
3250 

IN At 
3260 
3270 

22d 
3299 
3300 
3319 
3320 
3330 
3340 
3350 
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> 

> 

> 

WAk=BASCLIDIREMe ee ee eee eee eee eters 

BASIC LINE SO FAR 

MAbeBEIREMs. eo eee eee ore eee eee eee eete 

’ ONWARDS IN At 

GCOSUE L4ASOIKREMe cer eee rer ereeereeees 

OFF ‘THEN’ 

FAS CLE) = Et & 

Ass Eb 

GOSUE 1490 

Shs Ab 

GOSUB 2540 
BASCLIE-LI=WS$4+BAGELT- 1) 

RE TURN 
REM NOXOKOHOK OK KCK HOO OK ACK HOKE 

REM **X¥ REPEAT OK IK 

REM OOO ROOK OK KK FORDE OKOK OOK 

BASCL T=" REM RERFEAT" 

Loeb T+ 4 

LLP 
RE TURN 

REM OKO OOK OKO XO KOK 

REM OOK WHILE KK 
REM OOK OOK AO IOK OOK KORE CKO KOK 
AS=PABCLEXUIREM xxx GET FASCAL LINE 

GOSUB L480SREM xxx EXTRACT “WHILE? 

Ag Eb 
GOSUE L4803REM *xx GET EXFPRESSTON 
HOK 

GOSUE 2230°REM *** EVGLUATE AS KX 
BAP(LD=°TF NOTC'+As4") THEN GOTO 

BAS(LT+1)="REM WHILE" 
Lh Te 2 
ad Oo 
RE TUPN 
POEM OOOO OO GOK IOI OK KOK 
REM KEK FOR 7K OOK 
REM FCO OOK OK IOI OK KOK KOK OK 
Ab=sP AS CLP SREM KKK GET CURRENT LIN 



ee, ee 

2360 GOSUBLASOTREM xxx EXTRACT “FOR’ »x 
* 

Sa70 Ata s$ 

33930 GOSUE L4AS80°REM xxx EXTRACT CONTROL 

VARTABLE %*x®x 

3390 BACLT ="FOR "+Aget =e" DREM OOK UFDA 
TE EASTC *xxX 

3400 A¢=E4 

S410 GOSUE L4802REM Kee EXTRACT EQUALS 
STGN «xX 

S420 Adek 

3430 GOSUE LT4802REM *xXx EXTRACT LOWER L 

IMIT «xx 

3440 GOSUB ZES07REM, xx EVALUATE LOWER 

LIMIT **x 

3450 BAEC LT HBAECL TD +A$4e° TO " 

3440 A= Es 

3470 GOSUE LASOIREM KKK EXTRACT “TQ’77D 

QWNTO’ xem 

3480 SBt=A$ 

3490 At=k 
S290 GOSUE L48O0fREM «xx EXTRACT URFFER L. 

TMLT «xx 

3510 GOSUE 22Z30fKEM «xxx EVALUATI TT *xx 

35270 BACLT BACLT) +A% 

2530 TF S8¢="DOWNTO" THEN BACLT) =BAS CL 

et Sir «2 

3840 LPsLP+lihtel t+. 

S580 RETURN 
S520 RUEM OOO OOOO KOKO IO OK 

3570 REM *e* TEND KKM 

BECO REM OK OOO OK KOKO AOAC KK NOK 

3590 EN=0 

3400 BAS LT 4 

2410 REM ***x FIND MATCHING BEGIN &XxX 

3470 TE BA$( BA) = "REM BEGIN" AND EN=0 TH 

EN GOTO 3480 

32630 TF BAS(CBRAD="REM BEGIN" THEN EN=EN- 

i 

34640 TF BAS(BA="REM END" THEN EN®EN+1 
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3650 BA=BA~1 ; GOTO 3620 

Ow ar BAS Q THE N “2 BOs Serres 5 4 

as PRINT “ERROR ‘BEGIN~ -END’ GONE WRON 

Bt Pt TS TOr 

3480 Ag=BASCBA~12 Ween & 
3490 GOSUE L480tREM *xx¥ Ad xP TRSY WORD ks 

Te eee en cate 
8710 TF RBASCRA-1)= a a JTLE" THEN COTO 

3780 

3720 GOTO 3470 

S730 BASEL ="NEXT" 

3740 BASCLT+tlo="REM ERD" 

wpe Leite 

$760 LPSLPsi 

3770 RETURN 

S730 BAS CBA-S) bat bag ee EN) 

See GAStL TP] "CUTU “+5TREC aba 2d R10) 

S00 BARCLT+ Lae" REM EAD" 

SEG ae Lelie 

S820 LFS LP] 

3830 RESTHRN 
SBA REM KO WONO RO HORONCHE HCOOH HE XC HOOK 

S8SG REM eax UNTIL HOOK 
SSS0 FEM OOK OOO 2K SOOKE HE 
3870 AS=FASCLPIIREM EY GET PASCAL LINE 
OK XK 

S980 GOSUB 1489 
3890 REM ¥xxES NOW CONTAINS EAFRESS TON 

OK 

S900 As=f4 

S905 IF RIGHT# CAR, Let ge THEN 
At, LENCAB)~1) 
S910 GOSUB 22303REM xe EVALUATE 

STON **KX 

S920 BASCLD e"TE NOT OUeagee 
"SREM XXX UPDATE BAGTC xxx 

£2) M e a a +X HOW SEARCH BACK FOR “REPEA 

S40 BA=LT 

3950 RE=0 
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S¢40 TF BAG CBAI= REM REPEAT" AND RE=0 T 
HEN GOTO 4020 

S970 TF BASCBA)="REM UNTIL" THEN RES RE + 
4 

S980 Tr BASCBAI="REM REPEAT" THEN RE=&RE 

3990 EA=EA-1 

4000 TF ASO THEN GOTO 3960 

4010 FRINT "ERROR - REPEAT LOOF FATLED! 
Ie OL 

S020 BASCLTP=BASCLTI+STRE CRAKIO) 

“#030 BAS{LIt1 2 ]="REM. UNTIL" 

4040 Lt Lt+2 

SOO LPS Pat 

$060 RETURN 

SO7 0 REM 26K0K KKK ORR KOK OKO OK OK OKOK 

4080 REM *#*x READ OK MK 

SO090 REM 200K OK OKO OKOK OK OK KOK 

4100 JF S#="READ" THEN PRINT “ERROR - N 

CL REBD ARLDAED! Lib ser or 

Sii0 At=F ATL D SREM KX GET F 

ASCAL LIME «xx 

S113 £333 

Si2ZoGOsSukb 1L4e0 {REM Kx GET AR 

GUMENT *x®X 

4125 Cg=0 

Si S0A8=b$ {REM K¥* GET RE 

ADY FOR SPACES xx 

$140GOSlb 1366 tREM *EX GET RI 

D OF LEADING & TRATLING SPACES X**x* 

41iS0GOSUE 1420 

41600F RIGHTS OAS, 1)22"3" THEN A$=LEFTSCA 

$,LEN(AK)-LItREM «xxx NO SEMICOLON «xx 

4170GCOSUE 13646 

S4180CGOSUE 1426 

4SA90TF LEFT& (Ad, 1l)="C° THEN A$=MIDS CAS > 

2) tREM **x* NO LEFT BRACKET xx 

4°000F RIGHTé (A$, 1)2=")" THEN AbELEF TCA 

$,LENCA$I-1LISREM xxx NO RIGHT BRACKET 

4Z10GOSUE 1369 

A? ZO0GOSUE 1420 
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AOR REM «KK AF CONTAINS ARG+s 

TS OR SEMI-COLON *x* 
4240 E $2 St 3 
42m icad (1) =" INPUT 

AEt NSS aN 
oy pe gt rr . 

47901 ST=LEN(AS) THEN GOTO 42340 

429 0D$=MIDS(AG, ST, 1) ; 
A390 0TF Dbe"," THEN GOTU 4340 

4310S$=S$+D% 

43205T#ST+1 
43G0G0TOQ 4260 
4340G0SUB 4810 
4350ST=sT+1 
4360 BAb (LT =BAt CLD +52 

NO BRACKE 

4370 LF STSLEN(AS) THEN LP@LP+iiLT@L t+ 
TRETURN 

43R OG AK CLTP=BARCLOD D+," 

AS9RG0TO 42270 

AAO GL REEL KOK KOKO KOO KK OK OM 

4410 REM KeR WRITE HK MK 

ALAR REE MEK HCO OOK OOO OK KOKO 

4430 Ab=FAB CLE) REM *KK GET 

ASCAL LINE xxx 

aE AC a Tt 

4445 GOSUE 1480 SREM #%*%* GET 

RGUMENT xx 

F445, C320 

S4Pt ebeo Ee TREM *RK GET 

EADY FOR SPACES «xx 

44460 GCOSUE 1340 sREM KK*X GET 
TD OF LEADING & TRATLING SFACES «Kx 
4470 GOSUE. 14290 

F 

FY 

Fe 

FR 

4420 TF RIGHTE CAS, L="5" THEN AS=LEFT¢ ( 
At, LEN CA$I-T)SREM xxx NO SEMICOLON xxex 
$499 -COS08: 1340 
4590 GOSUB 1426 
4010 TF LEFTS& CAG, 1="(" THEN Ag=MIDS C4$ 
(Z)TREM *KK NO LEFT BRACKET 00x 
4520 ITF RIGHT& (Ab, 1 >= "9" Treg AG=LEF Th ¢ 

SE,LENCA$I~LIIREM &** NO RICHT BRACKET 
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4530 GOSUE 1360 
4540 GOSUE 1420 

ETS OR SEMI-COLON xxx fide Mie ge 
4560 Et=S¢ 
4570 BAS(LD)="PRINT © 
4580 ST=1 
4590 Sgen" 
$600 IF STSLENCA$) AND MIDS(AG,ST=1,1)= 

"/" THEN GOTO 4480 
4401 IF STSLENCAS) THEN GOTO 4670 
4610 D&=MIDG (A$, ST, 1) 
4615 IF MID$(A$,ST-1,1)="/" AND Deen," 

THEN GOTO 4480 
4620 IF De="," THEN GOTO 4470 
4430 IF Dé="/" THEN Dé=CHRS (34) 
4640 Ste St+D$ 
4650 ST=ST+1 
4640 GOTO 4606 
4670 WE#STiG$=A$IAE=SEIGOSUE Z2I0IS$=As 
PA$=G6 I ST=WE 
4680 ST#ST+1 
4690 BACLT) =BAS (LID +9 
4700 IF ST>LEN(A$) THEN LF@LP+i tL tel +d 

tGOTO 4730 
4710 BACLT) =BASCLID +", " 
4720 GOTO 4590 
4730 IF E¢="WRITE" THEN BAS(LI-1)=BA$ CL 

T-1)4"5" 

4740 RETURN 
ATES] ROEM ROOK KORO JOO ICO OR SOIC AC AC 

4760 REM %#xx END. OK 
4770 RUE M OOK OOOO OOO IE ROK CIC 

4780 BAt CT) ="END" 
4790 Es ¢ REM xxx SET END FLAG xxx 
4800 RETURN 
4810 REM ORO OOOO ORO CROOK OK KK OK OK 

4920 REM xxx CHECK S& FOR VAR x 
4090 EM OKO OK KOK OK OK IC AOK OK OK 

49840 FOR C#1 TO NF 
4950 TF S$=NA$(C) THEN IF TY#(C)#"CHAR™ 
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THEN S$=S$+"$" 
4860 NEXT C 

4870 RETURN : 
>REM There now follows 4 sample run 

sPpuRUN 

=« PASCAL --~ 

CONST 

= “CONSTANT MESSAGE’ 3 

Fo= 3.1415924}3 

TR = TRUE; 

REAL. $ 
REAL } 

INTEGER } 

INTEGER} 

CHAR } 

CHAK } 

BOOLEAN} 
BOOLEAN 3 

~< tH 

tH HH OH OH OO HO HO 

WRITELN CWP, Q)$ 
IF TR THEN WRITE (‘YES ‘)3 
IF TR=TRUE THEN WRITELN (ALSO) 

= 28,193 
12.343 
TRUE} 
FALSE} 
i. eee 

CHR63) 3 
ig: 
320003 

IF (XE) AND(YE)OR(3=4) THEN WRITELN (TRU E‘)3 
FOR XR t= 0.0 TO 10.0 po 
BEGIN 

j 

3 tt 3 38 

oat cr 

CO OO HF OH OH HH HH OH HOG OH Gb oH 
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WRITE (XR) 

END 3 
FOR XR ¢= 10.0 DOWNTO 0.0 BO 
BEGIN 
WRITE (XR? 
END $ 
REPEAT 

WRITE (XT) 3 
XI t= SUCCCXT) 

UNTIL XT#1535 
WHALE. YaeSr e978 00 

WRITE CYT) 3 
2 32 ae 

XR t= ABS(-2.9)35 
TF ODDC3>=TRUE THEN WRITELN( 73 IS ODD!!! 
é ,) H 

eOPRINY MIHIS 15 Basie" 
END. 

cap eas [Ss & S T C ave ease. aoe> 

10 DEF FNODCX)=CCX-INTCX/2) 20) 

20 DEF FNPRCX)=X-1 

30 DEF FNSUCX)=X+1 

49 DEF FNROCX)=INTCX+0.5) 

SO DEF FNSQCX)=X*«X 

40 We="CONSTANT MESSAGE" 

70 Fe3.1415926 

80 Q=3 

90 TR=-1 

100 FRINT W,F,Q 

110 IF TR THEN FRINT "YES "; 

1270 IF TRe-1 THEN FRINT "ALSO" 

130 XR SasiZ 

140 YR ige<at 

150 XE ot | 

160 YE = Q 

170 xCé = “#” 

180 YC# = CHR#(65) 

190 XI 42 
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YI = 32000 "ne la eieaee 

Tre CXED ANDCYB} OR(3=4) THEN FR 

FOR xXR=0.0 TO 10.0 
REM BEGIN 
EF RINT XR} 
NEXT 
REM END 
FOR XRei0.0 TO 0.0 STEP —1 
REM BEGIN 
ERINT XR 
NEXT 
REM END 
REM REPEAT 
PRINT Xi 
XI = FNSUCX 
TF NOTEXT=1 
REM UNTIL 
IF NOTCYES31990) THEN GOTO 43 

) THEN GUTO 320 
t 
S 

REM WHILE 
REM BEGIN 
PRINT YI} 
YL = YI-2 
GOTO 370 
REM END 
XRo= ABS(-2.9) 
TF FNOD(3)=-1 THEN PRINT "3 
PRINT “THIS IS Baste" 
END 

London £.,7. 
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