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CHAPTER |
PRELIMINARIES

The Commodore® 64™ is one of the most remarkable machines ever
introduced, a full-function microcomputer (micro) with many powerful
features and yet a low price. The Commodore 64 gets its nare from its
manufactyrer %Commo ore Business Machines, Incg and the fact that it
has 64K (65,536 bytes) of memory, which is as much memory as an 8-hit
computer can work with at one time and probably more than you'll ever
need. It does all the things that we have comé to expect df personal
computers, and includes some features not found in even the largest
mainframe machines or the upper-end micros that sell at many times'the

rige.
P T%e Commodore 64 can be used for business because it does what
computers are supposed to do; “number crunching,” manipulating data,
processing words, and whatnot. The added featurgs, action graphics and
amusic synthesizer, however, are more for hobhyists and game fans than
for accountants and scientists. Thus, while the’ Commodore 64 can e
used for business and professional purposes, in this book 11l focus on the
aspects that make. it a machine for fun. There are plenty of other sources
that can,%ve you ideas for more generalized (and certamlg useful? things
to do with a computer. Having Spent several hundred dollars for one,
you Rrobabl have some jdeas ofﬁlour own. Here |l talk about using the
graphics and sound capabn_ltlest at uniquely quality the Commodore 64
as an outlet for almost unlimited creafivity Y%ours).

There are also other books that will téach you BASIC, the “mother
tongue” ofthe Commodore 64. An excellent introduction to programming
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is Beginning with BASIC: An Introduction to Computer Programming
(NAL/Plume, 1984), which | also wrote. In the present hook, | assume
that you already have some familiarity with the language, and conse-
quently | dont introduce fundamentals of programming. =
The"user’s quide that came with your Commodore 64 contains sgveral
useful chapters that deal with setting up the machine, operating it, and
P_ro?rammmg. | recommend that, if you have not done so, you fead the
irst four chapters of the user’s guide and work the machine exercises.
They should give you enough of a hasis for understanding this book.
. Throughout the' hook there are many experiments and E)rograms that
illustratethe points made in the text.” You should actually énter them
Into your computer and see their effects, since ghservation and domq are
much more vivid than descriptions and they will teach you, rather than
simply tell %/_ou how to do the things that make your 64'such a powerful
machine. This hook was written on the assumption that you are reading
with a powered-on Commodore 64 in front of you.

Direct memory alteration

Most of the Commodore 64’ special features are controlled by direct
alteration of reserved locations in the comRuter’s memory. Conseguently,
It's |mﬁortant to become comfortable with the manipulfation of memory
thrtoug the BASIC statements POKE and PEEK and their various
options.

General organization of memory, The memorg of all computers is or-
%anlzed into a series of consecutlv_elﬁl numbered cells called addresses.

he lowest address is 0 and the highest is one less than the number of
bytes é“cells”) In the memory. The Commodore 64 has 64K of memory,

8%5%% 36 hytes, so the range of addresses in its memory is 0 through

Though not essential to an understanding of the Commodore 64, it is
&erhaps academlcall¥ useful to digress longenough to explore this term
, Which.crops up often in computer literatdre. Sixty-odd thousand mem-
_or){ locations is a lot, and we tend to think of large numbers of anything
in‘terms of thousands. In the binary numbering,system, which I'll discuss
Rresently, the nearest round number to 1000°is"1024. Computer people
ave thus coined the term K mean,m%“aboutathousand and specifically
with the value 1024, so that 64K 1s b4 x 1024 = 65536. Similarly, 4K
is4 x 1024 = 409. To convert some number of K into an actual amiount,
multiply that number by 1024, Note, incidentally, that a fractional value
Is almost never expressed in K: a number such &s 8.5K is valid but rare.



Preliminaries— 3

At any rate, each location within the memory of the computer has an
address Detween 0 and 65535. The number is @s fixed as a house’s ad-
dress, so that address 53281 is an unchanging, known point within mem-

ory.

_ yThe Commodore 64 memory locations each hold one hyte of informa-
tion. A byte consists of eight bits, where a bit is a pulse (represented by
the digit 13 or a no-pulse (re?r,esen_ted by 0). The meaning of a byte is
deterniined by the pattern of its bits, so that 00110011 has a different
meaning _from. 01020010, AUSI as 3 1s distinguishable from R by its
Battern. The difference is that a computer readily sees patterns of IS and
s, whereas the eye sees meaning in the shapes of letters, numbers, and
symbols. The concept, however, Is the same. , _

. Ordinarily, as co 1puter users, we don't care how information appears
inside the machine. That’s why we have keyboards and video displays
and printers, to handle the translation betveen visual shapes and the
internal representations of data. As Pro rammers ofgraphics and sounds,
however, we have to create Specia E)a terns of Is ana Os that have no
corresponding written symbols, but that convey to the computer infor-
mation abouf colors, shapes, sounds, locations, waveforms, and other
requisites of the Commodore 64 special features. Much of the rest of
this chapter has to do with bit patterns. ,

Although the Commadore 64 has 64K of memory, or in theory enough
memory locations to hold about 40 pages of this ook at one time, allof
the addresses are not available for general use. The special feafures of
the machine “own” blocks of memory for thejr own needs, and featyres
such as sound and screen colors are controlled by writing bytes into
predetermined memory locations.

As an example, turp on your compute
some start-up information written in Ilgh

round. Hold down the CTRL key and't

e screen white_(which does not affect |
type the instruction

POKE 532819

(Note: After everY keyboard entry, you myst press the RETURN button
o tell the computer the entry is Complete.) As you see, the screen turns
brown. Now type

POKE  53280,0

and the border turns black. The POKES wrote values corresponding to
colors ([9 = brown, 0 = black) into the memory addresses (53281 and
53280) that control the colors of the screen background and the border
respectively. Since this combination is easier to"read than the original

r. The screen comes up with
t blug against a dark blue back-
yPe 2 10 make the lettering on
etters already displayed). Now
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blue-on-blue that the folks at Commodore decided you needed, ¥ou might

Elg% |tt\é¥orthwhlle to follow this process each time you start up your
uter.

_ Lgave the computer turned on, because there are more experiments

in this chapter.

The anatomy of a byte. . The smallest unit of informatign is a hit, which
IS comparable to a digit in a number. A bit—short for binary digit—can
be either 1or 0 in a computer. This corresponds to a pulse or the absence
ofha ﬁpL(J)|S(‘é‘ 'Hc an electrical circuit. When a bit is 1, it is said to be “on”;
when 0, “o

A hyte consists of eight bits and is the smallest unit of information a
computer works with. One memory location holds one byte. You can think
of a byte as bemg similar to a written character, such as a letter or a
digit or a punctuation mark. As | mentioned earlier, a computer discerns
mé&aning by observing the pattern of Is and 0s in a byte, just as we see
meaning in the shapes of visual symbols. _

Therg s, In fact, a direct one-for-one correlation hetween bytes and
alphanumeric characters that has been established as a standard by the
electronics industry. It is called the ASCII code (pronounced “askey™ and
meaning American Standard Code for Information Interchange). The
Commadore 64 uses this code, which states that the letter “A™is rep-
resented b\é the bit pattern 01000001, “a™ is 01100001, and all
other printable symbols and certain commonly used control functions have
preestablished bit patterns within an 8-hit byte,

The analogy between alphabets and codes breaks down, howgver, when
we begin to tonsider possibilities and limitations. There s no limit to the
number of shapes we can create on pa_Ber to convey meaning to each
other, giving us the Latinic alphabet visinle everywhere in this ook, the
Cyrillic alphabets used by assorted Slavic nations, Sanskrit, Old English
and Old German, and Chinese ideographs, to name but afew. In contrast,
an 8-hit byte can only have so many possible combinations of Is and 0s
before we"use them all up. This finite number happens to come to 256,
for reasons that will become apparent shortl%.

Just as alphabets are systems of symbols that a group of people agree
upon as havin Brearranged meanings, so are codes such as ASCII, which
is why 01000001 always means “A.” In creating these systems and
the machinery that surrqunds them, the computer industry has dev,eIoB_ed
a nomenclature to describe them, and since we're going {0 work with bits
and bytes, we mlght as well use the proper termiriology; hence, the
following discussion. o
. First™of all, notice that a bxte IS written as one group of Is and 0s
just like an ordinary number. And like an ordinary nimber, the value of
each place increases from right to left, a convention known as place-value
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Bit number > 6 5 4 3 2 1 0
Byte ——* 0 10 0 10 11
(MSB) (LSB)

Figure 1.1 Identification of bits by place number

significance. In the number 1024, the 1 has a greater place-value m%mf-
icance than the 4, even though it has a lower numeric value, In the byte
01111111 the 0 has the ?reatest place-value significance for the same
reason. A decimal number such as 1024, however, can have any number
of digits, so that 1and 10 and 102 are all valid numbers, whereas a byte
always has eight bifs. That's why we wrote 01111111 and not simply
seven Is. In decimal numbers it’s"fine to write 01024, but others would
wonder why we put a meaningless 0 on the front, When writing bytes
we have to"put on the leading™0 so that others will know the complete
pattern of the hyte. , o ,

The leftmost bit, then, is called the Most Significant Bit (or MSB) and
the rightmost is the Least Significant Bit r(LSB%. To further,ldentlfiv bits,
they are numbered in their order of significance, as shown in FI% L (If
you have a bacquround in IBM mainframes, note that in micros the order
IS opposite what you're used to.) , ,

. In"decimal numbering, each place value right to left_increases by ten

times, since our numpering system is based"on, tens. The binary num-
bering s%stem IS hased on twos, inwhich each digit has one of two possible
values (0 or 1), and so each place value rlgfht to left increases by two
times. Figure 1.2 shows the places values o each bt

To detérmine the decimal value of a b\(te, add the place values of each

Lhit, In the case of Fig. 1.2, bits 6, 3, 1, and 0 are all on, so the value
of this byte in decimal is
Bit Value
0 o4
3 8
1 2
0 1
1
Bit number —> T 6 5 4 2 1 0
e 1 o4 2 1B 8 4 2 1
E'yat%edfdaﬁon —— 08 ? 00 0 1 0 1 1

Figure 1.2 Place value of each bit in a byte
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You can use this method to determine the decimal value of any byte. As
another_example, 10110100 has the decimal value 180, which™is the
sum of its 1-bit place values 128, 32, 16, and 4. o

_ A two-digit decimal number can have 100 different combinations of
digits, because the highest two-digit number is 99 and we could also have
the number 00, for a'total of 100°combinations. Similarly, an 8-bit byte
has the Towest value of 00000000 and, the highest possible value of
11111111, Using the method above to find the decimal equivalent, the
byte 11111111 has a value of 255. This is, then, the highest number we
can represent with one hyte, and 255 plus one for the hyte 00000000

means there are 256 possible combinations of Is and 0s in eight bits,

Byte operations. You can get the comguter to tell yoy the_decimal
e uwalegt ofany memory location with the PEEK instriction. Type the
comman

PRINT PEEK(31024)

The comPuter will immediately display a number between 0 and 255 that
represents the decimal equivalent of the bit pattern stored at memory
address 31024, Experiment with this statement, chanx(gn?\‘the address
In the Parentheses,to other values between 0 and 6553>. Note that the
computer always displays a number less than 256, since that is the hl?hest
value that one byte can’hold. Just for practice figure out the bit patlerns
of some of these” numbers., o

Creating a bit pattern is nearly the same as flgurln one out. As an
example, Suppose you want to cfeate the byte 01001011 If you write
it down, then'all you have to do is follow the 9rocedure for de ermmmg
%p(Jemdle:%bmall 2value. In this case the value is 75, as we already learne

You Can write bit Opatterns_dlrectly into memory locations with the
BASIC instruction POKE, which has the general form

POKE address, value

The address has to be a number between 0 and 65535, since that’s the
range of addresses in memory, and the value has to be between 0 and
g?es _l?]egags?ethat’s how many’ possible combinations of Is and 0s there
| .
Earlierywe_used this instruction to change the screen’s background
color by entering

POKE 532819

In this case, 53281 is the address that the Commodore 64 looks at to
find out what color to display in the background, and 9 is the hyte
00001001 that tells the machine to make it brown.
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The Commodore 64 can disFIay any of 16 colors in both the background
and the horder. These colors are specified by POKEing & hyte
00000000 through 00001111 (decimal O throug 152 Into™ memory
addresses 53281 and 53280. Try several combinations with your maching
1ust %ﬁ ?ett the idea. I'll discuss"colors and their numbers at much greater
ength fater.

g\s one last piece of nomenclature, a byte is often regarded as consisting
of two 4-bit grouplnqs called, “nibbles™ (Commodore” spells it “nybbles
Instead). Since the colors are identified by the low-order nibble 6note that
the highest color nymber is 00001111, and the lowest is 00000000),
ong the lower four bits matter, while the higher-order nibble remains
0000, This term will become important later, ‘especially in music where
the nibbles of certain bytes control different aspects of a sound.

Mampulatm%_mdjwdual bits.  You can use POKE and PEEK to chan(ie
one or more Dits in a byte stored at a memory location, or to move a byte
from one place to another, or both. o

PEEK, as pvou may have noticed, gets the byte from a specified ad-
dress, while POKE places a hyte thefe, POKE"is thus a verb meaning
“put Into so-and-so address the following byte.” PEEK, on the other
hand, fetches the byte from a specified address, but you have to tell the
comP_uter what to 0o with it once it’s fetched it. PEEK is therefore a
function, a predefined action that produces a numeric result that must
then be disposed of. This means that you cant use PEEK as a self-
contained command, because the computer wont know what to do with
the value it gets by PEEKing into the memory location. The following
are valid uses of PEEK:

PRINT PEEK%53281) Displays byte at 53281
A = PEEK(53231) Assignis byte at 53281 to A

It is not valid to tell the computer simply to
PEEK (53281)

because there_is no destination for the value read from 53281

For a practical application of PEEK and POKE, let’s say you want to
make the border around the screen the same color as the background.
To do this, enter the statement

POKE 53280, PEEK(53281)

This means “get the byte from location 53281 and put it into address
53280.” Nothing is doné to change the blyte, S0 it is copied “as is” from
one location to the other, Since 53281 holds the screen background color
and 53280 the horder color, when you hit RETURN the border changes
to the same color as the background.



8 — Mastering Sight and Sound with Your Commodore 64

But now let’s suppose that for some (strange) reason you want the
border to be black it the color of the hackground Is an even number and
white if it’s odd The byte for black 15 00000000, represented by
the number 0, while forw ite it's 00000001, or decimal 1

At this pornt we need to make an observation about brnary numbers.
For this we'll count from 1t0 6 in binary.

00000001 1
00000010
00000011
00000100
00000101

00000110

Notice that the LSB is_a 1 when the number is odd (1, 3, 5) and 0 in
even numbers (2, 4, 6). This is true for the entire rang eofablytesva e,
50 we, can always tell’if a number is odd or even by Whether or not the

IS on.
Black is the lowest even number Sr) while white is the lowest odd
number (lg Since we want a black border for an even-numbered. back-
round and a white border for one that is odd, all we have to do IS isolate
e least significant bit in address 53281 and’ C%)KI It to 53280
You can isolate abit (or a set of bits) with the Do erator in BASIC.
AND. is.a logic operation not to be confused with ad rtron the processes
are similar but not the same. The truth table for AND 15 shown in Fig.
The outcome of AND is that | the brts |n corres ondrngnposrtrons n
fwo bytes are both 1, the resulting byte will have a Tbit in that position;
otherwise, it will have a 0 bit. Consequently, the foll owrn% rnstructron
isolates the LSB in the back?round color and copies it to the border color,
producing the desired resul

POKE 53280, PEEK(53281) AND 1

T0 see how this works, let’s sa% the background color is r light green
(13} IIPEEK fetches the byte 00001101, whr h is then ANDEd with 1
as Tollows:

Liﬁht&]reen 00001101
AND 00000001

Result 00000001

o 100N

yields

le g
o

OO
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The result is brnarr( 1, or white, which is POKEd into the border color
adh {ests) satisfying the requirement that an odd-numbered color have a
white border.

You can try this by keying the following sequence of commands into
your computer:

POKE 53281, 13 Lt. green background)
POKE 53280, PEEK£532813 Lt green horder)
POKE 53280, PEEK (53281) AN

After the second statement, the border islight green, but the last in-
struction changes it to whrte by co pying the” LSB from thebackground
color byte into"the border color b/

Now suppose instead that the background color in 53281 is number 6,
blue. You can force this by typing

POKE 53281, 6

and the background will turn blue. The color number is even, so if you
ype

POKE 53280, PEEK(53281) AND 1
the border turns black (color number 0). Here’s what happens:

Blue 000 00110
AND1 000 00001

Result 00000000

Because there are no 1 bits |n correspondrng positions in the ANDed
bytes t eresu trn% Iyte is all
operator does not have to be used only with an mdrvrdual

brt |t can set or reset several hits at the same trme Letssu7bposet at
Xou want to_make certain the screen color is in the range 0-7 (see Fig.

9 for the Commodore 64 colors and their values). In aII values above
7, bit 315 on, 50 to force the screen to the desired range of colors we can
simply turn this bit offand leave the others on. As an example, let’s make
the 'screen medium gray by typing

POKE 53281, 12

which pIaces the color btlte 0000 1100 mto address 53281,

To turn off it 3 but leave the others the same, we can AND with a
“mask” containing 1 bits for the bit positions we want to kee% and 0s for
those we dont. We want to retain the three lowest order bits, so our
mask is the byte 0000 0111. The effect of ANDing is

Orr%nalb%te 0000 1100
mas 0000 0111

Result 0000 0100
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The value of the AND mask in decimal is 7 (4 + 2 + 1) and the result
of the AND gaes back into the same memory location, S0 we can code
this operatior’ in BASIC as

POKE 53281, PEEK(53281) AND 7

Try it as an experiment. Your screen should have a medium gray
backdround already. Now type the above POKE command and the screen
will turn purple, This is because the computer has masked out bit 3 and
left only the pnmarP/ color number 4. The idea 1s that the 1bits of the
original byte can only “fall through” 1 bits in the ANDing byte, so 0 bits
inthe ANDing b}/te mask out their corresponding positions in the original
byte. The mask thus acts as a selective Tilter. _

~ Sometimes, instead of turning off bits, we want to make sure a certain
bit or set of bits is turned on (sét to 12. To reverse the case just worked,
let’s say we want to force the screen to a color whose number s greater
than 7.'We don't care which color, as Iong asit’sinthat range, Thig means
bit 3 must be turned on regardless of the settings of the ther hits,

For this aEpllcatlon, we Use the OR operator.” As with AND, it has a
truth table s 0. 14) showing the outcomes of all combinatjons. Stated
In A)Iam English, ,OR_g/leIds a"Lbit if either of the hits it evaluates isa L
It neither 15 a 1, jt yields a 0 bit, ,

As a result of our last experiment, the screen is now a color whose
value is less than 8 (purple, color 4). To force it to a number above 7, we
have to turn on bit 3 with the statément

POKE 53281, PEEK(53281) OR 8

This can e Earaphrased as “we dont care what the other bits are at
?r?s%ﬁ?:?l gﬁli% , but we want bit 3 turned on.” The machine effect of the

Qriginal byte 0000 0100
OR8 00001000

Result 0000 1100

This creates the value 12, which is medium gray, and immediately changes

the screen background color. _ _
Now enter the same instruction again and see what happens: nothm([].

This is because 1 OR 1produces the Same result as 1 OR 0. Consequently

0 OR 0 e 85
0 OR 1 ¢elds
1 OR 0  ielas
1 OR 1 vyields

Figure 14 Truth table for OR operation

o =t
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the r_esultin? byte is the same as the original. OR merely turns on a bit
If it is not alreddy on.
/

PEEK/POKE versus BASIC variables

The PEEK/POKE instructions and the fetching and saving of BASIC
variables are similar operations, but they differ’in one fundamental re-
spect. PEEK and POKE involve the examination and alteration, respec-
tively, of S%GCIfIC memory locations. BASIC variables are memory loca-
tions, too, but they are nons?ecn‘lc. _

BASIC maintains a pool of memory locations as workspace, and much
of its aCtIVItY has to do with management of this memory. When you
issue the statement

C = PEEK(53281)

BASIC fetches the value stored at 53281 and asquns a memory address
somewnhere in Its pool, noting In a table that C refers tq that address. It
Blaces the value read from 53281 at the assigned location, which might
e anywhere; the programmer has no control over where BASIC plts
varjables within its pool. The only way to retrieve the value associated
with C is to refer to it by its variable name. BASIC then looks up C in
the table to find it. Thus, BASIC variables are useful for sav,mg and
recalling information, but not for directly altering memory locations.
Conversely, POKE and PEEK are used to alter memory, but theg are
not_good for saving and fetching information, For one thing, P KE/
PEEK only work with values i the range 0-255. For another, it's
dangz,erous 10 o about |nd|scr|m|natel¥ POKEing values into memory
locations. This'Is an excellent way to alter control sections of memory or
variables, causmEq the computerto go haywire and produce bizarre re-
sults, You can PEEK wherever you want without causing harm, but you
should only POKE into |ocations whose purposes are kriown and fixed.
These locations will be discussed in great detail in succeeding, chapters.
. You can exploit the fundamental”differences between variables and
fixed locations to,ad\,/anta(fle in dyour programs. As an example, suppose
You have a combination of border and background colors that you want
0 save and later restore after g0|n%throug some other combinations.
You can save the present values with the instructions

BG = PEEK%532813
BO = PEEK(53280

which holds the b,ack%round color inthe BASIC integer variables BG and
the border color in BO. Now you can alter the screen by POKEing other
numbers into the control addresses. No matter how manK times you
change the screen colors, you can always restore them to their original
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state with

POKE 53281, BG
POKE 53280, BO

It’s possible to expand this idea for saving and restormé;5 complex
setups Forexample, the music s nthesuerdeﬂen s chiefly on memor
locations beginning at address 54272._If you_have a chord you pla
quently in acomposition, you can set it up W|th 25 POKEs eflrs tlme
and then, while it's playing, execute the following loop:

00 FORP = Qto 2
0 CIp) = PEEK(5472 + )
0 NEXTP

This loap assumes that you have previously issued the statement DIM
CI(25) to tell BASIC to allocate space for the array. Later, each time
you want to play this chord, instead of going to all the trouble of setting
it back up with POKES, you can write

800 FORP= 0to 2
810 POKE(54272 + P), CL(P)
80 NEXTP

ThIS IS obwouslyva great deal 5|mpler than rePeatm? 25 POKEs.

Now that w erewewedt e rudiments of direct memory alteration
essential to controlling the sPeuaI features of the Commodare 64, let’s
start using them to have a little fun.



CHAPTER 2

ALL ABOUT
BOUNCING BALLS

Turn on your Commodore 64 and set UB the screen for a comfortable color
combination. We're about to launch ouncmg balls and with them our
flrwurneg/ into computer action graIp ICS.

enever you start entermg ogram_on the 64, type the word
NEW. The machine then responds READY,, indicating that It has cleared
away anzy other program Imes currently in memory. Enter the program
in Fig

180 rRem w* Bouncing BALL #1
110 PrRINT cHRrs$(ld2)

120 poke 53280, 0: rpoke 53281, 2
130 x = 1. vy = 1. xv =1 vyvwv=1
140 p = x + (v = 40

150 POKE <P+1024), 81

160 pPoke (p +55296), 1

170 For 7 = 1 70 10: NEXT T

180 pPoke (p + 55290, 2

190 x = x +xv: Y = Y + vyu

200 1IF x <= 0 or x >= 39 THEN xv
210 F vy o 0 or ¥ >= 24 THEN YV

220 coto 140

RUN

Figure 21 BOUNCING BALL #1

-XV
-YV
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This proqram sends a ball houncing aimlessly about the screen, rico-
cheting ‘off the “walls” of the border.”1t’s an endless program that will
bounce the ball all week unless you press the RUN/STOP hutton. If you
want to restart it, t pe RUN again.
It’s a very srmpe pro&ram and as We 4o along we'll get fancier and

also find ways to keep the action figure—the ball in this case—from

flick errngi_as |t does here But though srmple and a little crude, BOUNC-
ING BALL #1 embodies some important features of graphics pro ram-
ming on the Commodare 64. Let’s djssect it line b){ line in Fig. 2.2,
then” Il discuss graphics programming in more detail.

Line  What it does

%98 élglél\/{agkslcrrneeethat identifies the program name.
120 Sefs he screen Border to black and the background to red.
130 Inr alrzes Ohe position and vector t] GIrectrong Values of the bounci
Y are the horizontal and vertical positions, respectively;
XV an YVaet e number of |?tance units to ove horjzontally and

ve ticall 3/ zi]n the sign of each ?us or m(!nus) In deates direction:
140 cu atqst screen osrtrono Y Coor mg _
150 PIacest ich ra ter 81) mto s&reen memory at the position
corresponding

0 the curr nt

160  Sets ¢ or #1 white) in co?or memory_at the osrtron coinci mg with
the hall’s loca |?n In' screen memorg Thrf makes the ball w H

170 onotqrrag o%) |tcreatesa elay long enough to see the hall.
Thrs is called a timing

180  Resgts the col 0( mem% g Ioc tion co res ondr to the bailllspos tion
fo t esame color as t groun sma ng the ba nrs

190  Calculates the next gosrtron of the ball b ?drngahorrzonta vector
g(r)tétr |>r(1¥ to the X coordinate and a vertical vector unit (YV) to the Y

200 %hecks to See Wh%therthe %II has collided with one ofth IIs ” it
as, It reversest e sign of t evector 50 that subsequentyt e ba

ove Jn the o rrzo irection.
210 (\?hec[ps to hnrs outﬁ)Pth has |tt 0or or the cerlrn% and, if it
as, changes the sign of the vertical vector to reverse dirgction up or

own,
220 Repeats the process from line 140.
Figure 2.2 Blow-by-hlow of BOUNCING BALL #1

Screen coordinates

In low- resolutron aphrcs (or character) de, which this program USes,
the screen of the Commodore 64 consists of 5rows of 40 coltmns each,
for a total of 1000 positions. You can think ofthe screen as a grid in which
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the horizontal Bosmons are numbered 0 through 39 and the lines (rows)
are numbered 0 through 24 (Fig. 2.3). In BOUNCING BALL #1, as in
most of the graphics programs n thiS book (and in general), the column
Is called X and the row is called Y. Thus you can describe any point on
the screen with two numbers: when X =70 and Y = 0, the position is
the upper left corner of the screen; when X = 39and Y = 24, the lower
right. All other points are somewhere in between, Mathematicians should
note that, contrary to the usual convention in Cartesian geometry, the
Y coordinates (rows) are numbered downward, so that thie zero Y s at
the top of the screen and the highest Y is at the bottom.

B12345678001234%678901234567896123456789
0 00

2

[ T o )
Forp &

?
B123456789¢12345%78901234567890123456788

Figure 2.3 Screen layout  PO*- law - fan

Screen and color memories

To produce a display, the Commodore 64 uses two areas of memory called
the' screen_memory and the cojor memory, whose names suagdgest their
purposes.. The scréen memory is 1000 locations sfarting at address 1024
and containing, in each address, a byte representing the visual character
that appears at the corresponding location on the screen. The color mem-
ory is also 1000 locations. It starts at address 55296 and contains, for
each position on the screen, a number that indicates the color of the
character at that position. ,
Consequently, If we want the character to,a[?p,ear in blue at the
second column “of the tog row, we place an asterisk in screen memory
location 1025 and color #6 (blue) in color memory at address 55297. When

) Mtix. |
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it comes time to display that position on the screen, the Commodore, 64
looks at the screen memory, to get the character and at the correspond!n[r(;
color memor%/ address to find the color, and then it puts a blue asteris
on the screen. _

The Commodore 64 can have several screen memories (Ithough only
one is visible at any given moment) and switch around among them: Therg
IS onl6y one color memory, however, and you may not use mermory locations
55296 through 56295 for anything but Color.

Calculating the screen position

Line 140 in BOUNCING BALL #1 contains a calculation that will soon
become familiar. It uses the column coardinate (X) and the row coordinate
Y) to compute the corresponding relative address in the screen and color
memories.

For example, if the screen position is the, upper left comer, X = 0
and Y = 0, 5o the relative memory address is zero [0 + (0 * 40) = 0],
Line 150 adds this relative address to the start of screen memory
g1024) to put character 81, which is the ball, into memory at locatjon
024°+ 0 = 1024, and that is the memory address_for the upper left
corner of the screen. On the other hand, if the ball is to aéjpear at the
start of the second line (Y = 1), the position P is 0 + (40 * 1) = 40,
50 line 150 computes the screen memory address as 1024+ 40 = 1064,
This makes sense since the screen consists of 40 column lines, which are
strung.end to end in memory. | , _

Similarly, to find the corresponding address in color memorg line_160
adds the refative address P to the start of color memory at 55296. This
computation saves a lot of agony and errors by having the computer
figure out the actual addressés. As programmers, we rieed onlly to re-
member the starting points of the screen and color memories. For any
X and 'Y coordinatés on the screen, the computer will offset properly
from the address we give it through calculations such as those in lings
150, 160, and 180.

Timing loops

Line 170 in BOUNCING BALL #1 contains a timing loop, a program-
ming trick also sometimes called a delay loop. Its only purpose 1s td stop
the ‘action momentarily by distracting”the computer, In this case, the
timing loop keeps the all visible for-a little longer than it would be if
t?esreeyggerg no delay between the time the ball is displayed and the time
It .
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The use of timing loops is somewhat discretignary. They do nothin
productive but instead create a state of suspended animation. thus “freez-
ing” the display for their duration. In this case, line 170 holds down the
flicker of the biall. To remove it, simply ty&e 170 and hit the RETURN
key and then RUN the proq,ram agam. s you see, the ball remains
visible at each position for aittle shorter time, thus making it seem to
F!eatsh.ig(mllinceanl 7oout the delay loop back in by stopping the program and

}&% ygu begin to develop your own gra hics and sound programs, you'll
have to experiment with timing loops. The loop

FORT = 170 738: NEXT T

stops action for exactly one second %he time it takes the computer to
perform the loop control functions 738 times). You must, however, con-
sider other actions in settm[q the duration of the loop. In this program
the timing loop is part of a ar(I;_er loop %Ilnes 140-210) that does séveral
POKEs and a couple of IFs, actions that usually take more time than the
pointless cycling of a timing loop. The more things a loop daes, the shorter
atiming Igop has to be to Stop action for a specified duration. The whole
matter s largely one of trial and error. As an experiment that demon-
strates this point graphically, replace the timing loop with

170 FORT = 170 369 NEXT T

and rerun the pro(?ram. The ball now moves very slowly, advancing about
once everY second. The timing loap is holding it'in place for half a Second,
and the other activities in thé loop hold it there for another half-second.

Vectoring

Those who have studied physics know that a vector is the composite
movement of an object acted upon by forces that try to move it in various
directions. In this Case, we have twq dimensjons, fiorizontal and vertical,
that are represented by the X and Y coorginates, resRectlveI%/.

Asyourun BOUNCING BALL #1, you'll observe that the ball always
moves on the diagonal. This is because it is, “acted on” by the variables
XVand YV, the Xand Y vectors, that move it one unit in éach dimension,
The ball starts out by moving southeast, because of XV =_1 (moving it
rj%ht each, ste% and YV = T(moving it down each step). This is estab-
lished in line 130 and continues in line 190. . _

Eventually the hall hits the “floor” and line 200 prevails; Y becomes
equal t0 39, so the sign of XY s reversed to negative. When the comguter
again reaches line 190, 1t “adds” YV to Y, and since YV is now -1, In
fact it subtracts one vertical unit from the position of Y and moves it
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upward. The ball thus rebounds from the floor and continues to, mgve
toward the top. When Y = 0, the ball hits the “ceiling,” and again line
200 reverses the sign of YV to the negative of a negative (in othér words
t\? a %%smve value), so that the ball once more moves downward until

The X vector works the same way. The screen has 40 horizontal units
and onl¥ 25 vertlcaI_Pos_ltlons, 50 movm? 45° downward the ball has to
hit the Tloor before it hits,the wall. On the rebound, though, it strikes
the right wall next, and line 210 reverses the sign of XV'to -1. Line
190 then moves the ball left until it reaches thé left wall, when once
more if reverses the sign of the horizontal vector XV and begins moving
the ball to the H?ht._ _ o

You can see the impact of vectoring by retyping line 130 so that
XV = 2 and then RUNning the program. ée sure to chan%e the dela
loop at line 170 back to a value of 10 or you'll be up all night.) The ball
now moves right two Rlaces for ev_erg one unit of vertical motion, S0 its
angle of ingidence, with the sides is 22.5° instead of 45°, (This ?rogram
was not written with such vectors in-mind, so it behaves a little strangely
and it will “crash” if you monkey with the YV.)

Solid objects

Very soon I'll add an obstacle for the ball, but first let’s discuss the
creation of solid objects on the screen. We now know that we ¢an make
a ball bl%POKEmg the number 81 into screen memory and giving it a
color. The Commadore 64 can also create many other shapeS within a
character 8ell' 'l ge;} into all those possibilities presently. For the mo-
ment, Il deal with’shape #224. _ N

This figure is a solid block that fills the entire character positign. By
POKEing several of them into a ling, and making several lines of ther
in the same columns, we can make a box on the screen. Of course, we
have to give them a color by POKEing a number into the corresponding
E(IJSIIIZOQS in color memory. "To see this in action, enter the program in

NEW

128 T = 9: B = 18

138 L = 23: R = 32

148 REM X* SET UP SCREEN

150 PRINT CHR$( 147): BG = 2: BX = 8
168 POKE 53288,BX: POKE 53281,BG
178 REM M  DRAW THE BOX
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180 FOR Y = T TO B
190 FOR X = L TO R
200 P = X + (Y % 40)

210 POKE 1024 + P, 224
220 POKE 55290 + P, BX
230 NEXT X

240 NEXT Y

RUN

Figure 24 Solid box on the screen

This program makes the border turn black and the screen turn red.
It then draws a black box toward the lower right ¢ corner of the screen,
Although right now it doesn‘t do anxthrnﬁese we'll soon incorporate it
Into a [arge bouncing ball program. For the moment, let’s go line by line
and see what Fig. 24 does.

Line  What it does
120 Setsf P and bottom glrnes f box.

130 Ses and rr% rdes of box.

140 Descrl est e nexttwo line

150 Clears scEeen sets the background color (BG), and the box and border

color
160 Chanées hﬁ screen (ih ac{errstrcs Per line 150.
170 Describes t enext rnstructons
180  Starts the | oo ort etoP -10- ottom rnes
190 Starts the | ?]o for the tto rr columns.
200  Calcu ateE e(nhemoryo fset for the column/row.

Puts the block character 224 into screen memory for the column and

210
220 Tur N the box color for that screen position.
%28 Enis tﬁe colu

n loop.
Enas the row loop.

Figure 2.5 Blow-by-blow of Fig. 24.

You can change the position of the hox and its dimensions by altering
the values of T and R in lines 120 and 130, subject fo the re-
strrctronsthat 1Tmust be less than B and hoth mus be within the range

must be less than R and both within the range 0-39,
srnce those are the dimensions of the screen. You can also alter the colors
%fGthlﬁ Il?rr])erdeSr0 box, and background by changing the values of BX and



20— Mastering Sight and Sound with Your Commodore 64

Adding an obstacle for the ball

A ball that bounces around an emﬁty screen is okay for a while, but it
becomes much more interesting when it has to make its way around an
obstacle of some sort. BOUNCING BALL #2 uses the solid object de-
veloped in Fig. 2.4 to create this obstryction, To get Flg. 2.6, Y_ou can
save yourself'some rekeying by typing lines 100-110 and from Tine 250
onward. The Commodore will insert them where they belong in the pro-
gram.

100 REM ** BOUNCING BALL #2

110 REM M  LOCATION OF BOX

120 T = 9: B = 18

130 L = 23: R = 32

148 REM ** SET UP SCREEN

150 PRINT CHR$( 147): BG = 2: BX * 0

160 POKE 53230,BX: POKE 53231,BG

170 REM XX DRAW THE BOX

130 FOR V= T TO B

190 for X = L TO R

200 p= 0 (Y S 40)

210 POKE 1024 + P, 224

220 POKE 55296 + P, BX

238 NEXT X

240 NEXT Y

250 REM

260 REM X* SET UP THE BALL

270 X = 1: Y m1: P = 0: XV = Is YV = 1
230 REM XX LOOP

290 POKE 1024 + P, 81: POKE 55296 + P, 1
300 REM XX HIT BORDER?

310 IF X <= 0 OR X >= 39 THEN XV
320 IF Y O 0 OR Y >= 24 THEN YV
330 REM XX HORIZONTAL VECTOR
340 PI = (X + XV) + (40 X Y)

350 IF PEEK<55290 + PlI) <> BX THEN X
360 XU = -XV: GOTO 330

370 REM XX VERTICAL VECTOR

330 PI = X + (40 * (Y + YV))

390 IF PEEK(55296 + PI) <> BX THEN Y
400 YV = -YV: GOTO 370

410 POKE 55296 + P, BG

420 P = PI: GOTO 280

Figure 26 BOUNCING BALL with a box as an obstacle

=XV
-YV

X + XV: GOTO 370

Y + YV: GOTO 410
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We've already covered the creation of a solid object, so in Fig. 2.7
we'll examine this program from line 260 onward.

Line  What it does

260 ExE)_Ia_ms the purPose of the next line.
In|!1| lizes t F tartin Pom%mn of th? ball and the vectors, Note: P = 0,
which esta IE es a fﬁue r the offset reqqgr?d in ling 290.
The start of the main QP or bouncing the ball. _
Places the ball and a white color at the current X and Ycoordinates.
Exelams the next two Ihnes. o
ReVerses the vector of horizontal motion if the ball has struck the
border walls. , , .
Reverses the vertical vector if the ball has hit the ceiling or floor.
Expleuﬂs the next two lines.. y ,
PI'1s the tentative next horizontal position of the ball, given the
current direction XV, o ,
350  Ifthe tentative next horizontal position of the ball is not a box color,
?v nce the ball to It and Zgo 0370,
IT the tentative next horizontal position is a box color) reverse the
orizontal vector and tr_}/] again at 350.
310 Explalﬂs the next two lines. L :
380 F)’(I |% é $ E/eer&gtrlsve next vertical position of the ball, given the current
390 Ift%e t?ntatlve vertical ?osmon IS not occupied by a box color, advance

hfe Hal andﬁo toline4l0. = :
400  (If the tentative vertica nw_snwn IS a box color) reverse the vertical
?lngo Ine 37

chtor andlgy aE Saget po,m%on o?'the ball tig/ POKEing the

410 ear the old djs
%ac round colqr t It becomes Invisiple.

420 The current position P becomes the tentative position P1, and  then
repeats the bounce loop from line 280.

Figure 2.7 Blow-by-blow of BOUNCING BALL #2

_There are a few, gDeneraI notes we need to make_about this program.
First of all, the varidble P1 gives the tentative position of the ball in lines
340 and 380, given the_curfent vector(s). The actual current positjon P
takes the tentative POSIIIOH only when't eBro ram has determined that
the ball isnt trying to invade the box (at 420). Second, there is no timing
loop in this program. What with computing tentative positions and re-
trying and so forth, the program has enoughto do, making a forced delay
unnecessary.

_ Finally, h{ne 410 clears the current position ofthe ball before disPI,ayinﬁ
it in its new: place by changlng it to the background color. The ball is’sti
there: you just carit see 1t Decause it’s beCome the same color as the
background. After it has disappeared, the program IooRs back to show
the ball at its new location. You can, if you wish, trace the motion of the
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ball by changing this line to read
410 REM

The old ball positions will then remain on the screen, |vm_ﬂacom lete
record of the hall’s travels. Sooner or later, the program will seem to ?0
to sleep if you dg this. That’s because the ball is Tetracing previously
taken paths. Ordinarily, this doesnt happen until the screen is almost
entirely filled with used balls. , ,

. You'can change the location and size ofthe box by alterlnq the variables
in lines. 120 and 130, subject to the limits described earlier. The ball
takes different paths, depending on the obstacle’s location and dimen-

sions.

As in the case of BOUNCING BALL #1, the only way to stop the
Program IS to hit the RUN/STOP key. After stoppm% e program, Clear
the Screen by holding down SHIFT while you press the CLR/HOME key
In the upper right corner of the keyboard:

Randomly placed obstacles

To add further interest to the action of the bouncmg Dall, you can use
the Commodore 64's random number generator to placé “pegs” at assorted
points around the screen. A random number generator, as its name, sug-
?ests, creates random numbers. Everg, time You use this function it ré-
urns a different number with an unpredictable value somewhere between
Oand L Try it by typing

PRINT RND(])

and the compuyter will display a number preceded by a decimal point.
Ter It several more times and you'll get a different result each time.
The 1in RND(1) tells the computer to give you the next random number;
you can alsg usé 0 or any other positive number to get the next random
value out of the generator. If){ou enter a series of Negative arguments,
such as RN D (-1), the generator always returns to the same fumber.,
The raw results of the random number generator can't be used in this
case, because (1) they are fractional numbers and not the mtegiers nec-
essary for specifying columns and rows, and (2) they are always less than
1. As a consequence, we have to do something to’the random numbers
to get them into an acceptable form and range"for our purposes.
. BASIC has another function called INT thdt converts a fractional value
into the next lower whole number (mteqer) by_truncating—chopping
iorge_eart3the decimal point. For example,” | T(3.14159§J yields the
That’s fine, except that INT(RND(L)) always returns the value 0.
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Wh)é? Because RND(IL returns a number less than 1, and if we truncate
at the decimal point the result has to be zero. Therefore, to raise the
random numbers into a desired range, we have to multipl b){ the quer
limit.of the range, In this case, we want random X cogrdinates (column
positions) somewhere between 0 and 39, so the upper limit of the range
15 40. To'get a random integer in the range, we use the instruction

X = INT(40 * RND()

As a test case, let’s say the random number RND(I) is 0.993413, This
number times 40 is 39.73652, and INT(39.73652) 1S 39, which is the
highest permissible number in the range of X coordinates. The formula
can never return a numbper greater than 39 because the random number
generator always furnishes & number less than L At the other extreme,
Suppose the neéxt random number is 0.003121. Multiplied by 40, it
comes to (.12484, which then truncates to 0. The calculation thus pro-
vides random integers between 0 and 39, It never produces negative
numpers, since the generator’s output is always greater than 0, ,

Slmllarlg, we can ﬁenerate random Y coordinates (row numbers) in
the range 0'to 24 with the statement

Y = INT(25 * RND())

and the value 25 serves as an uEper boundary for the results. _

To put this into practice, add Fig. 2.8 to BOUNCING BALL #2. With
the program already in the computer, you can simply type these lines
and the Commodoré 64 will insert them’at the proper”places.

100 REM XX BOUNCING BALL #3

241 REM ** RANDOM PEGS

242 FORPI = 1 TO 15

243 X = INK40X RND( 1)>

244 Y =ZINK25  XRND(I))

245 P =X + (Y  X40)

246 POKE 1024 + P, 224: POKE 55296 + P, BX
247 NEXT PI

RUN

Figure 2.8  Adding random pegs

With this addition, scattered pegs appear on the screen and the ball
bounces off them as well as off the border and the box. Let it bounce. for
awhile, then hit the RUN/STOP button and type RUN again. Each time
gou run the program, the pattern of pegs s different since'they are placed

y the random number generator. You can also vary the number of pegs
by changing the upper limit of the loop counter in line 242. The statement
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242 FORPI = 1707

creates seven pegs instead of 15 as originally programmed. I you try a
larger number, saY 25, You’ll find that’the ball tends to %e,t locked into
an inescapable pattern. [t can at 15, too, but the likelihood is lower with
a smaller number of pegs.

Creating sound effects

Balls don't hounce soundlessly, as anyone knows who's ever played Ping-

Pong. To add a dimension of realism o our bouncing hall programs, then,

\ti)ve geed to create a sound when the ball ricochets off an obstacle or the
order.

Later in this book we’ll investigate soundmaking with the Commodore
64’ synthesizer. For now |'ll ke€p it simple by modifying the program
to make a baang sound whenever the ball hitS something and reverses
one of its vectors, This can be accomplished by changing two program
statements and adding 13. _

The overall strate%y of these changes is to turn on the sound whenever
a vector reverses. This hapgens In four places in the Program: when the
ball hits the border (lines. 310 and 320). and when the ball strikes an
obstacle (330-360 and 370-4002_. We'l insert a GOSUB instruction
at those points to call the subroutine that turns on the synthesizer. The
iubroutme itself will be tacked on the end of the program in lines 430-

The GOSUB instruction interrupts the normal one-after-another flow
of a program by telling the computer to GO to the SUBroutine at line
s0-and-s0 and €xecute the instructions there. When the comEuter en-
counters a RETURN statement in the subroutine, it goes. back and re-
sumes running at the instruction following the GOSUB' This is the same
Idea as saying, “Stop reading this book and glet a drink of water, then
pick up where'you lett off.” In'this case, we'll téll the computer, whenever
It reverses a vector, to “go turn on the synthesizer, and then resume.”

The synthesizer, of course, has tg know what to do before we turn it
on. We'rte going to insert six new lings starting at 250 that will tell it.
The computer’s Sound Interface Device (SID) produces an astonishing
va_rlet,y{ of sounds with as many as three voices 3|multaneousl7y. To do
this, 1t looks at 24 memory loCations startln? at address 54272 for in-
structions, which are numeric values POKEd there by a program. These
SID registers, as the 24 locations are called, each have a specific purpose,
and the values POKEd in them tell the synthesizer what sorts of sounds
to produce. In this case, we want the synthesizer to produce only two
sounds: a banging noise or silence. Conséquently, we can set up the SID
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registers ahead of time and then simply turn the synthesizer on and off.
Lines 250-255 do the setting up, linés 430-450 turn the synthesizer
on (when called by a GOSUBY, and line 295 turns it off, _

wo of the existing program lines need to be modified. These are lines
310 and 320, which feverSe qne or the other vector when the ball is at
the border. The easiest way Is to type

LIST 310

which displays line 310 on the screen. Use the cursor keys to move the
cursor to the end of the line as displayed, then type

; GOSUB 430
The colon is very important. The ling should now read
310 IFX<=00RX>= 39 THEN XV = -XV: GOSUB 430

Make exactly the same change to line 320. Because the GOSUB is on
the. same liné as an IF, it is onl%/ executed if the condition is true, that
15, ifthe ball is at the_right or left wall and the vector changes: no vector
change, no GOSUB. Thie rest of the program changes and"additions are
shown In Fig. 2.9,

100 REM XX BOUNCING BALL M

250 REM XX SET UP SOUND

251 N = 54272

252 FOR A = 0 TO 24: POKE N+A, 0: NEXT A
253 POKE N+0, 43: POKE N+1, 4

254 POKE N+5, 3

255 POKE N+24, 15

295 POKE N+4, O

355 GOSUB 430

395 GOSUB 430

438 REM XX TURN ON SOUND OF BALL HITTING
440 POKE N+4, 17

450 RETURN

Figure 2.9  Adding sound effects

Line 100 changes the existing program name line to read BOUNCING
BALL #4, since this 1s the fourth Version of this program. The other
lines are new and the computer will insert them. into"the appropriate
places according to their numbers. Figure 2.10 gives a line-by-line de-
scription of what we've done,
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Line  What it does
(Lines 250-255 are a unit that sets up the SID registers.)

250 Identifies the following four lines.

251 Grves the starting address of the SID registers.

252 ears all 24 re |sters {0 eIrmrnate Ol%arbage that might cause the syn-
thesizer to pro uce unwanted

253 Sets a note value to bepa ed Cbelow middle C%

294 Sets up th attafk/deca |ue or a sharp (staccato).

255 Turns on the volume cont

295 Ater Wcrn ne ball to IfS new position ( IAne 290), this | nstructrn
ornso e synthesizer. It Is always executed, even'when the soun
already off. and has nq effect jn that ¢ ﬁ

355  These GOSUBS are Inserted |nto the routrﬂes tp]at tral the (5

& tative horizontal and vertical gosrtrons en t P ram

395 covers that |tstr¥|n9 to move the ball l)nto an obstacle, It turns on the
bounce sound with these instructions before reversing the vector and

30 throu h45 re asubroutrne

trfres e su routrne o
4 T rns on the synt esrzerq telling it to rod ceatr anoular waveform.
g % Sovr\rln er% r naqrno/ gnurer% t0|r£e929S S ueocatelst esynt esizer by POKEIng
Fga err)tus %gck to the Instruction ta lﬂowmg the GOSU% that called this

Figure 2.10 Narrative of sound-effects changes

Now that you know what the modificatjons do, type RUN and liste.
The ball sounds as though it’s bouncing offa meta arbage can or atin
roof. We've deliberately made it not Vvery loud; ou can“add volume if
you want by cranking up the sound level ofthe V set. If you want to
give it a more distinctive sound, read on and after we've covered the
synthesrzer I more_detail you can come back and tinker with this pro-
g&%mt 0y then you'll know a lot of other neat graphics tricks you can



CHAPTER O
CHARACTER GRAPHICS

The Commodore 64 has (appropriately) 64 special graphics charagters
that we can combine in various ways t0'make pictures, (IJ_raphs, outlines,
and other attractive displays. You can see them by tilting the front of
the computer up and examining the fronts of the keycaps. The character
on the right is obtained by typing the. ke%/ while holding down SHIFT,
and the one on the left b%%)mg_whlle olding down the Commodore
key the one below RUN/STQP with the Commodore logo on it, which
Il abbreviate as C=_key). This is easy to remember Decause of the
Eosmon of the SHIFT andf C= keys. To see the effect, pick any letter
?—Y and tyloe It three times, once with no other ke¥depressed, then with
SHIFT held down, and finally with the C= down. These two keyschanqe
thedhlgh-ordehr_blt setting ofthe character, forcing the Commodore 64 to
roduce graphics

p,To seegallpthe built-in graphics charagters of the Commodore 64, along
with atpractlcal applicafion of some of them, enter Fig. 3.1 into your
computer.

NEW

100 REM ** GRAPHICS SAMPLER

110 prINT cHR$ (147

120 FOR P = 1 TO 6. PRINT: NEXT P
130 PRINT TAB<13) "GRAPHICS SAMPLER"

(Continued)



2 8 — Mastering Sight and Sound with Your Commodore 64

140 PRINT CHR$(19)

150 T=5 :B= 22

160 L =3 :R= 37

170 S = 93 : H = 64

180 SM = 1024: CM = 55296

190 P = L + T X 40: POKE SM+P, 112: POKE CM+P,1
200 P = R + T X 40: POKE SM+P, 110: POKE CM+P,1
210 P = R + B X 40: POKE SM+P, 125: POKE CM+P,1
220 P = L + B X 40: POKE SM+P, 109: POKE CM+P,1
230 FOR X = <L+1> TO (R-D)

240 FOR Y =TTO B STEP (B-T)

250 P = X =YX 40: POKE SM+P,H: POKE CM+P,1
240 NEXT Y: NEXT X

270 FOR Y = (T+1) TO (B-I)

280 FOR X =LTO R STEP (R-L)

200 P = X +YX 40: POKE SM+P,S: POKE CM+P,1
300 NEXT X: NEXT Y

310 REM XXDISPLAY CHARS 64 THRU 127
320 CH =64: X = L+2: Y = T+5

330 REM XX LOOP STARTS HERE

340 P =X 4 X 40: POKE SM+P, CH:  POKE C-M+P,I
350 CH = CH + 1

360 IFCH = 123 THEN999

370 X = X +2

380 IFX > (R-2) THEN L = L+2: Y = Y+3

390 GOTO 330

999 END

RUN

Figure 3.1 Graphics character sampler

This program draws abox enclosing an explanatory legend and dlsplays
each ofthe special aphlcs characters in a neat and"professional-looking
format against the ‘back groun col or of your screen. To see how it does
It, let’s dissect the progiam (Fig. 3.2).

Line What it does

110 CIearstne screen, onwesfhe cursor.
120 Moves the cursor down 6 lines.
130 Mmmsmeunwrr t13samsmgdwlasmemmnd

140 fwm%tecmwr mCemm esm

150 Sets the row numbers fo rthet 2 and the hottom B of the box.
160 ets th%column nunﬁ)ersfort I( and the r| )of heé)
170 : o“r/fezsoﬁtgl gsgaghms character numbers for t evert|c ites () an
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180 Furnlshe the addresses for the screen memory (SM) and color memory

190 ﬁ utes ehcorg getr sition (P) for th er left corner of the hox
an SOKEst ?csc rﬁgter ande twe)pcolorwﬁ?te ?nto memory.

200  Places th eliJ tcorner of the box, as in line 190.

210 PI?cest e lower r| ht corner of the box, as.In Jine 190.

20 Places the lowe ftc rnero the box, as n(} Lne 190.

230- 260 orm a nest o?p %t draws t etop an [tom of the box.)

30 Steps across the % gen between the ¢ rner an

240 FI| salternately% een the top and bottom o th hox.

250 utes the off

set for the Hr ent X an Yand aces Jhe horizontal
5|de |nw Ite into memor?f This causes It to be d| played, and gives
tPe im ressmn that the Iines are being drawn.

oes eoo
?903 0 ormanese Ioolg) thatdraws the verti (fal sides of the hox.)
70 Steps ownte etween er an ower corners.
280  Flips altern teg between the et n% ht sides
290 C fs

Jn tes t et for the cuErent X
sides In whlte Into mem?w 1S causes |t to
the impression that the lifes are being drawn.
300 Closes the |oops
320 Sets up values for the sampler loop that follows:

CH is the graphics character number;

Xisthec rrené honzontal )POSI'[IOH starting two spaces

from hhe left side of t

Y |s t e current row, startlng five rows below the top of

330-390 dISﬂ| %I th gra hics characters.
Com tes § fset ort ecurren nd Y anﬂ eP ?]ces the  current
character |nw ite Into memor |s lays t ar cter
Afd ances the current ch aracte gm ertot eneﬁ Ig
the new current character number is 128, end the program
grai)hlcs characters stop at 12).
nces tﬂe currer]t honzontal posnhon two to the rlﬂ
the new horizontal position Is less than tW?S paces om the right
ﬂ]de of the box, move hack to the left side plus two and move down
ree rows
390 Regeat the Ioog) from line 330.
999  End the program

Figure 3.2 Dissection of GRAPHICS SAMPLER

Appendix A shows all the graphics characters and their correspondmg
“PO E” codes (64 through 127). Note that these diagrams are enclose
|n boxes.. The outlmes don’tappear on the display. Instead, they indicate
the position of the graphics character within an rea of 8 x 8 dots, which
Is the Commodore 64's character cell (the amount of space occupied by
ong character on the screen). |

You can obtain the reverse images of these special graphics characters
and also see the full cell occupied by each one |f¥ou Increase the character
number by 128. There is a note at the end of Appendix A that makes

d places th tical
o e e g

=00

[l OO O
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reference to this fact. To see the effect, tYpe the following replacement
line in GRAPHICS SAMPLER and run it again:

30 CH=64+ 128 X=L+21Y =T+5

The sampler now appears with a white background and the_graphics
characters_in the screen color (which is what a‘reverse image is). When
Brogrammmg with these graphics characters, go,u can save Some trouble
Y usm% the base character number plus 128 in programs, instead of
adding 128 yourself. For a reverse heart, use

POKE SM + P, 83 + 128

This will make it easier to go to the aPpendlx to see what character you
meant when you read the program later on, _

Note the use ofthe homing function in line 140. This command, PRINT
CHR$(19);:—the trailing semicolon tells BASIC not to ?o tq the next lin
after completing the operation—returns the cursor 1o the upper left
corner of the sCreen, a convenient point of reference. In this case, it
homes the cursor so that when the program ends, the messages output
by BASIC will not interfere with the display. ,

Lines 120 and 130 use standard PRINT statements to write to the
screen, Had we used POKES, 1t would have been necessary to POKE
each character in the legend “GRAPHICS SAMPLER” individually. Con-
versely, we could have used the CHR$ codes for the gra hics characters
in the”sampler, which are_shown in Appendix B. The CHR$ codes for
graphms characters are different from the POKE codes, which adds a

lumsy complication to the production of graphics on the Commodore 64.
Also, the CHR$ codes are not continuous, as you can see in Appendix
B. It’s thus best to_stick with one method or'the other for producin
graphics, and the POKE codes are more convenient. For that reason |
Seldom use the CHR$ codes for producing graphics in this book.

Checkerboards

Checkerboards offer some interesting but still easily understood appli-
cations of ,graPhlcs._ We'll build a few here to focuS on some graphics
programming techniques and to see some ofthe characters on the screen,

ven though 64 graphics characters seem fo offer more patterns than
you'll ever negd, théy have an immediate glaring lack: there'is no entirely
solid square that fillS a character cell. For'that we have to go into reversg
Image an use the s(pace character. In Appendix A, you'll'find that 96 is
a space. Consequently, 96 + 128is a reversed spacé. In other words, a
normal space is, onthe screen, an area occupied completely by the screen’s
background color, soa reversed space is a character cell occlpied entirely
by some color other than that of the background. We can make it any
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color we want by POKEing a value into the corresponding location in
color memory. ~ _

As a demonstration, press the CLR/HOME hutton to wipe out the
sampler display and then type

POKE 532819
to turn the screen brown. Next type the command
POKE 1024 + 500, % + 128

which causes a reversed space to a}?pea_r in the center of the screen. Do
%/ou see it? Of course not: we haven't assigned a color to it yet, so it takes
he ?am? color as the background. It's there, but it blendS in. To give it
a color, type

POKE 55296 + 500, 0

This assigns the color black to the character in screen memorK + 500,
As soon as you hit RETURN, the solid square in the center of the screen
turns bl?ck,. ,
, él_ow3e3ts use this block to make a checkerboard. Enter the program
in Fig. 3.

NEW

180 REM XX CHECKERBOARD #1

110 PRINT CHR$(147)

120 BR = PEEK(53280): B6 = PEEK<53281)
130 POKE 53280,0: POKE 53281,0

140 SM = 1024: CM = 55296

150 FOR Y= 0 TO0 24 STEP 2

160 FOR X = 0TO38STEP2

170 GOSUB 260

180 NEXT X: NEXT Y

190 FOR Y= 1 T023 STEP 2

200 FOR X= 1 T039 STEP 2

210 GOSUB 260

220 NEXT X: NEXT Y

230 FOR T = 0 TO 5535: NEXT T

240 PRINT CHR$<147)

258 POKE 53280,BR: POKE 53281 ,BG: END
260 REM XX SUBRTN TO DISPLAY SQUARE
270 P = X + Y X 40

280 POKE SM+P, 96+128: POKE CM+P,2
290 RETURN

RUN

Figure 3.3 Checkerboard using reversed spaces
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The Pro%ram builds and displays a black-and-red checkerboard pattern
that fills the screen. Once the pattern is complete, it remains on the
display for 7.5 seconds, and then the screen returns to its original horder
and background colors. 1t’s a simple display. We'll see how the program
does it in"Fig. 34.

Line What it does

110 Clears the screen and homes the cursor.

120 Reads and s%ves thde current b%rder fBR) and background (BG) calors.

130 Sets the border and background fo biack:

140 Est?bhshes the hase memory addresses for the screen memory (SM) and
color memo[}/ CM). ,

(150-180 ar? a neste IooR] hat é)laces red squares in the even-numbered columns

0 th%even-n bered rows.

150 SBarzti the row loop, stepping by twos through the even numbers

160 Starts the column loop, stepping by twos through the even numbers

170 Calls the subroutine to display a red square.
180 Ends the two nested logps. _
(190-220 are ehnest Io%gl) that places red squares in the odd-numbered columns

of the odd-numbered” rows,)

Starts the row lOOrP’ stepping b\( twos through the odd numbers 1-23.
200 Stagrgs the column loop, stepping by twos “through the odd numbers
210 C?Ils the subroutine to_ display a red square.

220 Closes the two pested loops. ,

230 TnQrmS Clggg)to freeze the completed display for 7.5 seconds (@ 738 loops
240 Clears the screen and homes the cursor.

250  Restores the border (BR) and background (BG) colors, and ends the

0program run. _

(260-290 arg a subroutine to display a red square at the current X and Y on

tﬁe dis IayLr.? .

210 ComPu,tes Hw emory offset position (P) based on the current X and Y
coordinates on the sCreen. N

280 P ggeﬁ]gtre\églrt?gnspace at the current position and turns on the color red

290 Rehturns e&ecutioh to the statement following the GOSUB that called
this subroutine.

Figure 3.4 Dissection of CHECKERBOARD #1

The alt,ern_atm? nature of a checkerhoard Pattern introduces a bit of
complication into this program, since we need wo separate sets ofnested
loops to handle'the even- and odd-numbered rows and columns, It sim-
plifies the program to use a higher resolution check, such as character

from Appendix A, Because it already contains two sets of squares
that alterpate, we can 5|mp|ly fill the_screen with this character and' set
up the color of the checks. Figure 3.5 does this.
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NEW
100 REM XX CHECKERBOARD #2

110 PRINT CHR$(147)

120 BR = PEEK(53238): BG = PEEK(53281)
130 POKE53280,0: POKE 53281,0

340 SM =1024: CM = 55296

150 FORY =0TO 24
160 FORX =8TO 39
170 GOSUB 260

180 NEXT X: NEXT Y

230 FORT =0TO 5535: NEXT T

240 PRINT CHR$(147)

250 POKE53280,BR: POKE 5328i,B6: END
260 REM XX SUBRTN TO DISPLAYSQUARE
270 P = X + Y X 40

280 POKE SM+P,127: POKE CM+P,?2

290 RETURN

RUN

Figure 3.5 Higher resolution checkerboard

Notice that we borrowed most of CHECKERBOARD #1 for this
P_rogram, replacing lines 150-220 with the new lines 150-180. These
IneS form a pair Of nested loops that scan across each row, filling the
entire screen. Also, we changed the character number in ling 280 from
9% + 128to 127, which is the double checkerboard character. Otherwise,
the new program is the same as CHECKERBOARD #1, and the resulting
dlse(lay nas iW_ICG s_man},/vchecks. _ _

00 can bring this down to the finest check pattern possible on the
Commodore 64—character 102, a J)attern of 8 X 8 dots of alternating
color—Dy retyping line 280 to rea

280 POKE SM+P,102: POKE CM+P,2
and running it. As you see, it creates a very subtle check.

Alternate character sets

If you've examined Appendix A, you'l realize we've missed one level of
resolution in our exRerl,ments—character 94, contained in Set 2. Perhaps
you've wondered what is meant by Set 1and Set 2 in the appendix. Well,
wonder no more. The Commodore 64 has two standard character sets,
that is, two different sets of images it can draw upon to construct char-
acter shapes on the screen. Wheén you Inower up your Commodore 64,
you automatically get Set 1 That’s called a defadlt in computerese, a
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default berngC what 0youg nIs Syou s ecrf)ﬁotherwrse To activate Set

press the Comm dore‘ =) key'and the SHIFT key at the same time.
Type something and you'll seé that the out ut is rsP ayed N lower case;
the only way t0 get uPpercas e is to hold own SHIF wret ping, s
on a typewriter. Toreturnto SetlpresstheC and SHIFT k eysagarn
Thesé keys function as a latch/unlatch mechanism, flipping between the
two character sets each time you press them simultaneously.

This two-key operation is fine while t)Aprng on the keyboard, but what
If you want to change character sets within 4 roqram7 The designers.of
the Commodore 64 anticipated this question by turnishing a pair of in-
structions that select the character sets. This'is even bétter than the
latch/unlatch, since, the computer can't look at the screen to see which
character set is active. To select Set 1, type

POKE 5327221

If Set Lis already active, this instruction has no effect, but if you're in
ﬁresttracttrg?r compUter switches to It. You can get Set 2 by typing the

POKE 53272,23

These instructions work both from the keyboard and from within a BASIC
program, aIIowrng you to make a positivé character set selection without
\é\{otrrrznrtngo%be%nt the computer getting confused as to which set it’s using

Armed with this information, let’s use the medium-resolution check-
erboard given by character 94, Set 2. We can patch this into the program
by adding the statements:

125 POKE 532/2,23
205 POKE 5321221

and changing line 280 by retyping it as
280 POKE SM+P94:POKE CM+P,2

Run the program to see the effect, Line 125 swrtches to Set 2 before any
output occufs,.and line 245 swrtches bac to the p rrmar¥ set after the
program is finished. The change in line 280 merely specities the appro-
nridte character 94, and with Set 2 active it produces the medium-reso-
ution checkerboard Pattern
One final note on alternate character sets: Only one set can be drsplayed
on the screen at a time. You ¢an't use one set for part of the displ a and
hen switch to the other. This causes rnstant an astonrshrn canges
hecause if you have a screen full of medium checks (character %) and
ou switch back to Set 1, all the checks immediately becomepr sym ol
tYﬁleSOI %Earacter 04, but in'the primary set). To see it actually happen, add
|
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225 POKE 5321221

and run the pro%ram. The display is built using checkerboards, but before
It freezes with the timing loop, it switches back to Set 1. Just watch what

appens.

pPprobably the vast majority of your raPhics will use Set 1 inasmuch
as Set 2 contains only four graphics symbols. 1t’s a pity that Commodore
couldnt fit them all’into one 'set, but at any rate, switching character
sets 15 not something you'll do often.

Mixing characters and graphics

The ﬁ_raphlcs sampler proPram mixes character data (the “legend”) with
?rap ics to create a complete, self-explanatory display. When mixing the
WO )(ou have to make sure a graphics character and a text character
don't try to occupy the same position. Whichever Pets there last prevails
by ov,erwrltlnq hie previous occupant of the cell, I'll discuss means of
avoiding such Territorial conflicts in the next section. _

The methods for placing text and qra hics on the display_differ. We
use POKEs to write graphics, and PRINTS to write text. A'POKE dogs
not move the cursor, Whereas a PRINT does, That being the case, while
Programmm? 1t's easy to lose track of where the cursor is, hence of where
he next PRINT will write on the screen. ,

To make it simpler, you should write all the text in one part of the
Program and all the graphms In_another. The order doesnt matter, as
ong as the two different types of output are segregated. In effect, usmg
this approach you either write out the text and build the display aroun
it, or you build the display and then fill in the text. In either Case, it’s
good practice to rehome the cursor after text output with the statement

PRINT CHRS$(19):

That way you'll be absolutely sure that the cursor always comes to rest
in the upper left corner of the scregn, _ ,
You Can also use “home” as a point of reference for vertical spacing of
the text. Every time you issue a PRINT that is not followed by a semi-
colon, the cursor moves to the start of the next line. Conversely, when
a PRINT (or the information.it produces) is followed by a semicolon, the
cursor stops on the current line. This is why the homln? statement ends
with a semicolon; it means “put the cursor in the upper Teft corner of the
screenand leave It there,"which provides a reference point during output.
If your dlsgla is busy—with a labe| here, a legend there, a heading
someplace elsé—it’s easy to lose track of where you are and then your
vertical spacing will come out wrong. You can simplify matters by re-
homing the cursor and then issuing @ PRINT for eachline you want to
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mov?_lt down. A 5|m[ple PRINT does not disturb text that already exists
In a line It passes through. _

Dont forget to rehome the cursor when the text output is all done.
The tlashing cursor, incidentally, automatlcallx disappears while a pro-
gram is runmn? onthe Commodare 64, except that it turns back on durin
an INPUT instruction. When it reappears after the program is finished,
It is in the position where it was last placed.

Planning the display

Because the. Commodore 64 screen is a rectangle of 40 columns by 25
rows, an, indispensable tool for planning displays.is quadrille-ruled graph
paper with five s%uares per inch. You can buy it where school supplies
are sold. Lay out the sheet as shown in Flﬁ, 0, labeling the columns 0
through 39 and the rows 0 through 24. TRis gives you a properly pro-
Portlo,ned worksheet on which to draft displays. Yol can then program
rom it, using the column and row numbers as_X and Y coordinates.

|f you want to be spiffy about display planning, %/ou can use markers
ofthe’appropriate colors to portray an exact image of the screen. It works
just as well, however, to block out and darken filled-in areas, perhaps

0 1 2 3
0123456789012345678901234567890123456789

o
o

N

N

1 2 3
8123456789012345678901234567890123456789

Figure 3.6 Blank screen worksheet

[E
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using rough patterns of varying kinds to conve%/ different colors as in
needlepoint charts, and jot rotes to yourself on t edrawm?. The idea is
to make a sketch from which to program, not a work of ar, N
As a case study in display planning, and also to illustrate the mlxmg
of text and graRhlcs, let’s Play “impress the boss” and make a colore
bar chart that shows projected and actual sales volumes for each guarter
of the year. A green bar will show the estimated sales, a red bar the
actual Sales, b %uarter. This I$ an important presentation, since not only
are sales good, but we want to show the hoss what accomplished pro-
rammers we are, and it’s also time for rajses and promotions. Conge-
uently, the display has to be Rrofes_smn_al looking.
The layout of the display is shown in Flg. 3.7. Note that we cant really
show the actual height of €ach bar, since that depends on sales. Of course,

0 1 2 3
012345*789012345678901234567890123456789
0(1 DTTTTTU

4. . EST. X * ACT.

[N

()
BN RO00~IOYTTR W N—O O 00~ LN,

1ST ND 3RD ATH
LU LIGLLIIL 1L NRRRERRERRNEE

0123456789012345678901234567890123456789

N

Key to symbols: + Red square

X Green square

Notes: Black background and border.

Vertical bar height varies with data.

Box around bars is white.

Figure 3.7 Sales chart for the boss
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we know the figures for this year, but we want to generalize the Brogram
to work with other years’ sales as well, so the, helghts of the bars can
vary W|delg and we don't want to have to rewrite the program for each
eal. We do know that the maximum sales volume for any quarter is
%750,000, S0 We can app%a scale factor to figure out the maximum height
or any possible bar on the display. _
Before we write the program, ‘let’s digress for a moment to consider
the scaling of data on displays. As the worksheet shows, the box outlining
the area for the bars has its. top at row 5 and its hottom at row 21. The
bars rise from row 20 to a height approximately determined by the values
they represent—in this case, sales estimated or actual. Since the top of
the’box is at row 5, the highest the bar can go within the box Is row 6.
Thus, we have 15 increments by which to measure u% to $750,000. Each
increment therefore re&nesents $750,000 /15 = $50,000. _
In this program, well use the usual BASIC rounding procedure to find

the nearest whole-number increment. The second part of lines 430 and
510 show how this is done. The result is admittedly approximate, since
each square In a bar stands_for $50,000 or a majority of that amount,
Chapters 5 and 6, dealing with high-resolution graphics, will show how
to hone this approximation down more finely. , ,

0IrEkn,rt]egrS the program in Fig. 3.8 and, after’you run it, we’ll analyze its
workings.

NEW

100 REM M SALES CHART

110 PRINT CHR$( 14?) ;

120 POKE 53288,0: POKE 53281,0

130 SM = 1024: CM = 55296

140 PRINT CHRM5) ;

150 REM M WRITE TEXT TO DISPLAY

160 PRINT: PRINT TAB(?) "SALES ESTIMATES USACTUALS"
170 PRINT: PRINT TAB(Il) "= EST." TABC25) m= ACT."
180 PRINT CHR3$(19)j

190 FOR L = 1 TO 22: PRINT: NEXT L

200 PRINT TAB(5) <“1ST" TAB<14) "2ND";

210 PRINT TAB(23) "3RD"™ TAB(32> I4TH"

220 PRINT: PRINT TAB(16) "QUARTERS";

230 PRINT CHR$(19);

240 REM ** COMPLETE THE KEY

250 P =9 + 3 *40: POKE SM+P, 96+128: POKE CM+P,2
260 P =23+ 3 X40: POKE SM+P, 96+128: POKE CM+P,5
270 REM M DRAW BOX

280 T =5: B=21: L= 3: R= 36

290 P = L +T* 40:POKESM+P, 112: POKE CM+P,1
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300 P = R +T * 40: POKE SM+P,110: POKE CM+P,1
310P = R +B*40: POKE SM+P, 125: POKE CM+P,1
320 P = L +B * 40: POKE SM+P,109: POKE CM+P,1

330 FOR Y =T TO B STEP <B~T)

340 FOR X = (L+1) TO (R-I)

350 P = X + Y * 40: POKE SM+P,67: POKE CM+P.I
360 NEXT X: NEXT Y

370 FOR X = L TO R STEP (R-L)
380 FOR Y = (T+1) TO (B-1)
390 P = X + Y X 40: POKE SM+P,93: POKE CM+P,1

400 NEXT Y: NEXT X

410 REM XX BARS FOR EST SALES (RED)
420 FOR X =5T0 32 STEP 9

430 READ A: T = INT((A / 50000) + .5)
440 IF A = 0 THEN 480

450 FOR Y = 20 TO (20-T) STEP-1

460 GOSUB 590: POKE CM+P,2

470 NEXT Y

430 NEXT X

490 REM ** BARS FOR ACTUAL SALES
500 FOR X =7 TO 34 STEP 9

510 READ A: T = INT((A / 50006) + .5)
520 IF A = 0 THEN 560

530 FOR Y = 20 TO (20-T) STEP-1

540 GOSUB 590: POKE CM+P,5

550 NEXT Y

560 NEXT X

570 REM XX ENDLESS LOOP TO FREEZE DISPLAY
580 GOTO 580

590 REM XX SUBRTN FOR SQUARE
600 P =X + Y X 48: POKE SM+P, 96+128
610 RETURN

620 REM XX EST SALES DATA BY QUARTER

630 DATA 300000, 400000, 200000, 500000
640 REM XX ACT SALES DATA BY QUARTER

650 DATA 375000, 460000, 300000, 700000
RUN

Figure 3.8 Sales volumes bar-chart program

This program freezes the dlsplay by enterin an endless Ioog) at line
580. We can talk to the boss all afterriogn and |spra y wont alter a
bit, because the computer sta r5(3 busy qom In cwcles 0°Stop it, hit the
RU [STOP button on the left side of :

Note line 140, which says to PRINT CHR {) This instruction has the
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same effect as when you hold down the CTRL key and press 2 to force
white letters on the screen Unfortunate)ﬁ the Commo ore 64 does not
have a one-for-one correlation between CHR$ codes for colors_and their
numbers on the keyboard, so that CHR$(5) Is equivalent to, CTRL-2 for
whrte CHR$(283 is'the same as CTRL-3 for red, etc. Appendrx B contains
allthe CHRS codes for colors of ettering. Since the keY 0arg colornumbers
the POKE codes, and the CHR$ codes are all differen %ou Il probably have
to look Up the CHR$ codes each time you use one. The table in Fig. 3.9
consolidates the various color codes.

Color Keyboard POKE CHR$
BIack CNTL 1 0 14
Jte CNIL 2 1 h
Re CNTL 3 2 28
Cyan CNTL 4 3 159
Purgle CNTL g 1 1?8
Green CNTL o
BIuF CNTL 7 0 31
Yellow CNTL 8 [ 158
Oran e C= 8 129
row C= 1 9 149
grht red c= 2 10 150
c= 3 11 5]
Me UM gray c= 4 12 152
Light green c= 3 13 153
Lignt blue c= 0 14 154
Lignt gray c= ! 5 155
Figure 3.9 Color codes for the Commodore 64

Examine lines 200-220 in the program. Line 200 ends with a semi-
colon, telling BASIC not to advance thie cursor to the next line of output,
As aresult, when the PRINT In line 210 is executed, the output appears
on the same row as that from ling 200. The value in Rarentheses following
TAB tells BASIC how many print positions from the start of the line t0
beg |nthe output (}uvhere Lis thetrrst position in the ling). Line 210, then,
pro erly spaces the ouOPut s0 th at it apRlears that all'the quarter des-
Ignations were produced by a single PRINT statement.

The semical on at the end of Irne 220 deserves an explanation. It's the
last legend otthe |s lay, sowhy have a semicolon? The answer is that
we dont want B {0 send d new-ling si agnal to the screen because
thatwouldshrfttheentrre text display upward one row, t ereb}/wrec Ing
aII our carefully planned vertical spacing. To keep BASIC from doing
this, we have to put a semicolon at the end of the mstructron

Finally, note lines. 630 and 650, which are DATA statements. It was
our Intent to generalize this program so that it could be used with data
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from other years. The DATA statements enable us to do that. All we

have to do is retype these two lines with any otheryears estimated and

actual sales figures, and the pro ram will change |ts ou 3put accordingly.
We'll analyze the SALES CHART program’in Fig.

Line  What it does

110 Clearsscreen, homes ursor.
120 Rest] order and bac% und to black.
130 Esta IShes the screena color memory base addresses.
ets letter coloring to white.
60 write text andiw olor- code ke
ertest e chart ea Ing |
1 Wntestetext portmnso ecoorcode key in row 3
1 Rehomes the cursor.
gz 0 &% (?Cvssnteo netouraJrvtler% nds under the bars
0 Writes the l?ART nglteraijln th l]astfhne) (semicolon inhibits a
new line t]hat WouId shlft the dlsplay up).
Re h?mest ecursog
-200 Place squares of appropriate colors to complete the color-code key.)
-400 drawawhllt)e hox aroynd tg e pars areaa ,
Sets the top, bottom, Iet and right boundaries of box.
%%8 set up the corners o‘t e

arﬁ a tg)alro nested loops tﬁ Pdraw the top  and bottomedges  of
330 StartsalooE) that flips the Y between the top and the bottom edges of

340 arts a loop that draws the to and hottom ed es from left to, right.
350 Eiacestéh %?zontaﬁme seﬁ tnt ang [h{te color into memonesg
nds the nes or the top and ho
%g% 400 arle)apalro? nest%ﬁloops ﬁtatpdraw the ?r?t and rightsides of the
370 Starts a oo that flips the X between the left and right sides.
380 Starts loop t atd\aws the sides of the box from to% to bottom.
390 Places the ert|ca Ine se ment and W |te color into memories.
44?90 480 Engéet etgetsote |so% Stte red b Ve\tlrts feoSI etslm ted sales.
£120 tatrts aeﬁoop thatp mgves across the dr spﬁ Cidmg ef)ich bar for
£s
430 Readd? the estlmated sales for th duarter being worked on and
cest eamount to the number of vertical increments it represents

440 Sﬁl 0 theJ ehd of the loop (producing no bar) if the number of scale
mcrements 15,0,
450 Stﬁrtsaneste Iooiﬁ that stepf Rward from the hottom of the bar for
ecom ute ber of scale Increments,
460 Ca'sas routine to f|gure the current position memor dffset and
place a square In screen memory. Upon regaining control, writes the

(Continued)
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color red to the corresponding color memory address, displaying the

square.

470 En%s the nested loop to huild the bar,

480 Ends the outer Io%) for the estimated sales bars.

g490-560prform the same way fora&tual sales, making the bars reenq

80 Locks the pr&%?m into-an endless loop, freezing the display until you
ress the R ST%P button. :

g590-61 are a subroutine that services the bar buﬂdersh)

00 Computes the memory, offset for the current X and Y, and POKES a
8(1 are at thai Plaqﬁ in screen me Wv ,

610  Restores control to the instruction folloWing the one that called this

subroufine.
g620-650 contain sales data used by the rogram.&
Estimated sales volumes bg quarter in order.
050  Actual sales volumes by quarter in order.

Figure 3.10 Dissection of SALES CHART program

Graphics without POKES

So far almost all our graBmcs have been created through the use of POKE
instructions. It is possiole, but more difficult, to create ?_lr%pmcs on the
Commodore 64 with PRINT CHR$ statements. The CHRS codes are
listed in A£pend|x B, and for the most part there are corresponding POKE
and CHR$ codes for functions. _

As an example of graphics with CHRS$ codes, let’s write a sampler
pro%ram that displays the entire spectrum of Commodore 64 colars, with
each color labeled arid the “rainbow” in a rectangle. This program is useful
for adjusting the color and distortion of the picture tube.

When we'use POKES to write %[aph_n:s figures to the screen, we alter
the screen and color memories. This gives uS absolute individual control
over each of the 1000 dlspla)( cells. With PRINT CHRS$’s, on the other
hand, we issue codes that alter the way the_dis Iea/ operates until the
next CHRS Is issued. Consequently, PRINT CHR$'s are faster than
POKES, but_for this greater speed We sacrifice much of our control over
the screen. There aré some things we can do with POKES that simply
aren’t possible with PRINT CHRS's, The CHR$ codes, then, are useful
for simple graphics, but not for more. complex displays. o

Enter. and run the program in Fig. 3.11 and then we’ll discuss its
nuances in detall.

NEW
108 REM XX COLOR SAMPLER
110 X* = CHR$( 18) + " “:REM 20 SPACES

120 PRINT CHR$<147) CHR*<5)
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130 POKE 53230,0: POKE 53281,0

140 FOR X = 1 TO 15

150 READ C$, C

160 PRINT C* TAB(10) CHRSCO X* CHR*(!
170 NEXT X

180 END

i?0 DFtTA "WHITE",5, “RED" ,28

200 DATA 1CYAN" , 159, "PURPLE™ , 156

210 DATA "GREEN" ,30,IBLUE" ,31

220 DATA "YELLOW",158,"ORANGE",12?
230 DATA "BROWN",149,“ET RED",150

240 DATA "DK GRAY™,151,"MED GRAY1,152
250 DATA "LT GREEN",153,<ET BLUE", 154
260 DATA "LT GRAY",155

RUN

Figure 311 A color sampler for adjusting your display

At first ?Iance this seems like a simple little %ro ram. Of its 17 lines,
the instructions occupy only seven lOthroug 170), and most of the
work 1s done by a fodr-ling loop (140 throug 17,0%. On closer exami-
nation, however, we find a numper of technical Rom s worth discussion.

. The first two are in line 110. The code CHR$$ 8) turns on the reverse
video feature, which forces all succeeding characters to appear as negative
|mages. This has the same effect as the"POKE convention of adding 128
to the character number. Reverse video remains in effect until:

1 The end of the current output line, or; _
2. The code CHR$(146) Is issued to cancel reverse video.

The second feature of line 110 is what programmers call string concate-
nation: joining two or more units of ponnuimeric data together'to form a
smgle unit. In'this case, we'e attaching CHR$(18) to the'start of a string
of 20 spaces_and_calling the result by the name X$. The effect of the
statement PRINT X$ 15 to print a bar 20 spaces long in whatever color

the dispIaX IS currentlg pro ucm%i o
Lines 120 and 130 ‘set up the screen for outgut by clearing it
L(CHR$(147E)], setting the text color to white [CHR${ )], and making'the
order and Gackground black (line 130%. The semicolor was deliberately
left off line 120 t0 palce the cursor on the second row of the screen. Now
we'e ready to begin out%ut.

Line 140 starts the FOR/NEXT loop. Note that the loop counter X
does not include color 0, which is black. This is because a black bar won't
show up a?amst a black bacquound. Line 150 is executed each time the
loop repeats, reading the next color name (C$) and color CHR$ code (C)
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grgm the DATA statements. The color numbers were obtained from Fig.

“The sophistication occurs in line 160, which PRINTS:

1 The color name C3. ,

2. Skips over to column 10 of the line [TAB(10)..

3. The CHRS code for the named color (C).

4. A 20-space bar in color C (X$).

o) CHR$F5) to reset the text color to white for the next output (usually
the name of the next color).

The loop repeats from line 170 until all colors 1 through 15 have been
printed, and then the roqram ends at line 180. The READY message
IS In white because of the Tast code issued in ling 160. ,
Sa\ée thlls program on your tape or disk to use when you need to adjust
our display.
Y To seFe) v%//hy PRINT CHRS$’s are not acceptable for higher graphics
let’s say we want to create a midwestem horizon with a level green field
against a blue sky. This is a very simple picture, but it illyStrates the
point. Enter Fig.”3.12 into your computer and we’ll discuss it.

NEW
180 PRINT CHR*< 147) ;

110 POKE 53280,0: POKE 53281,0

120 FOR Y= 1TO 20: PRINT: NEXT Y

130 PRINTCHR*<30) CHR$( 18) ;

140 FOR Y« 1 TO 199: PRINT "m: NEXT Y
150 PRINTCHR$(1?) CHR$(5);

RUN

Figure 3.12  Midwestern horizon

Lines 100 and 110 should be familiar by now. The one-line loop in
20 moves the cursor down to row 21, leaving the blue sky unchanged.
Line 130 changes the output color to_green TCHR$(30)] and turns on
reverse video [CHR$(18)] with a trailing semicolon o tell BASIC that
the line doesn end here.” . .

The crux of the matter_is in line 140, which prints a sequence of 199
reversed spaces in green. There are 40 characters in a line, 50 th|s,out9ut
fills rows 21 through 25 less the very last cell on the screen. Line 150
then rehomes the ¢ursor and changes the text color to white.

Now, why leave the last cell unchanged? There it sits, one tiny square
of blue sky “somewhere in a midwestérn field and clearly out of place.
Let’s trg IXing it by increasing the number of green blocks in ling 140
from 199 to 200. Da'it and rerun the program.
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Oh-oh! What happened? Now we've got a whole strip ofblue sky under
the field, This phenomenon, known as Scrolling, occurs when thé cursor
moves through' the last cofumn of the bottom"line and Aumps t0 a new
row, shoving the entire display upward. Problems of this sort make it
simpler to uSe POKES for graphics.

0 1 2 3
8123456789012345678901234567898123456789

0123456789012345678901234567890123456789

Key to symbols: =* Pu-f-f of smoke
I Green grass
™ Brown bricks
- House 1in white
4 Nindow
] Red door

Figure 3.13 A house built of character graphics

Building a house

Grandma Moses, eat your heart out, Character graphics and a little imag-
ination can create primitive art on the Commodore 64 In a fraction of the
time it takes to paint a picture. As an exercise in quickie primitive art,
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we'll byild the house shown in Fig. 3.13. Type each of the listings that
follow into your computer to burI the program as we o ann(Tr
The first thing we need to do is |%repare the screen and set up some

constant information for the program in Fig. 3

NEW
100 REM X* BUILDING A HOUSE
110 PRINT CHRt(147);

120 POKE 53280,0: POKE 53281,14
130 B = 96+128: GOTO 200

Figure 3.14 Heading for the house-building program

Ling 120 sets the border to black and the backgBound to light blue,
the color of the sky. Line 130 declares the variable B as a reverse space
(POKE code 96 us 128 to make |tanegat|ve image). The purpose of
the GOTO Is to ryass the subroutine we'll discuss next.

Th |s program e urresalot of POKES Into screen and color memories,
so we'll set UJo a common subroutine to compute POKE addresses from
the row coordinate Y and the column coordinate X (Fig. 315? This
subroutine takes a different approach from what we've used before. It
retums the com lete addresses of the screen-memory location (S) and

? corresRon m% color-memory location (C) so that’we dont have to
calculate them each time.

140 REM ** SUBRTN FOR MEMORY LOCATIONS

150 P = X + <Y X 40)

160 X = 1024 + P “REM  SCREEN MEM
170 Y = 55296 + P :REM COLOR MEM
180 RETURN

190 REM  —--———mmmm-

Figure 3.15 Memory locations from XY coordinates

Now we're ready to start in earnest. |fyou ran this program, it would
turn the screen blue and report an undefinéd line error since BASIC cant
execute GOTQ 200 %so don't run it). A blue screen is {usts y—space—
so we need Fig. 3.16 to computerrze Genesis by creating thé Earth.

200 REM ** LET THERE BE EARTH
210 FOR Y=24 TO 17 STEP-1

220 FOR X=0 TO 39: GOSUB 140
230 POKE S,B: POKE C,13
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240 NEXT X: NEXT Y
RUN

Figure 3.16 Laying the ground

Our pioneer ancestors had a tradition known as.a raisin’, in which
everybody I\got together and put up a house or a barn in no time flat. Like
Grardma Moses, ‘they'd be madly jealous if they could see how quickly
and easily Fig. 3.17 does it

250 REM ** RAISE THE HOUSE
260 FOR Y=26 TO 11 STEP-1
270 FOR X=14 TO 27: GOSUB 140
230 POKE S,6: POKE C,1

290 NEXT X: NEXT Y

RUN

Figure 3.17 The raisin’

This portion of the program builds a solid white block sitting on the
green lawn somewhere this side of the horizon, It’s not a house Vet, but
at least the baic structure is there. As in reality, the house builds from
%Re rounddu_p |{1 ling 260, which steps backwards (bottom to top) through

e Y coordinates.

300 REM ** PUT UP THE GABLES
310 L = 14: R = 27

320 FOR Y=10 TO 4 STEP-1

330 FOR X=L TO R: GOSUB 140
340 POKE S,B: POKE C,1

350 NEXT X

360 L =L+ 1- R=R -1

370 NEXT Y

RUN

Figure 3.18 Adding a peaked roof

Figure 3.18 stairsteps the gables unfil they join at the center of the
housé. Lines 310 and 360 show how this is done. Line 310 sets the left
and rlgfht_boundarles of the gables. Line 330 loops hetween those bound-
aries, Tilling (between 330 and 350).the space with solid white hlocks.
Line 360 moves the left boundary right and the rl%h'[_ boundary left by
one space each, so when the Y lodp repeats the next time, the X loop 4t
ling 330 has narrower boundaries.



48- Mastering Sight and Sound with Your Commodore 64

380 REM ** PUT UN THE ROOF

390 L = 13: R = 28

400 FOR Y=10 TO 3 STEP-1

410 X=L: 60SUB 140: POKE 3,185+128; POKE C,1
420 X=R: GOSUB 140: POKE S,95+128: POKE C,1
430 L=L+ 1 R=R -1

440 NEXT Y

RIN

Figure 3.19 Raising the roof

In this case (Fig. 3.19), we dont have an X loop because we don't need
to fill in between the left (L) and right (R) bounds. Instead, those bound-
aries are where we Place a single 25° slope. Lines 410 and 420 do that,
u_sm? the reverse of POKE codes 105 onthe left slope and 95 qn the
right. The handling ofthe L and Rvariables isjust the same asin bundm%
the gables; in othér words, shifting them at éach Y level until we reac

e_top.

Theptrouble, with this house is that there’s no entrance. Befare work
can progress, it has to have a door. To break up the blandness of a white
house, we'll make the door red (see Fig. 3.20).

450 REM ** INSTALL THE DOOR
468 FOR Y=19 TO 16 STEP-1

470 FOR X=20 TO 21: GOSUB 140
480 POKE S,B: POKE C, 16

490 NEXT X: NEXT Y

RUN

Figure 3.20 Adding a red door

. Now_that they are able to gain access, our builders can proceed to
install five windows, two on the™first floor and three on the second. Since

all five windows are the same except for placement, they’ll use a sub-
routine to install the windows and call it with a loop that specifies where

ho put them. Figure 3.21 is the most complicated part of building the
ouse.

580 REM **  INSTALL 5 WINDOWS
510 Y = 18: H = 16: G = 91 + 128
520 FOR W=1 TO 6

530 IF W = 2 THEN 569

540 IF W = 4 THEN K= 13: H = 16
550 GOSUB 590
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569 H=H + 4

578 NEXT W

580 GOTO 650

598 REM  WINDOW-MAKER

600 FOR Y=V TO M-2 STEP-1
610 FOR X=H TO H+l: GOSUB 140
620 POKE S,G: POKE C,0

630 NEXT X: NEXT Y

640 RETURN

RUN

Figure 3.21 Putting in the windows

The windowbuilder subroutine (590-640) builds the window starting
at the lower left corner. Consequently, we always have to tell it wherg
the lower left corner is. Line 510 does thishy se tm? up the, vertical (V)
and horizontal _(H) position of thefirstwindow. It also specifies the ma-
terial for the window, which is the reverse of POKE code 91 (the cross
character). Lines, 520-570 defing the window (W% loop. The loop limit
in 520 calls for six windows, but line 530 omits the second one, which
the loop would tr){ to put where the door already is. It’s necessary to do
It this way, since there is a window directly above the door on the Second
floor. Lirie 550 calls the windowmaker, and 560 advances to the next
window to the rlght_. After the installation of the third window, the loop
value W is 4 and line 540 sends the windowmaker to the left window
Posmon upstairs; that’s what “V = 13 H = 16" mean. Line 580 prevents
the ptrol?rgm from wandering into the subroutine after the last window
15 installed,

As for the windowmaker itself, line 600 steps upward by three rows,
starfing at the current vertjcal (VQ level, corresponding to the floor it’s
workm? on. Line 610 uses the current horizontal position as a reference,
so that these two loops are confined to an area two columns wide by three
,rowlsdhltgi}f beginning at the lower left corer. The rest of the subroutine
15 0ld stufr.

/A small window high in the gables will add a IPIeasmg touch. Because
this window _is smaller than thé others, we cant use the same window-
maker (see Fig. 3.22).

650 REM M  ATTIC WINDOW

660 FOR Y=7 TO 6 STEP-1

670 FOR X=20 TO 21: GOSUB 140
680 POKE S,6: POKE C,Q

690 NEXT X: NEXT Y

RUN

Figure 3.22 Making a small attic window
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In the interest of energy-consciousness, we'll call in a mason to build
a chimney up the left side”of the house. Like the other builders, he’s a
_fgts]t worker and needs only the few instructions in Fig. 3.23 to do his
job.

708 REM XX PUT IN A CHIMNEY
710 M = 99 + 128

720 FOR Y=20 TO 5 STEP-1

730 X = 13: GOSUB 140

740 POKE S, M: POKE C,9

750 NEXT X: NEXT Y

RUN

Figure 3.23  Electronic stonemasonry

Line 710 specifies the material, which is reverse code 99. Line 720
tells the chimney mason how high to make it, and line 730 says where
to put it with réspect to the house (on the left) and calls the' position
subroutine for exact locations of each layer. .

The house is nearly complete. The last thing to build is a front step
leading to the door, Which we’ll have the mason Iapz/ while he’s here, He
can use the same material as for the chimney (M). Again, his instructions
are sparse (see Fig. 3.24).

760 REM XX BUILD THE FRONT STEP
770 FOR Y=21 TO 20 STEP-1

730 FOR X=19 TO 22: GOSUB 140

790 POKE S,M: POKE C,9

800 NEXT X: NEXT Y

RUN

Figure 3.24  More masonry

The house is now ready to welcome its new occuwnts. To give it a
homey air for them, let’s build a fire on the hearth. We're looKing at it
from the outside, of course, but so will they when they arrive, and Smoke
from the chlmne;{ IS hospitable. The smoke rises and flows from the flue

in gray puffs that trail off to the left because of line 850 (see Fig. 3.25).

810 REM  XXSMOKE FROM THECHIMNEY
828 X =  13:G = 87

830 FOR Y =4 TO OSTEP-1:GOSUB 140
840 POKE S,G: POKEC,12
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858 X = X - 1

860 NEXT Y

870 REM XX HOLD THE PICTURE STEADY
880 GOTO 880

RUN

Figure 3.25 A fire’s on the hearth

We could continue with this, adding trees and flower beds and picket
fences and all the qther trapplnqs of & domestic establishment, but you
get the picture, This is, alas, not as enduring as one of Grandma Moses’
Bamtmgs but it will stay on your screen until you hit the RUN/STOP

utton.” Feel free to add other things (starting af line 870, not 8901),
and experiment with the things we'vé learned in'this chapter about char-
acter graphics. Also, make a sgl)eual_ point of saving this program under

%Qre name HOUSE, because we'll revisit the neighborhood in & later chap-



CHAPTER 4

THE CAST DF
CHARACTERS, AND

ADDING SDME

Computers only. 8rve the appearance of being intelligent; in reality they're
Pro foundly stupi Justabunch of electroniC circuits; that respond blindly
0.60M matronso sand 0s with no forethought, no intuition, no insights,
and no abil |ty to learn from their experience. A good example of this
“know-nothing” idiocy has to do with characters.

When you push the keyboard button inscribed with “W”, the same
character image appears on the screen in what seems an automatic cause-
and-effect seqUience. If you bother to think about it at all, you probably
assume that there’s a Irnka?e similar to atg ewriter’s between thekey
and the display image, or at [east some mech |st|cwrsdom that associates
the two. In fact, however, it 1snt that way at all. The computer makes
no connection between the symbol on the ke ycap and the image it displays
and it doesn' care. When you push the W K e )ﬁou cIoseaswrtch contacr
that sends a number mto electrrcal crrcurtry W ere |t 15 sensed by soft-
ware. The software loo suPt IS number in'a table of |mages to find the
Fattern specified for the button, Other software and circuifry then trans-
ate that image into dots on the screen to form the pattérn that you
recognize as & W. The computer makes ng correlation between the' W
legend on the keycap and the pattern of bits it takes from the table; if
the |mage happens to form a dollar sign, the computer blithely displays
a dollar’sign whenever zou tYpe W, and never wonders why.

This fundamental im ecrlryrs of course not bad, but srmplyafact
It’S Rrobably not much different than th ewa¥ our minds work_ Since we
too had to be taught this particular shape. You look at it and you say,
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“Oh, ye_ah, that'saW.” You've looked it up in your mental table of images,
What differentiates human intelligence from machine “intelligence”is that
we can take W anq all its mblqus and combine them to fornt written and
spoken language, literature, art, mathematics, heritage, whereas a com-
puter can only’look it up in'a table and display it.

Because the comRuter has such a narrow view of its cast of characters
and doesnt care if they coincide with the keycaps, we can reprogram its
character set and manipulate it in various ways to suit our gurp_oses, and
the gorrgputerwnl happily go right along with Us. That's what this chapter
Is about.

The face of a character

A character cell consists of an § x 8 dot matrix that has a corresponding
8-pyte image in memory, that is, 64 dots mapped to, 64 bits. This |magze
takes eight sequential mem_or%/ addresses that are generally referred 1o
by their”offsets from_the firs b)ite; the first byteof the Cell is byte 0
and the last byte is 7. It's useful to think of them as heing stacked as
they are on the display screen, with byte 0 on top and 7 on'the hattom.
Byte 8 is the top byté of the next character cell'to the right, which is,
of course, byte 0 for that cell. So it goes, inan up-and-down m?zaq across
the 40 cells that make a line. It takes, then, 320 (8 x 40) bytes to form
a line. With 320 bytes per line and 25 lines on'the display, a screen
re%resents 8000 bytes of memory. A little later [l show” how these

0 bytes are “summarized” in a’screen memory of 1000 bytes.

Twao colors normally appear within any rg];lven cell. When a bit is set
to 0, the background color is dlsPIayed; When set to 1, the foreground
color is shown: (We say “normally™because in multicolor mode, which
we'll discuss later, a cell can contain up to four colors.) The control cir-
cuitry of the Commodore 64 takes care of mappln? these it settings to
their"corresponding screen locations and turnln_? on the apRroprlate cOlors,
S0 as programmers our only concern Is the i

settings themselves.

| remember that face from somewhere . . .

Gather round and I'll tell you a tale of deceit and trickery entitled “The
Bank-Switched ROM.” It's about a shell game Rerpetrated on a poor
unsuslgectmg computer, and W. C. Fields would have adored it.

A ROM 15 a Read-Only Memory, a special kind of memory that the
computer can read but cant modify. Also, a ROM—unlike the RAM
fRan_dom-Access Memory), that you'use for programs and data—doesnt
0se its contents when the %ower 15 off. The Commodore 64 is full of ROMs
for sundry purposes: they hold the machine’s operating system (the “Ker-
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nal”), the BASIC interRreter, input/output drivers that communicate
with the outside world, the synthesizer, and—relevant to this tale— the
character images. There are other ROMs aswell. but that’s another story.

An 8-bit microcomputer, which the Commodore 64 is, uses two hytes
to indicate memory addresses. Since one hyte represents any of 256
values, two of them together will represent that number squared, or
69,530. This means that the maximum memory size of the computer is
65,536 bgtes, or 64K (one K is 1024), which is fiow much RAM the Com-
modore 64 has. _ _

Well and good, but if the machine’s memory addresses are all com-
mitted to RAM, that leaves no addresses free for the ROMs that hold
all the computer’s basic knowledge. After all, if the CPU is expected to
read these ROMS and learn how’to do its thing, It has to have a means
of fmdmﬁ that information,_and that’s what addresses are for,

The shell game begins. Bank swnchma Involves turning off a hunk of
RAM and simultaneously turning on a ROM with the same addresses.
The RAM isnt really powered down, but instead made inaccessible so
that the CPU can see what's in the ROM that has those addresses.
Afterwards, it bank-switches the ROM off and the RAM back on, and
the RAM holds exactly the same information it had before all this de-
ception be?nan. ,

One of these ROMs holds all the |ma?es—8-byte blocks—that com-
prise the Commodore 64’ cast of characters. It begins at address 53248
In ROM. There are 256 potential characters, one for each gossmle byte
value, and since an |mag% has 8 hytes, it takes 256 x 8 = 2048 bytes to
hold the complete cast. "That's 2K extending from 53248 through 55295,
Back In Chapter 3 we monkeyed around with alternate character sets:
Set 1 lives in this addressing fange. Set 2 occugles another 2K between
50296 and 57343. The command POKE 53272,23 switched to Set 2 by
telling the Commodare 64 that you wanted to access the character ROM'S
second_ half, POKE 53272,21 pointed it at the first part.

Notice, incidentally, that the POKE that controls the selection of char-
acter sets goes squarely into the very RAM that qets bank-switched out
when It comes time to read the character ROM. 'If we had only one set
of memory addresses in the range 53248-57343 and it held Character
images, the POKE would change one of the characters. But of course,
there are two apartments at that address, and bank switching decides
whether we go to the one upstairs or the one down.

_Aﬂpendlx A shows the screen display codes. These are numbers by
which character images are_known internally to the computer. Good old
W, according to this chart, is. 23, This means that the image for W is the
24th in the ROM table (the first bem% the zeroth). The computer, when
Bresented with a character number 23, promptly multiplies this number
by 8, for the_eight bytes in each image, to find where Image 23 begins
In the table. The answer is 184, so it adds 184 to the starting address of
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the character set currently in use—usually Set 1 at 53248—to get the
exact address of the |magie for character 23 It then bank-switches to the
ROM and reads the e|F?h bytes starting at 53248 + 184, and then hank-
_swnch?s b\%k to the RAM.”And that’s"how the Commaodore 64 gets the
Image for W.
ell, almost. We've deceived you by Ieavmg out part of this story
about deceiving the computer. The fellow who doés the memaory-to-screen
management in the Commodore 64 is named VIC-II, and hé lives in a
ROM“somewhere down_in the innards. VIC is very, very busy, so he
limits the scope of his view to one 16K hunk of memory at"a time. Later
|l get into that in.detail, when | talk about multiple-screen applications.
For'now, the implication of VIC’s narrow view is that, if he can only see
16K at a time, the only place we could ever have screen memories with
characters is in an area that encompasses the character ROM addresses,
that Is, above 49152, which is the top 16K of memory. But we know from
the last chapter that screen memory is at 1024-2023. Where did the
characters come from? _ L
The plot thickens with deception number two. Sneaky elements within
the Commadore 64 make VIC think the character ROM'is within his field
of view. When the power comes on, VIC |s_absolute_IK_convmced that the
character ROM starts at address 4096, which Is within the low memory
bank (addresses 0-16383) where he does husiness until directed other-
wise. When VIC gets hold of a W and calculates its |maqe address as
184, he adds that 0ffset to 4096, which he thinks is the start of character
ROM. But then, when he sends out for the image at that address, some-
body along the line intervenes and converts It into the real address of
the 24th image in character ROM, and then bank-switches, to the ROM
to get the image. VIC is consistently fooled by this, and since it works
so Well he has o reason not to be.

The automatic character-finder

Now it so haﬁpens—and here we get to the crux of this chapter—that
VIC doesn't have to get his charaCter images from the false address at
4096. He can get them from any of seven ofher addresses within the 16K
bank he’s working with, and when he does, those are real addresses. If
VIC hasn't ?j)em led 4096 as the starting pomnt of the character images,
nobody meddles by converting the address and bank switching the ROM.
Thus, e%ets his Tmages dl_rec,tly(] from RAM.
You can make him do this right now by typing the command

POKE 53272,(PEEK(53272) AND 240) OR 12

Bingo! Suddenl\x/the characters on the screen change into a bunch of
strange blobs. Why? Because VIC is getting his character images from
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address 12288 and upward, and there aren't any character images there.
What you see are the random bits that haﬁpen to be turned on in that
Part,o memory right now. It's a dirty trick, but as we've already said,
Frg(e) I\I/lm\?v%ﬁ mean nothing to VIC. We tan point him back to the character

POKE 53272,(PEEK (53272) AND 240) OR 4

|f you made a typo doing that, there will still be garbage on the screen
and In that case, retype it. When you've_got it Tight the letters will
reappear as though nothing were ever amiss.

Had there been character images stored from 12288 upward VIC would
have d|sRIayed them on the scréen instead of garbage, More on glacm_g
images there in a moment, but first let’s talk dbout address 53272. This
|mé)ortant byte contains two pointers that tell VIC where his screen s,
and where to find_the character images. Mess up this byte and you've
bought the farm. The only recovery s to hold down RUN/STOP while
YOU 8ress RESTORE. Amiong otherthings, that resets the screen pointer
0 1024 and the character poifter to ROM, which is its condition at power-

up.
pWh,en we get to muIUP_Ie screens Il discuss this byte again, Its uEper
four it %overn the location of the screen memory. For now, simply keep
in mind that you must always protect that upper nibble from accidental
alteration hecause of something you're doing with the character pointer,
The lower nibble holds the character Pomter in its upper three bits. VIC
ignores the low-order bit. Whether it’s 1 or 0 makes no difference.

VIC can get his character |ma1qes from any of eight addresses, of which
seven are inTeal RAM memory, These addresses correspond to 2K bound-
aries, progressing 0, 2048, 4096, 6144 . .. 14436. Location 4096 is the
phantom address for character ROM, so we cant expect VIC to find
characters if we put them into the real 4096, Also, %/ou shouldn' use
address 0 in the low memory bank (below 16384) where we normally
operate, because the Kernal uses that area for system status informatiori,
and 2048 and 6144 are out hecause they belorig fo BASIC. These con-
straints don't apply in the other banks, as we’ll'discover when we study
multiple-screen ogeratlons. This leaves four areas for character memory
In the upper 8K of hank 0. _ o

Figure 4.1 shows the character memory locations, the bit setings
relatéd to them (X’s represent bits not relevant to the character pomte%,
and the POKE values for those settings.

You can develop the value of PV mathematically from the actual ad-
dress of the character memory with the statement

PV = (CM - (BN * 16384)) / 1024

where CM is the character memory address and BN is the number of the
memory bank. If character memary is at location 12288 in bank 0, this
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Command to change the pointer in BASIC:
POKE 53272, (PEEK(53272) AND 240) OR PV

Location Bit setting PV
0 XXXX000X 0

% FERERLR 7 Note 3
6144 XXXX011X G(Oe)
8192 XXXX100X 8
10240 XXXXI1I01X 10
12288 XXXX110X 12
14336 XXXXI11X 14

otes:

1. Do not use jn pank Q. Belongs to Kernal.

2. Do not us In Bant 0 Be|on§s to BASIC.

3. Phantom ?default) address for character ROM.

Figure 4.1 Selecting character memory locations

works out as:
PV = &122288 - (0 * 16384)) / 1024
PV =

which is qiven for that address in Fig. 4.1, When you are in bank 2 and
use 8192 Tor your character memor6y CM is 8192 plus the bank address
32768, for an‘actual address of 40960. Thus,

PV = 240960 - &2 X 1638435/ 1024
PV = (40960 - 32768)/ 1024 = 8

andkthat, too, is correct for the location 8192 bytes from the start of the

ank.
. The instant the POKE is executed, VIC begins getfing his character
images from the new location, and if the images are different for codes
already on the screen, the display changesto the new images. That’s
why, When we did the POKE a while aR/cI), eentire screen was affected.
OYfOX can restore normal (character ROM) operation by POKEIng the PV

Gittin’ them characters

If you want to add your own special characters or modify existing ones

you cant. do it while the mages remain in ROM. That’s becausé. ROM
is—consistent with its name—a read-only memory, and modifications of
necessity alter images by changing their bit Ratterns. Consequently, you'l
have to'move the wholé charactér set (or the parts of it that you want)
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out ofthe ROM and into RAM. Once it’s in RAM, you, can make changes
to your heart’s content, and then POKE 53272 to"point VIC-I1 at your
new RAM character memory. o

_ Cop¥|ngablock of memory from one place to another is simple. You
ust set up a FOR/NEXT loop that POKES into the destination what it
PEEKed from the source. Copying from the character ROM, however,
Involves some extra precautions and steps, . _

The address range of the character ROM coincides with the area of
memorY where the Commodore 64 keeps track of peripheral devices, such
as_printers, data storage units, and modems. This is also where it main-
tains status information conce_rmnfg the keyboard. Such devices generate
Inferrupts—requests for service from the' computer—by se_ttmg bits in
this area. We thus have to make sure no interrupts occur while the ROM
IS switched on durlng| the copy operation. The ROM won't be dama%ed,
but the interrupts will go unanswered and other bizarre things can hap-
pen. This calls for a %Ianned procedure that we can incorporate into a
program that copies the character ROM into RAM:

1 Disable interrupts with POKE 56334, PEEK(56334) AND 254
2. Bank-switch the ROM in with POKE 1,PEEK(1) AND 251
3, Cop?é from ROM to RAM

4. Bank-switch the ROM out with POKE IPEEK(glf OR 4

5. Enable Interrupts with POKE 56334,PEEK(56334) OR 1

During the C%Py operation, the keyboard is inoperative, as are all com-
puter-attached devices, including the dlspIaP/ screen, For this reason, you
must be absolutely certain that our copy foop works right, because the
8HIy way to recover from a hang-up is toturn the compter off and back

Let'stry it by coz%ing_the entire Set 1from the ROM into the memory
area sttartmg af 12288, Figure 4.2 shows the program to enter into your
computer,

NEW

100 REM XX ROM COPY

110 3 = 53248: D = 12283

120 POKE 56334, PEEK(56334) AND 254
130 POKE 1, PEEK(I) AND 251

140 FOR M = 0 TO 2047

150 POKE D+M, PEEK(S+M)

160 NEXT M

170 POKE 56334, PEEK(56334) OR 1
180 POKE 1, PEEK(l) OR 4

190 END

RUN

Figure 4.2 Copying character ROM Set Linto RAM
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It takes about 15 seconds for this proE[am to complete, so don't have
an anxiety attack unless it’s obviously taking far longer than that. If the
copy operation s successful, we should be able to switch the character
pointer an 53272 and see absolutely no change on the screen. Type the
comman

POKE 53272, (PEEK(53272) AND 240) OR 12

If the characters on the screen changed in any way, the program didn't
5“9’6 right. This command could have been included in the program at line

You now have a complete copy of character Set 1in RAM, and the
VIC-I is using it for the display instead of ROM. Since Xou cant see
any difference, you might doubt that the program accomplished anything.
T0'put your doubts o rest, and also to show how to do a partial_cop
from ROM to RAM, let’s replace the letter W in RAM with A'from ROM.

The same Progra_m we just ran will do this with only three changes.
The source letterA is the second character in ROM, so we have to change
the value of S'in line 110 to 53248 + 8. The letter W is the 23rd image
in both ROM and our RAM copy, which_is 184 bytes from the start, So
change D in line 110 to 12288 * 184, Finally, we're copying only the
e|8h b%tes of this, ong character |mage, s0_change the high value of the
FOR/NEXT loop in line 140 from 2047 to 7. ,

Before Xo,u run the program, tyPe a bunch of W’s. BASIC will scold
ou for m km? a syntax error, but no matter. While the program runs
remember, VIC isnow looking at RAM for his character images), watch
what happens to those W’s. ,

. Theyall changed to A's! Not only(that but when you hit the W ke
it ’\Produces an A~ 1f you type AWAY IN THE WOODS, you get AAA
IN' THE AOQDS. There’s nothln% wrong with the computer; we've just
changed the image produced by the eY.

Lét’s fix the poor busted |maPe and quell your fears that I've wrecked
your computer. Change the vajue of S'in line 110 to read 53248 + 184
and run the program again. Voila! Before your very eyes, the A’s change
Into perfect W,

A character-building experience

I'm an American and for me, havmgba whole key assigned to the British
pound sterling symbol wastes valughle space. Suppose | want it to be a
cent sign, which the Commodore 64 doesnt have. (British readers can
H?ﬁl gp% ieﬁ( rcise that follows to make something mare useful out of the

Accorgding to Appendix A, the pound sterling sign is screen code 28,
which mean3 we’ll find its image starting at 12288 + 224, or 12512, Hint:
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If you dislike hunting through tables as mych as | do, you can find the
screen code for a chdracter with the following proceduré:

1. Hold down SHIFT and hit CLR/HOME to place the cursor in the
top left corner of the screen.

2. Type the character whose code you want o know.

3. HIt RETURN gou’ll 8et a syntax error, but so what?).

4, T%/pe PRINT PEEKQU24),

5. The number that appears is the screen code of the character.

. Anyway, back to our character-bui,ldinﬁ, exercise, A character image
Is, as we've said, an 8 x 8 dot matrix inwhich the Lhits define its shape.
ngitiloﬁéts are set by POKEing values that equal the sum of the 1 bits
p To make a character ima%e, use some of that graph paper you got for
planning graphics screens. Outline on it an ared eight squares high by
eight wide, and within that area sketch out the shape of the image you
want to construct. (Clt’s wise, by the way, to make al| vertical lings two
dots wide to avoid color distortion.) Usg a lead pencil so you can make
erasures. Once you've worked out 4 satisfactory shape, make X’s in the
squares that approximate the sketch. _

Now you're ready to define the character numerically. A calculator
helps, bécause, for ‘each row, you have to add up the sum of the bit
positions in which. Lbits appear, Remember, 4gomg from left to right the
values of bit positions are 128, 64, 32, 16, 8, 4 2, and 1 If it helps, label
Zhée columns. To the right, jot down each byte’s value, as we have in Fig.

~NO TR WO
XXX
XXX

Figure 4.3 Building a character image for the cent sign

The numbers on the left represent the relative byte number within
the image, Across the top are the values of each it fosition, and on the
right are the sums of the 1 bits in each byte. We can now use these sums
to"make g new character image which, in this case, overlays the pound
sterling sign at 12512
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The program in Fig. 4.4 is a general-purpose |ma%ema,ker. Yoy can
use. it to make _anY_ néw character image simply by ¢ a_ngm% the desti-
nation address in 1ine 110 and the DATA statement to inclulle the byte
values developed for the image. Before you run this program, type a
pgupde s(teerlmg sign so that yoll can see it'change into a cent sign before
your eyes.

100 REM ** BUILDS A CHARACTER IMAGE IN RAM AT LOCATION D"
110 D = 12512

128 FOR H = 0 TO 7

130 READ B

140 POKE D + M, B

150 NEXT M

160 END

170 DATA 24, 126, 219, 216, 216, 219, 126, 24

Figure 44 A character-building program

Unfortunately, character changes of this sort do not last. When the
computer is turned off, the chantge 1 lost, and there is no wa¥ to store
It in ROM as a permanent part ofthe machine’s character set. Therefore
character-building is only temporary as far as the Commodore 64 is con-

cerned.

One solution to the perishability of custom character sets is available
to those who have a disk drive. You can construct a modified character
set in RAM and then make a program to read if with PEEKS and write
It to a disk file. The companion program to this is executed each time
You power up the system: read the character set from disk, POKE it into
he desired memory area, and switch the pointer in 53272 to .

Colorful characters

There are several ways to control the colors of the characters on the
d;sRIay. The_simplest is by a direct keyboard command, holding down
either'the CTRL or the C= key and typing any number between 1and
8. Thereafter, all characters ori the display appear in the color you set
through that command, until you either changEe It or reset the ,dls%Iay by
holding down RUN/STOP while hitting the RESTORE key. Fig. 3.9°and
the accompanying discussion_showed™ how to perform these keyboard
commands from & program with PRINT CHRS statements. Also, as you
know from Chapter 3"if you POKE characters into screen memory, 0you
can conrol their colors with the corresponding location in color memory
Here I'll discuss two other ways to alter character colors.
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The first of these involves changm%the color of things aIreadY on the
screen. To do this, you simply pass through color memory for the area
corresponding to th2 cells yoi want to change and POKE the code for
the desired color. Whatever is on, the screen (even thoug}h you didnt
POKE screen codes to put it there) immediately changes to the new color.

As an example, hold down SHIFT and hit CLRIHOME to clear the
screen, and set the text color to white and the screen background to black
(POKE 53281,0). Now enter the following command:

FOR X = 0 TO 319: PRINT “X";: NEXT X

This produces eight rows of X’s near the top of the screen (rilght under
the command liné you entered). They're all' white against a black back-
ground. Now type the command

FOR X = 0 TO 319: POKE 55296 + X, 2 NEXT X

This puts the code for red into the first 320 bytes of color memory, which
correspond to the top eight lines of the display. And behold, the command
line and all the Xs except the last row turr red. Why not the last row
of X's? Because it’s on the ninth line of the display. It therefore remains
white, as does the other text below it. We have changed the color memory
onlm behind the first eight rows. _ , o
OW Suppose we want to chan%e the middle ten X’s in the still-white
row. They begin at column 15 and end at column 24. As we know from
XY coordinaté flottm . We can find that location with (Y *,40% + X, In
this case, X is 15and"Y is 8, so the address_for the first X in the group
::So3m3r?1 abn)ates into color memory. We can modify these X’s, then, with the

FOR X = 070 10: POKE 5529 + 335 + X, 3: NEXT X

Sure enough, the middle X's in that row become cyan (?reenlsh blug).
It would seem, since we've changed color memo&y_, hat as the text
scrolls upward, the lines would change as they moved'into the spaces “in
front of" the color memory; in othér words,” that the line of white X's
with cyan in the middle, as it shifted Lapward, would turn red, and when
the word POKE farther down arrived where the cyan X's are now, it
would turn cyan. Right? Let’stry it and see. Hit RETURN several times
until the cursor gets to the bottom of the screen and starts pushing lines
up off the top and watch what happens.

Hey! The colors stay with the characters they belong to, That’s be-
cause, as part of the scrolling mechanism. color meémory isshifted forward
40 bytes each time a line vanishes off the top of the Screen. That way,
once” you've assigned a color to a_location on the display, whatever s
there at the time 0fassignment retains that color until it ledves the screen.

It does not work, incidentally, to alter the color memory and then
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PRINT characters into the corres_pondlng screen locations. Color changes
can only be made after the text is alreadly visible.

The Second (exotic) technique is what Commodore calls extended back-
ground color mode, ‘which enables you to select any of four different
colors for the background field of a Character. For instance, you mlgqht
have white letters on a black screen, but the background field of the
character itself could be green or red or gray. In this mode, the 1 bits
of the image take their color from color niemory, and the 0 bits assume
any of the Tour colors you select. B _

Character background colors are specified by POKEing color numbers
(0-15I) into the four consecutive me_mor¥ addresses starting at 53281,
You'll recall that 53281 ifself determines the screen’s color. In this case,
it also determines one of the Possmle_ ba,ckground field colors for a char-
acter, thus giving the character an “invisible” background that matches
the screen. “The ‘other three memory locations (53282-53284) hold any
cojor numpbers you want. Obwouslg, R/ou have to exercise a little care in
selecting hackground colors that Contrast with the lettering; red char-
acters dont show up against a red background. ,

The whole process, in fact, requires p annmgi and setting up. You have
to load color memory with the character color and the” four memory
locations 53281-53284 with the background color options. Then, the way
you select a back_([]rqund color for a’specific character Is bg settrng the
Uppermost two bits in the screen code, as shown in Fig. 4.5.

Background Memorx Ch%ractercgﬁ% Screen code  Add to

number locatio bit range base
0 53281 0 0 - 0
1 53282 0 1 o4 - 127 o4
/) 53283 1 0 128 - 191 128
3 53284 1 1 192 - 255 192

Figure 45 Extended color background selection

T0 see how to use this chart, let’s sawou want to display the letter
A at some location on the screen called XY. The screen cqdé for A is 1
as Appendix A tells us. Backg[round number 0 (in 53281) is the color of
the screen. To display an A with the same background as the screen, you
would instruct the computer to

POKE XY, 1

and an A would appear with no discernible background field. But now
let’s say YOU want the character to have a surrounding field of background
color L 1n that case, you have to set bits 7 and 6 of the screen Code to
01. Since bit 6 has the binary value 64, you can do this by adding 64 (the
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“add to base” value) to the screen code, giving 65 in this case, When you
POKE this numbey’into XY, the A shows up'with its image in gne color
and its back?round in another against a screen of a third color. Similarly,
to surround_the character with the color indicated in background number
2 (address 53283), you must set the high-order bits to 10, which is done
by adding 128 to the screen code; for background number 3, add 192.
The consequence of committing the two high-order bits of the screen
code to the background color seléction is that'you can only use the first
64 screen codes. This gives you all the standard alphanymerics, punc-
tuation marks, and ma s(}/mbols, and none of the gfraph;cs characters.
Extended background mode, then, is useful chiefly Tor displaying high-
lighted messagés that you want to stand out from’the rest of your téxt

display.
prhg computer, lacking a gilimmer of intuition, needs to be told that
you want to enter or leave extended background mode. To turn the mode
on, use the instruction

POKE 53265, PEEK (53265) OR 64

To turn extended background mode off and reenter normal display op-
erations, Use

POKE 53265, PEEK(53265) AND 191

Note that if you have graphics characters on the screen when you enter
extended hackground mode, they will instantly change to text letters,
numbers, or symbols. Also, ifyou switch into extended ack?round mode,
display a message using the mode, and then switch back to normal op-
eration, the benéfit of extended mode vanishes immediately (the message
using 1t becomes ordinary text or garbles into a mess of graphics char-
acters). Extended background modé and character graphics dg not peace-
ully coexist, and extended background mode must remain in effect as
Iongl as anX text using It stays or the screen.

igure 4.6 is a demonstration _pro?ram that shows extended back-
ground mode in action by dlspla)(mg
rows hetween each. You can exit
operation by striking the SPACE

our rows of A’s with two empty
hbea Iprogram and restore normal screen

NEW

100 REM ** EBC DEMO

110 PRINT CHR$(147):PRINT:PRINT

120 PRINT TAB(5) "EXTENDED BACKGROUND COLOR DEMO"
130 REM **WHITE CHARACTERS INTO COLOR MEM

140 FOR X =0 TO 999: POKE 55296 + X, 1:NEXT X
150 REM ** SET UP COLOR SELECTIONS
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168 POKE 53281, O :REM BLACK SCREEN

170 POKE 53282, 2 :REM RED IS COLOR 1

180 POKE 53283, 6 :REM BLUE IS COLOR 2

190 POKE 532841 12 :REM MED GRAY IS COLOR 3

200 REM XX ENTER EBC MODE

210 POKE 53265, PEEK(53265) OR 64
220 REM ™M  DEMO DISPLAY LOOP
230 Y = 120

240 FOR BC = 0 TU 192 STEP 64

250 FOR X = 0 TO 39

260 POKE 1024 + X +Y, 1 + BC

270 NEXT X

280 Y = Y + 120

290 NEXT BC

300 REM XX FREE2E DISPLAY UNTIL KBD SIGNAL
310 GET X$: IF X$ =" THEN 310

320 PRINT CHR*( 147);

330 POKE 53265, PEEK(53265) AND 191
340 END

RUN

Figure 4.6 Demonstration of extended background color mode

The operative statement of this program is line 260. The address it
POKEs Into Is the sum of 1024 (screen memory) plus the column (X)
Plus the row (Y), and the value it POKESs is the 'sum of the screen code
or A plus the value BC, which determines the settln? of the upper. two
its of the screen code. Note that BC increases by 64 for each repetition
of the outer loop, and that Y—the row—increases by 120 for each BC,
advancmg the |spIa3/ three rows. . o
Extended b_ackPr und color mode seems terrific, but it is so touchy
and,frau%ht with limitations that it is difficulf to conceive of many uses
forit, and except that it is a complex subject, it probably doesn'’t deserve
as much attention as we've given it.

ASCII versus the screen codes

Among the thin%_s you could ask the Commodore 64s design engineer if
you ever meet fim, | hope )rou’ll include the question: “Why does the
machine have different ASC1| and screen codes?” Surely there is some
good reason, but it wont be found in these pages. Instead, I'll be prag-
matic by dealing with the facts,
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Appendix B shows the ASCII codes for the symbols used by the Com-
madore 64. ASCII, which stands for the American Standard Code for
Information Interchange and is pronounced “askey,” provides a means
of representing letters, numbers, and symbols that IS unlver_saIIP/ 0b-
served by microcomputer manufacturers. 1n ASCII, the letter A is always
represerited by the Dit 6oatter_n that has the value 65, a comma is 44, and
s0 forth. There are 256 possible values in an 8-bit byte, and ASCI] es-
tablishes the relationship.ofwritten symbols to bit patterns for everything
from 32 (SPACE) to 90 (Z). The restare available for whatgver purposes
the machine’s manufacturer sees fit. Commodore has seen fit to use most
of them for graphics symbols, color numbers, and other control functions,

As you type programs and instructions and data into the Commodore
64, yaur keystrokes are converted into ASCI| and stored in the com-
Bute_r’s memory. The computer doesnt recognize A as a visual pattern,

ut it does recognize 65 as a data object, as'l pointed out earlier in this
chapter. Therefore, it works on 65 and leaves it to some other part of
the ‘computer to make visual sense out of 65.

f Kou look up code 65 in Appendix A (screen codesz, however, you
find that it’s an ace of sEades, not an A, The letter A in the screen cades
IS'a 1 The screen codes are what we POKE into screen memory to get
a character on the display: the ASCII codes are what we PRINT “or
manipulate internally or whatever. In fact, what the screen codes rep-
resent is the order of |ma%es_ In the character generator ROM, and, we
can translate any screen code into its relative ROM address if we multiply
the screen codeby 8. ,

Okay, you say, then to convert an ASCII value into a screen code, all

You haveto do 1s subtract 64, the difference between the ASCII A and

he screen code A. But what i you have the digit 2, which has the ASCI]
code 507 Subtract 64 and you qet a negative number, and there aren’t
anY negative screen codes.” Ahal For that, we discover, the screen code
is the same as the ASCII code. And then what about the ace of spades?
In AS(IZII It’s 97 and in the screen codes it's 65, a difference of 32. What
a mess!

Fortunatel;(, however, there’s a relatively easy conversion from one
code to the qther. You might be wondering why”we should even care,
The answer is that sometimes, n‘%ou’ve got a busy game or elaborate
?raphms that depend on a lot of POKES, it's easier t0 POKE text than
0 space_around on the screen with a lot of PRINTS, as well as being
more efficient programming to use a consistent means for getting things
Phnetgortifé%”dl)splay. S0 whatis this easy conversion? (the “author askéd

Well, h% continued), there are mathematical relationships among blocks
of ASCII and screen”codes. If you know the ASCII value, you Can de-
termine the block it belongs t0 and adjust that value to compute the
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corresponding screen code. It happens that BASIC, anticipating this very
problem, provides the function ASC to return the value of a Character.
As an example, type

PRINT ASC(*A”)

The computer responds with 65, the ASCII value for A. ASC has a
counterpart function CHRS, which produces the character associated with
a numeric value. Type the command

PRINT CHR$(65)
and you get an A. The one has the opposite effect of the other.

ASCII values Screen codes Factor
0-31 gnonez3 (nong)

2 - 63 32- 63 0
od- % 0-31 -64
% - 127 64 - 95 -32
128 - 159 énone% (none)
160 - 191 9% - 127 -64

Figure 4.7 Conversion of ASCII to screen codes

The blocks and conversion factors are shown in Fig. 4.7. Apply this
table to the code conversion as follows:

1. Use the ASC function to obtain the ASCII value of the character
ou want to POKE. _

2. 1solate it to the block of values and apply the factor shown to find
the screen code. | ,

3. Ifthere Is no factor, ignore the character (you can't convert it to a
screen code). ,

4. POKE the fesulting code into screen memory.

Before we reduce this algorithm to BASIC programming statements, we
need to consider one other problem. Suppose you have 27 characters in
a row that ¥ou_ want to place on the screen, °If you had to repeat the
Instructions 27 times, once for each character, it would be easier to PRINT
them. Instead, r¥ou can use a subrouting and provide it with a string
variable (CS$) that contains the characters you want to dlsBIay and the
X and Y coordinates where the string is td begin. The subroutine can
then pick aﬁart the string and process one character at a time in a loop.

BASIC has the string function MID$ that extracts indjvidual char-
acters. MID$ takes three arguments (an argument is a piece of infor-
mation a function needs to do its job), which“are, in order, the name of
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the string, the position within the strin%, and the number of characters
g(t)ateexrﬁrgﬁtt' For the string “MY NAME IS JOE”, if you execute the

N$ = MID$(CS$, 12, 3

N$ will be JOE. To h_eIR with the pickin%apart, BASIC also furnishes

the LEN function, which returns the number of characters in the string.

In this case, the statement
LS = LEN(CS9)

gives LS the value 15, which is how many characters there are in the
String called CS$. Figure 4.8 puts these functions to work.

NEW
8008 REM XX CONVERT AND DISPLAY ASCII TEXT
8010 LS = LEN(CS*:> REM LENGTH OF STRING

8020 FOR P = 1 TO LS
8030 CH$ = MID$<CS$, P, 1): AM = ASCCCH*)
8040 REM XX CONVERT TO SCREEN CODE

8050 IF AM<= 31 THEN 8150

8060 IF AM<= 63 THEN SC = AM: GOTO08110

8070 IF AM<= 95 THEN SC = AM - 64:GOTO 8110
8080 IF AM<= 127 THEN SC = AM - 32: GOTO 8110
8090 IF AM<= 159 THEN 8150

8100 SC = AM - 64

8110 REM XX POKE INTO SCREEN MEMORY
8120 SL = X + Y X 40

8130 POKE 1024 + SL, SC

8140 X = X + 1

8150 NEXT P

8160 RETURN

Figure 4.8 Code conversion and display subroutine

. The statements should be self-explanatory based on the preceding
discussion. Besides having the string CS$ and the X and Y coordinates
of the starting character cell provided to it, the subroutine assumes that
color memory is already set up for the area where the, text is to appear.

_Let’s test the subroutine with a (E)ro,gram that calls it. The program in
Eﬁg'cgla nﬁ)ﬁl%ﬁ “SAMPLE STRING™ in the center of the screen Tat row
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100 REM XX TEST PROGRAM

110 PRINT CHR$(14?);

120 POKE 53280, 0: POKE 53281, 0

130 FOR P = 0 TO 999: POKE 55296 + P, 1: NEXT
140 CS$ = "SAMPLE STRING"1: X = 12: Y = 13
150 GOSUB 8000

160 END

RIN

Figure 49 Test of code conversion subroutine

This program begins by clearing the screen, There is then an alarming
delay during which nothing seems toh aRpen in reality the color memory
IS beln(i loaded with white (line 130). outtetlme ou hecome con-
vmced hat the computer is hung up SAMP ING pops reassur-

ingly into the middle of the screen Inareal I|fe 5|tuat|on we'd probably
shorten the delay to an eyewink Yusmgt he machine- Ianguage routing,
presented in the”next chapter, to 1oad cdlor memory.

The Commodore 64?|veste rogrammer—you more control over
its character set than almost an%ot er computer. No computer is really
smart and peopeare (or should'be) alway sableto outwit it. This chapter

has provided ¥ou with the means for domg 50, and for exploiting the rich
pos5|b|I|t|es of its cast of characters and Your own creativity.



CHAPTER 5

HIGH RESOLUTIONS TO
THE 64,000 DDT
QUESTION

Up until now, we've made. graphics by combining the shapes that Com-
modore provided with theiy”computer. That gives us a lot of flexibility,
but it limits the horizons of our creativity. What if we want to do, things
such as plot curves and circles, make detailed pictures (less primitive
than Grandma Moses’), and draw_complex diagrams with' lines running
Elggeﬁ%gd l}-ll%nGO For those kinds of applications, we need High-Resolution
| .
_\ﬁl'[h character graphics, we conceived of the screen as a grid meas-
uring 40 columns wide (the, X dimension) by 25 rows dee% (thé Y dimen-
sion) for a total of 1000 positions, any one of which could be described by
its X and Y coordinates. We tofd the Commodore 64 where to find the
byte corresponding to the coordinates with the formula;

X+ (Y *40) + base address

We can think ofthe screen in the same XY fashion with HRG, but we
have 1o rescale the dimensions, A character cell is a square 8 dots wide
bg 8 high, so across the 40 columns of the screen there are 8 x 40 =
320 dots, and across 25 rows there are 8 x 25 = 200 dots. HRG controls
each dot individually, makma%the X dimension grow from 40 to 320 and
theY dimension from 25 to 200, for a total of 320 X 200 = 64,000 positions
on the screen, each of which has an X and Y coordinate.

. Todisplay a figure at a given XY location in character mode, we POKE
into the corresponding_screen memory address a number that refers to
the desired character.”The Commodore 64 uses this number to index the
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character generator ROM and find the 8 x 8 dot pattern required to
form the shape on the screen. We thus have control of the cells, but not
of the dots within a cell.

In HRG, on the other hand, we dont have access to the character
ROM. Instead, we control every dot on the screen as an individual entity.
For each dot there is a corresponding bit in memory. If that bit is “off”
Eset to 0), the dot displays the screen_background color; if “on” (set to

}, the dot takes the, foreground color. To il|ustrate this, imagine an area

or8 x 8 dots occupied by the letter A. In the image portion”of Fig. 5.1,
a period represents a dot of background color and an X represénts a
foreground dot, The bit pattern portion of the figure shows the eight
corrésponding bytes to effect this shape and their Values.

Imag(e Bit pattern Value
X 00011000 24

XX XX 00111100 60
XX XX 01100110 102
X XXX XX 011111190 126
XX XX . 01100110 102
XX XX 01100110 102
XX XX 01100110 102
Figure 5.1 Relationship of display dots to memory bits

With 64,000 dots on the screen, we need 64,000 bits to represent them,
and with 8 bits in a byte that comes to 64,000/8 = 8000 bytes, which is
a whole bunch more memory than we_needed for a chardcter graphics
screen. Well, you might ask, so what? The very name of the Commodore
64 suggests that there are great gobs of paid-for memory out there that
we haven't touched yet, so let’s {u_st take another 7000 bytes. In fact,
that’s what we're going to do, but it’s not ?une as simple &s that.

Screen memory for character mode lies from addresses 1024 to 2023,
The memory be%nmng at 2024, however, is already committed as the
work area for BASIC programs, so if you %rab 7000 more bytes above
screen memory and start”messing with bits, you'll clobber”your own
Pro ram and crash the computer. To get around this obstacle, you have
0C anPe the place where the machine looks for its screen image. Con-
ceptually, the screen is a window that shows part of memory, How much
It shows depends on whether the machine is in character mode or in HRG
mode (1000 or 8000 hytes, respectlvelx). The Commodore 64 can move
this. window from place to place throu% pro?ram_ instructions that Chap-
ter 7discusses in detail. For now, weTl simp Y shift the window to a place
well above the BASIC program area, where there are 8000 uncommitted
bytes. This area begins at address 8192. We can tell the computer to shift
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t"8 clisPlay window to 8192 with
POKE 53272, PEEK(53272) OR 8

Don't key the command into your computer, though, until we're ready
to use that screen. Ifyou already did, or ifat any tinie you want to restore
normal operation (e.d., at the end of a program that used 8192 for screen

memory), you can undo the instruction above with the command
POKE 53272, PEEK(53272) AND 247

Thesg instructions control the bits that point to screen memory.
After the window, is shifted, the. Commodore 64 Igoks there for its
screen |ma%e but, thinking it’s still in character graphics mode, it looks
at,t%nly 1000 bytes. You have to tell the computer to go Into HRG mode
Wi

POKE 53265, PEEK (53265) OR 32

With bit 5 of this byte turned on, the machine knows it has to look at
8000 bytes instead gf 1000 for screen information, and fo interpret what
it sees"as high-resolution graphics. To revert to normal character mode,
use the command

POKE 53265, PEEK(53265) AND 223

and the HRG bit turns off. ,

A curigus thing happens when Xou switch to HRG mode. Remember
our old friends, screen memory at 1024 and color memory at 552967 Well,
in HRG, what used to be scréen memary becomes color memory. High-
resolution graphics looks to the 1000 hytes starting at <®Ufor colors,
Moreover, Color memqr}/ still uses the concept of 8"x 8 dot cells, but it
lets you specify two different colors for each cell. ,

i character mode, color memory indicated the cell’s color, and in the
corresponding screen memory cell @ 1 bit took this color and a 0 hit had
the background color, In HRG, on the other hand, the upper four bits of
the color memorg cell indicate the foreground (L-bit) color and the lower
four bits give the color for 0 bits.

To set"up a cell with a white foreground on a brown background,
multiply the foreground color number by 16to shift it to the ugnger nibble,
then add the background, color number. According to Fig. 3.9, white i
Land brown is 9, 30 the instruction reads

POKE CM, (1 * 16) + 9

where CM is the address of the color memor}/ cell where you want this
combination. It is, of course, necessary to se uP a color combination in
each cell of color memory, or else you'l'end up with unpredictable results.
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When you go into HRG mode and access a different screen memory,
your program-is Irkely to find random garbaget ere Consequently, yo
must not only initialize color memo 8/ for tiie combination(s) you'w nt
but you must also pass througha 8000 bytes of screen memor and_set
them to 0s to make sure thé 1 bits are turned off, Our first exercrses
will do this with BASIC to familiarize you with the idea, but he warned:
It’'s an agonrzrn?Iy slow process. Later we'll do some magic to speed it
up to thé twinkle of an eye.

We now know engugh about HRG mode to develop a standard process
for starting and ending programs using it. The steps are:

1. Move the window to a different screen memory.
2. Switch to HRG mode.
3. Initialize color memory for the combination(s) you want.
4. Fill screen memor?/ with 8000 zero bytes.
5. (Insert your actua pro?ram here.)

6. Freeze the display until you interrupt it.

[. Restore character mode.

8. Return the window to normal screen memory.

The order of 1and 2 and of 7 and 8 doesn' matter, as long as You group
t(htem g)t Ithte start and end. We'll talk about the “interruptable freeze”
item 6) later.

Relating XY coordinates to dots
on the screen

Each of the screen’s 64,000 dots, arranged in a grid 320 dots wide by 200
dots deep, lies at the Intersection of & column’ (X X) and a row (Y). The
upper left corner of the screen has coordinates X = 0, Y = 0: t eIower
rr ht corner has coordinates X = 319, Y = 199, Thus, the range of X is
9 and the range of Y 1s 0-199. The problem 1s how to relate a
coordrnate pair to one bit somewhere among 64,000 and turn it on, For
that we need formulas that ma? XY coordrnates t0 the specific hits of
each cell. It gets a little complicated, but it’s not difficult once the concepts
are firmly i mind.
HRG Cells have the same structure as character cells, which we saw
mthe character buildin Glgexperrence in Chapter 4, The bytes are stacked
with te00n toE) an 3/te7on the bottom. Byte 8 fies imme |ateK
to the rr ht of byte 0 and is, in fact, b%/te 0 of the next cell (althoug
in HRG we don't start renumbering with each cell). Figure 5.2 1s a con-
ceptual diagram.
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0 8 16 312
1 9 17 313
2 10 18 o 34
3 il 19 315
4 12 20 310
9 13 21 317
6 14 22 318

15 23 319

Figure 5.2 Arrangement of bytes in high-resolution graphics

Carrying this a little further, byte 320 is at the up7per left corner of
the second row of character cells (directly under byte 7) and the pattern
continues through 8000 bytes. , ,

. The mapping process riarrows an XY coordinate pair down to the row
in which it occrs, then to the character cell, then to the hyte within the
cell, and finally to the specific bit. The starting address of the screen
memor)é(must also he adaed in tq get its absolute location. Let’s take the
case of X = 315, Y = 199, a'oosmon very close to the lower right corner
of the screen. To find the cell

ROW = INT(Y /§)

Inthis case Y = 199, s0 Y /8 = 24875. The INT function discards the
fractional remainder, so INT(199 /8) = 24, and indeed, the bottom_row
ofthe screen isrow 24. In character graphics we aﬂusted the Y coordinate
for the fact that there arg 40 cells in a row. In HRG, there are instead

0 bytes in arow, soto find the number ofhytes from the start of screen
memorY to this Y coordinate, multiply the row by 320,

Next we comg(ute the cell within that row. Sincé the cell is horizontally
placed, use the X coordinate to find it with

CELL = INT(X/8)

Here X = 315, 50 INT(315/8) = 39. There are 8bytes per cell, so to

tcr?lrsneggeu fth%nu8mber of bytes from the start ofthe row to the cell, multiply

Trickery \},vith logical ogerations finds the byte number within the cell.

There'sa Iom{; boring mathematical explanation that I'll bypass by simply

Pomtmg out that thg low three bits of the Y coordinate”always contain

tﬂgﬂ?ytet rr]1umber within the character cell. All we have to do is isolate
Wi

BYTE = YAND 7
Instead of doing these steps separately, in programs we can combine

s row, calCulate
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them into the single instruction
BA = (INT(Y/8) *320) + (INT(X/8) *8) + (Y AND 7) + 8192

This equation will infallibly produce the screen memory address for the
byte where the X and Y coordinates cross. _

S0 how do we find the bit? Again, let’s not get bogged down in the
arcane mathematics of computer science. 1l just give you the instruction
and you can take ,m¥ word for it (the computer will; too, because it works).
The bit number is Tound by

BP =7- (XAND7)

Computers dont think of bits in terms of their numbers, however, but
instead regard them as a progression of Powers of 2 working from the
right to the left. Thus, the bit'at BP is set by ORing a number raised to
the power of BP, written as 2'BP in BASIC, ™ ,

All of this discussion leads to an almost disappointingly short routine
that we can use as a standard means for translating XY Coordinates into
dots on the screen in HRG programs:

BA = (]INT{Y/8)*320) + (INT(X8)*8) +(Y AND 7) +8192
BP = 7- (XAND7
POKE BA, (PEEK(BA) OR 2-BP)

The skeletal high-resolution
graphics program

It’s often useful, when dealing with a set of complex tasks, to develop a
standard skeletal pro?ram that contains the features we'll always need.
That wa){ the su‘opot functions are already in place and we can’ concen-
tratte_ on tﬁe prﬁ)b Iem itself rather than frittring away our energies rein-
venting the wheel. ,

Fi gre 5.3 15 the basis for two such skeletal programs that this book
will develap for standard and multicolor high-resolution graphics. We will
use it “as is” for the next few exercises in"HRG, and butld upon it as we
progress.

NEW

18 POKE 53265, PEEK(53265) OR 32

20 POKE 53272, PEEK(53272) OR 3

30 FOR X = 8192 TO 16191: POKE X,0: NEXT X

40 FOR X = 1024 TO 2023: POKE X,(i*i6)+9: NEXT X

(Continued)
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5« GOTO 100

60 REM M SET BIT FOR XY COORDS

65 IF X < 0 OR X> 319 THEN 90

70 IF Y < 0 OR Y> 199 THEN 90

75 BA = (INT<Y / 8) X320) + (INT(X / 8) X 8)
+ (YAND 7) + 8192

80 BP =7 - (X AND 7)

85 POKE BA, (PEEK(BA) OR2ABP)

90 RETURN
100 REM i*. PROGRAM STARTS HERE
9960 GET X*: IF X* = "™ THEN 9960

9970 POKE 53265, PEEK(53265) AND 223
9980 POKE 53272, PEEK(53272) AND 247
9990 PRINT CHR*(147): END

Figure 5.3 Skeletal HRG program

This p,roqrar_n Is structured so that you load it from_ a disk or tape,
then begin P{plng your program at line 110. BASIC will automatically
insert your [ines into the wrogram at that point. The main rule_is that
you must call your X and Y codrdinates by those variable names, To turn
on the dot at an XY location, specify the Values of X and Y and issue the
instruction GOSUB 60. The subrouting automatically ignores any coor-
dinates that arg off the screen (lines 65 and 70), thus protecting other
memory. areas from wild and irrésponsible calculations.

Cansider line 9960 for a moment. This is the “interruptable freeze”
mentioned earlier. It stops action and locks up the computer awaiting an
Interrupt from the keyboard. Striking any character-generating key caiises
an interrupt, whereupon the program Continues exXecution By réstoring
normal operation. o , _

Most of the, rest of the programs in this chapter are “inserts” at line
110 that require this skeletonto be in memory, and that show how to
use it to make graphics,

Making lines
The simplest graphics figures are straight lines, so it’s appropriate to
start ourp adve%tuF}es In ggraphics with ! PRIop

110 Y = 100

%QZL(J)N FOR X=0TO 319: GOSUB 60: NEXT X

As soon as you finish typing RUN, the display changes dramatically,
switching to high-resolution mode and the new screen memory. But then,
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strang_elﬁ, nothing much seems to happen for about 25 seconds, although
0U ight see some garbaFe mysteriously dlsapPear. This 1s the loop at
ine 30 settmgf all memory [ocations to zerd, and it takes about one second
Pe_r row of cells. Later we'll do away with this long pause, buf right now
hink about what the program is doi q At the end of that clearing process,
the screen turns brown and a white Tine begins cuttlnq_from left to right
across the center of the screen. It is at Y Coordinate 100 (see line 110),
and the X coordinate increases from 0 (left edge) to 319 (right edge).
When the line is complete, the display holds steady. It remains so until
¥{ou press some key, preferably the SPACE bar, and then it clears and

EADY appears in the upper left corner. This is reversion to normal
graphics operation in respanse to lines 9970-9990. If you type RUN
again, the process repeats from the start, _ _

Now let’s vary this sllghly b;i drawing a horizontal line that covers
only part of the’screen. Line I
the”following replacement:

%QZBN FOR X = 100 TO 220: GOSUB 60: NEXT X

ne 110 remains unchanged when you enter

After a delay for initializing the screen, the background again turns
brown and a lirie appears at the vertical center (Y = "100) thaf'stretches
partway across the screen, also centered horlzontallg/. _

Now let’s draw a vertical line instead. In the othér two experiments,
we held Y steady at 100 and varied X to make a horizontal line. This
tlmtﬁ wel hold X'steady at 160 (the center X) and vary the Y coordinate
wi

110 X = 160
%QZBN FOR 'Y = 0to 199: GOSUB 60: NEXT Y

and, behold! a vertical line drops down the center of the screen.

To make a centered vertical line segment 120 dots high, we need to
proceed from the midpoint less 60 to”the midpoint plus 60, with the
replacement line

%QZBN FOR Y = 40 TO 160: GOSUB 60: NEXT Y

Sure enough, we get a centered line segment. _

Now lef’s combine these. two centeréd segments, one horizontal, the
other vertical, to make a big plus sign in thé middle of the display. For
this we need more instructions, since the program has to do twice as



7 8 — Mastering Sight and Sound with Your Commodore 64

much work. Type

110 Y =100
120 FOR X =100TO 220:GOSUB 60: NEXT X
10 X =160

%248,\' FORY =40to 160:GOSUB 6O:NEXT Y

After the initialization delay the horizontal appears, and then it's crossed
by the vertical. Your first HRQ multipart display Is complete, and it
réally wasnt very difficult to use this highly complex Commodore 64
capability. _ , _

We initerrupt this program to bring you two practical messages.

Repairing errors in HRG programs

Chances are excellent that sooner or later you're _%oin to hit the wrong

key or otherwise make a Program mcomlnrehenm le fo BASIC. Mayhg

¥ou altrﬁgqyngave, in fact. 1fyou haven't, let’s force an error on purpdse.
ype the i

110 Y/100

This line cannot be executed by BASIC becausg it gives no name to the
result of the division, so when BASIC finds it, it'issues the message
SYNTAX ERROR. Type RUN and watch what haPpens.
After the screen turns brown, you suddenly get_a bunch of colored
blobs that look like the medals on @ soldier’s chest. The Commodore 64
1S trgmg to tell you there’s a bug in your program, but because it’s in
HRG mode instead of character mode, it no longer speaks the Ianﬁuage.
You can restore the screen by holding down"RUN/STOP and hitting
the RESTORE key (above RETURN). This places the machine back intd
its condition at power up, but it doesnt erase your program. Thus, ¥ou
can type LIST to see the program. IfYou’re sure thé error is in the
Problem-solvmg part of the program (nof in the standard part), you can
ist only that part with the command LIST 100-1000 and check'it,
Now let’s say you didnt notice the typo in line 110. You can get the
actual error message in legible form by typing the command RUN, 100,
which starts the ﬁrogram at line 100°instead of at the start. This by-
passes the steps that change the computer’s mode of operation, so you'll
%et no fanc |\s(play, but you will get the error message SYNTAX ER-
OR IN 110. You'can thén find and fix the error and'try again. (If the
error is, in fact, in the fixed portion, the error message will téll you that,
t0o, by proceeding In the same fashlon.g_ _
Now let’s suppose that you have a display that isn' at all what you



High Resolutions to the 64,000 Dot Question— 79

expected, maybe just a bunch of random dots, but the computer hasn't
tried. to issuean error message. This kind of bug I called a logic error:
nothrng %ntactrca y wrong with your program, Dut It returns Incorrect
resut e first thrn%r(to suspect rs that your calculations are producrn%
bad XY coordinates. You have to have some notion of what they ough
to be, of course, to work on the problem. Assuming that you dd, insert
the extraneous statement

81 PRINT XY,BA,BP: RETURN

and then execute the progYam wrth RUN 100. The computer will print
a tabulated list of each X, Y, Ntea ress, and bit position, You can stop
the Irstran;b y hitting the RU STOP key, and use this Information to
figure out what'’s wrong with the program When you have made the
corrections, RUN 100 dgain and verify the list manualh( To give it the
acrd test, remove the extra line by tyPrngsrmplx 81 and hitting RETURN,
then type RUN and see If your plot looks right.

Speeding up screen initialization

Havrng run several HRG programs and seen how long it takes to clear
t e screen ofqlarbage ,you'e Proba ywon errnghow drcade-type games
do, it so fast, The answer js that ther(] use machine language, and we're
using BASIC. The fault lies not with the computer, but with the hor-
rendous. inefficiency of BASIC.

This is a book about using the special features of the Commodore 64
and not about machine language, so we're not gorng to cover 6510 as
sem ly-lang ua% proHrammrn That's a whole big subject all by rtself

QOur prog rams ere all use BASIC because it’s easier to understang than
assembly anouage Once you've mastered the prrncrplesdrscussed ere
If you, want fo Speed up gour Commodore and do slick games and
graphics, bur(abook on 6502 assembly language, which is vrrtuaIIy the
same as for the 6510 CPU used In your computer. Assembly Ian?uage
translates directly into machrne languiage, and runs ahundred times Taster
than BASIC In man}r pplications.

In the interest oftime, however we'll employ aIrttIetrrckery to make
BASIC write its own machine Iangua esubrou ine for clearing’the HRG
screen memory at addresses 8192-16191. The machine Ian uage of the
computer consists of numeric codes placed in memory, which we can do
by reading and POKEing numbers in DATA statements. To call this
subrouting from BASIC, We use the SYS instruction, which differs from

UB only in that it goes to a maching-language subroutine at a named
address rather than to"BASIC instructions at & named line.

For those who are interested, Appendix C lists in assembly-language-
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source form the machine-language subroutines used in this book. Fi?ure
5.4 gives the BASIC stateménts that effect I|?htn|n Initialization of the
B(;(r)%erg r%rgd abolish forever the interminable delay at the start ofthe HRG

FOR A = 49152 TO 49178

READ B: POKE A,B: NEXT A

DATA 169, 0, 160, 0, 162,32, 153, 0, 32
DATA 200, 208, 250, 238, 8,192

DATA 202, 208, 244, 96

30 SYS 49152

© 00 N O ol

Figure 5.4 Machine language to clear the HRG screen

After you've keyed this in, run the program. The effect, you'll see, is
astounding. Wheréas before there was a pause long enough'to permit a
trip to, thé store while the screen cleared, now the“screen clears before
your finger leaves the RETURN key. This should give you some appre-
Ciation 0T how cumbersome BASIC s, and how esSential assembly lan-
quage is for fast 8raph|cs. _

Interrupt the display and delete the program lines between 110 ang
9960, then save the skeleton on tape or disk as the foundation for all
your own HRG programs.

Useful geometric figures

Now that we know a little about making lines in HRG, let’s develop a
library ofuseful routines for various common shapes. Along the way we’ll
creaté some interesting displays, but our P_ur_?ose IS to demonstrate prin-
ciples of graphics programmm%; the creativity of harnessing these, prin-
ciples for'your own ends is up'to you, and thé possibilities are limitless.

A rectangle Is the _qulca outgrowth of what we already know. It
combines straight vertical and hofizontal lines. As in the cas¢ of some of
our character graphics figures, we need to define the boundaries of the
rectangle. This is best done by assigning them to symbolic names rather
than hard-coding them into thie progran, sq that a changi_e In the dimen-
sions of the rectangle can be made % altering onIX one ling rather than
Ezliannsq 5to hunt through gobbledygook lookingfor them. Let’s try it with

110 L=120: R=280: T=68: B=140
120 Y=T: FOR X = L TO R: GOSUB 60: NEXT X
130 X=R: FOR Y = T TO B: GOSUB 60: NEXT Y
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TO L STEP-1: GOSUB 68: NEXT X
TO T STEP-1: GOSUB 68: NEXT Y

140 Y=B: FOR X
150 X=L: FOR Y
RUN

Figure 55 Drawing a rectangle with the HRG skeleton

Line 110 declares the left, right, top, and bottom coordinates, using

names that su gest whatthey mean. Lines 120-150 then draw the figur

(you migh In a continuous motion. Note that lines 140 and

0 hac wards from a high coordinate to a low onet)) which requires

the TEP-1 clause ofthe FO instruction. You have to be careful to keep

In mind which direction the plot is moving in an instruction, so that you
can employ the STEP clause to ?o backwards if necessary.

A diagonal line (45° or 135° is almost the same as a vertical or horizontal
line, exceﬁt that as you ch an%e one coordinate, you must also change the
other by the same amount The increments ofthie changes are +1 or —,
depending on the direction of the line. Figure 5.6 is an example.

128 Y=T: FORX = L TO R: GOSUB 60
138 Y=Y + 1:NEXT X

140 Y=B: FORX = L TO R: GOSUB 60
150 Y=Y - 1: NEXT X

RUN

Figure 5.6 Making diagonal lines

Line 110 is still in the program to establish the boundaries L R, T
and B, which we also use in this experiment. As you see, a large X
appears at the center of the screen Lines 120 and 130 form a loo that
draws a ling slop rngi ownwar because each time X increases, Y dogs
too, Lines 140 and 150 work just the same, except that Y decreases for
each increase in X, so the Irne slants upward from eft to right.

Now let’s combine the [ast two examples ya ding thé hox figure
back in after the Xis drawn. Do this with Fig. 5.7, in which the X appears
and the box Is drawn around its extremes.

160 Y=T: FOR X = L TOR: GOSUB 60: NEXT X

170 X=R: FOR Y = T TOB: GOSUB 60: NEXT Y

130 Y=B: FOR X = R TOL STEP-1: GOSUB 68: NEXT X
190 X=L: FOR Y = B TOT STEP-1: GOSUB 60: NEXT Y
RUN

Figure 5.7 Making a rectangle around an X
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A sloping line is one that goes between any two points on the screen
regardless oftheir locations. (That is, not inthé same row or same column,
and not at a 45° angle.) Unlike vertical, horizontal, and dlagonal lines, a
sloping line cantt be produced by character graphics unless the two points
happen to be. in line with each”other. It is; therefore, our first real ap-
plication of high-resolution graphics. - o

As his legacy, some long-dead mathematician left a method for finding
the distancé bétween twopoints on an XY grid. It goes like this:

D = V(X2 - XIf +(¥2- Y\f

where X\ and FI are the coordinates of Point 1 and X2 and Y2 are the
coordinates of Point 2. As an example, suppose Point Lis at 83, 19 and
Point 21 at 217, 59. To figure how far apart they are:

D = VT B+ 69 - 192
D = V17,956 + 1600

D = V9556

D = 13883

In other words, Paint 1and Point 2 are about 139 units apart. In BASIC,
the distance equation is written as

D = SQR((X2 - XDA + (Y2 - YDA)

However, it takes BASIC about twenty times longer to raise a number
to its square than it does to multiply the number by itself and achieve
the same result. Consequently, for reasons of speed we’l rework the
Instruction to read

DX = X2 - XI:DY = Y2- Y1
D = SQR(DX *DX) + (DY * DY)

The value D tells how many steps it takes to draw the line, and the
coordinates of Points 1and 2 tell where its end points are.

The term vector describes the direction an ohject moves as a result of
forces acting on it. In this case, the “object” is the plot itself and the
“forces” are” the rates of chan%e in the X and Y directions required to
get from Point 1 to Point 2. The X vector Is the difference between XI
and X2 divided by the distance D, or, in BASIC,

XV =DX/D
The Y vector is computed the same way:
YV =DY/D

We then move the plot through “D” points starting at X1, Y1, each time
adding XV to the most recent X and YV to the most recent Y. At the
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end of the line, we’ll be at X2, Y2, which is Point 2. To prove these ideas,
delete lines 180 and 190 from the current pro%ram In_memory, then
type and run Fig. 5.8. This program works with the HRG skeleton to
p_rohdtuce a ling in'the upper center of the screen that gently slopes to the
right.

110 X1 = 83: Y1 = 19: X2 = 217: Y2 = 59
120 DX = X2 - XI: DY = Y2 - Y1

130 D = SQR((DX X DX) + (DY X DY))

140 XV = DX / D: YV = DY / D
150 X = XI: Y = Y1

160 FOR P = 1TO D: GOSUB 60

170 X = X + XV: Y = Y + YV: NEXT P

Figure 5.8 Sloping line between two points

This method of plotting slopes works for any direction, since the vec-
tors depend on the numeric differences hetween the coordinates, of the
end points, Neé;atlv_e differences thus produce vectors that move the Plot
In the correct direction to link the starting and ending points, regardless
of where they are in rejation to each othér, ,

From a slope to a circle is a surprisingly short step in concepts. To
draw a circle anywhere on the screen, we need to know only the coor-
dinates of its center and one point anywhere around its circumference.
The distance formula finds the radjus, and then we draw the circle by

lotting the end points of the radius through 360° around the center.
hat sounds fajrly simple, and, in fact, it is. The BASIC statements
themselves explain how to calculate a circle, as shown in Fig. 5.9.

110 CX = 160: CY = 100: PX = 205: PY = 122
120 DX = PX - CX: DY = PY - CY

130 RC = SGR((DX X DX) + (DY XDY))

140 FOR A= 170 360: R=A Xt / 180
150 X = RCX COS(R) + CX

160 Y = RCX SIN(R) + CY

170 GOSUB 60

180 NEXT A

RUN

Figure 5.9 Plotting a circle

Lines 110-130 use the distance method to find the radius between
the center (CX, CY) and the point on the outside (PX, PY). The radius,
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which swings arpund the center of the circle, is called RC. Line 140 calls
out the 360"angles and converts degrees to radians (which BASIC uses
instead of degrees). Lines 150 and 160 compute the X and Y coordinates
of the swinging end of the radjus at the current angle and offset them
for the center point. You can play with this routing, thanging the values
in line 110, which reposition the circle and make it different sizes,

These basic. shapes should give you a good idea of how to utilize the
plotting capabilities of HRG. Presently, we’ll put the principles to use in
a few practical or at least intriguing dpplications.

Adjusting reference points

X coordinates are numbered left to right from_0 through 319, and Y
coordinates top to bottom from 0 through 199. That works fine for dot
posmonm(%, but it’s not always in_concert with ur purposes, especially
Wwhen i)lot ing mathematical functions, The Y axis in particular presents
aProb em, since in mathematics the Y increases upward, not downward.
Also, math gr%P,hs shift the axes around to make space for plotting neg-
ative X’s ang Y's. _ , ,

|t’s not difficult to make adjustments for a different cogrdinate system
from that of the screen. Before writing to the screen with GOSUB 60,
all you have to do is apply factors that convert from your set of reference
points to the machines.”™ | _ , _
. The easy one is the X position of the Y axis; that is, where the Y axis
IS in referénce to the left ed%e of the screen. In the screen’s coordinate
system, the Y axis is the lett edge of the screen, because that’s the 0
point for X coordinates, Let’s say that instead you want the Y axis to
run down the middle of the screen (column 160). Any Rom_ts to the left
of column 160 will have negative X coordinates, and to the right positive.
In this scheme, then, if X = -160, it will fall on the left’edge of the
screen, when X = 0, it will be in the center, and when X = "+159, it
will be on the H?ht edge. To convert from this X system to the screen’s,
you simply add the loosn_lon of the Y. axis on the streen to your X coor-
?Ipr%telsé e can call this the X adjustment factor (XF), ‘and use the
ormu

SX = XF + PX
t)?Fchgn%gOthe program X (PX) into the screen X (SX). In this example,

Adjusting the Y coordinates is_a little more complicated, since the
coordinates grogress In opposite directions, Increasing top to hottom, In
reality, but botfom to_ top In mathematical applications. The Y position
of the X axis (where it IS with respect to the top of the screen) we can
call the Y adjustment factor (YF). The Y axis is at YF, and all'Y points
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belowrtare ne%atrve whrIeaIIabove itare posrtrve Il call the program’s
Y coordinates PY, To convert from PY to the screen’s Y (SY)h subtract
both YF and PY from 199, the highest real Y coordinate, wit

SY =19 - YF - PY

This “flips” the pro ram Y cqordinate to the screen s and adrxsts for the
relative_position of'the X axis on the display. Thus, if the X axis is at
row 100" (vertical cente}(an we have a rogram 'Y_coordinate of 20
(ie., 20 rows above the axrs this formula ddjusts it as

SY =199 - 100 -
SY=19

Similarly, if we have a PY of -20,

21 - (20)
Sy = 11

These results are intuitively correct a nd we can use the formulas wrth
minor modifications in all mathematical pottrng programs. As a simple
example, insert Fig. 5.10 into the HRG Skeleton.

110 YF = 100: XF = 160

120 FOR H= -80 TO 80: V = 0

130 X = XF + H: Y = 199 - YF - KA GOSUB 60
140 NEXT H

150 FOR V= -80 TO 80: H
160 X = XF + H: Y = 199
170 NEXT V

180

Figure 5.10 Positioning relative axes

0
YE - K: GOSUB 60

The “180” clears away the leftover line from Fig. 5.9. As this program
runs, youll see it draw two rntersectrng lines i rn the center of the screen
Notice that the Y axis Is rawn oing upward because it steps from a
ne?atrveYtoaposrtrve value, Inthis p rogram we've used the variables

0 represent the horizontal position (the “PX™ or program X) and V
for the “PY™ or program Y. Lines 130 and 160 convert'to the screen’s
g(oordbnateds sterr(r) s far as the program knows, these lines are at

=0and Y = 0.

Scaling the display

The salgs chart program (Fig. 3.8) demonstrated, among other thrng
the scaling of the display for the data. Similarly, we néed to consider
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matters of scale in HRG, since we have a screen of a fixed, finite number
of points upon which to represent a universe of infinitely varying dimen-
n

S.

To scale the display horizontally, we have to know the maximum range
of X’s that will be displayed.. We can then divide the ran%e by the
available dofs, For instarice, if X varies from - 2to +5, then the range
of X is 7. Dividing. 7 by 320, we find that each horizontal dot represents
0.021875. If X varies between -1256 and +319, the valug of each hor-
izontal dot is 1575/ 320 = 4.921875, Similarly, we can scale the vertical
dimension bx dividing the range of Y b){ 200, The scales need not be the
ﬁarrtwedm both directions, but of course the resulting display will be dis-
orted.

Because this is a tedious task, we can let the computer do it for us
%horr(])ugh Instructions in the program. As a case study, let’s plot the equa-
|

y=x3- x2- x+7

Substituting H for x and V for y as we translate it into BASIC, we get
the statement

V=H3- (5*H2) - H+7
Now let’s say we want to Rlot this through the range of H between -2
and +5. We aren't sure what the range of \V/ will bé, but calculating the
equation at its extreme H’s, we find that V. = -19 when X = -2 and
\V'=2when H = +5. For good measure, if we calculate V = 0, wevget
HZE té. E% a little breathirig space, then, we can set the range of V"as

_This,gives us enough to begin the program by scaling the horizontal
dimension as follows:

110 LH=-2: HH =5
120 HD=ABS(HH - LH) /320

We can read line 110 as “the low H is -2 and the high H is 5” and line

120 as “a horizontal dot represents the maximum range of H_divided b

320 dots.” The ABS function forces the result HD to be a positive number

\C/\é)hngg |t'e|;|j amtdh HH are both negative. The scale of the V dimension is
uted wi

1390 LV=-20: HV = 10
140 VD= (ABS(LV) + HV) /200

We're using a different coordinate system here than the screen does
so 1t will_be Recessary to convert systems as we discussed In the last
section. Because we'll'be plotting a lot of points from different parts of
the pro?ram, a_subroutine will make the programming easier. Figure
5.11 pufs it at line 1000.
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999 GOTO 9960

1000 REM XX GRID CONVERSION
1010 X = XF + (H/HD)

1020 Y = 199 - YF - (V/MD)
1030 GOSUB 60

1040 RETURN

Figure 5.11  Subroutine to adjust axes

Any time you want to plot a point on the screen at the intersection of
Vand H, yol can simply GOSUB 1000 and it will take care of the grid
conversigri for you. o _

There’s one “problem with this subroutine, however: we don't know
(nor does the program) what the adjustment factors XF and YF are. In
wh_lgh display colimn does the V axis appear, and at which row is the H

X
axIs? : : : :
Lines 110 and 120 set UR the horizontal dimension, and they contain
what we need to position the V/ axis, In this case, LH = -2 " and [ine
120 has found that HD—the value of a horizontal dot—is 0.021875. One
full unit along the H axis is 1/HD, or about 45.71 dots. The low H is two
units to the [eft of the VV axis (LH = %l s0 the V/ axis has to be at the

X coordinate given by 45.71 *2, or at 91.42. Generalizing this, we get
15 XF = (HD) * ABS(LH)

which you should add to the program accumulatingin your computer.
The process is similar for the placement of the H axis, giving us

160 YF = (L\VD) * ABS(LV)

Working this by hand, we get VD = 0.15and YF = 66.67, which is one-
third ofthe way down the 200-point screen. Zero is one-third of the way
between 10 and -20, so the result is right.. ,

This exercise has revealed that we'ré going to have fractional values
for V and H. There is no such thing as a fractional dot on.the screen,
however. Consequently, to increase the accuracy of the display, we'll
need to round fractions to the nearest whole nuniber. The best place to
dothis is in the grid-conversion subroutine, which calls for minor revisions
in lines 1010 and 1020. Change them to read:

1000 X = INT&XF +(HHD) £ 5
100 Y = INTO99 - YF - (YD) + 5)

%his mo[)e correctly positions the dot without affecting the accuracy of
e numbers. _ _

Ar(ljy self-respecting graph ﬂives reference points, typically at least the
Xand'Y axes. We can'draw them on the screen (and verify visually our
calculations) with Fig. 5.12
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170 FOR H = LH TO HH STEP HD
180 V = 0: GOSUB 1000

190 NEXT H

200 FOR V = LV TO w STEP VD
210 H = 0: GOSUB 1000

220 NEXT Vv

RUN

Figure 512 Drawing X and Y axes

Now all that remains is to plot the equation itself. Everything is in

El_ace to do so, Including traces of the zero axes. Type the instructions in

Ig. 5.13, which display the X and Y axes, and thén plot the curve of an
equation that rises, thén falls, then rises again.

230 FOR H = LH TO HH STEP HD
240 V = HA3 - <56 X HA2> - H + 7
250 GOSUB 1000

260 NEXT H

RUN

Figure 5.13 Plotting the curve of a complex equation

, lete equation-plotting program, and we can modify
it to plot any XY function through any range of values by chan%mg only
three lines {110 for the X rang8, 130 for the Y range, and 240 for the
equation itself). This pro formaprogram requires only that your equation
usethH 8 thﬁ input variable (or argument in mathemiatical terms) and V
as the result.

Just for the fun ofit, let’s change the program for a different equation.

This time we’ll plot
y=x- R+ 2x- 10

throuPh the x range of - 410 +4, Arbitr_aril)é,we’ll set the y range as
-30 fo +30. Change the program by typing Fig. 5.14.

We now have a com?

110 LH = -4: HH = 4
130 LV = -30: HV = 30

240 V = HA4 - (7 X HA2) + (2 X H) - 10
RUN

Figure 5.14  Another complex equation plot
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See how easy it is for Johnny to get the computer to help with his
%gebra homewark? This program grapns a curve that looks like a lopsided

. It’s a useful program for anyone who needs to plot curves mathe-
matically, but we're not quite firished with it yet.

Speeding things up

When you pror%ram in BASIC, you make a deal with the gods of com-
puting” you get an easy language, but you lose machine efficiency, No
other”programming lariguage %obbles up so much of the machine doing
simple tasks. Con3equently, there isnt anything we can do about the
length of time 1t takes to plot equations and gedmetric figures and the
like. If this bothers you, Switch to.a more efficient compiled lanquage
such as Pascal or FORTRAN—which should be available for the Com-
modore 64 by the time you read this book—or to compact, fast, excru-
ciatingly tedious assemply language. _ ,

On'the other hand, it does Seem a waste of time to go dot b% dot in
plotting #ploddmg?) straight lines from border to horder for hackground
visual references such as'the X and Y axes. “Gut feel” says there has to
be a better way, and “qut feel” is right.

You'll recall that the subroutine at lines 60-90 translates an XY

coordinate into a screen-memory address represented by the variable BA
and a bit settm? represented by BP. These values aré available to the
main program after the subroutine has been called, and we can use them
to accelerate straight lines, _ _
. To see how, first consider a horizontal line. _Usualg/ we start such a
line at the left border and draw it across to the right. Our speed package
starts the same wa¥< by presenting a Y cogrdinate for the vertical position
of the ling and an X coordinate_between 0 and 7, to make sure we start
in the leftmost character cell. The subroutine does ifs thing by turning
on the dot to start the line, but more importantly it returns’the hyte
address in variable BA. , ,

In FI%. 5.2, we laid out a map of the byte a_rran%ement in a typical
row of character cells, where bytes are stacked_elght eep across 40 cells.
The bytes in a given row of dots, then, are GI% t addresses apart; the
ugper H%]h'[ corner is hyte 0, the next b¥te to the right is 8, the next is
16, etc. Thus, if we know the address of the byte at the start of the_row,
We can step across b?/ eights to find all the other bytes inthat row. That’s
what BA tells us after we've plotted the first dot in the row.

One byte can represent any value from 0 through 255. The reason we
can't go any higher than 255 1s because all the hitS are on, When a byte
In_screen memory has a value of 255, it makes a solid line one cell in
width. By stepping across 40 cells by eights and POKEing the value 255
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into each, we’ll %raw a s_%[ai ht line from one side to the other. Youll see
atter you type the modification n Fig. 5.15.

170 V=0: H=LH: GOSUB 1000

180 FOR H = BA TO CBA+31?) STEP 8
190 POKE H, 255: NEXT H

RUN

Figure 5.15 Speeding up horizontal line drawing

Wow! The horizontal line streaks across the screen.

We start a vertical line the same way, but Proceed differently from
there. In this case, we have to plot one point at the top of the screen (not
at the hottom, as this program curr,entI% does). That will give us the
startlng address BA and the it setting BP, We're going to”step down
through the character cells, which means going through elght bytes ina
row, fnen skmpmg to the next cell below.” It fakes 320 bytes tg make a
comglete row of character cells, and eight bytes to make one cell, so the
top byte of the next cell down 1s 320 -~ 8 = 312 from the hottom of the
current cell. Thus, we step through eight, jump 312, step through another
e|59ht, jump 312, and so on through thie last row on the screen. There are
25 TOWS, 0 process. _

In this case, we can't use the value 255 unless we want to draw a line
an entire character cell in width. For one dot only, we need to raise 2 to
the BP power and OR it with the contents of each byte in the column.

.OR? Because that will leave intact any hits already set in the byte,
keeping our vertical line from wiping out part of the display, such as a
horizontal line it crosses. Let’s try it with Fig. 5.16.

200 H=0: V = HU

ii0 1 GOSUB 1000

202 IF Y < O THEN V=V-1: GOTO 201
203 J = 2ABP. BA = BA - 2

204 FOR H= 17O 25: FORV = 0 TO 7
205 POKE BA+U, (PEEKCBA+V) OR J)

206 NEXT K

20? BA = BA + 320: NEXT H
210

220

RUN

Figure 5.16  Speeding up vertical line drawing
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. Line 202 deserves an explanation. Sometimes, due to a round-off error
in the coordinate conversion, the Y coordinate Is translated to -1. The
subroutine disregards negative numbers and thus returns at]]a_rbage value
for BA. Line 202 comperisates b% retrylnlg until a valid resuft is réturned.
The performance improvement nere isnT quite as dramatic as it was for
the horizontal line, That’s because it’s passing through 200 bytes instead
of only 40. Nevertheless, it's much faster than it used to be:

Save this program under a name such as “MATH GRAPH.” It’s a
useful addition to your program library.

Paint by numbers

In the last section we came upon an idea, the fast line in high-resolution
g_raphms (HRG), that cries out to be developed further. From tage or
Qisk, reload a fresh copy of the HRG skeleton and we’ll dip our brush
Into a computerized pairtpot. _ N

The term “pamtm_?” as used in comPuter graphics means to_fill in an
area on the screen with a fo_re?round color. Dot-by-dot plottln? IS 50 slow
that we didn' dare try painfing before we discovered the fast line; it
would have taken as long to paift the screen as to paint the living room.
But now we have a powerful new tool for computer graphics. As dsimple
example, use Fig. 5.17 to make a solid rectangle.

110 FOR Y = 60 TO 13?

120 X = 120:: GOSUB 60

130 FOR X = 0 TO 30 STEP 8
140 POKE BA + x. 255

150 NEXT X: NEXT Y

RUN

Figure 5.17 Painting a rectangle

It takes only a few seconds for a white square to appear. This litle
routine uses the same technique as the fast horizontal line in the last
section, plqttm? one point and then using the value BA from the sub-
routine as its starting point. The difference is that it doesnt o all the
wag across the screen. Line 130 limits it to the 11 character célls in the
middle of the screen. The Y loop repeats the process 80 times, each time
drawlnﬂ the line directly below the previous one. The dots run together
vertically as well as ,horlzontall¥, producm%a solid figure. ,

All thie dots In this pattern Tit neatly into the vertical houndaries of
the character cells, so all the program did was to fill the appropriate byte
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within each cell with the value 255, Qne ofthe benefits of HRG, however
is that it overcomes the cellular Timitations of character graphics, What
can we do when the shape boundaries occur somewhere within cells, 52y,
between the third bit of the left one and the fifth bit of the right ong’

For those situations, we have to make the program smart enough to
know how to deal with the odd bits that don't fill a complete byte. ‘As a
means of illustrating a solution, well take the case of a solid lingbetween
tX %oordlphatesl_ 67 and 92. Figure 5.18 illustrates the byte configurations
0 draw this line.

66666677 68999999
4567 8 901 89 1234
0001 1 111 (Alllscol72-87) 11 1100

Figure 5.18 Bits for a solid line between X coordinates 67 and 92

To create this_ling, the pro%ram needs to set the bits from column. 67
through column 71, filling In the partial byte startm? at the it position
corresg_ondln({ to column’67. It can then Use the fast-line method to set
e_|?_ht Its ata time from column 72 thrOU?h87, which are the 16 bits
fil mg_tv_vocompl_ete bytes. At column 88 it fillsin the five high-order bits
that Tinish the' ling ot through column 92. _ ,
Painting, an operation performed many times at various places in a
proHram, I the kind of thing for which Subroutines were invented, so
we'l develop one here for that Purpo_se. The subroutine needs to know
three things: the Y coordinate orthe line, the X of the starting point Fleft
end), and the X where the line stops, The Ca||lnf1J program must therefore
set Up the variable Y, the startlng X ($X), and _heendmgX(EX) before
ISSul gbthe instruction GOSUB 9000. The most important variable within
the subroutine is CX, which maintains the current X coordinate. Thus
the subroutine starts with the Instructions

8999 GOTO 9960
9000 REM **PAINT ONE LINE
9010 CX = SX

Line 8999 Protects the Subroutine from accidental entry, and 9010 sets
the current X at the startmg,Pomt. , _ _

. The subroutine should verify that it’s not,belng| asked to_paint from
right to_ left, which would makg a mess of things, 1t determines this by
comparing_the s,tartln? and ending X's; SX should always be less than or
equal to EX; if it's not, the subroutine flips them with’the instructions

9020 IF SX < = EX THEN 9040
9030 SX = EX: EX = CX: CX = SX
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ThIS exchanges the two values and ensures that the line will proceed
rom left to Tight ag it shoud It also enables the subroutine to plot a
sm%e pomt en SX =

he s eleton’s plottln% subroutl at lines 60-100 returns the value
BP, In |cat|n? the bit position ofth oordlnate The paint subroutine
pIots the first dot in the line via a GOSUB 60 in order to obtain the BP

BA (byte addre552 for that dot. The BP fells the subroutine how to
bund the flrst b te of he I|ne It also deals with the situation when there
aren’tenougI ots in the line even to fill the remaining space in the first
¥te aproblem | IIdtscuss later. For now, let’s considér the construction

the flrst bB/te of the line.

The first bit can occur any V{:}Iace from the extreme left (BP = 7) to
the extreme ng ht (B } herever it 15, the remainder of the byte
is filled with 1's. F|gure5 9 lists all the BP’s, the bytes they need to
generate, and their values.

BP 76543218 Valye
0 000 6 0001 1
1 00000011 3
) 00000111 1
3 00001111 15
4 00011111 3
5 00111111 63
6 0111111 127
1 11111111 255

Figure 5.19 First bytes as related to starting bit positions

The value of each bit position is 2 raised to the power of that posi-
tion number. For example, for bit 4, 241s 16, which gives a hyte of
00020000 From Fig. 5.19, XOU see that the byte to Degin a line at
bit position 3 has the value 15. To construct that bgte ralse 2 to the
power of one greater than BP and subtract L In BASIC this is written

PV = 2~(BP + 1) - 1

By substitution,
PV = 23+ 1) -
PV =24 - 1
PV=1-1=0

That being the case, it would seem that ou could construct a byte for
any value of BP_by the same means. And, R/ou trg it for other values
from 0 through 7, Y ou'll fing that you can. THis 15 & quick way to make
the proper first byte for a line no matter where the line begins.



94 — Mastering Sight and Sound with Your Commodore 64

Havrn% built the byte, you can put it into the screen memory at address
BA and the corresp ondrnqdrs ay dots will turn on, It’s necessary to OR
it with the current contents ofthat location, rather than simply POKEing
It, in order not to disturb bjts that have already been set. Next advance
the current X by the BP plus one to keep track of the current osrtron
and finally bumpth screen- memorr[/address BA ahead b)é érhtto point
it at the same Y in the next cell to the right. Figure ©.20" gives this
sequence In BASIC.

9040 REM XX START OF LINE

9050 X = CX: GOSUB 60

9060 IF BP > (EX - SX + 1) THEN 9186

9070 PV = 2A(BP + 1) - Is POKE BA, PEEK(BA) OR PV
9080 CX = CX + BP + 1: BA = BA + 8

Figure 520 Making the start-of-line byte

Now Iets talk about line 9060, which deals with a line that fills less
than one Xte Say the program has reached line 9060 and BP = 5 for
the start 0 thrs Irne However the length of the line (EX - SX + 1)is
ony dots, [fwe simply let the ﬁroriram act on BP It will generate a

byte 00111111 when, In’fact, wrt a fine length of 3'it should generate
00111000, The bytemaker in line 9070 has no provision for such a
configuration, and the CX counter will also ?et messed up with a false
vaIue It we fail to deal properywrth this situation. Consequently, line

60 checks BP against the' Tength of the Ting, and if the check discloses
that the line wont fill the remarnder of the byte, 1t jumps to a short foop
that plots the dots one at a time. The routirie is tacked onto the end of
the subroutine, but since BASIC rearranges lines into_proper order no
matter in what sequence we enter them, We can type Fig. 5.21 now.

9180 REM XX BIT PLOT
9190 FUR X = SX TO EX: GOSUB 60
9200 NEXT X: RETURN

Figure 5.21 Painting a line shorter than one byte

After the first byte rs built and displayed, the program can zip anng
filling whole bytes with 1's in @ manner amr lar fromi'the fast-|ine tech-
niqué. We dohave to_add some controls, however, so that it doesnt
overrun the last byte in the line, Before_filling a byte with 1’5, we can
have the program Calculate the bits remarnrn% in the line by subtracting
the current X from the end X and adding L It the result is"8 or greater,
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it’s safe to fill the byte and display it, then update the byte address and
the current X and Tepeat. When“the number of bits rémaining is less
than 8, the program has to move on o a sgeual end-of-line byte builder
This portion ofthe subroutine is in Fig 5.22.

9090 REM XX WHOLE BYTE

9100 BR = EX - CX + 1

9110 IF BR < 8 THEN 9140

9120 POKE BA, 255

9130 BA = BA + 8: CX = CX + 8: GOTO 9090

Figure 5.22 Painting whole bytes within the subroutine

At the end of the line we have the situation opposite that of the start
of the line. Here the program has to fill in the bits at the left .end of the
byte far enou%h to reachthe end X. The line end-bytes, their bit config-
urations, andtheir decimal values are shown in Fig. 5.23.

o
ol

!
]

OO~ CONI—
PO o
PR OO Ol
PR OO0 &
P OO0 W
P OO PO
OO
—_,OOoOoOoOoOoo 2@

O

S

Figure 5.23 End-byte configurations related to bytes remaining

Calculating these bytes is more complicated, but not difficult. If you
suptract the bits remaining from 8, you Z%et the bits used, You can then

ra|stet 2 to this power and subtract from 256. In BASIC this procedure is
written

PV = 256 - 2X8 - BR)

Let's try it with BR = 5 (i.e., there are 5 bits remaining in the line).
The computation goes

PV = 256- 28 - 5
PV = 256- 2“gl3
PV =256- 8 =2
Ifyou check the table in Fig. 5.23, you'll see that 248 is indeed the value
ofthe byte needed to fill the remaining five dots in the line. Thus, all we
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need to do to complete the line is to construct the byte based on the bits
remammgZ OR it mto screen memory, and return to’the calling program.
Figure 5:24 does this.

9140 REM XX END OF LINE
9145 IF BR < O THEN BR = 0
9150 PV = 256 - 2A(8 - BR)
9160 POKE BA, PEEK(BA) OR PV
9170 RETURN

Figure 5.24 Building the end-of-line byte

Now let’s test the subroutme and see if we're as smart as we think.
One way to be sure we have eve%possmle starting and ending byte is
to paint'a pyramid, which Fig. 5.25 does

110 TX = 160: SX = TX: EX = 160: T = 60: B = 120
120 FOR Y = T TO B: GOSUB 9000

130 SX = SX - 1: EX = EX + 1

140 NEXT Y

RUN

Figure 5.25 Painting a pyramid

Embellishments

L et’s face it, a stark white pyramid on the screen is nice, but hardly in
the tradltlon ofanmentE L. Wouldn‘t It be more Interesting to 100

down on Cheops’ white pg/ramld a%alnstt e hrown backdro of the sands
from somewhere in the sky? Let’s extend his J)%raml Into a PijeCtlon
drawmg and d|scover how to unpaint selected bits to add detail. Start

h Fig. 5

150 REM XX PROJECTION

160 SX = SX + 6: EX = EX - 1

170 IF SX >= EX THEN 190

180 GOSUB 9000: Y =Y + 1: GOTO 160
190 REM

RUN

Figure 5.26 Projection drawing of a pyramid
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The basic pyramid now extends downward, slanting sharply in from
the left and giradually from the right. This gives a PrOJectlon, effect as
though we're looking down on it frof an angle. The only tfouble is, there’s
nothing marking the pyramid’s solid whité form to sfiow the meeting of
the two sides we can see. For that we need to uniJamt some_ bits,

When a bit is on, it shows the foreground color; when it’s off, the
background. In a nﬁ)&lnted area, all the bifs are on. The idea ofunpa!ntlngﬁ
then,”Is nathing more than going through a Palnted area.and tumning o
selected hits, causing the background color to reaﬁpear in those places.

After the pro*ectlon I finished, we have all the leftover values we
need. We know the coordinates of the pyramid’s top Q( =TX, Y =T
and, from the routine that drew the projéction, X and Y now contain the
location of the lower tw. _ o L

_Remember the method for dravymgi a sloping ling? We can modify it
slightly to unpaint the dots that define the meetln? ofthe pryamid’s walls,
ItS simply a matter of drawing a line from the IP to the Tower corner,
but_Instedd of setting bits for that line, we'll reset them. _
. The way we'll do'that is. mostly familiar; we'll call the subroutine at
line 60 to_tell us the bit position and byte address of the desired dot, To
reset a bit, raise 2 to the power of thé bit position and subtract it from
the hyte currentl% at the address. For example, if BP = 5the mask byte
MB has the value 25, which is 32. The painted byte has all bits on (11111111),
for a value of 255, Subtracting 32, we ([;etz . Which has the hit config-
uration 11011111, As you see; bit 5 is Turned off, A POKE puts it bac
into screen memory. Figure 5.27 translates this into action.

190 REM XX EDGE OF WALLS

200 X2 = Xz Y2 = Y: X1=TX: YI =T
210 DX = X2 - XI: DY = Y2 - YI: X =X Y = YVI
220 V = SQRCDX X DX + DY X DY)

230 XV = DX/ L: YW =DY/ L

240 FOR Y = Y1 TO Y2 STEP YV: GOSUB 60
250 MB = 2ABP

260 POKE BA , PEEK(BA) - MB

270 X = X + XV

280 NEXT Y

RUN

Figure 5.27  Unpainting selected bits to add features

There it sits on the desert sands, a white pwmid_with two sides
clearly in view and the sharp edge standing out. ‘We've just done a pro-
jection drawing with features.
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Or how about an endless tunnel? Stare into the_distance for a while
and you'll become hypnotized. You have to wait awhile for that to hapPen,
though, because it takes about eight minutes for this picture to complete.
Thats because it paints a circle ?omg half a degree at a time and then
draws concentric circles, each half the"diameter of the previous one, until
the radius is only two dots. There’s nothing new in the program in Fig.
5.28, and by now you should be familiar enou?h with graphics program-
ming to understarid from the statements what's happéning.

110 RC = 60: CH =160: CV=10M
120 FOR A = 90 TO270 STEP .5

130 RD = A X 11/180
140 SX = INT(RC X COS(RD) + CH + .5)
150 EX = CH - SX + CH

160 Y = INT(RC XSIN(RD) + CV + .5)
170 IF EX > (CH +3) THEN GOSUB9000
180 NEXT A

190 REM XX CONCENTRIC CIRCLES

200 RC = INTQRC / 2 + .5)

210 IF RC <= 2 THEN 8999

220 FOR A = 1 TO 360

230 RD = A X I/180

240 X = INT(RC X COS(RD) + CH + .5)
250 Y = INT(RC X SIN(RD) + CV + .5)
260 GOSUB 60: MB = 2ABP

270 POKE BA, PEEK(BA) - MB

280 NEXT A: GOTO 190

RUN

Figure 5.28 Staring down an endless tunnel

As a final exercise in unpainting (and creating mesmerizing screens),
we’ll make the same painted circle'and then drai a spiral inside it. This
time the circle will be black against a white background, with a white
Is:plrall. Lines 40 and 41 specify’the colors, ~andthéother instructions in

0. 5.29 add the spiral. The Spiral is builton the principle that foreach,
degree, the radius of the “circle” increases b%/ 0.05 units. Note that it
doés not plot through 360°, but rather until the radius reaches the full
diameter of the blaCk circle. Because it works In such tiny increments
the spiral grows very slow_lyx makm%four visible Totations over about
five minutés. Even though it is slow, however, the design is compelling.
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40 FOR X=1024 TO 2023: POKE X ,I: NEXT X
41 POKE 53280,1

190 REM x* SPIRAL

200 R=1: A= 0

210 R=R+ 05: A=A+ 1
220 RD = A 3 H/ 180

230 X = R X COSCRD) + CH
240 Y = R x SINGRD) + CM
250 GOSUB 60: MB = 2ABP
260 POKE BA, PEEK(BA) - MB
270 IF R 4 RC THEN 210

280

RUN

Figure 5.29 Staring down a rifle bore

In this chapter we have barely scratched the surface of the potential
that high-resolution graphics offérs. It is a marveJous plaything that can
oc_cuA)y you for many enjoyable hours. Granted, it is a slow—agonlzmg
might be a better word—R_rocess in BASIC, and the improvements wi
experienced in using a machine language routine to clear the screen mem-
ory ougiht to spuryou onto learning'thé Commodore’s assembly language.
Still, all the principles are here, and some of the tools and approach_es,
for creating Stunning graphics on the Commodore 64, no matter which
programmmg language you se. ,

ut beforg you thiinder off to learn a hetter programming I,angua%e,
let us delve further into the capabilities that still lie hidden within this
Incomplete-looking tan box at your fingertips. We have only begun.



CHAPTER 5

BOLD STROKES AND
COASHES OF COLOR:
COMPUTERIZING THE
ARTIST'S PALETTE

Up to this point, the onlg truly colorful display we've built was the house
at the end of Chapter 3, The, high-resolution graphics &HRG) lots, in
Chapter 5were mostI}/ white flgiur_es agamst a brown background, which
provides nice contrast and resolution but has a.certain monotony about
It. The Commaodore 64 has marvelous color capabilities, and in this Chapter
we'll computerize its palette.

Colors in standard HRG mode

Reload the HRG skeleton from tape or disk because we're qoing to add
a few enhancements to it. One of its setup steps loads color memory
(1024 - 2023) with a color byte by means of the loop in line 40. The
pr_ogram POKES number 25 into color memory for a brown background
with a white foreground. Since the color-memory byte is the basis for all
that follows in this chapter, and of color graphics In general, it's important
to have a firm understanding of jts anatom}/ and jts relationship to screen
memor)pI Consequently, Il"review 1t briefly before proceeding. .
The HRG color-memory byte specifies two colors. The uRper four bits
hold the number of the foreground color, the lower four the number of
the background color. These Color numbers are the POKE codes far colors
shown I Fig. 3.9. To set the foreground color most easily, multlpI%,the
color number by 16, which shifts the color-number bit pattérn to the |gh-
order hits. Thén set the background color by adding that color number
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to the result of the foreground shift and POKE the byte into color mem-
ory. As an example, thie color number for white is”L, which has a bit
pattern of 0000 0001, To shift it, multiply by 16: that 1s, 1 x 16
= 16 with the bit pattern 0001 0000, so thie foreground color is
now set. Brown is_color number 9, or bit Battern 0000° 1001, Addlnﬁ
910 16 Produces 25, bit pattern 0001 1001 We think of the resu
as a single number, but the Commodore 64 regards it as two independent
quantities (1 and 9) found at the same adaress.

That address is.one of the 1000 locations in color memary. Each color-
memory hyte services an 8 x 8-dot area on the screen, which corresponds
exactly to’a character cell in normal graphics. The 8 X 8 dots are rep-
resented in screen memory by eight séquential bytes of 8 bits each. Any
bit that is a 0 in screen” memory shows up iri_the background colr
specified in that cell’s color-memory byte; any 1bit takes, the foreq_round
color. (The last part of this chaptér will deal with a major exception to
this ryle, but it does hold true in standard HRG mode,). .

It follows, then, that we can control the color combination of every
8 x_8-dot cell on the screen independently of the others by altering that
cell’s color-memory hyte. When the HRG screen is empty”(all bits Set to
0'in screen memory), we should see different background colors by chang-
||_r|1 (s;ognk% I%{ gﬂe color-memory locations. To try it; type Fig. 6.1 Into the

110 CM = 1024: BC = O

120 FUR P =0 TO 47?

130 POKE CM+ P, BC +16
140 BC = BC+ 1

150 IF BC >15 THEN BC = 0
160 NEXT P

RUN

Figure 6.1  Varying background colors

The upper half of the screen fills with various colors. Remember, we
haven't written any bits into screen memory; these are variatjons in the
background for each cell, and all screen-memory bits are still 0s. That
being the.case, any figure drawn on the screen should be in white, since
we specified white' (the “+ 16" in line 130) as the foreground. The figure
will be, In effect, superimposed in white on whatever background is pres-
ent in the cell. To Xrove this, let’s paint a square in the center of the
screen. Tap the SPACE har to restore normal operation, then type Fig.
6.2.
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170 SX = 110: EX =210

180 FUR Y = 50 TO 150: GOSUB 9000
190 NEXT Y

RUN

Figure 6.2 Paint a square in the center of the screen

_The white box that anears on the screen logks like a piece of paPer
Q{m? on top of the multicolored checkerboard in the upper half of the

isplay; it overlaps onto the plain brown field in the lower half. That's
because the foreground color is the same throughout color memory, re-
gardless of the hackground. o

Keep this pattern’in mind, so that Kou can contrast it with the effect
of changing theforeground color in each cell while leaving the background
the same for the entire screen.

Hit SPACE and type LIST 100-200 to see.the program. We need
to change only one line to reverse the order ofthings and set up different
foregrotind cdlors for each cell, and that’s the valie POKE in line 130.
Curfently, this line reads

130 POKE CM + P, BC + 16

The 16 is foreground, color white, BC the variable color of the cells’
backgrounds, To retain a brown background and vary the foreground,
change the line to read

130 POKE CM + P, (BC * 16) + 9

and type RUN. There is a delay while the color memory is altered, and
then @ multicolored checkerboard emerges. Halfway down the checker-
board, the background changes to whité. That’s beCause we altered the
foreground colors only in thé upper half of the screen. The LDits in the
uppér-half cells are producing whatever foreground color prevails for that

Thinkin? ahead to the things we mi(iht do, with this new technique, it
becomes clear that we ma}/_ want to alter either the_foreﬁround or the
background color of a particular cell wﬂhout_changm? the other, and
\(’)thﬁg?%to I%¥ei2 knowing or caring (programmatically, af least) what the

Say, for example, that we want to change the foreground color in the
upper nibble without affecting the back?round colorheld n the lower
four bits. First we have to find out what the color-memory byte holds.
We get that with a PEEK. Next we mask_ out the high-order nibble
Echan et to 0_5% while retaining the lower bits unchanggd. That’s done
y ANDing with 15. AND is simjlar to a filter; it only’lets 1 hits from
the operand pass through 1 bits in the mask. The value 15 has all the
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low-order bits set to 1, so when we AND it with the color byte we
PEEKed, it turns off the upper-nibble bits and leaves the lower nibble
alone, We can then multiply the new foreground color b% 16 to shift it
Into the high nibble and add that to the result of the AND. Finally, we
POKE it back where it came from. BASIC is more concise about it:

POKE CB, (PEEK(CB) AND 15) + (CN * 16)

where CB is the address of the color byte and CN is the number of the
color we want to set up for the fore?round., L

Chan%mg the background without affecting the foreground is similar,
except that we keep the high nibble with an”AND and add the number
of the new background color. When all the bits of the high-order nibble
are on, the valué is 240. Thus,

POKE CB, (PEEK(CB) AND 240) + CN

These are pretty complicated instructions, and since well probably
execute_them many times in any respectable graphics program, they
belong in subroutiries where we only have to type them once. Also, we
can include instructions to find the Color-byte address based on the XY
coordinates. These XY’s will correspond to"character cells (40 x 25) and
not to individual HRG dots, and they won't conflict because we'l keep
the color-alteration and blt-mapr_mg ortions of the program separate.
Delete lines 110-190 and add Fig.”6.3, then save the program as the
new HRG skeleton.

3500 REM XX CHANGE FOREGROUND

8510 CB = 1024 + (Y X 40) + X

8520 POKE CB, (PEEK(CB) AND 15) + <CN X 16)
8530 RETURN

8540 REM —————m—m—mmmmmmmmm

8600 REM XX CHANGE BACKGROUND

8610 CB = 1024 + (Y X 40) + X

8620 POKE CB, (PEEKCCB) AND 240) + CN

8630 RETURN

Figure 6.3 Subroutines to alter one color in the color byte

These subroutines require the color number CN and the X and Y
coordinates of the affected cell. To change the foreground to color CN,
GOSUB 8500; for a new_back?round color, GOSUB 8600, _

Now let’s be creative in testing what we've done. We'll set UR vertical
bars of background colors ranﬁmg from white to black through the grays,
and horizontal stripes of bright foreground colors, and then"we’ll paint a
circle and see what happens. Figuré 6.4 shows the program to do this.
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110
120
130
140
156
160
170
180
190
200
210
220
230
240
250
260
270
230
290
300
310
320
330
340
350
360
370
330
390
400
410
420
430
440
450
460
RUN

POKE 53280,0: N = 1
FOR X = 0 TO 39
FOR'Y = 0 TU 24

ON N GOTO 150, 160, 170, 180, 190
CN = 1: GOTO 200

CN = 15: GOTO 200

CN = 12: GOTO 200

CN = 11: GOTO 200

CN=20

GOSUB 8600

NEXT Y

N=N+ 12 IFN=6THEN N = 1
NEXT X
REM XX SET UP F/G COLOR STRIPES

N=1

FOR'Y = 0 TO 24
FOR X = 0 TO 39
ON N GOTO 290, 300, 310, 320, 330
CN = 10: GOTO 340
CN = 14: GOTO 340
CN = 8: GOTO 340
CN = 5z GOTO 340
CN = 7

GOSUB 8500

NEXT X

N=N+ 1 IFN=6THEN N = 1
NEXT Y

REM XX PAINT A CIRCLE

RC = 60: CH = 160: CM = 100
FOR A = 90 TO 270 STEP .5

RD = A X t/180
SX = INT(RC X COS(RD) + CH + .5)
EX = CH - SX + CH

Y = INT(RC X SIN(RD) + CU + .5)
IF EX > (CH + 3) THEN GOSUB 9000
NEXT A

Figure 6.4 Multicolor demonstration program
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This is a long program because of the ON . , . GOTO statements that
select the color numbers, 1t’s also long-running, so there’s a Iengéhy
Perlod ofapparent inactivity while the foreground memory is loaded. But
hen astunmn? display emérges, a brilliantmultihued Easter egg against
the subdued striped backgrotnd of grays, It seems almost thrég-dimen-
sional, as though floating etween Us and the backgroung.

The backgoound and foreground stripes run per%endlcular to each other
because the background was laid out vertically, while the foreground was

[
superimposed horizontally on those hackground colors, with heither one
dls?turblﬁg the other. / :

Souping up color memory

A J)rogram seldom reworks color memory as extensively as the last one
did, USually we set up color memorY for abasic combination of foreground
and background_colors and then alter individual cells as necessary. Still,
| expect your fingertips are getting sore from drumming the fable as
BASIC grinds through color memory. In Chapter 5 we speeded up the
clearm? of screen memory with a machine-language subroutine, and now
that color memor¥ IS becoming the “Great ProcraStinator,” it’s high time
we did the same favor for it, o

Line 40 In the HRG skeleton sets the screen to the combination of
foreground and_background colors specified by the value it POKES into
colof memory. The mac_hl,ne-langua?e subroutine will do the same thing,
but so much faster that it implements the combination of the entire screén
instantly. To install it, line 5 has to READ and POKE an additional 34
bytes, dnd of course those machine-language instructions have to be added
to the DATA statements. The present ling 10 becomes line 19 to avoid
being overlaid by new DATA. Line 40, which is no_longer needed, will
be treﬁle%_ced altogether. Figure 6.5 shows the instructions'to complete the
installation,

5 FOR A = 49152 TO 49204

19 POKE 53245, PEEK<53265) OR 32

10 DATA 169,16, 160, 232, 162, 4, 141, O, 4
11 DATA 238, 26,192,208,3, 238, 27, 192

12 DATA 136,208, 242, 202, 208, 239, 169, 0
13 DATA 141,26, 192, 169, 4, 141,27, 192, 96
35 POKE 49172, 26

40 SYS 49171

RUN

Figure 6.5 Installation of color-memory machine subroutine
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Line 35 prepares the subroutine b POKEl,n% the value for the desired
color combination Into address 49172, and line 40 calls the subroutine
with SYS 49171, After you type RUN, watch the screen and try to
remember how long it uséd to take for brown to cover the entire display.
Now it happens inan instant. We have eliminated one of the annoyances
of programming graphics in BASIC. Enter all the line numbers frgm 110
through 460 to Clear out the Easter egg program, then save this as a
new version of the HRG skeleton. _

Now let’s exploit this new tool. Did you ever play a video game and
wonder how t_hex make the flash of the explosion when the Starship loses
to the Adenoids? Well, let’s blow it UP and find out,

We'll materialize a white rectan?u ar ship in deep space. You'll have
to pretend that the ship is under attack by invisible rays in the gamma
spectrum. It will just float there in blackest space for a whilé, then
suddenly blow up with a lot of flashing. Figure 6.6 shows how.

35 POKE 49172, 16: POKE 53230, O
110 SX = 00 : EX = 150

120 FOR Y = 70 TO 120: GOSUB 9000
130 NEXT Y

140 FOR T = 1 TO 800: NEXT T

150 REM M  EXPLOSION

160 FOR X = 1 T0 20

170 POKE 49172, 2 X 16: SYS 49171
130 FOR T = 1 TO 10: NEXT T

190 POKE 49172, 7 X 16: SYS 49172
200 FOR T = 1 TO 10: NEXT T

210 NEXT X

220 POKE 49172, 0: SYS 49171

RUN

Figure 6.6 Blowing up the Starship

. Line 35 sets up a white foreground and a black background and border.
Lines 110-130 build the Starship, and 14Q lets if float serene and
unsuspecting for a while. Then along come lines 160-210 and, BOOM!
the Starship flashes in alternating red and yellow. It would flicker even
faster If we eliminated lines 180 and 200, which are de_Iay_Ioogle. It would
take longer blowing up, too, if we raised the loop count in Tine 160, but the
amma sRectrum_ Is potent. The coup de grace comes in line 220 where
e_Starship, vanishes from the universe without a trace.
This Partlcular approach_has a drawback (for us as well as for the
occupants of the Starship). The machine-language subroutine changes all
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of color memory at once. It does this exactly the same way the old loop
at line 40 did it, b%gomg through 1000 bytes in sequence and POKEing
a value into each, Dt it Seems instantanéous because machine Iangua%e
Is S0 much faster than BASIC. The drawback Is that all objects on the
screen immediately change from their present color(s) to the same new
color. No exemptions are granted. Real game programs have subroutines
such as this, but with the“ability to alter selected areas of color memory
and not the whole thm,%. o

All'is not lost in this regard, however, because later in this chapter
we'll discover that there aie ways, even easier than this, to.change all
instances of a particular color on’the screen with one instruction. Mean-
while, let’s come back down to earth and talk a little common sense about
graphics programming.

HRG display planning

HRG dlspla¥s are essentially immobile, since to relocate an qbject entails
removing it from its present’screen addresses and rebuilding it elsewhere,
and that takes twice as long as making it from scratch. Chapter 8 talks
about SJ)HIGS, action figures that exist mdePende,ntIZ of the screen mem-
ory and move around easily. Sprites are for animation; HRG and to a
great extent character graghics are for the stationary backdrop against
\év,hlclh action occurs, orfor static representation of data and otherfixed
isplays.

_ o)slt of the demonstrations up to this point have been pretty random
in nature; it really didnt matter where we put a figure on the screen,
because the outcome would be the same. The introduction of colors opens
doors for all sorts of new possibilities, but to use them to their fullest
youdhave to plan where figures will appear and what colors they wall
need. . e . .

The planning process differs little from the ideas presented in Chapter
2. Use graph paper laid oyt to show the row and column numbers, In
this case, the coordinates refer to color memory, but you can also translate
them into the X and Y coordinates of bits. Sketch the screen layout on
the ?raph paper, bearmP In ming that there are 64 points within each
cell To take care of the fing-shaping. If you're no successor to Picasso,
trace a photo or drawing instead. Remember that each cell holds two
colors. It mlqht take some fudging and repositioning when you have a
lot of colors Close together. If this becomes too much”of a prolem, your
display isa ([]OOd candidate for the multicolor graphics |ater inthis chapter,
The present result should look something like a needlepain pattern, ang
in fact you can program graphics directly from charts sold in needlework
shops, which we will do presently.
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To illustrate some of the subtleties of color pIannmﬁ, we’ll take what
apBears to be the rather trivial example of a flower paftern that abounds
in Pennsylvania Dutch art: a red t_uhE_wnh ayellow heart inside it, against
a white background. It’s shown in Fig. 6.7.

8123456789012345678991234567890123456789
00

1

1123456789012345678901234567890123456789
Figure 6.7 Pennsylvania Dutch tulip design

Some have tried to divorce computer graphics from mathematics, but
none have succeeded. The connections are Simply too numerous and in-
timate. Much of art, in fact, is highly mathemafical; listen carefully_to
Bach sometime. At any rate, you cannot do computer art without graphics
and you cannot do computergraphics without mathematics. The trick is
g% (Ijtescrlbe a shape or 4 feature mathematically so the computer can act

That sounds infimidating. Few of us are Einstein clones, and you'll
notice | said few ofus. But computer graphics is really amatter of common
sense, breaking a problem down info small solutions applied on a step-
by-step bagis. That, by the way, is a definition of programming in Feneral
and it applies equally to the writing.of the federal government’s financial
accounting system and to the drawing of a Pennsylvania Dutch flower.

This design seems simple enough at first glance, but let’s look more
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closely. It’s ared area superimposed on a white background, and if that’s

all it 3mounted to we could make it with characte\rN%radohlcs. The, yellow

heart is what places it intg the category of HRG. Why? Because in char-

acter grraphlc,s a cell can display eitherts foreground color or the screen

color. There is no way for character Pra hics to accommodate the diagonal

Pharts %f tthle yellow heart without infroducing the background color inside
e_red tulig.

The uppgr rectangular part of the tulip is fairI?/ straightforward; Fig,
6.8 chan?es color m&maory for that area So that it has d'red background
for the flower and a yellow foreground for the heart. A rectangle”of red
a'ppears on g white screen with a green border. This_is red background
(line 130) with a yet-to-be-seen yellow foreground. The notch appears
|tn thﬁ_tcenter top Because of line 160, which resets that cell’s background
0 white.

35 POKE 47?i?2,i: POKE 53288,5

lie FOR Y = 2 70 11

120 FOR X = 15 TO 23

138 CN = 2: GOSUB 8688

148 CN = 7: GOSUB 8588

158 NEXT X: NEXT Y

168 X = 19: Y = 7: CN = 1: GOSUB 8688
RUN

Figure 6.8 Top of tulip

Now we get to the lower part that vees down. It's similar to an upside-
down pyramid, so we could set those cells’ foreground to red and paint
the pyramid. However, the yellow heart spoils that easy solution. It needs
to be’painted into the samelines, and if we do that when the foreground
is red, the lower part of the heart won’t show up as yellow.

One sqlution that comes to mind is this; Paint thé lower Part of the
flower with a red fore?round, then reset the background of the cells to
yellow where the hearf occurs and unpaint the dots inside the heart, The
Problem with this s that it lacks consistency. We're using two methods
0 make the flower (upper part in bacquound red, lower part in fore-
ground red painting) and two methods To make the heart (upper part
Pamted in for,%ground yellow, lower part unpainted in background Ye,l-
ow).. It is said that a’successful program is one that works, and this
solution will work. But just because a program works, that doesn't mean
it’s agood program. Good programming ufilizes consistent methods. Con-
sequentIP{, we'll discard this idea and pursue one closer to the approach
used earfier. We'l still eventually have to compromise our principles, but
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a minor inconsistency undertaken deIrberateIH 1S better than a gross
stumbled into. In this methad ﬁ lace hack %roun red nd
foreground O|ye low into all the ce stha fall entrrely within the flowe
just as we did in the upper part,

170 SX = 16::1 EX = 22

180 FOR '( = 12 TO 15

190 FOR )< = SX TO EX

200 CN = ji» GOSUB 8600

210 CN = 7: GOSUB 8500

220 NEXT X

230 SX = SX + 1: EX = EX - 1
240 NEXT Y

RUN

Figure 6.9 Lower part of tulip

This makes the rough shape of the flower with a pair of upside-down
starrcases convergrn%atte bottom. We Il fill in the steps in'a moment,
hut first etsparntteheart you and. | were sitting together at the
Commaodore 64, you might—with some justification—objéct on the grounds
that this Is Inconsistent. In fact, however, it's not, because everything
we'Vve done so far has been in preparation. for painting the heart. I also
have another reason for deferring the stairstep-filling, and that is that
it's the most difficult part of this exercise.

250 REM XX PAINT THE HEART

260 FOR TX = 140 TO 164 STEP 24

270 SX = TX: EX = TX + 7

280 FOR Y = 72 TO 79: GOSUB 9000

290 SX = SX - 1: EX = EX + 1: NEXT Y
300 NEXT TX

Figure 6.10 Top of heart

The manufacture of a heart is a three-step 6nrocess First we aint in
thetwo trapezordal areas at the top with Fig, 6.10. Then Fig. 6.11 makes
the rectand_u ar component in the center inally, it taﬁers down to the
bottom In Fig. 6.12, thus completing a vividly colored heart.

310 SX = 133
320 FOR Y = 88 TO 87: GOSUB 9000: NEXT Y

Figure 6.11  Center of heart
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330 cosue 9000

340 Y = Y + 1: SX = SX + 1: EX = EX -i
350 IF EX >= SX THEN coTOo 330

RUN

Figure 6.12  Bottom of heart

Speaking of conastency, perhaps | should explain why we don't have
a FORINEXT loop structure in the last part of the subprogram as we
did in all the others, The reason is that we are convergmg two lines. It’s
Rossmle, of course, to calculate the point where they méet and tell BASIC
ow many Y loops to execute to reach that point. ‘But the computer can
fiqure that more easily than we can, by comparing the SX and EX values.
en EX—normally to the right of SX—Is in3tead to the left of,%less
thanLSX, the plot points have tonverged and it’s time to call it quits.
. Okay, we've procrastinated long eriough. Let’s figure out how to fill
In the Stairsteps. The object of the ‘game is to join the outside angles and
fill the triangular area with red. The problem 1s that, at the momient, the
cells nestled within the ste\Rls have a white hackground color and an
%mkng,vvn tf,oreground color. We can approach the problem from either of
wo directions:

1. Make the inside-angle cells into,a white background with red fore-
R/rlound and fill in each anrqle, with red. o

2. Make the inside-angle cells into a red background with white fore-
ground and trim off the edges with white.

Either way, we're dealing with the, meetm%of two background colors,
so there’s'no way to maifitain consistency. On the other hand, there Is
something to be Said for the fact that the white background is essentially
passive; we didnt go fo any trouble to make it white, whereas we did
some work to mak® the flower’s background red. Therefore, it seems
more in concert with the overall approach to select the second alternative.

340 REM XX COMPLETE THE FLOWER
370 SX = 15;i EX = 23

380 FOR Y i2 TO 15

390 FOR X SX TO EX STEP (EX
400 CN = 2: GOSUB 8000

410 CN = 1: GOSUB 8500

420 NEXT X

430 SX = SX + 1: EX = EX - 1
440 NEXT Y

RUN

Figure 6.13  Modify cells
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The first step, then, is to have Fig. 6.13 reset the eight involved cells
for red_background and white foreground. This placesed squares into
the stairsteps, extending them outward and resolving, so far, nothing.
That comes next. o _ _

Here we have two distinct problems. First, to trim the red corners
off on the left side, and then to trim them off on the nght side. The angles
gPepngg%,tSand therefore so do the solutions, although they share common

First the right side. We need to go down cell by cell, painting in white
s0 that the corners are cut off on a precise diagonal, The diagonal crosses
four cells, or 32 vertical dot coordinates. We cant set a consistent SX
for all 32 because at the second cell down we'll begin ggamtmg black
triangles outside the cells filling the anPIes, since theM don't have a white
foreground, Consequently, Fig. 6.14 steps cell by cefl, moving the SX to
the Tight eight bits each time.

450 SX = 120: EX = SX

460 FOR YI = 12 TO 15:VI = YI X 8
470 FOR V2 = 0 TO 7: Y = VI + V2
480 GOSUB 9000: EX = EX + 1

490 NEXT V2

500 SX = SX + 8

510 NEXT Y|

RUN

Figure 6.14 Left diagonal

On the left side the continually varyl_n% Romt was EX (the right end
ofthe paint lin) and SX chag(ged every eighth vertical step. That réverses
on the right side so that SX moves Steadily to the left and EX follows
the stairsteps. There’s one other differencé, too: Fig. 6.15forces EX to
follow the last bit of each cell, unlike on the other Side whereSX was in
the first bit. That's what the first calculation in line 520 does.

520 EX = 24 X 8 - Is SX = EX

530 FOR YI = 12 TO 15: VI = YI X 8
540 FOR V2 = 0 TO 7: Y = VI + V2
558 GOSUB 9000: SX = SX - 1

560 NEXT V2

570 EX = EX - 8

580 NEXT Y|

RUN

Figure 6.15 Right diagonal
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The tulip now lacks only its stem, a minor but completing detail taken

care of by Fig. 6.16.

590 REM XX STEM

600 FOR Y = 16 TO 17: X = 19
610 CN = 13: GOSUB 8600

620 NEXT Y

RUN

Figure 6.16  Stem of tulip

Certainl Oy there are more rnsprred subjects than a Pennsylvania Dutch

flower, and just as certainly there are more elegant solutjons to oraphrcs
than this one. The obgect has heen not to create an enduring masterpiece
of computer art, but ﬁrve you a close and detailed |qok at'the problems
and mode ofthrnkrT% at surround the making of high-resolution mul
ticolored graph rcs every length of the program—52 lines, supported
by perhaps a hundred lines of setp and subroutines—to draw something
a5 simple as this natrve art flower shouId give you some insight into the
subtleties and complexities of making fancy graphics.

Of course, we are dealrng with thé machine at a fairly primitive level
in these exercises, as well a furnishin Crj;you with some Software tools in
the form of subroutines and the HRG ‘Skeleton that you can use and
expand upon as you become more adventuresome, Other computers—
Apple as an example—come furnjshed with prewritten Eqraphrcs suRport
software so that in BASIC ou simply secryCIRCL along with the
coordinates of the center an one pornt on the crrcumference and the
maching automatically and rapidly plots it for you. Those computers cost
many times as much as the Commodore 64; in terms of capabll rtrest ey
deliver about the same o less; Interms of ease of use they are “friendlier;
The Commodore 64 gives you a lot, but rt IS not an easy machrne to
pro?ram Commodoré has promised to deliver gap ics_énhancements

pet away from POKEs and PEEKS and ANDs and QRs, which still
boggle this Wrrter after a decade and a half of programming.
et even if Commodore has kept its promrse this material and these
experrments are worthwhile for understanding what makes things hap-
pen. Algp grap ics support software grves you a convenient means for
accompl rsh he ordrnary but nobody has yet devrsed a software prod
uct that 0es everythrng or everybody Hopetu ly these pages wil grve
you—If not the exact squtron for a vexing problem—at ledst the foun-
dation for exploiting the full and tremendous,capabilities of this machine,

In that spirit, then, let us continue our discussion of static graphics.
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Multicolor high-resolution graphics

Sometimes you need more than two colors in a cell, or sometimes the
effort of'olannmg colors to keep three or more from V\ylngto 0CCU

same cell at the Same time becomes overwhelming. When that ha ens
it's time for multicolor high-resolution graphics, whlchwe will call MHRG.

There are more comparisons than contrasts between the two tgges of
high-resolution graphics. Like standard HRG MHR usesan %te
screen memory In which bits indicate dots on the displ aY Both use
1000 bytes at 1024-2023 for color information, and nearly all the meth-
ods covered so far under normal HRG apply to MHRG. Inf fact, the HRG
skeleton becomes the new MHRG skeleton by addmg only two lines.

But of course, MHRG is not the same as standardl HRG. If it were,
we wouldnt be discussing it separately. In MHRG, you can have up.to
four colors per 8 x 8 dot cell. and only one of those ‘colors Is of necessity
consistent throulghout all cells in the display. Thus It’s possible to have
some 13,500 different color combinations, S0 such painstaking planning
as that for the Pennsylvania Dutch tulip 1s fargely eliminated in MHRG;

why not use it all the time? you might ask. The answer is that it
costs something, MHRG has only half the_horizontal resolution: it has
160 dots instead of 320. MHRG is more difficult to proqram since not
only do you have to plot the pixel (picture element, and ogous to a dot
in standard HRG), but you have to Indicate within that pixel what color
you want it to have AlSo, display planning is more dlfflcult when the X
and Y axes differ Kafactor 0f Z, since a numerically square figure (say
15 x 15 units) on the display Is twice as wide as its height.

The MHRG pixel conslsts of two bits in memor% mapped to a two-
dot-wide area on the screen. This accounts for the halving of horizontal
resolytion. The color of the fplxel IS indicated by the settlng of the hits,
Two_bits can contain any o th e four numeric Values 0-3, "represented
in binary as 00, 01, 10; and 11. These values are not color numbers
er e, but are tl):omters that teII the VIC-II chip where to find the desired
co or number. Figure 6.17 dissects a byte in MHRG screen memory.

?ch two-hit element relprEsentsatwo -dot area ﬂn the d|sr%)|a ang |nd|cates its
color. The screen memory byte shown here has the pattern 0111100

Bit settings - > 01 10 10 00
Colors in |cated ----- » 13 2 0
Figure 6.17 Indicating colors by pixel in multicolor HRG

In,standard HRG the byte in Fig. 617 roduces eight dots, of which
the first in reading order 1sbackgrotind, followed by fivé fore?round dots
and then three more of the background color This same byte in MHRG
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P_roduce_s four pixels Sthe_same hysical width as eight dotsg, with the
Irst pointing to the location of pixel color 1, the second to 3, the third
to 2, and the fourth to 0. ,

. Since the screen memories look the same in both standard and mul-
ticolor HRG, we have to tell the_ Commodore 64 how to mterPret the
bits, This is done with two Instructions that flip bits in the VIC-II control
registers at addresses 53265 and 53270. The first we already know about
beCause it initiates HRG mode in the skeleton with

19 POKE 53265, PEEK (53265) OR 32

The second establish%s multicolor mode—the interpretation of bytes in
screen memory—wit

18 POKE 53270, PEEK(53270) OR 16

The corresponding reversal of these instructions to place the computer
back Into standard character mode are

9970 POKE 53265, PEEK(53269) AND 223
9975 POKE 53270, PEEK(53270) AND 239

he first of which already appears in the HRG. skeleton at 9970. Type
he new instructions at lines 18 and 9975 to modify the HRG skeleton'tor

MHRG.
VIC has to look several different places to find the colors pointed to
Eygthgsl% numbers 0-3. The sources of color information are  shown in
1. 6.18.

——t

, CoI%r
Bits Number Source

Q0 0 Screen color (address 53281)

01 1 Upper four bits of cell (1024-2023
10 2 Lower four bits of cell (1024-2023
11 3 Color memory cell (55296-56295)

Figure 6.18 Sources of color information in MHRG

. Note that color memory (55296-56295) has reappeared on the scene
in qrder to_hold color 3. “Color 0 comes from the screen background
register at 53281 and thus Brevalls within any pixel—no matter'where
on'the screen—where bits 00 appear. The other colors are set on a cell-
by-cell basis, Thus, you can change all instances of cglor 0 with one
POKE, and individua I;i control the”other colors at _SReCIfIC places on the
(se%eeen. In a moment Il illustrate color controls with some machine ex-

1SS,

First, though, let’s talk about a technique used in the next several
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experiments for storing and displa mq “canned” cell |ma?es, that is, cells
that are already set up-and don haveto bePIotted. This technique works
for hoth standard and multicolor HRG cell
MHRG mode. _ _ _ ,
As you know, a cell image consists of eight consecutive bytes that can
be viewed as an 8 x 8 matfix ofhits. Thergfore, if you want to construct
the cell image, you can take graph paper, make a box of 8 x 8 squares,
and fill the boxes with Os and '1s. "In standard HRG, these 0s and Is
represent backﬁround and foreground colors, respectively. In MHRG,
we can group them by pairs to Tepresent the colors of pixels. Let’s say

s, though here I'll' focus on

that we want to contjuct a cell |ma?e In a sort of barber’s pole fashion,
with the four colors slantln? across from northeast to southwest. Figure
6.19 shows the cell matrix o do this.

ixel color patterns Bit patterns Decimal

o 1 Vv 3 000171 18 11 27

o 1 2 3 00 Q1 10 11 21
12 3 0 0110 1100 108

1 2 3 | 0110 1100 108

2 3 8 10 1100 01 171
23 0 1 10 11 00 0 177
30 1 2 1100071 10 198

3 0 1 2 110001 10 198

an!

igure 6.19  Cell-image matrix for a barber’s pole

Notice that in every second b}/te the pattern “wraps around” so that
the leftmost pair of bits goes to the right end and all the rest shift left.
Remember, in MHRG one horizontal ‘unit is twice the distance of one
vertical unit, so if the barber’s pole stripes are to slant at 45°, we need
to have two vertical RIXE|S for each_horizontal pixel: hence, two bytes of
one pattern, two of the next,etc. The decimalnumbers that form"these

patterns are listed at the nﬂht inFig. 6.19.You can calculate them by
adding the place values of all the 1 bits in each byte, hut that’s tedious

Fortunately, there is an easier way with the color ﬁomters. The “place
values” of each position in the byte are (left to rlg tz 64, 16, 4, and, L
Multiply each pixel color by its place value and add the results to find
the decimal number for the byte. For examPIe, In the Jast two bytes the

colorsare 3, 0, 1, and 2, so we can calculate the decimal value as follows:
3x 64 =19
Ox16= 0
I1xd= 4
2Xx 1= 2
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which is the same as adding posmon values for all the 1hits.

If we know that certain”cells in a display arent ?omg to change, it
makes sense tg store them in numeric form ((1the ‘mathematical descrip-
tion” discussed earlier) and then simply load them into their places on
the screen, rather than pIottln? them with glaborate equations each time.
That’s an easier and much faster means, of butlding displays.

The DATA statement is useful for bundm% fixed information into pro
?rams We've already used DATA statemens to hold the two machine-
anguage subroutines in the HRG skeleton (lines 7 through 13), We. can
also use them to contain images in the form of sequenices of decimal
numbers reEresentm bit pattérns.

Qne weakness of DATA statements is that their contents can be con-
veniently read only once durlng a pro%ram run. Each READ fetches the
next data item, and the on¥wa to back up and reread one or several
items 1fyou need the same information repetitively s with the RESTORE
instructions. Since RESTORE places the data Pomter at the very start
of the first DATA statement in the program, it what you want 1§ some
distance down, you have to read through all the intervening items to get
to 1t. Much bother. It's better to read images and store them In arrays.
You can dlrect%/ aCCess an arra as often 4s you, want.

Because eight bytes make ceI |t takes elght vaIues in a DATA
statement to descn e the cell, and the arra?/s folding th e images will
always have a DIMensioned size that |samut| le of eight, less one (the
first element in an array Is the Oth). If an |ma eoccup|es three ce ls, we
need 24 DATA items to descrlbe it, and the arra%/ is declared wth
DIM 1(23), where | is th ename o th earrayr The firs byte IS thus called
1(0), the ‘second 1(1), and the last 1(23), To move the image from the
arraK to the displa Y determine the address in screen memory of the

h Dyte of the first cell where it goes, then executealoop that moves
the nUmber of bytes in the image from sequential entries in the array to
sequential screen-memory addresses. That way you'll be able to place
this same image wherever you want on the scréen, and you can also
repeat it by copymﬁ It to several different locations.

Let’s illustrate this with some exPerlments In MHRG. The initial ex-
teﬁmses \évenl uspeethe barber’s pole cell we developed in Fig. 6.19. To code

e Image, ty

3000 DATA 27, 27, 108, 108, 177, 177, 198, 198
The image will appear with the following colors:

0 Black
Red
2 Blue
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The color memory at 1024-2023 needs to be set up for the red-and-blue
combination with"the statement

35 POKE 49172, (2 * 16) + 6

which gives the machine-language subroutine a value to place throughout
the two-color memory. Now we can write the actual program and place
It below line_100.

Figure 6.20 loads the color desr%nated by pixel color 3 into the main
color'memory at 55296, allocates t ermage array, and sets, the screen
t(ﬁrxel value 00) to black. It also (line 13

) moves the cell image from
e DATA statement into the array

110 FOR X = 0 TO 999: POKE 55296+X,l: NEXT X
120 DIM 1(7) | POKE 53281,0
130 FOR B = 0 TO 7: READ 1(B): NEXT B

Figure 6.20 Set up colors and array for barber’s pole

To test the setup, well Place one cell in the center of the screen.
Working in cell XY (rather than bit XY) coordinates, the center of the
drsPIay is.at row 12 (= Y) and column 20 (= X). With eight bytes per
cell and 320 per row, the address of the center ceII is ((Y *320) +
(X *8)) + 8192, which works out to 12192. To thrust one lonely little
cell info center stage, then, move the erght image bytes into thé eight
addresses beginning at 12192 with the statement

148 FOR B = 0 TO 7: POKE 12192 + B, 1(B): NEXT B

Daon't be concerned if nothing seems to be happening for a while. We're
using BASIC in line 110 to Clear color memory and it’s a reminder of
how Spoiled we've gotten b}/those machine-| an%uage subroutines. (Relief
|smoments away.) At last ookrng trny and frightened in the vast expanse
of the, black screen, our MHRG cell appears.

This 1s a vivid illustration ofthe synergistic effect: graphics of any sort
is more than the sum of its parts. “You"cant even fell what it is right
now, alone and isolated. Let’s make something greater using this single
multicolor image.

But first we'll. do something about the irksome deIay ofclearrng color
memory. For this, we can fool the same machine-lariguage su routrne
that clears two-color memory at 1024. The subroutrne 1S urlt to place
the byte at 49172 into 1000 consecutive memo 4y locations, o all we have
to do’is change its starting address from 1024 to 55296, give it a value
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to work on, and call it. This we can do by typing
110 POKE 49179,216: POKE 49172,1: SYS 49171

The address, 216, gives the number of 256-byte blocks from the start of
memory where thé subroutine Is to begin wrltmq the value at 49172,
216 x 256 = 55296, which is the beﬁmnmg of color memory, S0 that’s
vl\\;lt;e,rgl it goes. Type RUN and see Row much faster the cell appears.
|

ow, to make a rectangle of these multicolor images, we can write
them Into the same. range of columns in consecutive Tows, prowdmﬁ a
Lormula for calculating the address of each cell. Figure 6.21 makes that
appen.

140 FOR R = 5 TO 20: Y = (R X 320) + 8192
150 FOR C = 5 TO 35! X = C X 8
140 FOR B = 0 TO 7

170 POKE X + Tt + B, KB)
180 NEXT B: NEXT C: NEXT R
RUN

Figure 6.21 Multicolor rectangle of barber’s pole pattern

To see the effects of the MHRG color SRGCIfIC&IIOﬂS let’s do_a series
of loops to alter them. Each loop will step through all 16 colors. The first
experiment in Fig. 6.22 changes the basic screen color saved at 53281,
Line 200_contains a delay lodp to let P/ou have time to see each color
before gomg to the next. Notice that not.only does the screen background
change, but so does the color combination within the rectangle, This Is
belclause we'e using pixel value 00, the background color, ‘within the
cells.

190 FOR X 0 TO 15: POKE 53281, X
200 FOR T = 0 TO 200: NEXT T: NEXT X
210 POKE 53281,0

RUN

Figure 6.22 Color change experiment #1

_Next we'll step through the spectrum for pixel color 1, located in the
high-order nibble of each location Iin two-color memory. Figure 6.23 uses
the machlne-lan?uage suproutine at 49171 to rewrite the affected value,
Line 190 repoinis the subroutine to the color memory at 1024. The rest
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should be familiar. Note that all instances of a given color change at the
same time.

190 POKE 49179, 4

200 FOR X = 0 TO 15: POKE 49172,(14 X X) + 4
210 SYS 49171

220 FOR T=0 TO 200: NEXT T: NEXT X

RUN

Figure 6.23 Color change experiment #2

To step through the low nibbles (color 2), type the ling
200 FOR X = 0TO 15 POKE 49172, 2 * 16) + X

and rerun the proglram. FinaIIP/, to step through pixel color 4 in the main
color memory, replace the following lines:

190 POKE 49179, 216
%OSN FOR X = 0 TO 15: POKE 49172, X

This should give you an apPreciation for the color-control potential of
MHRG. Now let’s move on to more interesting images.

Persian carpet-weaving

Needlepoint patterns are an excellent source of material for computer
graphics. An example that also brings ouf a few neat tricks is a small
attern adapted from Persian Rug Matifs_for Needlepomt, by Lyatif
Kerimoy Fl 75 Dover Books, New™York). This floret, found ori page 9
is one of the smallest in the.book; but large enough to demonstrate What
c%r;rge,nd%ne V\éltzrl1 needlepoint patterns and MHRG. The adaptation ap-
inFig. 6.24,
d The coIo% specifications in Fig. 6.24 are mine and not from the needle-
point pattern. The motif occupies a space 23 shtches—,olxels in computer
graphics terms—square, which nearly fillsa 3 x 3 cell area. This Is nine
cells, or 72 bytes. Because each horizontal pixel is two dots wide, the
essential squareness ofthe design reguwes that every odd-numbered byte
be a duplicate of the even-numpered byte above it. This means that we
can describe_the pattern in 36 bytes and let the program replicate it in
an array of 72 elements with the following loading loop:

FOR B = 0 TO 7L STEP 2
READ F(B): FB + 1) = F(8)
NEXT B



; oW

. ow

Bold Strokes and Dashes of Color: Computerizing the Artist's Palette— 121

Key: Background is blue
Black = 1
Red = X
Green = *

n11111111111r
Figure 6.24 Persian floret needlepoint pattern

In other words, the arra¥ index B advances by twos, and each time a

valug is read from the DATA statement it is placed in the current element

and in the current element plus one. We therefore don't need to key each

byte twice. FI?UFG 6.25 shows the, chart for reducing this pattern to color

Humb,ebrsa and I_rom these to numeric values using the multiplication method
escribed earlier.

Cel | Cel 1 Cell Bytes
000 1 10 1 i 0 00O 1 53 0
0O 00 i 2 2 12 2 1000 6 154 64
0 1 12 2 2 2 2 1100 22 170 30
122 1 2 22 1 2 2 10 105 169 164
12 2 2 1112 2 2 i 0 106 36 164
1 0122 13 12 2 180 26 113 144
12 2 2 1112 2 2 10 106 36 164
12 2 1 2 2 2 i 2 2 10 105 169 164
0 i 12 2 2 2 2 1100 22 170 80
2 00 12 2 12 2 1000 154 64
0 0 8 1 10 11 0 00O 1 53 0
0000 0 00O 0 00O 0 0 0

Figure 6.25 Defining the motif as bit patterns
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In constructing DATA statements from this dlagram, we have to be
sensitive to the natural progression. of memory addresses as related to
cells. Assuming duRhcatlon 0f the bit patterns, the order of bytes is the
first four bytes of the first column, then the top four of the nekt column,
then the top four of the last column, and from there to the fifth through
e{gthth oftthe left column, etc. Figure 6.26 contains the resulting DATA
statements.

3010 DATA1,6,22,105, 53,154,170,160, 0,64,30,164
3020 DATA 106,26, 106,105,86,113,36,167, 164, 144, 164, 164
3030 DATA 22,6,1,0, 170,154,53,0, 80,64,0,0

Figure 6.26 DATA statements for the motif in Fig. 6.25

The sEaces are not significant, but serve to illustrate the order of the
bytes taken from the pattern. Also, by starting at line 3010, we leave
intact the barber’s pole bytes already éntered on [ine 3000. The reasons
will become clear presently. T%pe_Hg. 6.26 Into the program,

Considered on a ceII-b%-ceII asis (rather than byte-by-byte), we have
anumeric description of the motif that is in “readl_n%” order; as we might
read three lines of three characters each. We mlg t want to place this
figure anywhere on the screen and we might want fo repeat it, since such
Patterns_ often recur in an oriental carpet. Consequently, the best means
for placing it on the_d|spIaY IS a subroutine that %ets It positioning
information from a pair of cell coordinates indicating the u Perleft corner
of the floret. We'll'call them TX and TY. It will Start at the upper left
corner, display three cells, then advance to the_next row ana display
three_more, and then_move to the bottom row. Type the subrouting in
Fig. 6.27 to see how it's done,

2000 REH M  DRAW FLORET AT TX, TY

2010 P=10

2020 FOR R = TY TO (TY + 2): Y = (Ri 320) + 81?2
2030 X = TX $8: L =0

2040 FOR B = P TO (P + 23)

2050 POKE ¥ + X + L, F(B): L=L + 1

2060 NEXT B: P =P + 24

2070 NEXT R

2080 RETURN

Figure 6.27 Subroutine to placfe pattern anywhere on screen
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The value P gives the startlnfq point in arrag F for the current row of -
the floret, so that the loop counter B in lines 2040-2060 extracts images
In the correct range of elements. The value L keePs track of the currént
screen-memory address during the loading of the three consecutive cells
on a row.

We can't test this subroutine until we've prepared a program within
the MHRG skeleton to use it, and set up the color combinations indicated
In Fig. 6.24. Figure 6.28 does this.

35 POKE 49172, <16 X 0) + 2
110 POKE 49179, 216: POKE 49172, 5: SYS 49171
120 POKE 53281, 14: POKE 53280, 6

Figure 6.28 Setting up colors for the floret

The barber’s pole pattern still remains in the DATA statement Pre-
ceding the definition of the floret, so it needs an array and a loop to load
It. In"addition, of course, the floret also has to have an array. To create
these arrays type Fig. 6.29.

130 DIMI<?) , F<71)
140 FORB = O TO 7: READ 1<8): NEXT B

150 FORB = 0 TO 71 STEP 2
160 READ F<B): F(B + 1) = F<B)
170 NEXT B

Figure 6.29 Placing the images in arrays

The patterns are now in arrays and ready for display, so let’s have a
look at the floret in computer needlepoint. "To place it"in the center of
the screen, type

180 TY = 10: TX = 19: GOSUB 2000

Even thou%h the initial test program is written and in the machine, we
can't type RUN. yet. Why not? %/pe LIST 100-300 and you'll see that
there are four lines (190-220) left over from the last pragram we ran.
Delete them by typing their line numbers, hlttm? RETURN after each.
Now you can run thé program and watch the Tloret appear in center
screef.

We now have the hasis for weaving a Persian carpet. Let’s first make
a border using the barber’s pole figure. It will be located one cell away
frorlg_ theGSSCOreen’s edges (in rows 1and 23 and columns 1 and 38), giving
us Fig. 6.30.
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130 REM XX BORDER

190 FOR R = 1 TO 23 STEP 22

200 Y = (R J 320) + 8192

210 FOR C = 1T0 38:X =CX 8

220 FOR B = 0 TO 7: POKE X + Y + B, 1(B) : NEXT B
230 NEXT C: NEXT R

240 FOR C = 1TO 38 STEP 37: X = C X 8

250 FOR R =2 T0 22:Y = (R X 320) + 8192

260 FOR B = 0 TO 7: POKE X +Y + B, KB) : NEXT B
270 NEXT R: NEXT C

RUN

Figure 6.30 Border of carpet

The carpet pattern will consist of three rows of five florets each. The
subroutine already exists (Fig. 6.27) to produce a floret at any pair of
coordinates TX and TY, so1t’smerely a matter of defining the coordinates
and calling the subroutine with the Toops in Fig. 6.31.

280 REM XXDRAW FLORETS

290 FOR TY =5 TO1? STEP 6
300 FOR TX =7 TO31 STEP 6: GOSUB 2000
310 NEXT TX: NEXTTY

RUN

Figure 6.31 Weaving the carpet pattern

A pity you cant put it on the floor and walk on it, for we have woven
a classiC Persian carpet from a needlepaint pattern. They say it takes
months to make a real one; we've done it in a few minutes, though, of
course, theirs is more enduring than ours. This one will fly away if you
hit the SPACE bar. But this exercise should give you a’good Teel “for
8¥e(ﬁ%|fqgulltr§/terestmg and pleasing graphics displays without™a great deal

Plotting Points in MHRG

A coIIePe professor | know uses the multicolor capability of his computer
to display complex mathematical relationships, assigning a different color
to each variable and then seeing how changes in any one affect the others.
This is a powerful use of computer graphics that demonstrates the tech-
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niques for coordinate pIottrng in MHRG, which is a little different than
in standard HRG. The sample exercrse here will show how the sines and
cosrnes of an?Ies relate to each other.

When plof gmathematrcal equations in Chapter 5, we converted the
screen to an XY coordinate ystem that had the standard math layout
and allowed us to place the
These posrtrons n the sCreen’s reaI” cogrdinate system, were given in
the variables XF and YF. We also applied a scale factor in both the
vertical &VD ) ang horrzontal HD) drmensrons to convert the equation’s
coordinates—called H and rnto the screen’s X and Y coordinates.
This subroutine still lives, rPnored recently but caﬁable of operation, at
line 1000 in the MHRG skefeton. It frees us from having to think about
the constraints of the screen and letsus work in convenient dimensions.

There’s 4 lot of leftover trashfrom the last exercise lying around the
MHRG skeleton rr%ht now, so load a fresh copy from tape or disk.

Th escreen for the new program will be black with the X axis drawn
in white. We'll plot the srne In red and the cosine in green. This gives us
the following color schedule:

Color l}l)umber Color

Y axes wherever we wanted ttiem.

ac
1 Red
2 Green
3 White

which we can implement in the program with Fig. 6.32

35 POKE 49172, <2 X 16) + 5
110 POKE 53230, 0O: POKE 532S1, O
120 POKE 47179,216: POKE 49172,1: SYS 49171

Figure 6.32  Colors for sine/cosine plot

As an angle | rncreases through its full ¢ cIe rts sine_and cosine var
between -1 and +1. In MHRG, as in standard HRG, there are 20
vertical gornts on the screen. Thus, if we position the X axis at its vertical
center (YF = 100), there are 100 points above it and 100 below in which
to represent fractronal values between 0 and absolute 1 The vertical scale
factor VD, then, is /100 = 0.01. We can add the instruction

130 VD = 01 YF = 100

to implement the Y scale in the program. This is the same as it would
be in standard HRG.
Wel plot only positive angles from 0° through 360°, so the left edge
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of the_plot area begins at 0; in_other words, the position of the Y axis
(I_-ID? is at X coordinate 0. Unlike standard HRG, MHRG has only 160
PIXE S (%(,coordmates), though it still has 320 bits with which to reFres_ent
hem. Still, we have to think in terms of how many horizontal points
there are, and in MHRG there are 160. We have to wise those 160 points
to plot 360° so the horizontal scale factor HD is 360/160 = 2.25. In other
words, the angle has to increase by 2.25° before the plot advances another
pixel to the right. We can put these factors into the program with

140 HD =225 XF =0

With the screen colors defined and the data scaled, we can draw the
X.axis using the painting subroutine at line 9000. Later we'll modify
this subroutine to give it color-_makmq capabilities, but now it will draw
a line in pixel coloi3 (all the Dits are s), which happens to be white. It
“thinks™ 1t’s in standard HRG, so it needs its length defined in screen
coordinates; therefore, we give the instructions

150 Y = YF: SX = 0: EX = 316: GOSUB 9000

The reason we use YF instead of Y = 100 directly is that if we decide
for some reason to reposition the X axis, we can change the value assigned
to YF and the axis will shift accordingly. . , o

The basis of XY plotting in any form of high-resolution graphics is
contained in the subrouting located between lines 60 and 90; Type the
command LIST 60-100 to display this subroutine, because it is germane
to the discussion that follows. , . D

The first thing we'll do is change its description to one that indicates
what its new purpose will be:

60 REM **SET COLOR PIXEL FOR XY COORDINATES

As curre_ntIY constituted, this subroutine uses the Y coordinate and
an X coordinate in the range 0-319 to calculate the byte address (BA
of the corresPondmg_ screeii-memory location, and the”specific_bit (BP
where the dot occurs in normal HRG. It then sets that bit and RETURNS.

There are two major differences when we're in MHRG. The first i
that we're dealing with 160 possible X coordinates, not 320, so we'll
have to change the range check to read

65 IFX<O0ORX> 159 THEN 90

to Protect against invalid X coordinates, That part is simple. The second
difference, which has to do with calculating the byte and bit positions
and turning on the pixel, is less so.

MHRG Uses exactly as many bits to make a screen, but they reﬁresent
half as many points since each pixel takes two bits. The position that was
called X =160 (horizontal center of the screen) in standard HRG is now



Bold Strokes and Dashes of Color: Computerizing the Artist's Palette— 127

called X = 80; what used to be X = 90 is now X = 45, All X coordinates
are, as you see, numerically half what they were before, but they take
as many hytes. We can adjust for this discrepancy in the byte address
calculation’by doubling the”X coordinate, giving the modified statement

75 BA = (INT(Y/8)*320) + (INT((X*2)/8) *8)+ (Y AND 7) + 8192

The second factor (IINT((X*Z)/8) * 8)_contains the change, and this in-
struction now calculates addresses using the X system for MHRG.
Lines 80 and 85 currently contain thé instructions

0 Bp =T, (KANDT)
85 POKE BA, (PEEK(BA) OR 2'BP)

Line 80 derives a value from the low 3 hits of the X coordinate and
subtracts them from 7 to get the powey of 2 (used In line 85) that cor-
responds to the bit position. For example, if the X coordinate'is 161, Its
low three bits are 001 in binary, or 1in decimal. Subtracting from 7,
we (];et BP = 6, and 2615 64, Which c,orresgonds to bit 6 (second from
the Jeft) in the screen-memory byte. Line 85 then turns it on. ,

Things are quite different In MHRG, where each byte is zoned into
four 2-it pixels. ,Startln? at X = 0, the first two bits are pixel 0, the
second two are RI_X6| 1, etc. Thus, if we turn on the pixel at X = 1, the
byte looks like this:

X_coordinate 0 1 2 3
Bits affected 00 XX 00 00

where XX are the two bits correspanding to pixel 1. The pixel is turned
on by setting them to one of the color painter valyes, _ ,

Just as the low three bits of the X coordinate helped us find the bit
position, so the low two bits hold the key to the pixel. | didn't cleverl
plap it this way, it just hagpens to work out. The ogeratlon X AND
Isolates the two low-order bits; when X = 1, the byte holding the value
of X is 0000 0001; when X = 81 the byte is 0101 000L. In
both cases, X AND 3 masks out all but the lovest two bits returnmq
the_value 0000 0001. This value is of little use by itself, since |
Indicates the pixel ofthe X coordinate in a left-to-right progression (pixel
01s at_the lett, ?lxel 3 at the right). Place values, conversely, progress
from right to left, so we have to'reverse the result to get the lace value
for the pixel. This is done with

BP =3 - (XAND3)

which gives a folace value of 3 to the leftmost pixel and 0 to the rightmost.
In thecase of X = 1, BP works outas 2. _

_In HRG we worked with individual bits, which are binary hecause one
bit can represent either of two values, so we raised 2 to the power of the
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bit position’s place value and used that to turn on the bit. A pixel, on the
other hand, can represent any of four values, so it is, in effect, a num-
bering scheme to the base 4. For that reason, we can develop a “descrip-
tloln” oftphe pixel’s numeric position by raising 4 to the power of the place
value wi

PM = 4'BP

This is called PM because it’s a position multiplier. We can multipl
the color number (which obviously has to be furnished to the, subroutine
by PM_to get the hits for the color number prop.erlg positioned in thé

ixel. Taking the illustration of X = 1, its BP"is 2 and its PM is 16
42 = 16?:._ e know that the pixel is in the third and fourth bits from
the left. Figure 6.33 shows how this works with each of the four colors.
As ){ou sed, the multiplication shifts the color bits to the appropriate
pixel.

(In these cases, X= 1and PM = 16)

Color byte Color # X 16 Result

0000 0000 0 0 0000 0000
0000 0001 1 16 0001 0000
0000 0010 2 32 0010 0000
0000 0011 3 48 0011 0000

Figure 6.33  Shifting color bits to the proper pixel

Qur first |mPuIse, havmg developed the pixel for the color number, is
to POKE 1t Into address BA and be done with it, That will work fine
except for one thing: all those extra 0s will turn off an)( other pixels that
have already been‘set in the memory byte. We have 1 preserve them.
At the samé time, we have to turn off any bits that might be on in the
affected pixel, since sometimes we want {o change it from one color to
another, That takes—you guessed it—more ANDs and ORs.

. Continuing the saga’of X' = 1 we have the position multiplier for that
leel PM ="16). To'turn on both bits in the pixel position, multiply PM
g 3 (the_maximum value of two bits). This gives us the bit pattern
0011 "0000. The complement Eogpom e_bit pattern) of any bg}/te can
be found by subtracting it from 255 in this case, 255 - 48 ="239, which
has the bif pattern 1100 1111 When we AND this complement with
the byte now in memory address BA we get its bit pattern, except that
the affected pixel contains 00. In other words, we've turned off pixel 1
and saved the others from wanton destruction. As an example, let’s say
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that the byte at BA holds the bit pattern 1011 0110 and we AND
with 239,

1011 0110  (present hyte)
1100 1111 (AND 239Y
1000 0110 (result)

We can now OR this result with a color pixel previously developed to get
the new byte for color memory. If the Color Is 2,

1000 0110  (result fromahove)
0010 0000 (OR pixel
1010 0110  (new byte

Al of this elaborate hackground is summed up in the following, almost
disappointingly brief instruictions

0 BP =3, (CAND 3 PM = £8P PP = 255 (M *3
85 POKE BA, {(PEEK(BA) AND PP) OR (CN ¥ PM))

which you should tyge into the MHRG skeleton. _

This revised MHRG subroutine still performs the same XY plotting
task taking the same input values X and Y, but it also requires the valug
CN, indicating the color selection number (0-3) of the PIX6| at those
cootr_dmates. Igure 6.34 gives a listing of the revised pixel-plotting sub-
routine.

60 REM M COLOR PIXEL FOR XY COORDINATES
65 IF X < 0 OR X > 159 THEN 90

70 IFY <0 ORY > 199 THEN 90

75 BA = CINT0"/3)*328) + CINTCXX2)/8)X8)

+ CY AND 7) + 8192
80 BP = 3 - CX AND 3): PH = 4ABP: PP ~ 255 - CPM b 3)

85 POKE BA, CCPEEKCBA) AND PP) OR CCN X PM))
90 RETURN

Figure 6.34 Pixel-plotting subroutine in MHRG

The framework is now ready to be fitted with our multicolor |0'['[Inﬁ
groblem, which is to draw the Sine in red and the cosing in green throug
60°. You'l recall that since we're working in a coordinate system other
than the one the screen uses, the X coordinates are called H and the Y
are called V, and the subroutine at line 1000 translates them into screen
Posmons. The logp that calculates both of these_functions and constitutes
he problem-solving part ofthe program is in Fig. 6.35. The X axis slices
across the screen, and then the two curves begin to appear, one red, the
other green on the black background, just thé way we planned it.
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160 FOR H = tF TO 35? STEP HD: A =H X * / 130
170 V = SINCA): CN = 1: GOSUB 1000

130 V = COS(A): CN = 2: GOSUB 1000

1?0 NEXT H

RUN

Figure 6.35 Calculations for the sine/cosine plot

This is a %ood example of the business/scientific capabilities of the
Commodore b4. Though certainly it is a machine for fun, you can also
appIY its broad powers to a widé variety of serious compu mg, require-
ments. High-resolution multicolor graphlcs arent just for getting frogs
across the'road and showing the Adenoids blowing up Starships.

Multicolor painting

In order to_complete the adaPtation ofthe old HRG skeleton to an MHRG

8ro%ramm|ngwtld, we need 1o overhaul the, pamt_mgbsubroutlne at lines
000-9200. ‘When we finish, this sybroutine will e able to paint an

area line hy line in any color we s ecn‘g. _ _

. There 1§ no changé to lings 9000-9050, and line 9060 differs only
in having a different place to jump to for the short-line plot. It should be

changedto read

960 IF BP > (EX - SX + 1) THEN 9160

As a result of changing the plot subrouting at lines 60-90, the value
BP it returns is now & number in the,range 0-3, representing the place
value of the pixel at coordinate X. Line 9050 has called this Subroutine
to ascertain the BP and byte address (BA} of the first_pixel in the line
to be painted. I the BP is 3, the first pixel of the line is at the left end
of the first byte in the ling, So we can save time b)égo_m% directly to the
whole-byte routine at line 9100. Conversely, if the BP s 0, the first pixel
is at thé very end of the first byte; sincé the subroutine at line 60 has
already turned 1t on, it’s a wasté of time to have this subroutine plot it
a%am. We can therefore advance the current X by one and the byte

adldress by 8 and then go to the whole-byte routine.” This is done wi
9070 IF BP = 3THEN 9100
9075 IFBP =0THENCX =CX + LBA=BA + 8§
GOTO 9100

These two lines, then, filter out cases where a partial doesn't have to be
constructed at the start of the line.
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For those cases where a partial does, new lines 9080 and 9090 take
a (lifferent approach than the old painter did. They use a loop,to Plot the
PIXG|S in the Specified color from the starting point to the right end of
he screen memory hyte, as follows:

9080 BR = BP: FORPB = BR TO 0 STEP -1: X = CX
9090 GOSUB 60: CX = CX + 1 NEXT PB: BA = BA + 8

Note.that after the loop concludes, the byte address is advanced by 8 to
position the BA pointer into the next cell.

The fast whole-byte routine also takes a different tack than the old
one did. The latter wrote consecutive bytes with all bits on for as many
whole cells as it could. Since we want t0 select the color of the line, the
new routine constructs an entire byte of re?eatm color pixels in' line
9110. Lines 9120 and 9130 form a’loop that POKES this pattern into
successive cells until fewer than four pixels remain to be painted.

9110 PB=0:FORPV=3TOOSTEP-1: PB=PB+(CN *4TV).
NEXT

9120 BR = EX - CX + 1 IF BR < 4 THEN 9140
9130 POKE BA, PB: BA = BA + 8 CX = CX + 4 GOTO 9120

The end-of-line routine does another pixel-by-pixel plot from the_cur-
rent position to the last in the line. This same”pixel plot at line 9170 is
also used when the ling is less than a full cell in'length. The last part of
the revised subroutine is

9140 REM ** END OF LINE
9150 IF BR <=0 THEN 9180
9160 REM **PIXEL PLOT

91/0 FOR X = CX TO EX: GOSUB 60: NEXT X
9160 RETURN

Now let’s test this subroutine b{ 0oainting}a rectangle ofthree different
colors. Clear out_lines 200 and 210 from the last program we worked,
and then enter Fig. 6.36.

118 POKE 53288, 0: POKE 53231, O

120 POKE A?1??, 216: POKE 49172, Is SYS 49171
130 SX = 55: EX = 106: TY = 50

140 FOR CN = 170 3

150 FOR Y = TY TO (TY + 16): GOSUB 9000

160 NEXT Y: TY = TY + 17: NEXT CN

RUN

Figure 6.36 Painting a multicolor rectangle
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The result of this program looks like a flag, with three bold stripes of
red, green, and white in‘the correct p[oRortlons,for a flag. If you watch
carefully, ¥ou can seg it plottln? the rlgD t-end pixels |nd|V|duaIIFy.

We can‘further enhance the f y adding features. Try Fig. 6.37

a( idea
and see what happens.

I0 CN=0: Y=Y -1

180 FOR X = SX TO EX: GOSUB 68: Y =Y - 1: NEXT X
10 Y =Y + 1

200 FOR X = SX TO EX: GOSUB 60: Y ™Y 1 NEXT X
RUN

Figure 6.37 Unpainting diagonal lines

This time, after the flag is pvainted, two lines join the opposite corners.
Note that they're black: “we've Ramted color 0 into these pixels (line
170), which in‘effect “unpaints” them, . , _

In fact, “unpainting” Is significantly easier in MHRG than it was in
standard HRG; you just paint.in colgr selection 0 Eset Individual pixels
to that value) and those pixels immediately take on the background color

of the screen. Figure 6.38 IS an example.

I0 Y =Y - 162 CN = 0: SX = 70: EX = 90
180 GOSUB 9000: Y =Y - 1: GOSUB 9000
190 SX = SX + 1: EX = EX - L Y =Y - 1
200 IF SX <= EX THEN 180

RUN

Figure 6.38 Unpainting an area

Now our flag acquires a black pyramid located mostly in the green
stripe but with"its base in the whité and its tip in the red. We pdinted
this pyramid by resetting those pixels to pixel color 0, the screen color,
Thus 1t’s not really a figure on the flag, but a hole cut into its center
throu?h which we can sée the background of the screen,

Delete lines 110 throul\%h 200 by typing a list of their line numbers,
and then_save this new MHRG sKeléton as a separate program file on
tape or disk, so that you can retrieve it and use it'in your own multicolor
high-resolution graphics projects.

One could readiIY make a case for dging an entire book on the subject
matter ofthis chapter alone._CIearIY itis & technically complex topic, and
we have seen only a sampling of the capabilities it offers. There is as
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much potential here as there is in the artist’s palette and piece of canvas
and just as the potentials of those tools are brought out by the mind an
the hand of the artist, so must the possibilities” of this machine be ex-
tracted by you. One must learn artistic skills byrdomg and computer art
Is no different in that respect than anE() other. The only difference I the
medium used for artistic expression. Dont be afraid t0 practice and ex-

eriment and push back the curtains we have left hanging in this chapter.

‘ou have the advantage over the painter that your failures are easier to
dISé)OSE of without spmeone finding the eviderice. You can also tear out
and redo whole sections of a work'more readily than an(yone_ ever_could
on canvas, correcting your mistakes without a frace. And besides, it’s an
endlessly ?ratgfymg source of entertainment, and that’s probably why
you bought this" computer.



CHAPTER 7

MOVIEDLA: THE MDTIDN
PICTURE COMPUTER

A movie camera has  limited field of view, but we've all seen—literally—
what can be done with it. Similarly, the screen of your Commoglore 64
has a view of only a fraction of memary at a time, and we're about to
glimpse what can’be done with that. Specifically, this chapter will deal
with two ways of making motion pictures by computer; panning the “cam-
era” to shiff'its view graduallg utP, down.” right, or left (scro Img%, and
either abruptly changing scenes by switching from one view to another
or using several segmerits of memory as individual frames to create the
illusion”of motion (Multiple screen operations).

Panning the view with scrolling

The French have the term trompe 1'0ejl, which we sometimes use on this
side of the water, too. It means “a trick on the eye,” and it’s usually a
visual joke that makes you think you're seeing one thm’\% when, in fact,

ou’e seelng| quite ancther. The famous drawmgs of Max Escher are
,romP,es l0eil at their best. Figure 7.1 st in a Class, with Escher, but
it’s still a neat “trick on the ey&.” Type it and see what you think you're
seeing.

NEW
100 POKE 53205, PEEK<53265) AND 24?
110 PRINT CHR$(147)



Movieola: The Motion Picture Computer— 135

126 FOR A = 1 TO 24: PRINT TAB(15) <“SLIDIN" UP"
130 NEXT A

148 POKE 53265, (PEEK(53265) AND 248) + 7

150 FOR A = 6 TO 0 STEP -1

160 POKE 53265, (PEEK(53265) AND 248) + A

170 NEXT A: GOTO 140

RUN

Figure 7.1 Trompe l'eil #1: What do you think you see?

What is it? An endless hand of the words “SLIDIN’ UP” slidin’ up the
screen? |t sure looks like it,

But of course you know It isnt, You typed the [oop in lines 120-130,
and you know there are only 24 lines of print on the screen. So how do
they appear to be sIrdrn up from some limitless supply of the same two
words under the screen?

A picture 1s wort athousand words much as I, a writer,hate to
admitit. Let’s ch a%t is program slightly and see what it's doing. You
have to hit RUN/STOP to put &n end to thé “slidin’,” and since the Tursor
IS probabIV out of sight under the bottom horder of the screen (more on
this short Ey stay tuned) hold down RUN/STOP while you press R
STORE. Enter these new lines:

120 FOR A = 170 12 PRINT: NEXT A
138 PRINT TAB(15) “OIGGLIN’”

The Word “JIGGLIN’ " appears now in the center of the screen, Jrgolrn’
up and own untr Vou wonder th at It doesn’ fall apart. It shows that
the band of N’ UPs” weren't really slidin’ up, but were jigglin’
Th eonly thin sabout it that were slidin’ were its top and bottom wors
whrchs d.un er the screen’s upper and lower borders so that you couldnt
see them Hgge Trompe ['oeil in action.

Let's change the direction of the trickery with Fig. 7.2

NEW

100 POKE 53278, PEEK(53270) AND 247

110 PRINT CHR$(147)

120 FOR A = 1 TO 12: PRINT: NEXT A

130 FOR A = 1 TO 40: PRINT "I";: NEXT A
140 POKE 53270, (PEEK(53270) AND 248) + 0
150 FOR A = 1 TO 7

160 POKE 53270, (PEEKC53270) AND 248) + A
170 NEXT A: GOTO 140

RUN

Figure 7.2 Trompe |'ceil 42
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It looks like a bicycle chain, or maybe fenceposts viewed from the
window of a moving train. Suppose we (et tired of it moving left to right
and decide to hackit up and see whether it ever comes to an end from
that direction, Push RUN/STOP and Ayou get a rude blow: the left border
of the screen Is hiding the B in BREAK and the R in READY. Fix it b}/
holding RUN/STOP while pushing RESTORE, the great panacea for all
?é%[jmmg things on the screen. Now type LIST and change line 150 to

150 FORA=6TOOSTEP-1

Run the ,orogram again and the thing—whatever it is—smoothly glides
right to leftacross the screen, Clearly the direction of the loop in line
150 has something to do with the apparent direction of scrollln?.

Again, there’s fo truth to the rumors that it’s an endless belf. As you
may have ?_uessed these |’s scrolling horizontally are doing much as their
slidin’ refatives. Theyre jiggling from side to side, but because the same
pattern repeats from border to"horder they appear to move like a bike
chain. You can see what’s happening by adding the line

130 PRINT: PRINT TAB(20) “I”

and running the _P(ro&ram_agam. The I'in the center of the screen below
the_chain looks like the kid'who dJust can't keep up with all the others.

This 15 smooth scrolling, and here’s how it works in a_left-to-right
fashion. The three_fow-grder bits in memory address 53270 contain a
horizontal posltlonm? value. When these bits hold 0s, the screen is at
its normal horizontal position.. If you change them to the valug 1, the
entire screen shifts right one bit position. C ( _
right another bit, and so on. This keeps happéning until the three bits
are 111 (decimal 7), the maximum value they can indicate. If they now
return t0_0, the entire screen snaps back to the left into its riormal
position. These bits, then, determine the horizontal position of the screen
Image with respect to the left border, Note, however, that when the
screen shifts, Its memory addresses and bit positions don'. What changes
IS where they appear qri the display. That’s how the screen image shakes
from side to side to ?IVE the impression of smooth mation to_the right.
To reverse the direction, set the low-order bits in 53270 to 7 and Keep
subtracting 1 until reaching 0, then return to 7 and resume. The rapid
1erk thus goes from left to’right and the slower scrolling from right to
eft, giving the. semblance of & right-to-left flow. _

A simifar thing happens in vertical scro_llmgi but the contro] register
address 1553265 Instead of 53270. Decreasing the value of the low=order
bits from 7 tg O makes the display go slidin™up; increasing them from 0
to 7 causes slidin’ down. Again thé maximum amount of movement is one
character cell, and then thie screen snaps back into its normal position.

ange them to 2 and it moves
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It’s a good idea to shrink the screen when scrolling. You can move the
borders Onto the screen either vertlcaIIH or horizontally. In horizontal
shrinking, the screen narrows by one cell on each side, going from 40 to
38 columins, with the instruction

POKE 53270, PEEK(53270) AND 247
To restore the 40-column screen, undo this command with
POKE 53270, PEEK(53270) OR 8

The 38-column made isn't required with horizontal scrolling, but if you
dont do it, the jittering at the edges become aﬁparent. By extending the
horder onfo the screem, the ends 0f our chain have cover under which to
jlggle without being noticeable. You can see this by deleting line 100
and running the program again. ,

Vertical shrinking works a little differently. The screen is changed to
a 24-row display by"moving either the upper or the lower border; hoth
don't move at tlie same timé. When you signal your intent to scrol| down-
ward, the top border covers the first row on"the screen. The signal is
the value existing in the low-order bits of 53265 when you shrink.” If it's
0, you're 0|n% t0 scroll down. Conversely, if you have 7 in the position
Phlts In 532 SHt_ e bottom horder moves up.” To activate vertical shrinking,

e command is

POKE 53265, PEEK(53265) AND 247
and to deactivate it,
POKE 53265, PEEK(53265) OR 8

If your chain is still slidin? across the screen, stop the program and
txpe fhe command to deactivate horizontal shrlnkm%glven earliér. Watch
the side borders as you press RETURN, and youTl'see them move out-

ward.

We can scroll one (or more) lines individually, wraﬁping around on the
same row so that the message slides off one side of the sCreen and reap-
pears on the other. Try qu. 1.3, o

As you see, the text “ROUND AND ROUND” be(rqlns in the center
of the ‘screen and works jts waK left. As each letter sfips under the left
border, it reappears again on the rl(T;_ht horder and the text thus wraps
round and round. The inchworm motjon is a result of BASIC'S inherent
slowness; soon we'll do something about that, but it's important right
now to see how it’s done. _

Stop the program by pre_ssmqany key and LIST it so that you can
follow this blow-by-blotv. Lines 120-130 clear the screen and place the
cursor in row 12, where line 140 prints the text. Line 150 calculates the
memory offset for the start of row 12. Line 160 fetches and saves the
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NEW
100 REM M  ROUND AND ROUND

110 SM = 1024: CM = 55296

120 PRINT CHRS$( 147!

130 FOR L = 1 TO 11: PRINT: NEXT L
140 PRINT TAB(10) "ROUND AND ROUND"
150 P = 12 * 40

160 SO = PEEKC3M + P): CO = PEEK(CM + P)
170 FOR X = 6 TO 38

180 POKE SM+P+X, PEEK(SM+P+X+1)

190 POKE CM+P+X, PEEK(CM+P+X+1)

200 NEXT X

210 POKE SM+P+39, 80

220 POKE CM+P+39, CO

230 GET X$: IF X$ = “" THEN 160

RUN

Figure 7.3 Wrapping a single ling

screen and colgr-memory hytes currentIY at the start of the line. The
loop between lines 170 "and 200 shifts the screen- and color-memory
area for row 12 one character to the left, and then lines 210-220 place
the byte that used to be at the start of the line into the end of the |ine.
Finally, line 230 checks the ke gboard fora sr8nal to stop and, if it finds
none, repeatst ewraPprng lodp from line 1

And why oumrrih ask; do we have to wrap_color memory along with
the screen lrne7 Well, take out [ines 190 and'220 and see for yourself.
The text scrolls |eft and vanrshes a character af a time in centef screen,
but stare at the bIan drsp ay fora moment and suddenly it begins reap-
earrnr%a hand’s width awa?/ from the right border. The reason is that
color memory contains the text colar for characters written into corre-
sponding screen memory cells, and if we don't shift color memory with
the screen, the letters lose their color and blend with the background.

You can also make nonwraEprng messages that scroll across the screen
in one. row, {ust as the stock-market ticker- taPe displays do. |t works
like this: write a character at the rrﬁht edge of the screen, scroll the line
left, move_the cursor back up to thie same row; on the right edPe ang
repeat until the message 1s complete. At that point, you can simply scroll
some number of times to make as ace and erther repeat the message,
send another, or stop Figure 7. 1grves an example.

Notice that this time” part of the screen rs fixed Qhe = HOT
NEWS ** heading) while below it the message grows out of the right
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HEW

100 REM M* TiCKERTAPE

110 SM = 1024: CM = 55290

120 PRINT CHRf' 147)

130 FOR L = 1 TO 4: PRINT: NEXT L

140 PRINT TAB(13) "M HOT NEWS M"

150 FOR L = 6 TO 11: PRINT: NEXT L

160 M$ = "CONGRESS TODAY PASSED A LAW BANNING
RAINY WEEKENDS"

170 L = LEN(M$>

180 FOR X = 1 TO L

190 Cm = MID*(M$, X, 1>

200 PRINT TAB(38) CHf

210 GOSUB 400

220 PRINT CHRf( 145) ;

230 NEXT X

240 FOR X = 1 TO 39: GOSUB 400: NEXT X

250 END

400 REM *X SCROLL ONE CHAR LEFT IN ROW 12

410 FOR S = 0 TO 38

420 P = (12 * 40) +S

430 POKE SM+P, PEEK(SM+P+1)

440 POKE CM+P, PEEKCCM+P+1)

450 NEXT S

460 RETURN

RUN

Figure 7.4 Ticker-tape scrolling

border and moves left across the screen. The text is wider than the screen
so when it spans the full width of the display, a character gets Pushed
off the left end each time a new one is added at the right. When the full
tefxt_ hﬁlts appeared, it continues scrolling until the last Character goes out
of sight,

Sgrol_lmg IS done at two points in this program, so we have made a
subrouting™at lines 400-460 to do it This Is essenhallx the same as the
scrolling logp in FI?. 7.3 (lines 15_0-200)/ except that the memory offset
calculation is a little different. Figure 7.4 builds the text display from
the right with the loop at lines 180-230, which executes once for each
charaCter in st_rm,g MS$. Line 190 extracts the next character from M$,
00 prints_ it inside the right border, and 210 calls the scrolling sub-
routine. Line 220 is the up-cursor instruction, since line 200 went to
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the next row after ertm the character. Line 220 places the cursor
back on row 12 so that in the next iteration of the loop, line 200 is on
the ﬁorre%( E]OW' The program ends after the message has completely
scrolled off the screen.

High-speed full-screen scrolling

As slowly as one line scrolled in Figs. 7.3 and 7.4, the prospect of taking
25 times as IoanJ to scroll an entire sCreen conjures up images of a skeleton
sitting at the Terminal, with someone asking, “Program been running
long?” Clearly, the key to fast screen scrolling lies not in BASIC, but in
machine_language. o _ o

~ The first case we'll consider is that of a Mobius scroll, in which the
lines spiral around and around the dlspI%}/, with each wrap going to the
next-_hlgher row, and the_upper-left and lower-right corners ‘joined.”
Thisis done by saving the first bytes in screen and color memory, shifting
both memoriés forward one position, and moving the former first bytes
tg the tail ends. Each cell of the machme-languaPe subroutine_shifts'the
display one character position. We have to tell" the subroutine where
screeri memory begins by POKEing its memor%)agenumb_er the screen-
memory addréss divided by 256) into address 252, TP/pe Fig. 7.5 and see
what an improvement theré js; the whole screen scrolfs

, , much more rapialy
and smoothly than did one line using BASIC.

1 REM M MOBIUS SCROLL

10 FOR P = 49285 TO 49265

20 READ X: POKE P, X: NEXT P

29 DATA 169, 2, 133, 2

30 DATA 169, 4, 133, 151, 169, 231, 133, 163
31 DATA 165, 252, 133, 254, 105, 3, 133, 164
32 DATA 160, O, 177, 251, 133, 255, 200, 177, 251
33 DATA 136, 145, 253, 200, 208, 2, 230, 254
34 DATA 200, 208, 243, 238, 252, 198, 151
35 DATA 208, 237, 165, 255, 145, 163, 198, 2
36 DATA 240, 5, 169, 216, 133, 252

37 DATA 208, 200, 96

100 POKE 53270, PEEKC53270) AND 247

118 SM = 1024: BA = SM / 256

120 PRINTCHRf<147)

138 FOR L= 1 TO 6: PRINT: NEXTL

140
150

FOR L= 1 TO 8
PRINTTABC10)
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1*0 NEXT L
170 PUKE 252, BA: SYS 49285

ISO GET X$: IF X* = *“" THEN 170
190 POKE 53270, PEEKC53270) OR 8
RUN

Figure 7.5 Mobius scrolling with machine language

. Lines 10-20 load into memory the machine-language subroutine de-
fined in the DATA statements through line 37, The memor% page (BA)
I calculated in line 110, and then lines 120-160 produce eight repeating
lines in the uPpe_r center of the display. The scrolling loop is very simple,
involving ong lines 170 and 180, where the scréen-memory page IS
POKEd Into 252 and the machine-language subroutine is called. BASIC
then checks for a stop 5|%nal from the"keyhoard and, finding none, loops
back to line 170 to shift by another character ?osmon. Whén you signal
a stop by, Joressmg a key, line 190 restores the screen to riormal™40-
column width. o _ _

The lines spiral upward, appearing in the next-higher row each time
they slip off the left side. Finally reaching the top left corner, they wrap
back down to the lower right. Watch how fast it goes! If we didnt let
BASIC have control back after each one-character Shift but instead built
a loop into the machme-langtuage subroutine itself, the scroll would pro-
gress.so rapidly we woyldn't be able to read the screen. _

|tis, of course, possible to spiral in any combination of vertical and
horizontal directions. That involves reworking the machine-language sub-
routine. By now you should be sufficiently Tonvinced of the “spéed ad-
vantages df machine language that, when you've mastered the material
in this book, fyou’II buy an assembler and be?m creating )(our own library
of fancy stuff. At that point you can delve Turther int0 the mysteries of
the living Mobius strip of spiraling displays. (This subroutine, by the
wa?(/| is listed in Appendix C. o

eanwhile, let’s develop a full-screen scroll, in which each row wraps

back on itself much like the view ofa camera rotating through 360°. With
it, as we'll see in a moment, we can create the interesting illusion of
horlz?nﬁal motion. . , ,

Atull-screen scroll is basically the same as a Mobius, but with an added
step. For that, we'll consider just one line on the display and then extend
our reasoning to all lines. When we scrolled left in the Mabius, each byte
shifted to thé address numerically 1 lower than its current position, and
the zeroth byte was carried to the 999th place. If Row 12 on the display
has an A in"the first position and a C in the last, when we scroll the
screen the A should move to the end of Row 12 and appear after the C,
but in a Mobius, A will instead appear in the last position of Row 11,
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Consequently, we’ll have to move it “down” one full row, or in other
words, advance it to an address numerically 40 greater than its address
after the Mobiug scroll, thus shrftm it from the end of Row 11 to the
end of Row 12. The same Is true o eve F%/ other row on the display; the
character that should be at the end of Row 24 is instead at the énd of
Row 23 and the one that should be at the end of Row 1is at the end of
Row 0. To correct this, use the following process to step through screen
memory backwards by 40s

FOR Y = 23TOOSTEP 1
P=(Y*40) + 3

+ 3
POKE SM + P + 40, PEEK(SM + P
Kl(l)zi)((l_ir CM + P + 40, PEEK(CM +

And what of the top left byte that ?oes to the end of Row 0? The
Mabiys scroll moved it to the lower right corner of the screen in Row 24,
S0 before starting the loop we need to’set it aside and, afterwards, place
it at the end of the top line

To illustrate this, we'll go scrolling down the avenue. Back in the Dark
Ages—before the microcomputer was invented in the 1970s—there was
apo uIar song entrtled “Ticky Tacky” that decried the monotony of mass-
%ro uced tract quses “all in a row.” When we built that house back in

hapter 3, we failed to mention that it was only one of many identical
homes along Ticky Tacky Avenue.

Before we confinue, let’s pause to discuss the nature_of machine lan-
guage. When you run a program, such as that in Fig. 7.5, that loads a
machine-language subrouting rnto memory, the subroutine remams un-
changed in memory as Ion as the machine |s owered on and ou dont
alter”its locations.” With BASIC, you can delete a program By typing
NEW or LOAD, but that doesn' af ctthemac ine- Ian1guag0ems ructrons
It might have written elsewhere the ast time it ran enefit of this
Is that you can run programs to set up machine-language subroutines and
different BASIC programs that use them

As a case | rn point,"delete all lines from 100 onward from Fig. 7.5 and
save the resy trn%program with the name MOBIUS. Now turn the com-

uter off and bag ain, thus wiping its memory clean. Load and run

OBIUS to write the scrollmg subrotine into memory and then load
the HO E program you saved In Chapter 3.

you now run HOUSE “as is,” the machine-language subroutine has
no effect because HOUSE doesn’i caII it. For that we have to make some
modifications, as shown in |%

As soon as we've watched the house go u‘o and the smoke appear from
the chimney, we seem to be walking cdsually along the avenug, looking
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105 POKE 53270, PEEK<53270) AND 247

125 SM =  1624: CM =55296: BA= SM /256

860 REM **  SCROLLDOWN THE AVENUE

870 POKE 252, BA: SYS 49205

880 BO =PEEKCSM + 999): CO = PEEK(CM + 999)
890 FOR Y = 23 TO 0 STEP -1

900 P = (Y M 40) + 39

910 POKE SM+ P o+ 40, PEEK(SM+ P)
920 POKE CM + P + 40, PEEK(CM+ P)
930 NEXT Y

940 POKE SM + 39, BO: POKE CM+ P, CO
950 ceT X$: 1F X$= «+ THEN 878

960 POKE 53270, PEEK(53270) OR 8

RUM

Figure 7.6 Scrolling down Ticky Tacky Avenue. (Changes to the HOUSE pro-
. gram frgm Chapter%) Y (Chng P

to the left at an endless Rrogressmn of identical homes. We can stop the
procession by pressing the SPACE bar. ,
The houses we see are actually, of course, all the same house s_crolllng
round and round. The “locomotion” is provided by the loop at lines 87
-950, which calls the MOBJUS subroutine to shift the screen left and
then move all the right-end bytes down one row, and the bottom one to
the top. You can sée this_happening b1y stopping the pro?ram and re-
movm% lin 105, then running it again. The rlght border no Tonger covers
the end bytes, so you can seé them rippling downward via linés 910 and
It would have been possible to modn‘%the machine language to perform
this realignment of the right edge as BASIC now dogs; bdt that would
have deFrlved you of the Opportlnity to see how it’s done. The slowness
of BASIC causes the deIaYS that émulate a walking pace; if machine
Ian?uage were rearranging the ends of the rows, the scroll would be much
Las er and smoother, givirig a view from a car driving down Ticky Tacky
venue. . : . .
It’s possible to scroll also in both ofthe high-resolution-graphics modes.
That is the stuff of video ,t[;ames, but becduse it takes 4 lot of machine
language to carry it off, it’s beKond the scope of this book. The main
complications have to do with the cellular structure of the display and
the one-to-eight discrepancy between color and screen memories, plus
the requirement of most video games to scroll in all directions and at
angles that combine vertical and”horizontal scrolls. Our intent here has
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been to give a general view of scrolling so that you can extrapolate the
concepts to serve your own programming goals.

A sudden change of camera angles: using
multiple screens

In movies and television dramas, abrupt changes of camera angles are
so commonplace we aren't even aware of them. Two people are talking
and the view jumps from one to the other as they exchange lings; the
location of action leaps from one coast to the other over a period of years,
and we know that because the camera angle and scene chanqe_m d twin-
kling. We dont think of these typical tricks of visual entertainment as
unréalistic, even though to watct two people conversing we have to swing
our heads to and fro,”or though we have just hurtledacross thousands
of miles and part of a lifetime against all the laws gf the universe. Unless
Ytqsu,égnlen that business, you'veprobably never given a thought to how
_ The apswer won't be found here, though we will find out how to do
similar things with the eye of the Commodore 64 through the use of
multllnle-screen memories.” By switching from one to another we can in-
stantly change the screen, We can also use mulh?_le screens_as the in-
{Jﬁ\encsig?elefnrames of movie film to create realistic action and animation on

But first some technical background. Remember VIC, the busy fellow
who translates memo% Into displays? VIC is not lazy, he’s just over-
worked, and as a result he takes the position that he can only pay attention
to 16K of memory at a time. He carves the memor% into four such hunks,
which go by the name banks, A bank is 16,384 Dytes, or exactly one-
fourth 'of tie Commodore 64’ total memory capacity, and that is how
much VIC sees at one time. Each bank begins on an even multiple of
16K and has a reference number in the range 0 through 3. Figure 7.7 1S
Feé%%lne \/sg%\évgng the relationships of bank numbers, addresses, and se-

Bank number Address range Select bits
(1 0-16383 13
16384-32167 10 (2
2 32708-49151 011
3 13157-65535 00 (0
Figure 7.7 Video banks in the Commodore 64
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Note that the “select bits” are the threes-complement of the hank
number._That is, to calculate the select bits, subtract the bank number
from 3. These hits are then written to the two low-order bit positions of
address 56576 with the instruction

POKE 56576, (PEEK(56576) AND 252) OR SB

where SB is the value of the select hits. For example, to swing VIC’s
camera angle from its current view to Bank 2, type

POKE 56576, (PEEK(56576) AND 252) OR (3-2)

Huh? The screen display immediately turns to garbage. That’s because
VIC is now looking at memory in Bank 2, whefe there is nothln? com-
prehensible for him to d|spla%/. It’s like the camera that, though turned
on by accident, nevertheless broadcasts the set that isnt yet réady to go
on the air. You can restore decency and order to the scréen_in erther of
two ways. The easiest is to hold RUN/STOP and press RESTORE. The
other is workmq in the blind, but it confirms that a computer derives no
sense from what it displays: type the command

POKE 56576, (PEEK(56576) AND 252) OR 3

and, though you see %arbage appearing in response to your keystrokes,
when you'préss RETURN “the screen immediately becomes normal as if
nothing had ever happened. In fact, the command just entered also ap-

pearﬁ. , _ ,
_The correlatign of the bank number, its base address, and its select
bits is mathematlcaIIY direct and simple, and if you know an%/ one of them,
ou can derive the others. We've alread(y seen’how to get the select bits
rom the bank number. To ?_etthe base address, multiply the bank number
by 16384. Conversely, to Tind the bank number from a known base_ad-
dress, divide by 16384 and use the result to calculate the select bits, This
simplifies programs by allowing you to sReuf one value associated with
the bank(s) and symbolically d&rive all the others. Well see the concept
in action presently. y ,
_There are, as you might expect, some terms and conditions associated
with using different banks. The default video bank is number 0; it's
always in effect unless Nou sgemfy otherwise, and when you reinitialize
the computer (with RUN/STOP and RESTORE), you point VIC back at
Bank 0 no matter where he was looking before.” Banks 0 and 2 have
access to the character generator ROM. giving you normal character
graphics and alphanumerics in those banks: Banks 1and 3 do not auto-
ma |caII}{ have a doorway to the ROM, and if you PRINT or POKE
Informafion there expecting to see something yod understand, you'll be
disappointed. As an experiment, try the program in Fig. 7.8.
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NEW

100 POKE 56576, (PEEK(56576) AND 252) OR 2
110 PRINT CHR$( 147)

120 PRINT "WELCOME TO BANK 1
130 Y = 9: SM = 1024 + 16384: CM = 55296
140 FOR X = 1 TO 26: P = (40 i Y) + X

150 POKE SM + P, X: POKE CM t P, 12

160 NEXT X

170 GET X$: IF X$ = 1" THEN 170

180 POKE 56576, (PEEK(56576) AND 252) OR 3
RUN

Figure 7.8 Noncharacters in video bank 1

\What you see is the result of presenting VIC with cogles he can't look
up.in the' character ROM tables, since they are unavailable in Bank 1
After you get tired of looking at the blobs, push the SPACE bar to restore
the screen’to Bank 0. The point of this exercrse Is that Bank 1is no good

or character output (unless ou coPyt e ROM into_ it as discussed in
Chapter4) Bank 1rsauseu lace odohr% -resolution graphics work,
because the entire 16K is fully avar lable without restrictions.

You should never use Bank 3 for screen memories, for the very goad
reason that the Commodore 64 stores control values of all kinds ‘in’this
bank and you'll be in ?rave difficu Ky Eyou unwittingly overlay them
with screen images. On the Iower4 4096 bytes) of Bank 3are availale
for your use, enough, room for four character screens but only half the
s ace for an HRG display. This area Is better used for your' machine-
an1quage subroutrnes and all those In this book reside there).

here are also some reserved areas in Bank 0 that Thou Shalt Not
Clobber. The addresses from 0- 1023 are owne by the machine’s op-
erating system for sundry control pug}aoses and our BASIC program

lives betveen 2048 and ah/out 8192, depending_on its length and the data
workspaces it requires. This leaves 1024-2047, with whrch We are now
I_rltgmate 3/ famrlr r. and 8192-16383, which we have also traversed In
Gan
From aII thrs we can draw some general guidelines for the selection
of video banks:

» Use Bank 0 for normal alphanumeric disp IaIy
o Use BankO addresses 8192-16383, for single-screen high-resolution

raphics work.
?J f Bank 1 for muItrPIe screen HRG and MHRG (see note).

J Uste Banthfor multiple-screen displays requiring the machine’s char-
acter se

» Don' use Bank 3 at all.
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Note: In HRG and MHRG whrch use 1024-2023 for color memory,
these addresses are offset eéte ank’s hase address. Thus, in Bank 7,
color memory for HRG/MHRG is between 17408 and 18407.

Just as VIC divides total memoreérnto 16K banks on frxed boundaries
s0 does he subdivide the banks In 1K (1024-byte) intervals. Each IK unit
has a reference number in the range 0 15, and can be used either for
screen memory or character-| rma?e memory When VIC is preparing to
send a displayto the screen, he Tooks at the bank number in 56576 and
the unit number in the high-order nrbble of 53272 and translates these
two Eomters Into the real memory address of the drspla |made He also
checks the mode bit (character %raphrcs or HRG 210 Yo find_ out
whether screen memor |s1 es or 8000, and n‘the machine is In
character mode, egetst ec aracter -image pointer from 53272 as de-
scribed 1n Chapter 4. Armed with this and other relevant information—
such as the screen background and horder colors—he builds the display
and sends it to the video device.

The_IK unit reference number always relates_to the position of the
unit with respect to the hank’s startingaddress. Thus, Unrtlbe ins at
address 1024, but if it’s jn Bank 1 its real address IS 16384
17408, and rfrn Bank3 its real address is 49152 + 1024 = 50176 This
seems like a lot of gobbledygook and complication, but you can readily
solve the prﬁblem with a few programming instructions using the follow-
Ing approac

100 BN = 2 UN = 8
110 SM = (BN * 16384) + (UN * 1024)

in which BN is the bank number UN rs the unit number, and SM is the
consequent screen- memo%a dress wh ere you WI I POKE your graphics
codes. In this examg begins at addréss 4

The Upper four bits of address 53272 hold the screen-memory unit
Bornter ou'll recall from Chapter 4 that the lower nrbble of thrs same

te_holds the character-image pornter Whenever you alter this %/
%/ou have to treat it with tender loving care to avoid reporntrn the other
alf, which calls for a precautionary “AND 15" while sefting the screen-
memory portion and an, “AND 240" while changrng the character pornter
Because the screen pointer is in the upper nibb You have. to multiply
it by 16 to shift it there and OR that value with the still-intact Iower
nibble. To select Unit 8,

POKE 53272, (PEEK(53272) AND 15) OR (8 * 16)

fyou are also changrng banks, that takes a separate instruction that can
ert er immediately ‘précede or follow this one. The screen-memory se-
Iectron table In Frg 79 resembles the character-image selection table in

Fig. 4
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Command to change the pointer in BASIC:
POKE 53272, (PEEK<53272) AND 15) OR (UN * 16)

Locat ion Bi t setting UN
in bank in 53272
0 0000XXXX ~0 (Note 1)
1024 000 1X XXX 1 (Note 2, 3)
2048 00 10XXXX 2 (Note 2)
3072 00 11XXXX 3  (Note 2)
4096 0100XXXX 4 (Note 2, 4
5120 010 1 X XXX 5 (Note 2, 4)
6144 0110XXXX 6 (Note 2, 4)
7168 0111XXXX 7 (Note 2, 4)
8192 1000 XX XX 8 (Note 4)
9216 180 1 XX XX 9 (Note 4)
10240 10 10X X XX 10 (Note 4)
11264 10 11X XXX 11  (Note 4)
12288 1108 XX XX 12  (Note 4)
13312 110 1 X XXX 13 (Note 4)
14336 1110XXXX 14 (Note 4)
15360 1111XXXX 15 (Note 4)
Notes:

1. Do not use in Bank 0. Belongs to Kernal .
2. Do not use in Bank 8. Belongs to BASIC.
3. Color memory 1in HRG/MHRG modes.

4. Unavailable in Bank 3.

Figure 7.9 Selecting the screen-memory unit location

_From this chart there are a few general observations that we can make.
First of all, be careful about assigning screen memories in Banks 0 and
3,.since many units are already committed. Secondly, the Commodore 64
will su&port up.to 43 simultangous screens in character-graphics mode (9
In Bank 0, 14 in Bank L 16 in Bank 2, and 4 in Bank 3)|, hut, thirgly,
only three'in HRG/MHRG mode, This is because high resolution requirs
Unit 1 for color memory and 8000 consecutive bytes for screen memory.

e 8K screen memory can be%m on any unit houndary above 2023, but
the available 14K falls Short ofthe room rieeded for even'two HRG screens
In the same bank. Also, Bank 3 simply hasn' enough space available for
any HRG screen. Thus, if your computer drama calls for a lot of scene
chanﬁes, either you'll have to use character graphics or else your program
will have to modify screens that are oyt of view while at the same time

carrying out action on the one that is visible. That’s pretty sophisticated
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stuff, begond the scope of this book and far exceeding the speed limits
of BASIC. Nevertheless, we can do some nifty things, as the following
couple of exercises demonstrate. o _
he first cinematic drama we_ will play out is entitled The Waving
Robot, an unending tale of mechanistic friendliness, Inthis gripping story;
a robot will be built behind the scenes and then it will burst intd view,
waving at us from the depths of the Commodare 64. The story will illus-
trate—though you won't be visually aware of it—the aiming of the cam-
era at one scené while out of sight other scenes are being prepared, and
the use of multiple screens to convey a continyum of motion in much the
same way as do the separate frames of a movie film, _
Beforé you can make a movie, you must, of course, have a plot outline.
This Is the purpose, of Fig. 7.10, which shows the robot and the three
positions of its waving arm. From the outline, and indeed that’s exactly
what 1t 15, we can write a script in the form of a computer program. At
the conclusion of that step, we'll actually film and screen this Academy
Award nominee.

0 1 2 3
01234567890 12345078901234567890123456789
00
1
2
3
8
9
10
1
Z
3
4
9
2%
3
24

0 1 2 3
0123456789012345678901234567890123456789

Figure 7.10 Plot outline of The Waving Rohot

Every film has to_have a title screen and a certain amount of setup,
and that’s what Fig. 7.11 does. Ofthe most long-range significance is line
110, which defines the bank number and the three Screen units that will



150 - Mastering Sight and Sound with Your Commodore 64

be the “sets” for the story. The rest of these instructions create a title
screen that hides the busy but orderly behind-the-scenes filming.

NEW
100 X$ = "THE NAMING ROBOT": DL = 70
118 BN = 2: SI = 1: S2 = 2: S3 = 3: CM = 55296

120 POKE 53280,0: POKE 53281,9
130 PRINT CHR$( 147): PRINT: PRINT
140 PRINT TAB(12) X*

Figure 7.11 Waving Robot title and setup

As in all plots involving graphics, it’s useful to have a common sub-
routine for placing elemerits of pictures and colors. For this, we'll write
Fig. 7.12. This subroutine requires that certain values be furnished: X
and Y, which are the column and row coordinates we know and love; SM,
the screen-memor startlngi address; and CN, a color number. The value
CM is already declared as the color memory at 55296.

158 GOTO 200

160 REM M  PLOTTING THE SCHEME
170 P = (Y % 40) + X

180 POKE SM+P, GC: POKE CM+P, CN
190 RETURN

Figure 7.12 Plotting subroutine for Waving Robot

. Now we're ready to build the robot, The overall strategy is to make
its bagic form in Screen 1 (less the waving part of the arm) and then copy
It to Screens 2 and 3. First we need to_ eStablish where this is to happen
and to clear any clutter from the viewing area with Fig. 7.13,

200 REM BUILD THE BASIC ROBOT
210 SM = (BN M 16384) +(SI i 1024)
220 CN = 9: GC = 32

230 FOR Y = 3 T0 24
240 FOR X = 0 TO 39:GOSUB 160
250 NEXT X: NEXT Y

Figure 7.13  Clear the way for building the robot

With that out of the way, we can use Fig. 7.14 to construct a robot of
black squares. Lines 270300 shape the head and neck and line 310
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makes the shoulders and the arm out to the elbow. Lines 320-340 fashion
the boay.

260 GC = 32 + 128: CN = O

270 FOR Y = 9 TO 12

280 FOR X = 15 TO 18: GOSUB 168
290 NEXT X: NEXT Y
300 Y = 13: FOR X
310 Y = 14: FOR X
320 FOR Y = 15 TO 24

330 FOR X = 13 TO 19: GOSUB 160
340 NEXT X: NEXT Y

Figure 7.14  Building the robot

This.completes the fixed portion of the robot in Screen 1 Fi?ure 115
ﬁ?plﬁ it to the other two screens, which will form the three frames of
e film.

16 TO 17: GOSUB 160: NEXT X
13 TO 24: GOSUB 160: NEXT X

350 D2 = (BN X 16384)
360 D3 = (BN * 16384)
370 FOR Y = 0 TO 24
380 FOR X = 0 TO 39
300 P = (Y * 40) + X: T = PEEK(SM + P)
400 POKE D2 + P, T: POKE D3 + P, T
410 NEXT X: NEXT Y

Figure 7.15 Copy robot to other two screens

(S2 X 1024)
(S3 * 1024)

+
+

It’s important to note that we are working with absolute memory
locations, not relative bank and unit numbers. BASIC needs to know the
real addresses, whereas VIC, when he displays the frames, only needs
the Pomters to the bank and unit, Consequently. Jines 350 and 360
develop screen-memory addresses (SM already contains the address for
Screen 1), and the first part of line 390 figures out the current position,
Because the other two screens are exact replicas of Screen 1 P points
to the corresponding ﬁ)osmon ineach one. Lines 370-410 copy the fiqure,
. Screen 1'has the left forearm extended away from the head. We fit
it in this frame with Fig. 7.16, which forms an arm out of alternating
right triangles. In Screen 2 the forearm is in the upraght position, and is
Rut in 1place by Fig, 7.17. The arm in Screen 3 bends back toward the
Sead. f11e method “for making it, shown in Fig. 7.18, resembles that in
creen 1
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420 REM M ADD ARM IN Si

430 X = 25: FOR Y = 13 TO 11 STEP -1
440 GC = 105 + 12S: GOSUB 160

450 X = X + 1: GC = 105: GOSUB 160
460 NEXT Y

465 X = 25: Y = 14: GOSUB 160

Figure 7.16 Waving arm #1

470 REM X* ADD ARM TO S2
480 SM = D2: GC = 32 + 128: X = 24
490 FOR Y = 9 TO 13: GOSUB 160: NEXT Y

Figure 7.17 Waving arm #2

508 REM M ADD ARM TO S3

510 SM = D3: X = 20

520 FOR Y = 10 TO 13

530 GC = 95: GOSUB 160

540 x = X + 1: GC = 95 + 128: GOSUB 160
550 NEXT Y

Figure 7.18 Waving arm #3

We have now fashioned three screens holdmgrthe image of the robot,
each with the forearm in a different position. The filming is complete,
and now we can roll the projector. The action begins in qu. 1.19, which
{naées liuzre there’s no junk in the top of color memory and then switches
0 Bank 2.

560 GC = 32: CN = 9

570 FOR Y = 0 TO 3

580 FOR X = 0 TO 39: GOSUB 160

590 NEXT X: NEXT Y

600 BB = 3 - BN

610 POKE 56576, (PEEK<56576) AND 252) OR BB

Figure 7.19 Clear top of color memory

And so at last we come to the action itself. The arm oscillates by 2playing
the three frames hack and forth in the sequence 1-2-3, 3-2-1, 1-2-3,etc.
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Each time we move to the next frame, we switch the VIC’s scregn pointer,
The usual BASIC POKE-iness is not a problem here, and, in tact, we
have to slow it down with a delay loop lest the arm appear to wave
frantically instead ofin casual greeting. We can halt the action and restore
the screen to normal moge by pressing the SPACE bar. Figure 7.20
shows how it’s all accomplished.

620 REM M ROLL "EM

630 FOR S = SI TO S3: S3 =S * 16

640 POKE 53272, (PEEK(53272) AND 15) OR SS
650 FOR T = 1 TO0 DL: NEXT T

660 NEXT S

670 FOR S = S3 TO SI STEP -1: SS = S * 16
680 POKE 53272, (PEEK(53272) AND 15) OR SS
690 FOR T = 1 TO DL: NEXT T

700 NEXT S

710 GET X$: IF X$ = "™ THEN 620

720 POKE 53272, (PEEK(53272) AND 15) OR 16
730 POKE 56576, (PEEK(56576) AND252) UR 3
RUN

Figure 7.20 ... action, camera!

The delay in the title screen is dug to the work ?o_mg on behind the
scenes. When action begins, notice that there’s no flicker or any other
indication that we are Seeing three different screens. The arm merely
waves In mechanical nonchalance. (You can change the rate of mation by
altering the value DL in line_100.) While the star is neither glamorous
nor the scenerY arresting, th|s_examfole clearly illustrates how multiple
screens can Introduce the illusion of motion into graphics In cinematic
fashion. And the sudden evaporation of the title scréen shows how scenes
can change abruptly. _ _

You cdn, ofcourse, use myltiple screens inthe HRG and MHRG modes,
subject to the limitations discussed in connection with Fig. 7.9. To do
this, it is necessary to modllfx line 75 in the skeleton (‘whlchever one you
are usmgg to re,PI,ace 8192 with the formula that converts the bank number
and scre
required.

N unit into the actual memory address. That is the only change

If you've played video games, you've seen the lengths to which full-
scree animation can be carried. Here we've used simplistic examples,
but all the principles are present and accounted for, waiting for you to
apply them 'to your own more ambitious projects.
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But we havent yet covered the full scope of animation. The next two
chapters delve into’screen-independent action figures (“sprites”) and ex-
ternal control over events on the screen via joysticks. These three top-
ics—the two just named plus the full-screen movieola effect—encom-
Easses t(?e V\ghole of the advanced computer graphics available on the

ommodore 64.



CHAPTER B

WHITHER YDN SPRITELY
APPARITION?

Meanwhile, as we have been _E)om,tlng the camera elsewhere, the Ade-
noids’ flying saucer, flushed with victory from destroying the, Good Guys’
Starship,_has reached the remote moonof Darthia, where it is preparing
to land. The captain enters the landing instructions in Fig. 8.1 into his
Commodore 64.

1«0 REM M* FLYING SAUCER

110 DATA O, 126, O, 1, 255, 123, 1, 255, 123
120 DATA 15, 255, 240, 127, 255, 254

130 DATA 255, 255, 255, 255, 255, 255

140 DATA 127, 255, 254, 127, 255, 254

150 DATA 15, 255, 240, -1

160 REM X* LOAD SPRITE IMAGE AT 12233

170 P = 0: SL = 12288: SP = SL / 64

180 READ X: IF X < 8 THEN 200

190 POKE SL + P, X: P = P + 1: GOTO 180

200 IF P >= 63 THEN 228

210 POKE SL + P, 0: P =P + 1: GOTO 200

220 POKE 2047, SP

230 POKE 53294, 2

240 POKE 53281, 8: POKE 53280, 0: PRINT CHR*<147)
258 REM M  LUNAR TERRAIN

260 FOR Y = 24 TO 22 STEP -1

(Continued)
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270 FOR X = 0 TO 39: P= (40 *Y)  + X

280 POKE 1024 + P, 32 + 123: POKE 55296+ P, 12
290 NEXT X: NEXT Y

300 REM ** LAND THE SAUCER

310 POKE 53263,0: POKE53277, 128: POKE 53269, 128
320 X = 0: Y = 80: H=3:V =0.7

330 X = X + H: POKE53262, INT(X + .5)
340 Y = Y + V: POKES53263, INT(Y + .5
350 H= H -.02: IF H<OTHEN H =0
360 IF Y < 223 THEN 330

998 GET X*: IF X$ ='"" THEN 998

999 POKE 53269, 0: PRINT CHR*(147)
RUN

Figure 8.1 Landing instructions for the Adenoids’ flying saucer

The desolate plain of Darthia’s surface apRears against the profound
blackness of the end of the universe, and then thé red saucer of the
Adenoids comes into view at the top left corner of the screen. It rapidly
decelerates along a curving downward path yntil finally it comes I(Elently
to rest on the moon. There it will remain until YOU tapthe SPACE har.

What we have Aust seen Is a sprite, a visual object that, like mobile
objects in reality, has an existence independent of the background against
which it moves and likewise is independent of other movinig objects. The
Commaodore 64 can support up to eighty sprites on the screen at one time,
and these sprites can move freeII){ and separately, can have multiple
colors, can be expanded horizontally (as the Adenoid’s saucer is) and/or
vertically, and provide a number of “services,” such as collision detection,
partial transparency, passing in front of or behind background objects,
animation while moving, and.”. . . Well, sprites are remarkably powerful,
as we're about to discover. | , _

Let’s dissect the landing instructions to get a general idea of how to
create and control sprites. "Lines 110-150 define the shape of the sprite
(more on this later), which always takes 63 bytes. Lines 170-190 read
and huild the definition, and lines 200-210 complete the SRH'[E’S 63-
b%/_te image by filling unused spaces with 0s. Ling 220 tells the VIC-II
chip where tofind the |maPe in'memory, and line 230 assigns it the color
red, The program then sefS up the screen in black and créates the lunar
Plaln_m a familiar manner (lines 240-290). Line 310 expands the sprite
0. twice its normal wigth and turns it on. The logp between 330 and 360
slides the sprite steadily downward at a decreasing horizontal rate until
finally the Saucer is moving O”JP’ vertically as 1t comes in for a landing.
Line 998 holds the display”untif a signal arrives from the keyboard, at
which time line 999 turnsoff all sprites and clears the screen.
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To illystrate the sprite’s independence from the background, let’s do
an experiment. Retype line 999 to read

999 PRINT CHR$(147)

and run the program again. It behaves just the same until %/ou press the
SPACE bar, and then. although the background clears, the saucer re-
mains_where it was._lt Is unimpressed by the clear-screen command
PRINT CHR$(147). TyRe some garba?e ori the screen, space the cursor
down to the_wcmlt%/_ ofte sprite, and type m_ore_?arba8$ out past where
the saucer sits. Notice that the letters go behind i at parts ofthem
peek out around the edges. Now press the RETURN key to make the
screen scroll upward, and watch: the letters slip from behind the sprite
and move up as ifthey had been perfectly visible all the time. Also, even
though the rest of the screen scrolls, the sprite ignares it and stays in
Its position. The only way to make this thing go away is to type the clear-
sprite command

POKE 53269, 0

The flying saucer is an expanded sprite, meaning that it is double its
normal size along one or both axes: in this case, horizontally. To get it
back on the screén, type

POKE 53269, 128
and then, to “unexpand” it, enter the command
POKE 53217, 0

It should now Igok like an old-time car or perhaps.a World War | tank
painted red. It is three character cells wide and sllght,IP/ more than one
cell hIPh, which is the full width of an_unexpanded sprife and about half
its full’height. We will discuss expansion in more detail presently.

and

Sprite definition

A normal sprite_gccupies a space 24 bits wide by 21 bits hl?h. Sprites
are always in HRG or MHRG mode, re_?ardless ofthe mode of the Screen
itself, Just as in screen HRG, each bit represents a dot on/dot off, de-
R/?ndmg on whether it is L or 0, resZDectlv_er' a multicolor sprite is in

HRG mode and |s constructed of 2-bit pixels in the same manner as
screen MHRG. I'l| deal first with standard HRG sprites, and discuss
multicolor sprites later in this,_chapter, ,

Since the size of the sprite is 24 x 21 dots, this works out to 63 hytes
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to hold its image. The pattern of bytes is

Byte 0 Byte 1 Byte 2
B%l/te 3 B));te 4 B¥te 5

Byte 60  Byte61  Byte 62

Note that this pattern differs from HRG character cells, where the bytes
are stacked eight deep. A Lin bit 7—the MSB—of hyte 0 makes & dot
in the_upper-Ieft corner of the sprite area; a L in hit'0—the LSB—of
byte 62 makes a dot in the lower-right corner of the sprite. Wherever a
0°bit occurs in the sprite image, the sgnte IS transparent and whatever
is behind it shows through. Patterns, then, are made by turning on Lhits
at the appropriate points in the 63-byte image, and wherever a 1 bit
appears, a dot of the sprite color turnS.on. ™ _ ,
There are several methods for defining a s?rlte. The first 1l discuss
cIoseI%/ resembles that for the Persian rug floret we needlepointed in
Chapter 6; only the numeric order of bytes differs. Use graph paper and
mark off an area of 24 columns by 21 rows, numbering them as shown in
Fig. 8.2. Draw heavg lines betwegn columns 7 and 8 and between columns
15and 16to denote byte boundaries, then lay out the pattern ofthe sprite
by marking squares with X's. Each X represents a 1 hit, and you can

012345670123456701234567 Ualues
0l 15, 255, 240
127’ 285 ° %52
265 (755 555
96 , a, 6
4 96, 6
T
Co0!
3 o6 0’ 6
<
9w 3. R
96y 0. 6
12 96, wy .6
13 240" 0 15
11 240 . 1§
96 | , &

Figure 8.2 Defining the Adenoids’ saucer-shelter sprite
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use them and the byte boundries to calculate the decimal value of each
of the 63 bytes com?rlsmg the sPrlte. _ _

As an example, let us suppose that the Adenoids have a movable flying-
saucer shelter on the bleak surface of Darthia. It is mereh&a roof restln%
on wheeled pillars to protect the saucer from counterattacks bg the Goo
Guys. When the saucer lands, the shelter rolls qver it, Fig, 8.2 defines
this shelter. The values for the bytes that constitute the visible Part of
the sprite are listed on the right; having been calculated from the bit
positions marked with X’s. _

To add the new shelter to the lunar scene, we’ll tack a subroutine onto
the end of the program, starting at line 800. This subroutine defines
the sprite and loads its image into memory, as shown in Fig. 8.3,

235 60SUB 380

799 GOTO 993

800 REM XX SAUCER SHELTER

810 DATA15, 255, 240, 127, 255, 254, 255,255, 255
820 DATA96, 0, 6, 96,0, 6, 96, 0, 6, 96,0, 6
838 DATA96, 0, 6, 96,0, 6, 96, 0, 6, 96,0, 6
840 DATA96, 0, 6, 96,0, 6, 240, 0, 15

850 DATA 240, 0, 15, 96, 0, 6, -1

86M REM M  IMAGE AT 12352

870 P = 0: SL = 12352: SP = SL / 64

880 READX: IF X < 0 THEN 900

890 POKESL + P, X: P = P + 1: GOTO 880

900 IF P >= 63 THEN 920

910 POKE SL+P, 0: P = P + 1: GOTO 900
920 POKE 2040, SP: POKE 53287, 6

930 POKE 53248, 100: POKE 53249, 219
940 RETURN

310 POKE53263, 0: POKE 53277, 128: POKE 53269, 128 +
999 POKE53269, 0: PRINT CHR$(147)
RUN

Figure 8.3 Building the shelter sprite on the moon

The shelter we have created now stands toward the lower-left corner
of our view,_somewhere this side of the horizon and at a distance from
the saucer. This sPrlte is unexpanded to illustrate that sprites have in-
dependent attributes, whereas the saucer is double normal width.

In Fig. 8.3, the DATA statements are taken directly from the work-
sheet in"Fig. 8.2. Lines 860-920 are almost exact copies of lines 160-
210 n the “original program in FI%. 8.1, and had we not tacked this
shelter on now but instead included it first, we would have made this

1
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instruction sequence a subroutine, (We are focusing on sprites here, not
programming prac_tlces.2 Lines 920-930 set up the pointers and control
values for this sprite, at locations that will be discussed presently.

AsP,rlte definition has 63 bytes, but if you count the bytes in Fig. 8.2,

you'll find only 48 and 49 in DATA statements 810-850. This Is not an
oversight, buf instead a 0pro r_amm|n8 shortcut that saves the trouble of
t%/pmrg long strings of 0s. Lines 880 and 900-910 in Fig. 8.3 handle
this for us, f,||||n%|n the rest of the sprite image with 03 after -1 is
encountered in DATA. | occasionally use this trick throughout the chap-
ter, and also sometimes fill in the top of a sprite definition with a fixed
number of 0s before READing DATA. o

_Although it takes 63 bytes to describe a sprite, lines. 170 and 870
divided the address of the  sprite description by 64. This is because an
extra byte is added to the end of the sprite |mag_e as a “Placeholder,” a
value whose only purpose is to reserve space. In this case, the placeholder
increases the length of the sprite definition to 64, which is a round number
in the computer’s internal hexadecimal numbering system. By pIacmg
sprite images in 64-hyte blocks, we can locate theri on 64-byte Interval
In memory and refer’to them not by their complete address, but by an
abbreviated address that is the result of dividing the real address bg/ 64,
That 15 what the value SP represents: in line 170, SP = 12288 / 64 =
192, its abbreviated address. To find a sprite, VIC multiplies its abbre-
viated address by 64. Wh}/? Because then it takes only one byte, and not
2, 0 hold the sprite pointer.

Sprite priorities

To avoid having to staff all their shelters throughout the universe, the
Adenoids have dutomated them with remote controls that can be activated
from saucers. The captain therefore types the instructions in Fig. 8.4 to
position the shelter over his craft,

370 REM XX SHELTER THE SAUCER

380 D = X - 8

398 FOR X = 100 TO D: POKE 53248, X: NEXT X
RUN

Figure 84 Instructions to move the shelter

Now,_ as soon as the saucer has come to rest, the shelter quickly rolls
over to it. It stops a little short of covering the saucer, however, o that
you can see an Interesting feature of sprites. Look under the shelter and
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you'll notice that, between the legs, }/]ou can see the Hray of the moon’s
surface, the_black of the sky, and the red end of the Saucer. This is
because, in Fig. 8.2, the areas hetween the supports is all 0, and wher-
ever (s appear in the sprite definition, the sprite is transparent to what
lies behind it. What lies beyond in this case Is the soil, the sky, and fpart
of the saucer. You can now make the shelter cover the center of the

spacecraft by changing line 380 to read
D=X+1

and rerunning the program. . _

But, one might ask; why is the saucer behind the shelter legs? The
answer is that Sprites have Prlorltl_es In relation to each other._There can
be up to 8 sprites visible at one time, numbered 0 through 7. Sprite 0
has the highest priority, 7the lowest, When two sprites ogCupy the same
space, the one with the higher priority moves “in front of” thé other. In
this case, the shelter is Sprite 0 and the saucer is Sprite 7, so the shelter
legs are on this side of the saucer, o

The priority of each erlte IS inherent in its number and. cannot be
overridden: n0 matter what, Sprite 4 is always lower in priority than
Sprite 3, Sprite 7 is always on the bottom of the hierarchy, and Sprite
0's always the one that comes out in front when it meets another. The
concept of priority runs throughout spritedom in setting control bits,
locating pointers, “and other programmm? concerns, not so much from
the viewpoint of relative importance, but Tor purposes of location, as we
shall see, It is important when asmgmng numbers, however, to keep in
mind which sprites must pass in front of others on the display.

Sprite pointers

We have defined two sprites and placed them into 64-byte blocks of
memory, and we know that they have relative priorities and abbreviated
addresses. The way VIC finds them is by a set of prigritized pointers
located in the otherivise-unused space between the top of screen memory
and the next page boundary.

Screen memory usually ‘goes from 1024 to 2023, for a total of 1000
bytes. The next paiqe boundary, an even multiple of 256, is at 2048, which
means there are 24 unused bytes ahove screen memory from 2024 to
2047, Rather than simply letting this memory lie fallow, VIC uses the
last 8 bytes (2040 through 2047) for sprite pointers, The pointers con-
tain thé abbreviated addresses of the sprite definitions in numeric
order 0-7. Hence, 2040 points to the definition for Sprite 0, 2041 to
Sprite 1, etc. In the landing program, line 220 sets up the pointer for
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the saucer by POKEing its definition address into 2047, and 920 loads
the_Sprite 0 pointer for the shelter with a POKE to 2040.

Each sprite is independent of the background and of other sprites, but
it is not Independent of the screen memory and the video bank. When
You switch to another screen memory, you must move the s?nte pointers
0 the corresponding bytes above the'néw screen memory. Also, the sprite
definitions must be"within the 16K bank currently in use. |f you switch
to a different bank without first moving the sprite images to that bank
thoeinstptgtegrlggt%ntly turn to random mishmashes, since'the pointers will
d The vglue gf the sRnte poiner is relative to the starting address of
the bank and not to the start of memory as a whole. A sprite definition
located at 12288 is in Bank 0 and. the painter to it has the value 12283 /
64 = 192 In Bank 1, a sprite definition located at address 28672 has the
abbreviated pointer computed as f28,672 - 16384) / 64, which 1s also 192,
Because they occur at the same relative positions within each bank, even
though at different real memary locations, their pointers are the same,

en you are workln? with symbolic variable screen-memory ad-
dresses (“SM” in many of this book’s programs ) glou can refer to the
sprite pointer set by otfsetting 1016 from SM, as'i

SP = SM + 1016

To locate the pointer to Sprite 4, refer to it as SP +4. The saucer program
uses absolute addresses Instead for clarity.

Turning sprites on and off

The b){_te at 53269 is known as the “sprite enable [erqister” because its

bit seftings govern whether a sprite is enabled (visible) or not. There IS

gsbg) Ifl%r esach sprite and the bit numbers correspond to the sprite numbers
Ws:

176543210

If bit 4 is set to 1, Sprite 4 is turned on: ifto 0, it’s off. You can disable
all sBr!tes at the end ofa 1Qrogram or durmg mgnlflcant,paus_es bY POKE-
mg_ Into this location. The enabling or disabling of individual sprites,
which is more comman, usually takes eform,ofacom(j)lex POKE/PEEK.
In general, it IS easiest from the programming stan gomt to refer to a
sprite by placing its number into a variable stch as SN and then using
the following instructions. To turn Sprite SN on:

POKE 53269, PEEK(53269) OR (2'SN)
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To turn Sprite SN off;
POKE 53269, PEEK(53269) AND (255 - 2"SN)

The saucer program doesn't use this convention, so that it is clear what
the instructions are doing.

Sprite colors

The color of each sprite is established by POKEmg a color code into the
consecutive memory, locations from 53287 through 53294. These bytes are
arranged in the sprites” numeric priority order, so 53287 holds the color
for S_‘orlte 0, 53288 for Sprite 1. .. 53294 for Sprite 7. Lines 230 and
920 | Itu,strlate this by setting the saucer to red and the shelter to blue,
respectively. L
he 1 ﬁs_ in the sprite image translate on the screen to dots of the
specified sprite color. The ( bits are “transparent,” allowing the color
behind to “pass through.” It you need to have more than oné color in a
%prlte, you can use the multicolor mode discussed later in this chapter.
he made of each sprite (monochrome, as the ones in the exercise are,
or multicolor) is set independently, permitting you to have both kinds of
sprites active at the same time, = o
“You can c,han?e the color of a sprite “on the fly,” that is, while it is
visiple, byr5|mpy, POKEing a new color code irito that sprite’s color
replste_r. The sprite instanfly takes the new color without any other
alteration in its form or location. For example, suppose the captainpowers
down his saucer once it’s safely under cover by typing the Instruction

400 POKE 53294, 11

Run the program again and watch the craft turn dark gray as soon as
the shelter has moved into place. Once you've seen this, take the instruc-
tion out of the program by typing 400.

Sprite expansion

In addition to the horizontal expansion used with the saucer, it’s also
possible to expand a sprite vertically, doubling its height from 21 to 42
rows of dots. The two dimensions of expansiof are independent of each
other, and you can expand a sprite in both directions at the same time
to create one 48 dots wide by 42 ro_ws,hlqh.

The point of reference for a sprite is its upper-left corner at Row. 0,
Column 0 of the.image. When you expand a sprite horizontally, expansion
occurs to the right,”with the”left edge remaining where it'is. Vertical
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expansion occurs downward, so that Row 0 stays put and.the bottom of
the sprite moves down. Resolution does not increase with expansion.
Instead, a 1 bit generates twg dots either side by side or up and down,
dep_end_lng on the direction of expansion, or a 2" x 2 dot square if the
sprite 1 éxpanded both ways. o o

The Commodore 64 has two memory locations in which the bit settings
ﬂ?vern norizontal and vertical expansion of individual sprites. Just as'in

e_enable register, the bit numbers of these b8/tes correspond to the
%pnte numbers, so that bit 0_pertains to Sprite 0, bit 1to Sprite 1, etc.

he horizontal expansion register s at 53277, the vertical at 53271, Line
310 in the landing ?rogram expands the saucer horizontally by set,tlng
bit 7 0f 53277 to & L In practice, you'll usually want to use generallze
statements that expand or unexpand the sprité identified by SN without
affecting the others. Expand SN horizontally with

POKE 53277, PEEK(53277) OR (2‘SN)
and unexpand it to normal width with
POKE 53277, PEEK(53277) and (255 - 2'SN)

To expand and unexpand Sprite SN vertically, use the same instructions,
but substitute the address 53271, _ _

You can see the effect of vertically expanding the shelter by adding
the instruction

400 POKE 53271, 1

This sets bit 0 to a 1 after the shelter is already in place, Run it and
watch what happens. Notice in particular that the roof of the shelter
smashes down on top of the saucer. This is because the number of dots
has doubled alongf the vertical axis in a downward direction. Obviously
this is unacceptable to the Adenoids inside, who are rely,mq on the shelter
for protection and not exRectmq It to crush, their craff in the process, to
say nothing of the fact that it looks peculiar with the legs so long. To
right the situation, remove line 400 and enter the command

POKE 53271, 0

to reset the vertical expansion register to 0 (otherwise, since the pro?ram
doesnt Seset it, the shelter will remain expanded for the duration ofthis
EXErcise).

Sprite cloning

It is perfectly legal for two or more sprites to use the same definition
even If they are of different colors and different expansions in unrelated
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locations on the screen. The only thing they share is a memorX image,
“cloning” from the same source.”As an example, suejoose the Adenoids
are carfying a smaller craft on hoard their saucer, and they need to send
it home for” mail and laundry. Figure 8.5 separates it from the mother
ship, turns it green and sends it on its way.

400 REM X* SEND OUT MESSENGER

410 SN = 5: POKE 2040 + SN, 12288/64
420 POKE 53287 + SN, 2

430 CY = PEEK(53263)

440 POKE 532472 + (SN * 2>,CY

450 POKE 53248 + (SN * 2), D

460 POKE 53269, PEEK(53269) OR (2ASN)
470 FOR X = D TO (D-80) STEF -1

430 POKE 53243 + (SN X 2), X: NEXT X
490 POKE 53287 + SN, 5

500 FOR T = 1 TO 300: NEXT T

510 FOR Y = CY TO 0 STEP -3

520 POKE 53249 + (SN * 2),Y: NEXT Y
RUN

Figure 8.5 Dispatching the messenger

Line 410 points Sprite 5 at the saucer |mag{e and 420 makes it red,
the same as Its mather ship.. Ling 430 fetches the current Y position of
the saucer (discussion of positioning is coming up soon, so dont worry, if

ou dont understand some of these instructions). Line 440 sets Sprite

to the same Y, and 450 centers it horizontally on the saucer. Line 460
enables the messenger-craft sPrlte without aftecting the others. Lines
470-480 move It away from the mother ship. The little saucer turns
green at line 490 and pauses in the delay loop at line 500 before lings

10-520 blast it off intg the vastness af outer space (really, it’s still
there, but you cant see it under the top horder of the screen?.

This little messenger craft is, of course, the same shape as the mother
ship and has merely cloned from it, demonstrating that sprites may read-
{Iy_s?_are d”hg same’image even though their actiVities and other Charac-
eristics differ.

Another view of spritemaking

Remember the Starship that got blown up b,}( the Adenoids? It was an
undistinguished-looking craft,” simply a white rectangle. Well, unbe-
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knownst to the Adenoids, its sister ship is approaching Darthia. The
quickie spritemaker in Fig. 8.6 creates It.

538 REM XX BUILD THE STARSHIP

540 SL = 124 16: SP = SL / 64: SN = 4
550 FOR P = 8 TO 63

560 POKE SL + P, 255: NEXT P

570 POKE 2040 + SN, SP

586 POKE 53277, PEEK(53277) OR (2ASN)
590 PUKE 53287 + SN, 1

Figure 8.6 A quick spritemaking trick

_Theres no point in running the program with this addition, hecause
its effect is not visible with thie Starship ouf ofsqht. Let’s look instead
at what it does. The heart of the matter is in the Toop at lines 550-560),
In which the entire sprite image is loaded with bytes consisting entirely
of 1 bits. The effect IS to turn on every dot in the sprite without using

ATA statements_as we did for the others.

The. Starshlg will be Sprite 4 with its image at 12416; we now have
definjtions for Sprites 7, 0, and 4, in that order (which incidentally shows
that images themselves do not need to be in any kind of sequencg). Ling
570, sets” the pointer for Sprite 4 to the new image, 580 expands it
horizontally to replicate the Starship destroyed in Chapter 6, and 590
makes It white. _

The Good Guys’ Starship prepares to approach.

Positioning sprites

The location of a sprite on the screen follows the now-familiar XY co-
ordinate system, with some modifications. In HRG, the screen has 320
horizontal ng points numbered 0-319 and 200 vertical (“Y”B points
numbered 0-199 (Fi .8.711. ForsBrlt_es, there are sfill 320 x 200 points
onthe screen, exceptthat the num erm%system works a little differently.
The visible area ot the screen Is the 320°points between X coordinates
24 and 343 and the 200 vertical points between Y coordinates 50 and
249. The HRG coordinate X = 0 IS the left edge of the screen, whereas
a sprite X coordinate describes the same pointas X = 24. Therefore, to
adjust an HRG X coordinate to the correspondm_? X for a sprite, add 24,
and to adjust an HRG Y coordinate to the sprite counterpart, add 0.
The reason for this discrepancy is to provide an area offthe screen &under
the horder) for placing sprites so that they can slide smoothly into and
out of the Viewing area.
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Each sprite has a (Pair of memory bytes (“registers”) where its XY
coordinates are sored for reference by the VIC-[I chip. The XY coor-
dinates refer to the position of the sprite’s upper-left corner, whether a
dot is visible there or not: the upper-left corner of the image area is the
point of reference, The location registers begin at address 53248 and
extend through 53263, arranged in pairs: 53248 and 53249 %lve the X and
Y coordinates, respectlvelcy, for Sprite 0; 53250 and 53251 give the X
and Y for Sgrlte 1, ... 53262 and 53263 give the X and Y for Sprite 7.
Figure 8.5 calculates the addresses ofthe position registers for a sprite
by offsetting from the first register pair usm,? the sgnte number SN,
Singe It takes 2 bytes for each sprite, the sprite number has to be mul-
tiplied by 2 for the offset, thus

POKE 53248 + (SN *2), X
POKE 53249 + (SN *2), Y

These are generalized statements that will update the Eosition registers
for any sprite identified by SN. Similarly, line 430 in Fig. 8.5 finds the
currerit Y of the saucer by PEE King into the Y position register for
Sprite 0, and in lines 440 dnd 510 it uses that position to placé the new
sprite and move it vertically. , _ _ o

There Is a problem with°X coordinates: if the sprite’s X coordinate is
greater than 255, if cant be held in one byte, and'yet the X coordinates
0f the visible viewing area go up tg 343. BASIC viont even let you t,rx
to POKE a value of 256 or \?reater but instead crashes the program wit
an ILLEGAL QUANTITY ERROR. _ _

As CYou might imagine, the Commodare folks discovered this before
we did and came up with a solution. The memory byte past the last
Posmon pointer (53264) is called the “sprite X MSB, register,” a name

hat merits explanation, There is a bit position in this régister for each
sprite, with the bit and sprite numbers corresponding. [T the bit for a
sprite is turned on in this reglster, the X coordinate qw_en for the sprite
osition is added to 256 by the VIC-I1 chip. Under this scheme, when

= 255, the X register holds 255 and the sprite’s bit in the X MSB is 0.
If X = 25, the X register holds 0 and the X MSB bit becomes 1. The
“X MSB™ is a ninth bit in the_most significant position, which extends
the range of X coordinates to 511,

This doesn’t hﬁfsoen automatically, however, Your program must set
and reset the X MSB bit and adﬁust the X position registér according to
changes In the X coordinate. This adds a level of complication that’is,
fortunately, easily handled by the subroutine in _Flgr. 8.8, which sets X’s
for all sprites and takes into agcount the X MSB bit. The subroutine needs
to, know the_number of the involved sprite _‘SN%_and the real X. As a
fringe benefit, It also sets the Y register. With this subroutine, you can
confidently Place a sprite at any X on the screen without having to worry
about its relationship to the 256 barrier.



W hither Yon Spritely Apparition?— 169

950 REM ** PLACE SPRITE AT X

955 X9 = X: N2 = SN i 2: 32 = 2-SN

960 IF X" < 256 THEN POKE 5326"4, PEEK(532*4)
AND (255-S2)sGO 10 986

970 X9 = X9 - 255: POKE 53264, PEEK*.53264)

980 POKE 53248 + N2, X9

990 POKE 53249 + N2, Y: RETURN

Figure 8.8 Sprite horizontal positioning subroutine

There is ong other Problem that falls into the category of a minor
annoyance, and that is the available space to the left of fhe Screen under
the torder. Above, below, and to the right of the wewmg area we have
plenty of room to push a sprite out of sight. To the left, however, there
are,onlx 24 unused dot positions, Hust erough to conceal an unexpanded
sprife, Perhaps you've noticed that the saucer doesnt slide out from under
the left border onits descent, but pops out instead. Because it is expanded
and positioned at X = 0, half of it sticks out Into the viewing area, To
conceal an expanded sprite under the left border, you have to"place it at
X = 488, Moving right, step the X up to 511 and then wrap it back to
0 to_continue. Moving Jeft, decrease X to 0, then jump it to 511 and
continue decreasing until it drops below 488. The Commodore engineers
werent so clever about this Ero,ble_m,, which seems explicable only as an
oversight, since there are 166 invisible X positions to the right of the
screen; they could have given us 48 concealed X's under the [eft border
Instead of 24 and saved 4 ot of programming complexity.

The Starship cometh

|t was quite by accident that the Star,sh|1p chanced upon this remote moon
s0 soon after the Adenoids landed on it. The Good Gu¥s might have passed
it without a glance had the departing messenger cratt not attracted their
attention, Séeing that it resembles the saucer’s of the evil Adenaids, they
have decided to’reconnoiter in case any of the ,enemyé are lurking down
there someplace. If theﬁ spot anything suspicious they’ll back Up and
hover over it. Their fI,|gn t plan is shown in Fig. 89,

As you see, this HIP t begins at X = 350, off the right edge of the
screen; Passes serenely across, the 256 barrier and onward to' the left
edge of the screen. At’that point, someone on hoard sees the sheltered
saticer on the ground and sounds an alarm, causing the Starship to back
% until it is immediately over the Adenoid craft (same X coo,rdmate(}.

here it hovers, maklng a visual verification. And what’s it going to do
next? Attack, of course! But first. . . .
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600 REM M STARSHIP FLIGHT PLAN
619 X = 350:Y = 65: GOSUB 950
620 POKE 53269, PEEK(53269) OR S2
630 FOR X = 350 TO 25 STEP -5

640 GOSUB 950: NEXT X

650 REM XX BACK UP AND HOMER

660 CX = PEEK(53262)

670 FOR X = 25 TO CX STEP 3

680 GOSUB 950: NEXT X

RUN

Figure 8.9 The Starship3 flight plan

Controlling the rate of motion

So far this Drama of Deep Space has used several rates of motion for
sprites. In line 320 the vertical rate of descent for the landing saucer
was set at 0.7 dots per unit of horizontal motion and was aPplled In line
340; the rate of horizontal motion began at 3 dots, but gradually decreased
until reaching zero. The shelter moved at a rate of 1 dot per motion unit
(loop) in line"390, as did the messenﬂer craft in rolling away from the
mother ship in line 470. When the liftle saucer blasted off, it rose at 3
dots_per motion unit in line 510, and that was pretty fast. Then came
the Starship, cruising across the screen at a rafe of 5 in line 630, backmg
up to check out the Saucer at a speed of 3 n line 670, and yet, althoug
those were among the highest rates ofmotion in the program, the Starship
didnt seem to move very fast. _ _

The reason is that thé subroutine at line 950, which takes care of the
over-256 problem, has a lot ofwork to do. POKEs and PEEKS are “high-
overhead operatjons”—meaning they take a lot of machine resources—
and consequently they slow thmgs down. Consider how performance
improved when we went from BASIC to machine_ language, in earlier
chapters. POKE, PEEK, AND, and OR all have direct one-instruction
counterparts in machine language. Another question to ask the Com-
modore d,emgne_r if and when"you_meet him is why Commodore BASIC
has such inefficient POKEs and PEEKs when the computers features
lrgr(]qmge esudcehs_lanwsh use of them. They could have done a better job of

u ign.

utqhey,dlgd_n‘t, so we have to deal with them as they are, Setting the
rate of mation is a matter of trial and error, of fldd|ln§1_WI_’[h the STEP
clause in a FOR loop or, as in the saucer landing, establishing a rate-of-
change value that is added successively to the most recent position.

A’sprite usually moves as a result of executing a loop that advances
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its_position in each repetition. It is axiomatic, then, that the rate ofmotion
is inversely proportional to the amount of work done by the loop to effect
movement. In other words, the more the loop has to do, the longer it
takes, and the slower the sgrlte moves. . . . ,

The commonsense means of acceleration is to increase the distance
moved in each iteration ofthe loop, and that’s where the experimentation
comes in. This solution, however, has a Catch-22. The larger the incre-
ments, of movement (the STEPS), the more jerky the motion ofthe sprite.
A sprite moving at a low motion index such as 1 slides smoothly, but
you'l notice that the Starship has a perceptible quiver as it proceeds
grandly across the sky, Itis moving 5 dots at a time. This jitter becomes
gven mare noticeable if you changé the STEP value in lirie 630 to -10.
Some of that is attributable to ifS size; the smaller the sprite, the less
notlceabI% the IJu_mﬁ)s it makes. . _

Dont be afraid to experiment with the units that control the rate of
motion of your sprites. Monkey with those in this program to see the
differences they make.

You may fire when you are ready, Gridley

Right now the Adenoids are sﬂtmi] ducks even under cover, because the
Starsh|R has a new weapon capable of penetrating the shelter, Working
to the Adenoids’ advantage, however, Is the fact that it hasn' yet beef
perfected. The defense contractor, who has managed to overrun costs b
only 450 percent so far, is still working out the bugs. The trouble is wit
the aim; the operator fires at a targét, but the projectiles angle away
from the intended ling of fire. Studies have determined that when the
projectile moves at a forward rate of 10, the random spread can be ex-
pressed in BASIC as

H = (RND(l) * 10)- 5

which means that for every 10 units of forward motion, the projectile will
move up to 5 units left or right, and there’s no predicting ‘what this
deviatjon will be from one flrlng to the next. ,
In tact, the problem has beén studied to such an extent—at lavish
taxpayer expense, of course—that a general description of is random
firing pattern for 10 projectiles (which i3 the number the Starship happens
to have on board) can be embodied in the following BASIC statements;

FORP = 170 10
T
YEY+&X:&+H

Move the projectile until it hits somethin
NISXTP b 9
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. Before pursuing this random trajectory further, let’s describe the_pro-
{ectlle itself. 1t’s a yellow object rectangular in shape (the Good Guys’
rademark) that carfies a sensor. Each time it moves one motion unit, it
pauses to find out whether if has hit anythlnﬂ, and if it has not, it moves
another unit. It determines ifit has scored a hit by means _ofa_To,o Secret
method called “sprite collision detection,” which"spies will disclose in a
moment. A direct hit is an unusual event with this weapon, because
Instead of causing an exgl sion, It spreads a banner reading “HOORAY
FOR THE GOOD GUYS!" next to the Starship and ends the program.
Figure 8.10 creates a visual image of the projectile.

690 REM ™ PROJECTILE IMAGE

692 SN = 6: SL = 12480: SP - SL/64

694 FOR P = 0 TO 63: POKE SL + P, 0: NEXT P
696 FOR P = 0 TO 24 STEP 3

693 POKE SL + P, 255: NEXT P

700 POKE 2048 + SN, SP: POKE 53287 + SN, 7

Figure 8.10 Defining the projectile

Line 694 clears the imaPe area, and_lines 696 and 698 form the projectile
as a square in the upper-left corner. This is a modification of the method
used to generate the Starship. Gridley now has his arsenal prepared and
he is ready to fire. First, though, we need to discuss. . . .

Sprite collision detection

The eye is too slow to take it all in, but each time VIC moves a sprite
to a néw location, he does an astonishing number of things. Among them
IS deciding what needs to be done witheach dot the sprite covers, since
sprites have priority over background and, except for tail-end number
1, ver some or all of the other Sprites. When a dot in the newl;{ arrived
sprite competes with a dot in another sprite or overrides a dot of fore-
ground color such as in a character, a “collision” has occurred, A collision

0es not accur when two or more sprites overlap in their transparent
areas (0 bits), or when a transparent part of the sprite overlays a char-

e,
VIC shares the news,of a collision by settlng bits in a couple of pytes.
A sprite-to-sprite collision Is registered in address 53278 by turnirig on
the bits _corresg_on,dmg to the sprites involves in the_crash.”A sprité-to-
data collision % |tt|ng a backq}round featureg sets the involved sprite’s bit
In 53279, You can thérefore check these two hytes after amove, sampling
the bits for the sprites you're interested in, and take appropriate action;
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These two registers are alittle unusual, because each one automatically
resets to Os whenever you PEEK at it. It like a blown bubble floatmgf
In the air: you can touch it once, and then it’s ?one. For this reason, i
you need t0 test more than one bit, you have To move the byte into a
varla%P,Ie (_stee line 722 in Fig. 8.11) Where you can run tests without
resetting it.

In th?s program, the saucer is Sprite 7 and the shelter is, Sprite 0,
which are In contact and_as a result in a constant state of collision, This
means that bits 0 and 7 in 53278 are always set. You can tell if the
projectile, Serte 6, has struck the shelter or saucer by testing bit 6. If
a L it’s hit the target.

Commence firing

Given the preceding conditions, the Range Officer aboard the Starship
now types the Instructions in Fig. 8.11 mto the computerized weapon-
control system.

792 REM M COMMENCE FIRING

704 V = 10:SN = 6: POKE 53278, O
706 FOR P =1T0 10
708 X = D +12: Y =88: GOSUB 950

710 POKE 53269, PEEKC53269) OR S2
712 H = (RNDC1) * 15) - 10

714 Y =Y + U: X = X + H

716 IF Y > 255 THEN 728

718 GOSUB 950

720 REM  ** COLLISIONCHECK

722 C = PEEKC53278)

724 IF (C AND S2) <> 0 THEN 730
726 GOTO 714

728 NEXT P: GOTO 799

730 REM  ** BULLSEYE!

732 PRINT CHR*(19): PRINT: PRINT
734 PRINT "HOORAY FOR THE GOOD GUYS!™
RUN

Figure 8.11 Commence firing

In light of all we have saidabout collisions,thisshouldmake sense to
you, the only surprise being In line 704 which POKEs a Ointo the
Collision register. This clears any. garbage left over from a previous run
that could mislead the projectile’into thinking it had struck the target.
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This is not truly a game, since you have no control over its_events,
but it does possess the other elements of arcade video games; animation,
fantasy, a Story of sorts, action, an uncertain outconie (Will the Good
Guys prevail over the wicked Adenojds?). The purPose here has been to
deronstrate the techniques for creating and controlling sprites, and that,
consistent with the intent of sprites, has been fun.

Foreground/background priority

The pecking order among sprites is fixed by their assigned numbers, as
| ve already discussed, o that _SPrlte 0 is the most dominant and Sprite
7'is at the bottom of the social order. As a %eneral rule, all sprites
regardless of their priority pass in front of the background, thus taking
priority over it, This rule’may, however, be overridden for each sprite;
s0 thaf the sprite passes behind ordinary graphics, and %et—dependmg
on its priority—in front of other sprites {that might themselves have
pririty over screen figures). _ o

The sprite-fo-data priority is established by byte 53275, in which each
sprite owns the bit corresponding to its numbgr. When_bit 0 has a 0
valye, Sprite 0 passes in front of Screen data; If this bit is set to 1 the
sprite goes hehind graphics. "You can use this capability to create three-
dimensional imagery. Type Fig. 8.12 to see a striking example.

NEW
100 REM ** ORBIT AROUND A POLE
110 SM = 1024: CM = 55296

120 PRINT CHRF-C 147)

130 POKE 53281, 6: POKE 53280, 6

140 FOR Y = 0 TH 24: P = <40 * Y) + 20

150 POKE SM + P, 160: POKE CM + P, 14

160 NEXT Y

170 REM M BUILD SPRITE

180 SL = 12288: SP = SL /64: P =0

190 READ X: IF X < 0 THEN 210

200 POKE SL + P, X. P = P+ 1:60TO 190
210 FOR X = P TO 63: POKE SL +X, 0z NEXT X
220 POKE 2040, SP

230 POKE 53287, 1

240 POKE 53248, 0: POKE 53249, 0

250 POKE 53269, 1

260 REM M ORBIT

270 BX = 134: BY = 130: A= 0: RC = 55
280 A = A + 3: IF X > 359 THENA =0
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200 R= A * (ft/ 180)
300 X = <RC * COS(R)) * 1.3 + BX
310 Y = (RC * SIN(R)) /7 3 + BY

320 POKE 53248, X: POKE 53249, Y

330 IF Y ( BY THEN POKE 53275, 1: GOTO 350

340 POKE 53275, 0

350 GET X$: IF X$ = '™ THEN 280

360 POKE 53269, 0: POKE 53275, 0

370 PRINT CHR$(147): END

1000 DATA 7, 224, 0, 31, 248, 0, 63, 252, O
1010 DATA127, 254, 0, 127, 254,0, 255, 255, 8
1020 DATA255, 255, 0, 255, 255,8, 255, 255, O
1030 DATA127, 254, 0, 127, 254,0, 63, 252, O
1040 DATA 31, 248, 0, 7, 224, 0, -i

RUN

Figure 8.12 3-D using sprite-to-data priority

This program orbits a ball around a pole giviq%the impression that
you're Iookm% down from above the orhital plane. The ball passes in front
of the pole, then swings around and %oes behind it, then In front again,
contl_nuous(l)gé orbiting Until you pressthe SPACE bar.. ,
Lines 260-350 use the circle equation to plot positions for the sprite
through 360° (swinging 3° at a timg), The circular path is compressed into
an ellipse by Iattenmg the Y axis in line 310 and extending the X axis
in line 300" Lines 330 and 340 are the crux of this three-dimensional
effect. They make the ball Pass behind the pole when its Y coordinate is
above the Y reference poin (BY?, and restore the normal sprite priority
Iover ]gatta, r%atkmg It pass in fron
eg of its orbit,

0u can reverse the entire perspective of this animation by changing
the priority as follows:

330 IF Y < BY THEN POKE 53275, 0: GOTO 350
340 POKE 53215, 1

The only values changed here are the bit settmgg in the sprite-to-hack-
g_roun,d register, and Vet the ball now appears to be %omg In the opposite
irection, ‘as though we are looking up from under its orbital plane,
One final note has to do with line"360, which not only turns off the
sprite enable register, but also resets 53275. This is a, “courtesy POKE”
to make sure that all sprites are restored to normal erquty wifh respect
to the screen data. That way we won't have misbehaving sprites in the

next program.

ofthe pole, when it is on the downward
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Automating the sprite shop

| have acomplamt The makln% of sprltes |s a tedious, exacting, borin
{ob that’s. . reuser e kind of th mgcomputers are Suppose
0 relieve peo Ie ofdom? Il bet you agree with me, too. |t's important
to understand the structure ofsprltes ut now that we do, our efforts
and time can be better spent on creativity than on clerlcal chores Let’s
automate the task with the sprite-making tool in Fig. 8

NEW
108 REM ** SPRITE MAKER #1

110 POKE 53269, 0: PRINT CHR$(147)

120 FORY = 1T0 21

130 FOR X = 0 TO 23: PRINT "."; NEXT X
140 PRINT: NEXT Y

150 PRINT CHR$<19)

160 PRINT TABC28) "STEP 1:”

170 PRINT TAB(28) "RUN 200 NEXT"

180 FOR Y = 3 TO 20: PRINT: NEXT Y: END
190 REM —————————-

200 REM STEP 2 BUILDS SPRITE

210 SL = 14336: SP = SL/64: PRINT CHR$<19)
220 PRINT TAB(28) "STEP 2:'

230 PRINT TAB(28) "KIF OK

240 PRINT TAB(28) "N IFNOT": PRINTTAB(28);
250 FOR P = 0 TO 63: POKE SL+P, 0: NEXT P
260 POKE 2040, SP: POKE 53287, 1

270 POKE 53248, 255: POKE 53249, 200

280 POKE 53269, 1: E= 8: B = 0

290 FOR Y = T0 21
300 FOR X = OTO 23: P =1024+ X + (Y * 40)
310 E= E - 1: U = PEEK(P)

320 IF V = 46 THEN 348

330 POKE SL +B, PEEK(SL+ B) OR 2AE
340 IFE= OTHEN E= 8:B=B + 1
350 NEXT X: NEXT Y

360 INPUT XF

370 IF X* = "K" THEN 410

380 PRINT CHR$(19)

390 FOR X = 1TO 4: PRINT TAB(28) " t12 spaces]
400 NEXT X: GOTO 160

410 REM ** PRINT VALUES FOR SPRITE
420 POKE 53269, 0: PRINT CHR*(147)
430 FOR Y = 0 TO 20
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448 FOR X = 0 TO 23: P =X + (Y * 40)
450 PRINT PEEK<SL + P),

460 NEXT X

478 PRINT: NEXT Y

RIIN

Figure 8.13 A tool for making sprites

|f you dont have a sprite in mind, just make one up to_see how this
program works. 1t’s a two-part program. The first part displays a grid
of periods, each representing a dot position in the sprite, [t's very'im-
portant not to press RETURN gr the down-cursor key while the cursor
15 at the boftom of the screen, since that will cause thie display to scroll
up and confuse the program. Use the SHIFT and cursor Keys to move
the cursor around the giid, You can type any character (except a period)
to signify a dot in the Sprite 1 | su%gest an asterisk because it's a very
full Character that stands out. Don prress RETURN to move to a new
ling, because BASIC will print a SYNTAX ERROR messa erlght Inthe
midst of your sprite. In Case that does happen, go over the Igtters re-
placing thiem with periods and asterisks as appropriate to undo the dam-

age. :

,gAfte_r ou've made a sprite pattern, mave the cursor down to the line
immediately below the last row of the ?rld. The message in the uprPer-
H%JhI{I (:z%rémr of the screen IS a reminder of what you need to type now:

The program breaks in two with the END in line_180, and line 200
begins a new but related program. This part, as the REMark says, builds
the sprite. It does this by scanni %_the grid left to H?ht and downward
(lines 290-350) and setting the Bit corresponding To each nonperiod
character. The sprite is enabled, So as the scan progresses the sprite
takes shape in the lower-right portion ofthe screen. Yol can see it exactly
as ¥%u specified it in the _%rl%. _ _

ere 1S a.minimenu in the upper-right corner of the screen t_elllngi
You your choices. When the program iS finished makm% the sprite, |
lashes the cursor under the menu. Type N (or any other character except
K) if the sprite needs more work and the program will hump back intg
the conclusion of part 1 to let you make revisions. In that case, you'l
have to type RUN 200 again after the changes are entered. When you
accept the sprite, type K'and the program will print a tabular list of all
the values you need to key into a DATA statement to, form the sprite.
That’s all there is to it! You can now knock out a sprite in a couple of
minutes and know exactly how it looks before even setting pencil to paper.

When making expanded sprites, you first have to set p the expansion
register(s) with POKE(s) typed at"the keyboard. This program builds
the images as Sprite 0, so t0 expand it horizontally type the” command
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POKE 53277, 1
and to expand it vertically enter
POKE 53271, 1

then run Step 1 of the program and proceed normally. The sprite will
appear. wrth the expansron 2 Eyou specified. Don't forget to cancel the
expansron afterward ing 0 Into the affected Tegister(s), since
the program does not clear those addresses

Animating the animation

Some tireless fitness fiend is dorng Jumprn?_ljacks on the lawn | can see
throug ht e window ofmrr]drs play”screen estands there briefly, then
throws IS arms over |s ead as he jumps up and comes back down_on
spread feet, and then he JumPs agarn and returns to standing position
with arms. at his sides. I'm out of Breath just watching, but he“shows no
sign of fafique and he’ll keep it up forever unless | touch the SPACE har
to"stop him. Come, let’s watch him to?ether
This paradon of PT works on much the same principle as the quy who
waved at Us rom several screens in the last chapter. He consists’ofthree
Ima est at rapid yreg ace one another with a defay loop freezrn each
frame long enou hto imulate motjon. Itsthe oId movig anao %/a ain,
but on a sma er scale. Here we simply change the sprite pointer
and forth through three images (which’I fornied with the sprite-mak |ng
tool in about 10'minutes). These images are shown in Fig. 8.14. Because
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Sprite image 2: Arms Hide
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Sprite image 3: Arms Up, Feet Spread
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Figure 8.14 Jumping Jack § images from the tool

they are vertically expanded, the layout proportions seem aftrifle strange,
but the¥ work reasonably well on the final product. Note that the “motion”
comes from different vértical placements of the |magie within the fotal
area of the sprite, making it unnecessary to relocate the sprite itself,

The program that makes Jack jump is listed in Fig. 8.15. Type it into
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NEW
100 REM _JUMPING JACKS
110 1 = 13824: 12 = 11 +64: 13 = 12 + 64: DL — 250

120 PRINT CHR$(147): POKE 53281, 14

130 FUR Y = 24 TO 19STEP -1

140 FOR X = 0 70 39:P = X + (Y * 40)

150 POKE 1024 + P, 160 POKE 55290 + P, 5
160 NEXT X: NEXT Y

170 SL = 11: st = |l | 64: cosuB 906
280 SL = 12: 82 = 12| 64: Gosus 900
190 SL = 13: S3 = 13/ 64: GOSUB 900

200 POKE 53287, 0 POKE 53271,1

210 POKE 53248, 140: POKE 53249, 200
226 POKE 53269,

230 REM ** 1 -2 -3 -2

240 POKE 2040, SI

250 FOR T = 1 TO DL: NEXT T

260 POKE 2040, S2

270 FOR T = 1TO CDL/4): NEXT T

280 POKE 2840, S3

200 FUR T = 1 TO DL: NEXT T

300 POKE 2040, S2

310 FOR T = 1TO (DL/4): NEXT T

32M GET X$: IF X* = "« THEN 230

330 REM ** END OF EXERCISE

340 POKE 53269, 0: POKE 53271, O

350 PRINT CHRt<147): END

900 REM ** BUILD SPRITE IMAGES

910 FOR P = 0 TU 20: POKE SL + P, 0: NEXT P
920 READ X: IF X O THEN 940

930 POKE SP + P, X: P = P + 1: GOTO 920
940 FOR X = P TO 63: POKE SL + X, 0: NEXT X
950 RETURN

1000 REM STANDING TALL

1010 paTA 0, 0, 0, 0, 0, 0, 8, 0, 0, 28, O

1020 DATA 0, 8, 0, 0, 127, 0, 0, 127, 0, 0, 127, O
1030 DATA 0, 127, 0, , 119, 0, O, 54, 0, 0, 54, 0
1040 DATA 0, 54, 0, 0, 054, 0, -1

1050 REM M  ARMS WIDE

1060 DATA 0, 8, 0, 0, 28, 0, 0, 8, 0, 63, 255, 254
1070 DATA 0, 62, 0, 0, 62, 0, 0, 62, 0, 0, 54, 0
1080 DATA 0, 99, 0, 0, 99, 0, 0, 193, 128, -1

1090 REM ** ARMS UP, LEGS SPREAD

1100 DATA 0, 0, 0, 0, 20, O, O, 34, 0, 0, 73, O
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1118 DATAO, 93, 0, 0, 73, 8, 8, 62, 0, 0, 62, 8
1128 DATAS, 62, 8, 0, 62, 0, 0, 54, 8,8, 99, 8
1130 DATAO, 193, 123, 1, 128, 192,-1

RUN

Figure 8.15 Doing jumping jacks by computer

your computer to see how effectively it simulates strenous physical ex-
ercise,

While this is apparentlkl_a falrl¥ long program, on ¢loser look you find
that most of It involves setting up the screen and building the three sprite
images. The action itself occurs in lines 230-320, whose REM line ac-
curately portra%s what happens; the sprites are d|3|olayed In the order
1-2-3-2 and then the keyboard is scanned for a halt signal. If there is
none, the sequence re#eats. Note the use of delay loopsto hold the two
on-ground positions and, for one-fourth that interval, the jump. You can
change the cadence by ,replacm% the value for DL In line 110, making
this indefatigable exercise nut become either frantic or apathetic; thé
hlgFe,r the value, the slower he %oes. _ , -

his Is animation and motion achieved without moving the sprite itself,
but rather simply by changing the pointer. We can, Of course, change
the phowtgr and rmove the sprite to enhance the animation, as, very soon,
we Shall discover. , ,
. But rirst let’s discuss the simultaneous control of several sprites by
giving our lonely friend some company. Add Fig. 8.16 to the program.

195 POKE 53288, 0: POKE 53289, 0: POKE 53298, 0
288 POKE 53287, 8: POKE 53271, 15

211 POKE 53258, 165: POKE 53251, 198

212 POKE 53252, 198: POKE 53253, 188

213 POKE 53254,228: POKE 53255, 170

228 POKE 53269, 15

248 rurp=0 103 Proxe 2040

268 rorp=0 103 Poke 2848 : ;: §2|:: EEEI z
288 rorp=0 T03: pPoke 2848 + P, S3:inexT P
388 rForP=8 T03: pPoke 2848 + P, B82:iNExT P

Figure 8.16 A group of fitness freaks

These instructions activate the sprites (line 220) in vertical expansion
(last part of 200) and then, instead of repointing Sprite 0 only, re?omt
all four sprites (lines 240-300) to the same image concurrent?/. IT you
look very carefully you can seé that the last man‘in the row acts a split-
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second behind the first, a result ofthe sequential updating ofthe pointers
by the loop. This is not a problem as long as the loop doesnt have a great
matny instructions init; you probably didi’t even notice until it was pointed
out.

More spritely physical fithess

Having jumped his fill, Jack is now going for a run. This is a, simjlar
cinematic approach to that for the jumping Jac_ks, with the exception that
the sprite ,gysmally changes location as 1ts image switches, simulating

a cartoon figlre. Type Fl?. 8.17 and then watch carefully: Jack sprints
rapidly across the screen from left to right, and it doesnt take him very

long.

NEW

100 REM SPRINTER

110 PRINT CHR*<147>! POKE 53281, 14
120 L = 24: HI = 12: DL = 40

130 SI = 12288; S2 = SI + 64
140 SL = SI: Il = Sl / 64: GQSUB900
150 SL = S2: 12 - 32 / 64: GQSUB900
160 REM it SET UP SPRITE

170 POKE 53287, 0

180 POKE 53277, 1: POKE 53271, 1
190 POKE 53248, L: POKE53249, 125
200 POKE 53269, 1

210 REM ** RUN

220 POKE 2040, 11

230 FOR T = 1 TO DL: NEXT T

240 GQSUB 500

250 IF L > 344 THEN 300

260 POKE 2040, 12

270 FOR T = 1 TO DL: NEXT T

280 GQSUB 500

290 IF L < 345 THEN 210

300 POKE 53269, 0: POKE 53264, 8
310 POKE 53277, 6: POKE 53271, 8
328 END

500 REM M ADVANCE SPRITE

510 L = L + MI: X = L: F =0
52W IF X > 255 THEN X = X - 256: F = 1
530 POKE 53248, X: POKE 53264, F
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546 RETURN

908 REM M LOAD SPRITE IMAGES

910 FOR P =0 TO 20: POKESL + P, O: NEXT P

920 READ X:IF X < 0 THEN 940

930 POKE SL+ P,X: P = P+ 1. GOTO 920

940 FOR X =P TOG64: POKESL + X, O0: NEXT X

950 RETURN

1000 REM M IN THE AIR

1010 DATA O, 6, O, O, 6, O, O, 12, O, O, 28, O
1020 DATA 0,68, O, 0,127, 128, 0, 28, 0

1030 DATA O, 31, 192, 0, 16, 64, 3, 248, 64
1840 DATA 2,0, 64, 0,0, 96, -1

1058 REM M A FOOT ON THE GROUND

1060 DATA O, 6, 0, 0, 6, O, o, 12, 0, 0, 28, O
1070 DATA 0,28, 0, 0,63, 0, 0,28, 0, 0, 28,70
1080 DATA o, 12, o0, 0,10, O, 0, 14, o, 0, 24, 8
1098 DATA 0,56, 0, 0,12, O, -1

RUN

Figure 8.17 The sprinting sprite

. Note that this time there are only two frames that alternate. You can
view them by typing the following Commands:

POKE 53248, 255: POKE 53249, 125
POKE 53277, 3. POKE 53271, 3
POKE 2040, 11: POKE 53269, 1

A figure a?pears at the right center of the screen, motionless but in a
running_attitude. The comimands have, respectively, E)osmoned It, ex-
panded'it, and turned it on. To view the other figure, type

POKE 53250, 255 - MI: POKE 53251, 125
POKE 2041, 12: POKE 53269, 3

The figure now appears immediately behind_the first. It is more in a
walking position, with one fogt on the ground. These two shapes comprise
the action frames, representing the fwo phases of running Fone foot on
the g_round, and both feet in the a|r2. The spacing between them here is
the distance that actuall sefoarates heir briefappearances on the screen,
as given by the value MI (for motion index). _

When moving animated sprites, it’s important to establish an appro-
priate motion Index when the sprite is “propelled by its own efforts,” as
IS the running man. To some extent you can anticigiate the motion index
(the distance traveled by the legs, plus a little hop, in this case), but like
the delay factor, it’s largely a matter of trial and error until you find one
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that looks real. There are no rules and experience only helps a little.
Making animated Sé)rltes_move realistically is not as easy as it looks, but
this example should provide some hints that you can apply on your own.

Multicolor sprites

Up_to now we, have confined our examples to monochrome (smgle-colora
sprites, in which 1bits in the image turn on dots of the sprite Color an
0'bits let the backdrop show through. This. [g)e[mlts only silhquettes to
move against the scenery which, though adding interest and action, lacks
an element of realism. , _ ,

We can add features to sprites by the use of the multicoloy male, which
allows each individual sprite to hiave up to three colors in addition to
transparency. Multicalor sprites have all the same characteristics as
monochrome—expansion_ In both directions, collision detection, fore-
ground/backFround priority, etc. Each sprite can be set to this mode
independently of the others, so that some can be multicolor and some
monochrome.” There_ arg, however, some differences between the two
types, and some limitations on_color selection. o

The default mode of all sprites is monochrome. To place a sprite in
multicolor mode, set its bjt in 53276 to a 1 The bit structure works the
same as in the enable register: to place Sprite SN into multicolor mode,
use the instruction

POKE 53276, PEEK(53276) OR 2~SN

gwh_ere SN is the sprite number 0-7). To disable multicolor mode for
prite SN,

POKE 53276, PEEK(53276) AND (255 - 2'SN)

These instructions turn the bit for Sprite SN on and off respectlvel¥.
To set all sprites to monochrome, POKE a 0 into 53276; to set all t0
multicolor, POKE the valug 255. , _ _

. When a sprite is in multicolor mode, it acts very much like multicolor
high-resolution graphics In that, instead of consis mg of individual dots
It Uses pixels, each of which is two dots wide by one do high. Each pixel
IS represented In the simte image by a 2-bif value_ (00,701, 10 or 11
corresponding to 0, 1, 2, and 3), which is shown in Fig. 8.18. A 0 pixel
value 15 transparent, while the other three values refer to locations that
hold color numbers. As with MHRG, a multicolor sprite has only half the
horizontal resolution of a mopochrome (112 pixels versus 24 dots}, but the
same physical width op the display. Multicolor mode sacrifices resolution
for greater color capability.
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Assume the clolors fOEI this sprite are:

Red
2 White
3 Blue
A byte in the sprite image has the pattern 11011000:
Pixel: 1 01 10 00

Value: 3 1 2 0
Color: ~ Blue Red White  (Transparent)

Figure 8.18 Color selection in a multicolor sprite

The %IXG| color numbers point to three memory locations that hold the
color POKE _codes from Fig. 3.9. For example,"when the first pixel in
the byte in Fig. 8.18 is decoded and found to be 11, or color selection 3,
the VIC-I1 chip looks in the color 3 location and finds that it holds the
value 6, corresponding to blue, It then dlspla)fs this pixel in blue and
goes to the next, which points it to the color 17ocation where there is a

corresponding to red, etc. When the pixel contains 00, VIC lets the
backdrop shinethrough the sprite. _ _

These “color locations” are two special color registers for multicolor
s%rltes, plus the same sprite color registers (in addresses 53287 throu%h
2941) used lﬁy monochromelgpntes. The correlation of pixel values to

registers 1s shown in Fig. 8.19.

Pixel bits  Value Rez%isteraddress
01 1 53285

10 2 Sgrite color register (53287-53294)
il 3 53286

Figure 8.19 Pixel values mapped to color registers

The multicolor reglsters at 53285 and_ 53286 hold one color number
apiece that agglles 0 all multicolor erltes, whereas the sprite color
registers at 53287-53294 holds colors.that pertain to individual sprites
depending on_the slorlte number. This means that If you have several
multicolor sprites, all ofthem will have the same color iy pixels containing
0L and 11 but that the color can vary from one sprite to another for
pixels conialnm? 10 _ _ o

One further Timitation on multicolor sprites has to do with collision
detection. For purposes of evaluating whether a sprite has collided with
another sprite or with a background object, the VIC-|I chip regards
01 as a transparent pixel. Thérefore if & pixel containing 01 occupies
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the same screen location as a pixel or dot from another sprite, or the
same spot as a, data obAect a collision is not registered by the VIC-II.
(Another question for the Commodore. design department.”. . ) The up-
shot is that, if collision detection is important, you should outline all
mlSJIJéIé)? oer Ss rrilttees in pixels of values 10°or 11 (2'or 3) and use 01 only

As a demonstration, we'll constryct a rather S|m0ple sprite in which the
top seven rows are all of color 1 (byte 0101 0101, a decimal value of
85), the middle seven are of color 271010 1010, decimal 1702, angd the
bottom seven of color 3 ((11111111,1, or 255). Initially, this sprite will not
appear In multicolor mode, but_instead as a monachrome figure. After
It's on the screen, we'll change it to multicolor by a keyboard” command.
Enter the program in Fig. 8:20. ,

This program constructs a red square against a black background at
the right cénter of the screen. The bottom™third of the s,onte IS strong
red, and the upper two-thirds are hazy hecause of the alternating dot-
on/dot-off gattern. It takes its colgr, Being a monochrome sprite,” from
the value 2 POKEd into 53287 by line 220.

Type the command

POKE 53276, 1

to activate the sprite. in multicolor mode. The bright band now moves to
the center of the sprite, which calls for color 10 in 53287, and the upper

NEW
100 REM s* MULTICOLOR SPRITE BEFORE COLOR ADDED
110 PRINT CHR$(147)

120 POKE 53280, 0

130 SL = 12288: SP = SN/ 64: L = 0
140 FOR Y = 8 TO 2s READ V

150 FOR X = 0 TO 20

160 POKE SL + L,V:L =L + 1

170 NEXT X: NEXTY

180 REM M SET UP SPRITE

190 POKE 53285, 0: POKE 53286, 0
200 POKE 2040, SP

210 POKE 53248, 255: POKE 5324V, 115
220 POKE 53287, 2

230 POKE 53269, 1

240 END

250 DATA 85, 170, 255

RUN

Figure 8.20 Multicolor sprite demo
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and lower thirds extinz%uish because there are 0s in the multicolor reg-
Isters at 53285 and 53286. Now type

POKE 53285, 1

and watch the top of the sprite appear in white, which we just placed
Into color register #1. Enter the command

POKE 53286, 6

and the lower third becomes blue in a blaze of patriotism. I you arent
convinced this 1s a sprite, type the following:

FOR X=1TO 100: POKE 53248, PEEK(53248) - 1 NEXT X

The sprite slides smoothly halfway across the screen by successively
decreasing its X coordinate, just as a Rrogram would move it. The only
difference”is multiple colors.” Play with this sprite to see the effects of
changing color values in 53285-53287 with POKES from the keyboard.

Making multicolor sprites

It’s harder to make multicolor sprites because you have to fiddle with

pixels having any of four values, and translate the ,resu_ltln% bit patterns

Into decimal numbers for DATA statements. This is, like the crafting of

monachrome sprites, a tedious job better done by computer. Luckjly, we

can, easﬂi modify the old sprite-making proqram to create a multicolor

spritemaker. 1t ‘involves addm[q some "new lines and chan mq others.
eload the spritemaker and enter the modifications in Fig. 8.21.

10 A$ = “MULTICOLOR SPRITE MAKER"

20 PRINT CHR$(147): PRINT A$

30 PRINT: PRINT

40 INPUT "NUMBER FOR COLOR 1"; CI

50 INPUT "NUMBER FOR COLOR 2"; C2

60 INPUT "NUMBER FOR COLOR 3"; C3

70 POKE 53235, Cl: POKE 53286, C3

30 POKE 53237, C2

140 FOR X = 0 TO 23 STEP 2: PRINT 1 NEXT X
255 POKE 53276, 1

230 POKE 53269, 1: E = 256: B
300 FOR X = 0 TO 23 STEP 2: P
310 E = E/ 4: y = PEEK(P)

325 V = V nhND 3

330 POKE SL + B, PEEKCSL + B) OR (E * V)
348 IF E = 1 THEN E = 256: B = B + 1

Figure 8.21 Modifications for multicolor spritemaker

0
1024 + X +<Y* 40)
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The multicolor spritemaker is listed in its entirety in Appendix D, The
new lings capture and set lIJEp the multicolor aspects; The most 5|%n|f|cant
change is in'the value of E, which becomes a multiplier that shifts the
Pﬁxe_l color l;mtgwber V into the bit positions corresponding to its place in

e_Image byte.

This rg)rog)fam works, as you might expect, a little differently. 1t’s sfill

a two-phase job, but the first Phase IS now preceded by a dialog in which

the computer asks for each of the three foreground color numbers. The

Erld then appears, consisting of dot-space-dot-space lines. Use the cursor
eys as before to move around the grid. On each period, place the number

81, 2, or 3) for the color you want that pixel to have, You can also key
s for transparent pixels, but the program treats periods as 0s.

When you have constructed the sprite image, move the cursor below
the grid and type RUN 200. The multicolorsprite will appear at the
Iower-rl%ht corner of the screen., You can then revert to step 1 for cor-
rections by typing N, or get a listing ofthe decimal numbers that describe
the sprite bY typ;n% - _ _

As with the irst spritemaker, if you want an expanded sprite {ou
have to POKE a 1into the expansion registers before running step 1—
and remember to reset them afterward, _

Figure 8.22 shows the screen layout for a horizontally expanded truck
that will soon drive across the screen. Because ofthe numeric designations
and their wider spacing, the layout of a multicolor sprite is less dpparent
at a glance than using asterisks in monochrome. The interactive sprite
desqn provided by the multicolor sprite-making program is therefore a
great time- and grief-saver.

192

3 3 3 3 333 3 3 255 255
3 3 3 3 3 u 255 255 192
a 3 3 3 3 3 3 3 3 a&aum 255 255 192
© o 33 3 3 3 3 M m 255 255 192
3 3 3 3 Q 3 33 3m am 255 255 192
3 4 3 3 6 3 8 3 2 2 2 255 255 234
3 d 3 3 3 3 m w 255 255 195
3 Q 3 3 t 3 255 255 195
a 3 3 3 a y 3 9 3 255 255 195
d 3 3 g 3 255 255 195
3 3 3 3 3 a 3 3 2 255 255 234
3 8 3 3 a 2 2 255 255 234
3 3 3 3 3 3 3 %, ?2 255 255 234
3 3 3 3 3 E{ 3 2 255 255 234
3 3 3 é 3 3 3 4 2 2 255 255 234
3 1 1 0 3 3 3 1t 2 15 255 214
3 113 3 3 3 3 3 1 °© 215 255 214
i i a i i 20 0 20
o1 i1 20 0 20
I 1 |1 20 0 20
y 101 1 1 20 0 20

Figure 8.22  Multicolor truck
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Breaker one-nine

At this moment there are countless trucks rolling along Interstate 80. |
proPose that we go out in spritely fashion and set Up a cdmera somewhere
on the Great Plains to watch them pass.

As everyone knows, it's simple courtesy—if not the law—for slower
movmﬁ traffic to stay in the right lane arid let the faster vehicles have
the left lane. It sq happens that, alongI this stretch of road, the faster
trucks move a twice the speed of the Slower. Also, all the faster trucks
have %reen cabs and the slower ones red. Just coincidence, of course,
though the values in the sprite color registers might have something to
do with it. Type Fig. 8.23 and watch the traffic flow.

NEW

100 REM M KEEP ON TRUCKIN®®

110 SL = 14336: SP = SL / 64

120 REM m SKY, EARTH, AND HIGHWAY
130 PRINT CHR$(147): POKE 53281, 14
140 CH = 160: CN = 13

150 FOR Y= 24 TO 21 STEP -1

160 FOR X= 8 TO 39: GOSIJB 600

170 NEXT X: NEXT Y: CN = 1

180 FOR X= 0 TO 39: GOSUB 608: NEXT X
190 Y = Y- 1 CH = 228

200 FOR X = 0 TO 39:GOSUB680:NEXTX
210 REM X* BUILD SPRITE

220 GOSUB 700

238 REM it SET UP SPRITES O AND 7
240 POKE 53276, 129

250 POKE 53285, 0: POKE 53286, 15
260 POKE 53287, 10: POKE 53294, 5
278 POKES3277, 255

288 POKES3248, 232: POKE 53249, 192
290 POKES53262, 232: POKE 53263, 184
308 POKE53264, 129: POKE 53269, 129
310 POKE 2040, SP: POKE 2047, SP

320 PO = 488: P7 = 488

330 REM XX ROLL "EM OUT

340 P=F"0: SN = 8:GOSUB 800: PO = P
358 P=P7: SN = 0:GOSUB 808: P8 = P
360 P=P7: SN = 0:GOSUB 800: PO =P

370 GETX$: IF X§ =" THEN 330
(continued)
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330 REM ** THAT'S ALL, FOLKS

390 POKE 53269, 0: POKE 53277, 0

400 POKE 53276, 0: PRINT CHR$<147)

410 END

Vo = R ——

600 REM X* POKE SCREEN/COLOR MEMORIES

610 P = X + (Y)F 40)

620 POKE 1824 + P, CH: POKE 55296 + P, CN

630 RETURN

640 REM ——————————

700 REM zZ BUILD SPRITE FROM DATA

710 FOR P = 0 TO 62: READ X

720 POKE SL + P, X: NEXT P

730 RETURN

740 REM ———-——m——n

800 REM M  ADVANCE SPRITE

810 P=P +2: PV = P

820 IF P < 512 THEN 350

830 P = 0: PU =P

840 POKE 53264, PEEKC53264) AND <255-2ASN>s GOTO 880
850 IF P C> 256 THEN 870

860 PV = 0: POKE 53264, PEEKC53264) OR 2ASN

870 IF P > 255 THEN PV = P - 256

880 POKE 53248 + (SN * 2), PV

890 RETURN

900 REM ** CAB-OVER TRUCK IMAGE

910 DATA 255, 255, 192, 255, 255, 192, 255, 255, 192
920 DATA 255, 255, 192, 255, 255, 192, 255, 255, 234
930 DATA 255, 255, 195, 255, 255, 195, 255, 255, 195
940 DATA 255, 255, 195, 255, 255, 234, 255, 255, 234
950 DATA 255, 255, 234, 255, 255, 234, 255, 255, 234
960 DATA 255, 255, 214, 255, 255, 214, 20, 0, 20

970 DATA 20, 0, 20, 20, 0, 20, 20, O, 20

RUN

Figure 8.23 Truck traffic on Interstate 80

It is not a misprint that line 360 is a repeat,of 350, The repetition is
necessary for smoothness in making the truck in the fast lane' (Sprite 7)
00 twice the speed of the other.

_ Notice that both trucks are of the same make and mode|. Fuse the same
ima ee That one is green and the_other red is due to the ditferent values
POKE Into the sprite color registers for pixel color 2 in ling 260. The
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truck inthe nearer Iane Is Sprite 0 the faster one Sprite 7, which accounts
for the green truck pasr g on the far side. Note, too, that parts of the
ovetrtakrng greten truck show through the cab windows ofthe slower one
as It roars pas

This ourIO final exercisg in the sprite-making arts bal no means explorts
the full potential of multicolor sprites, but Tt shoul Provre plenty of
ideas for rntroducrng action and for creating and controlling Irver, in-
teresting displays.

Quick reference for spritemakers

Its no accrdent that it took seven chapters to lay enqugh groundwork to

roac t esul%ect ofsprrtes T ey are the apex of vidgo features on the
Commogore 64 and, as such, also’the most complex. There are a lot of
control locations to remember. We've discussed them all in this chapter
and now, as a concise reference, we'll summarize them in the chart in
rgt 8.24, where you can quickly look them up as you create your own
sprites.

DEFINITION 63 bytes (3 wide by 21 high) located at an address
thatyrs ah even u%tr qeg o)f 64 {?4th byte IS un-
used). Must ern%esam bank as sc een

POINTERS Located In last 8 teso unused space apove
screen memory (when screen memory IS at
10 42023 gornters are at 2040-2047) n. this
orger: Prrt rrte 1 . Sprite 7.” Pointer
value is ma e address /

A ress 9 Each sPrrte owns a hit in the

order: (. BIt set to 1 enables sprite

an reset to dr ables |t

SPRITE COLOR A dresses 538 -h3294 n the order: SJ)rrteO

% dt [te7 ecoorote rite 1S

POKE tq its color register, In multicolor mode

thjse regrsters hoId the color number for pixel

Hress 53276 Each s rite owns a hrt in the
orFer dB set to 1 enables multi-
color in the corres onding sprrte reset to 0 places
sprite In monochrome mod ?

In multicolor mode, pixel value:

- e
90 = color In sprité color register (53287-

11 = color In 53286.

ENABLE

MULTICOLOR ENABLE

(continued)
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EXPANSION

SPRITE POSITION

PRIORITY

SPRITE-BACKGROUND

X anslon do bles the d|mensron of the sprite
EI R eith ert e X or the Y axis (or both) pt)
oes not mcrease resolution.

Honzonta exRansmn address 53277.

erHca %pa slon—address 53271.

ot oft ese re |sters eac sprite ownsablt
|nt e order; 7 Bit set to 1 expands
tne snrlte eset to 0 makes It normal size along

ea fected axjs. .

3 03|t|on ofa spr|te IS determmed by the
an ?oor inates of th eu&a%e Tt carner of its
Image frame (leftmost bit of'byte 0). For sprites
the extreme visible coordinatés are:

et = |% t = 343
OE = 50 Bottom Y = 29
The Sprite ?rdmates are contained In pairs of
reg| sters as 1o
48 53250 . 53262 in order

E 1.7
Y— 5329 53251 53263 in order

rite
When t e& coordrpate |s %redater than 255,
must su tract 256 trom it POKE the re n]lt
Lntot eapg [ﬁ)]nateXre s}ter and then set t
It owne rite i the XMSB register
at 53264 to en the X coord nate exceeds
511 or dros e W256 reset th|s It to 0. Each
spnte ow sa bit In the order: Sprite 0, Sprite
Sprite 7 at 53264.

nnn rity of asprite with resPect to ﬁhe others
is implicit 1n Its hte numbe ower the
sprite number, t herr nont 50 thaé

rite 0 passes In fropit ah ther sprites an
S r|te7 asses b h|n Il others.

ormall rPlt aveh her priority than st lc
rap |csa aracter ata nt % creen.
an be changed on an ing IVI ual basjs to make
the sprite Eas behl d back groun %ects
rtl)rlt owns a |t|nt e reqister at address 53275
the ord elr Sprite 7, S;P ite 6. . Sprite 0. Bit
settolma es the sprite fower priority than dafa,
reset to 0 makes it higher priority” (default is

%)WOS rites collide when nontrans arent P|xels
occ the sa e spot 0 screen

oor mo a |xe WI'[ color vaue 01 IS
consr ere tranﬂ)ar nt fortPurposes of collision
etectlon Aco Ision sets bits corre&Pon In to
the | hnvove sprites i te yte at address 5

grlet wns a |t int ISS reigl%ter(ln th e
order: Sprite 7 q ou can
tel(l1 which sprites colhded by seFr)rsmg which bits
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are on (if no coII|S|on none are on% dsbyte
%lljztl(%n&atlcally resets to all 0s when read by a

SPRITE-BACKGROUND A sprite collides with a background obéect (any
COLLISION nonsprite gra cor characteriwhenan ntrans:
ar nt sprite pixel occu |est £ same spot as an

”w; Sote In m%J ticolor m%d gs rite
thac orvalueo 01 15 considered trans-
arent for pLgPoseso collision ete&tlon A col-
Isjon sets a bit in th esprlte -to-background col-
[ision reglster at. 53279. Each s rjte owns a bit
In th|s r %lster in t e order rite 7, Sprite 6

Sprie 0 When set to 1, t esgrlt as col-
lided with abairground object, and when relset
t0 0, has not collided with ackgr?und since ass

tested. This register automatlcal resets to al
0s Wﬁen readr % EEK. Y

Figure 8.24  Summary of sprite control locations



CHAPTER g
THE JOY DF STIX

Poke your head into anY video arcade and you'll immediately see that,
unlike our Rrograms ug 0 this point, games give the player control over
evens on the Screen. So do home-computer games such &s those you can
buy for your Commodore 64. The concept ot external_control iscentral
to all video %ames and, Infact, to all interactive applications of computers.

The most common device for controlling the movements of ?rapmcs
such as sprites is the Aoystlck, a gadget résembling the aircraft control
mechanism from which it ?ets its"name. With a joystick, you move the
handle up, down, rl([;_ht, left, or at an angle to make a fiqure travel in a
co_rresgondmg direction on the screen. A computer joystick also has a
“fire” button which, when pressed, triggers some action Other than travel,

The Commodore 64 has two joystick ports marked “Control Port 1”
and “Control Port 2" located on'thie right end next to the fnower switch.
Turn the machine off and plug your joystock into Port 2 for the experi-
ments that follow. (You should always power off the computer to aftach
and disconnect peripheral devices.) * L

A joystick generates a digital signal in response to a mechanical action.
Thissignal IS a number indicating the direction in which the stick is
moved. "It has four basic directions called North, South, West, and East,
which have the values 1, 2, 4, and 8, respectively. When the joystick is
moved north, it sends a 1to the computer, when west, a 4. [fyou move
the stick at an angle—say northwesi—the joystick generates the. sum
of the angle’s two base directions. Since nortiiwest is the composite of
North and West, with values of 1and 4, the joystick generates 5. The
directions and their corresponding values are shown in“Fig. 9.1.
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Figure 9.1 Joystick direction values

The fire button has a value of 16; that is, when gressed It generates
that number, which your program can detect and use as an action trigger
for shooting at the "Adenoids or starting the game or whatever, "The
significance of the fire button is ur% to the 8rogrammer, and it can chan%e
at different phases of the program. Fig. 9.2, shown later, demonstrates
one_use of this programmable button. =
Control Ports 1I"and 2 are monitored in the Commodore 64 b){ two
memory addresses located at 56321 and 56320, respectlvelkl. The Tower
five bits of these registers contain status information about the joystick
attached to the port.” (The upper three bits are used for entirely unrélated
Rurposes that are of no concern here.) Of these five bits, the lower four
old the {oyst_lck direction number and bit 4 (place value 16) indicates
whether the fire button is pressed. . ,
These reglsters have the peculiar characteristic that they contain the
complements ofthe values rePresented. That means that ifthie stick hasnt
been moved and the fire button hasnt been pushed, the bits are all Is,
not. 0s as you mlght expect. If the stick has been moved northwest,
giving a véalue of 5, the L bits corresponding to binary 5 (0101) are 0s
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and the 0s are Is (nibble holds 1010). To convert the direction nibble
back to_ifs “real” value, then, subtract it from 15. The comrplement of
binary 51s 1010, a binary value of 10, and 15 - 10 = 5. The full BASIC
statement that finds the’direction value is

DV = 15- (PEEK(56320) AND 15)

fDNaturaIIy, you use 56321 when checking the joystick on Port 1) If
DV = 07after this statement is executed, the joystick is not currently
Indicating a direction. o _

_ Bit 4.inthe port register shows the status of the fire switch. It, like
its cousing n the lower nibble, i a 1 when no action has occurred and
becomes 0 when somebody pushes the button. The BASIC instruction
to sense the fire-button status is

FB = 16- (PEEK(56320) AND 16)

Following this statement, FB will be 0 if the button has not been Pushed
andh16 If’It has. You can then act on a nonzero result with a statement
such as

IF FB <>0 THEN (trigger the action indicated)

paraphrased as “if the fire button has been pushed, then. ...” = .

Virtually without exception, the joystick controls a sprite. Ordinarily

this happens by repetitions of a loop that samples the joystick and moves
the. sprite in response. Exits from the loop occur only under. carefully
defined circumstances, such as winning or Iosmﬁthe game. It’simportarit
to sample the status of the joystick™ frequen Y because the register
monitors the port on a “real-fime” basis; the bits change as the sfick is
moved, and a delay in sampling can cause a signal to HO unnoticed. .
. Let’s put some of this discusSion into pracficg with the simple exercise
in Fig. 9.2. This program places a square sprite in the center of the screen
and moves it in [eSﬁ)onse to the joystick. The program ends when you
press the fire switch. , ,

The sampImP loop occurs between lings 170 and 220, which read the
port status byfe and check it for S|rgnals. If the fire bufton has been
pushed, line 190 _trlggers the end of'the pro%ram On_ discovering a 0
direction value, line” 220 rege,ats the IooR; otherwise (if the joystick is
indicating a move), line 240 jumps to the instruction that makes the
approerate changes.in the sprite’s X and Y coordinates. Line 330 then
calls the sprite positioning subrouting and the Joop repeats. ,
Although FI%. 9.2.doesn't accomplish anything particularly useful, it
does show all the principles. of joystick programmmﬂ. Ther€ are other
ways of actmgbon joystick signals. The game that follows evaluates the
gbr&c(}é%ﬂ number with multiple IF statéments, showing an alternative
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NEW

100 REM £* JOYSTICK DEMO

110 PRINT CHRSK147) : POKE 53281, 0
120 SL = 12288: SP — SL / 64

130 FOR P = 0 TO 62: POKE SL + P, 255: NEXT P
140 POKE 2040, SP: POKE 53287, 1
150 X = 172: Y = 139: GOSUB 500

160 POKE 53769, 1

170 REM ** JOYSTICK SAMPLING LOOP
130 JS = PEEK(56320)

190 FB = 16 - (JS AND 16)

200 IF FB /> 0 THEN 400

210 DV = 15 - (JS AND 15)

220 IF DV = 0 THEN 170

230 REM MOVE SPRITE

240 ON DV GOTU 250,260, 170 ,270 280,290,170,300 ,310,320
250 Y =Y - 1: GOTO 330 :REM N
260 Y =Y + 1: GOTO 330 REM S
270 X wm X - 1: GOTO 330 REM  w
280 Y =Y - 1- X =X - 1: GOTO 330 :REM NW
200 Y =Y + 1- X=X - 1 GOTO 330 REM  SW
300 X = X + 1: GOTO 330 ‘REM E
310 X = X + 1: Y =Y - 1: GOTO 330 REM NE
320 X =X+ 1 Y=Y+ 1 ‘REM  SE
330 GOSUB 500

340 GOTO 170

400 REM ** STOP THE PROGRAM
410 POKE 53269, O

420 END

500 REM i1*i MOVE SPRITE TO XY
510 Z = X: POKE 53249, Y

520 POKE 53264, Z/256

530 IF X > 255 THEN Z= Z - 256
540 POKE 53248, Z

550 RETURN

RUN

Figure 9.2 Moving a sprite with the joystick
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Ace Spinvader to the rescue:
a video game

To: Ace Spinvader
From:  The Commodore
Subject:  Rescue Mission

One of oyr Starships patrol,lin(I; inthe vicinity of Darthia has sustained
damage in an encounter with the Adenoids. The most severe damage
Is to the quidance system, which has resulted in loss of control and
a tendency for the “Starship to Jum,P erratically. The only way to
rescue this Starship is to link up with,its do_ckln% bay using a Craft
with a strong gmdance s%{stem that will stabilize the damaged, ship.
This is @ hazardous operation that requires the utmost skill and valor,
which is why you have been selected for the mission. 1t is likely, due
to the random jerking of the Starship, that it will collide with your
spacecraft or jump away {)ust as you are about to dock. Although a
collision. will cause. you to e thrown about, the rescue craft has been
fitted with protective equipment to prevent damage, thereby freeing
%;ou to concentrate on firmly securing the top of your craff into thé

ay on the Starship’s underside. You'are ordered to proceed at once
to the vicinity of Darthia, there to_locate the damaged Starship,
connect with it, and effect repairs. Good luck.

Well, there you have it, Ace. It’s not much to go on, but the Good
Guys are relying on you, so en route you'l have to devise your strate?%.
I"ll"gladly pitch in and help with that, but it’s up to you to’maneuver the
{ﬁscg% crﬁft’s conical upper tip snugly into the corrésponding opening in

e_Starship.

The firsP step is to define the context in which the operation occurs,
which the statements in Fig. 9.3 summarize. Line 110 ﬁ:ves the image
|ocation and sprife number for the Starship; line 120, for the rescue craft,
The variable JF in line 130 sets a “{ump frequency” value for the Starship;
every JF (50, in this case) passes through the maneuvering loop, and the
Starship jumps to a new position. JC i3 the counter for this.

NEW

100 REH M ACE SPINVADER TO THE RESCUE
110 LI = 12288: 11 = L1/64:SI= 0
120 L2 =L1+64: 12 = L2/64: S2 = 1

130 JF =50: JC = 0
Figure 9.3 Rescue program heading
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In addition to the general context, we need to develop the craft them-
selves and the view you’ll have of them with your maneuvering radar,
This phase_of the setup is shown in Fig. 9.4, "where lines 170 and 180
place the Starship at the center of the screen, and lines 190 and 200
start your rescue craft at the upper-left corner. The variables X1, Y1
are the co?trdlnates of the Starship, and X2, Y2 give the position of the
rescue craft.

140 REM ** SET UP SCREEN, SPRITES
150 PRINT CHR$< 147): POKE 53269, O
160 POKE 53230, 0: POKE 53231, O

170 Xl =172:Y1= 115 X = X1zY = Y1
130 SN =SI:SL=LI: SP = 11: GOSUB 300
190 X2 =25:Y2=51: X = X2: Y = Y2
200 SN =32:SL= L2: SP = 12:GOSUB 300

Figure 9.4 Setting up Ace’s radar scope

The subroutine at line 300, called from line 180 and 200, builds
each sprite from DATA statements and places it at the XY coordinaes
using another subrouting for POSItIOﬂIng. The image-making subroutine
(which though numerically out of sequence can be éntered now) is shown
In Fig. 9.5."The subroutine called at line 350 is the positiorier, which
we’ll discuss presently. The rest of this routine should be familiar.

300 REM M BUILD AND DISPLAY SPRITE

310 P = 0: POKE 53287, 1: POKE 53288, 14
320 READ A: IF A < 0 THEN 340

330 POKE SL+P ,A:P=P+ 1: GOTO 320

340 FOR A = P TO 62: POKE SL + A, 0: NEXT A
350 GOSUB 700

360 POKE 2040 + SN, SP

370 POKE 53269, PEEK<53269) OR 2ASN

380 RETURN

390 REM —————————-

Figure 9.5 Constructing the spacecraft

Now, Ace, we q(e_t down to the hasic stratng ofmaneuvering the rescue
craft into the docking bay. Here’s what has'to happen:

» Check the joystick and move the rescue craft,
» Check for a Collision and rebound if one occurred.
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J %Ts(es%nwpfttqser the docking is successfully completed and end the

» Count Basses through this loop and, if it’s time, jerk the Starship to
a new position.

* Repeat the process.

Figure 9.6 gives the BASIC statements to put this plan into action.

210 REM ** MANEUVERING LOOP

220 M = 15 - (PEEK(56320) AND 15)

238 IF JM O O THEN GQSUB 400

240 IF PEEK(53273) <> O THEN GOSUB 500

250 IF (XI = X2) AND ((Y1 + 11) = Y2) THEN 280
260 JC = JC + 1 IF JC >= JF THEN GOSUB 600
270 GOTO 210

280 PRINT "HOORAY FOR ACE SPINVADER!“

290 END

Figure 9.6 Ace’s maneuvering strategy

Just before we started on this daring mission, Ace, we mentioned that
there_ are other ways of evaluatmﬁ commands from the joystick. Figure
9.7 gives an alternate approach that you can see by comparing theIFs
with"the vectors shown in Fig. 9.1,

400 REM M  MOVE RESCUER PER JOYSTICK
410 IFJIM > 7 THEN X2= X2 + 1: GOTO 430
420 IFJM > 3 THEN X2=X2 - 1
430 IFM = 10R M =50R M =9
THEN Y2 = Y2 - 1:GOTO 450
440 IF M <> 4 AND JM O 8 THEN Y2 = Y2 + 1
450 X = X2: Y = Y2: SN = S2: GOSUB 700
460 RETURN
470 REM  —————————-

Figure 9.7 Another way of responding to the joystick

\We keelo running across this GOSUB 700, which actually moves a
sprite, so let’s again go out of line-number order and see what it does.
Although the movements of the two craft on the screen differ greatly,
the physics of motion are common to them both, and thus we can'use the
comm n.sup.rougn shown in FO,S 9.ah.

Back in line 240, the proceddre checked to see whether the rescue
craft, while maneuvering, had accidentally banged against the Starship,
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/um REM M MOVE SPRITE SN TO NEW XY

710 P = SN * 2s2 = INTX + .5

720 PV = PEEK(53264) AND (255 - 2ASN)

730 POKE 5324? + P, Y

740 IF 2 > 255 THEN Z =2-256: PV = PV OR 2"SN
750 POKE 53248 + P, Z POKE 53264, PV

760 RETURN

770 REM  ——————————

Figure 9.8  Sprite positioning subroutine

and if it had, caused a rebound with GOSUB 500. We've studied the
characteristics of the two spacecraft and their relative masses, Ace, and
determined that if they bump together, the rescue craft will be thrown
five distance units awax along both the X and Y axes. The direction
depends, ofcourse, on where the rescue craft is in relation fo the Starship.
The rgggh handling you can expect in the event of a collision is listed in

Fig.

50M REM M  REBOUND FROM COLLIDING WITH STARSHIP
510 IFX2 > X1 THEN X2 = X2 + 5: GOTO 530

520 X2 = X2 -5
530 IFY2 > Y1 THEN Y2 = Y2 + 5: GOTO 550
540 Y2 =Y2 -5

550 IFX2 < O THEN X2 = 4

560 IF (Y2 < 0) OR (Y2 > 255) THEN Y2 = 115
570 X = X2: Y = Y2: SN = S2: GOSUB 700

580 IF PEEK(53278) O O THEN 500

590 RETURN

595 REM -————-—m—-

Figure 9.9 Reaction of rescue craft to a collision

Notice two lines in particular. In ling 560, if you get thrown off the
top or bottom of the screen, _¥ou’ll suddenly go to its center, which is a
heck of a golt. In line 580, T you move and the two craft are still in
contact, you'll be thrown again unti fl_nally you're clear of the Starship.
The Starship, of course, moves periodicallyin a random, uncontrollable
manner, which is precisely the reason for the rescue mission. If it slams
Into you during one of these unpredictable jumps, the same rebound factor
applies and you'll be knocked out of the way. ,

According to the captain of the Starship, who's had little to do lately

except hang'on and think about his predicament, the craft jumps randomly
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up to 20 distance units ann%<each axis of movement. As an example, he
calculates a jump along the X axis as

2 A o)

is confined within the
an impossible situation
nSYaou wouldn’ be able

rship motion are in

Fortunately, the erratic motion of the Starship

area covered b¥ )(our radar screen. It would be

ifit did jump off the screen entirely, because the

tFo_ gse% \ivohat you're doing. The calculations for the
ig. 9.10.

600 REM M  MOTION OF STARSHIP

610 JX = INT<(41* RND(I)) - 20): JC = O
620 JY = INT((41* RNDCD) - 20)

630 XI = XI + JX: Y1 = Y1 + JY

640 IF (XI < 24)OR (XI > 319) THEN XI
650 IF (Y1 < 50)OR (Y1 > 229) THEN Y1
660 X = XI: Y = YI: SN = SI: GOSUB 700
670 IF PEEKC53273) 0 0 THEN GOTO 500

630 RETURN

690 REM ——-——————

XI - (X *2)
YL - @Y X 2)

Figure 9.10 Random motion of the Starship

All that now stands between this moment and the mission itself is the
administrative matter of defining the shaﬁ_es_ofthe spacecraft so they’ll
show up properly on your radar scope. This is done in Fig. 9.11.

There Xou g0, Ace. Have at it, This mission has no time limit, so you
can take all wéek if necessary to dock with the Starshv). When Eou finall
do achieve success, the Good-Guy banner “HOORAY FOR ACE SPIN-
VADER" will a&)ﬁear at the top ofthe screen and you can take justifiable
pride In your skill. , T _

HeIRfuI Hints: 1f you want to practice docking with a stable Starship,
there_happens to be’ one in the area. You canfind it byr deleting line
260. This Starship stays put in the center of the screen. To resumie the
mission of rescuing thé one that’s in trouble, type line 260 back into the
program. Also, the difficulty of the mission dépends on the value of JF
in line 130, The lower the number, the more erratic the Starship; the
higher JF is, the less frequently it jerks to a new position, |vmg1 ou
more time to maneuver into ifs docking bay. A value of 50 yiélds a
moderate level of difficulty; 20 is nearly impossible. _

You'll probably want to save this program on a tape or disk, Ace, to
IBeolé\sleesg/our expldit and impress your frignds with the level of skill you
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300 REM XX STARSHIP DEFINITION

810 DATA 255, 255, 255, 255, 255, 255
312 DATA 255, 255, 255, 255, 255, 255
814 DATA 255, 255, 255, 255, 255, 255
816 DATA 255, 255, 255, 255, 255, 255
813 DATA 255, 255, 255, 255, 255, 255
820 DATA 255, 231, 255, 255, 195, 255
822 DATA 255, 129, 255, 255, gl 255
824 DATA 254, ¢, 127, 252, 0, 63
826 DATA 243, . 31, 240, o, 15
828 DATA 224, o, [, 192, o0j 3
830 DATA 128, o» 1, -1

840 REM XX RESCUER DEFINITION

842 DATA (), 24, o> o0, 60, O
844 DATA 0, 126, o, 285, O
846 DATA | 255, 128, 8 . 255, 192
848 DATA 7, 255, 224, 15, 255, 240
850 DATA 31, 255, 243, 63, 255, 252
852 DATA 127, 255, 254, 255, 255, 255
854 DATA 127, 255, 254, 31, 255, 243
856 DATA 1, 255, 128, -1

RIJN

Figure 9.11  Definitions of the sprites

With this triumph, Ace Spinvader and | leave behind the Adenoids,
deep space, sPrltes, and all the other trappings of computer graphics.
We're ‘going 1o retire and go back down to &arth in order t0 devote
ourselves t0 sound effects and music. You're invited to come along, but
after a time you'll Rrobably get a hankering_to make visual adventures
that will outshine thosg of Ate and myself. Certainly you now have the
background and experience to do so.



CHAPTER |D
THE SDUND OF MUSIC

The voice of the Commodore 64 has been silent since the end of Chapter
2, when it spoke ingloriously of a stick banging on a garbage can. Let us
now_ raise its, voice in a song everybody knows, though it might not look
familiar in Fig. 10.1. _

Old MacDonald has had that farm for a long,. long time, and now
computers have touched even him. Want to_hear it faster? In line 110,
change T$.to 240 and rerun the program. TS Is the time signature, a
term familiar to those who know something about music, [ also called
the tempo. For a slower beat, change TS to 120. At 60 it sounds like
something_played at Old MacDonald’s funeral, and even more so if you
changze RO in the same_line to 1 The RO is the relative octave, which
selects the reference point for the notes within the eight-octave range of
the Commodore 64. When RO = 1, it’s close to th¢ bottom (RO™= 0
makes It so low you can hear the speaker cone moving In and out). Set
ggegg,tﬁ(%g) and RO at 6 and try it now. Sounds like™a frantic piccolo,

It

Right now this program probably makes little sense to you, but it’s
fun t0 mess around with these two' values and hear what a difference
they make in the sound coming out of the speaker. This is but one of the
thrée voices of the Commodore 64 sgnthesuer, and only one of the infi-
nitely variable sounds they can make.
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100 REM XX DOWN ON THE FARM

110 TS = 180: BT = 22140/TS: S = 54272: RO =
120 FOR P = 0 TO 24: POKE S+P, 0: NEXT P

130 PokE S+5, 9 -REM GUITAR A/D

140 pokE s+2, 255 -REM LOW PULSE RATE
150 POKE s+24, 15 -REM  VOLUME

160 REM XX PLAY TWICE

170 FORR= 1T0 2 -REM  REPEATS

130 READ NU, NL -REM GET NOTE, LENGTH
190 1IE NV < O THEN 280

200 NP = NV + (Ru X 12) :REM RAISE TO OCTAVE
210 FQ = 2A(NP/12) X 68.234

220 HF = INT(FQ/256) LF = FQ - (HF X 256)
230 POKE 3+0, LF: POKE S+l, HF

240 POKE S+4, 65 -REM  PULSE WAVEFORM
250 FOR T = i TO (NL X BT): NEXT T

260 POKE S+4, 64 -REM  SILENCE VOICE
270 GOTO 180 -REM NEXT NOTE

280 RESTORE -REM BACK TO START
200 FOR T = 1TO (NL X BT): NEXT T

300 NEXT R

310 FOR P = 0 TO 24: POKE S+P, 0: NEXT P

320 END

330 DATA 12, 1, 12, 1, 12, 1, 7, 1

340 DATA 9, 1, 9, 1, 7, 2, 16, 1

350 DATA 16, 1, 14, 1, 14, 1, 12, 2, -1, -
RUN

Figure 10.1 A familiar refrain

Music Theory 101

Before we %et into the control of the synthesizer itself, let’s discuss music
In general Tor a moment. The synthésizer can make sounds other than
pure music, as we know from Chapter 2, but the concept of notes and
octaves and duration and the like are central to all sound effects. Music
after all, 1s only organized noise, although Beethoven might have differed
with that definition. o - _

(Of all instruments, the piano is the most familiar, and so we will relate
this discussion to it, The keyboard of a Rlano Is shown in Fig. 10.2. It
consists of seven clusters of keys like those shown, plus thee at the
bottom (left) of the keyboard, Each cluster of keys is called an octave
because it consists of eight full steps representéd by the white keys
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C CM DD# E F F# G 6# A A# B
<Db> <Eb) <6b) <Ab> <8b>
0 1 2 3 4 5 6 ? 8 9 10 11

Figure 10.2 Piano keyboard notes

(octave comes from the Latin word for eight). The keys have |etters for
names, and the names recur in each octave.” Usually peaple think of an
octave as going from C to the next higher C, althou_? an qctave can span
any eight full 'steps. What makes an octave significant is that, as you
progress ’{140 the keyboard, the frequenc% of a given note doubles each
octave. “Middle C,” the fourth C from the left on the keyboard, has a
frequency( of 440 herfz; the C above middle C is 880, the one below 220.
grhvg Waellr he notes of the same name sound the same to us, only higher

In fact, an octave does not reallg have eight full steps, but rather
twelve half-steps. The “full steps” bétween E and F and between B and
C are actually half-steps, but in our music system theY sound full. The
Chinese use d different tonal progression, which makes their music sound
alien to us, and probably they think ours sounds funny too. At any rate,
the black keys represent the” half-steps, known as sharps and flafs, The
black key between C and D can be called either C# or Db (“C-sharp”
or “D-flat” depenqu(on the mood of the sgeaker; theg are the same
Eo#eéanhErlslsF rg)o E#key since a half-step separates £ and F, but F is

The easjest octave goes from C to C because it’s the only octave that
sounds right withoyt playing any sharps or flats. If you start a scale on
G, it only sounds right it you play F# instead of F"as you go note by
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note. Similarly, if you start the scale on F, you have to play B b instead
of B to make"it come out right. This is because of the inconsistency of
having half-steps between the third and fourth notes and the seventh and
eighth. The startln(l; note of the scale is its “key.” A composition written
with.no sharps or flats consistently occurring Has C as its reference note
and is thus in the key of C. The scale that starts on G has one sharp and
is in the key of G; with one flat, in the key of F, etc.

Introduction to computer sound

A music synthesizer doesn't know or care abou notes, keys, sharps, flats,
and all that stuff. It merely oscillates at a specified frequency, introducing
certain sound characteristics as it does so. The synthesizer of the Can-
modore 64 can produce an infinitely varying tone frequency, with which
we will experiment sho_rtIF. To produce pitch-true notes that form music,
we have to define for it the mathematical ,relatlonsh,ws, a,mon% the fre-
quencies.representing musical notes. This is not as ntimidati gias you
might think, and in the next section we’ll see how to do it. We also have
to Specify the characteristics of the sounds we want, such as the wave-

form, atfack, decay, and other things that will become clear as we go

along.
, F%r this, the Commodore 64 reserves a 24-byte block of memory start-
ing at address 54272, Each of the 24 bytes has an assigned contrdl func-
tion, and our degires are communicated to the synthesizer by POKEing
numeric values into them. They ?lve us the capability of controlling up
to three independent voices simultanequsly, of Synthesizing the tonés of
various musical instruments or creating new and never-before-heard
(sometimes for good reasons) sounds, of Varying the volume, and so on.
The device in the. Commodore 64 that produces sounds in resi)ons,e 0
the values POKEd into its control registers is a cousin of our old friend
VIC. Its name_is SID, short for Sound Interface Device. SID IS a chip
that functions independently of the computer’s central processor; it can
make sounds while the comiputer goes about other tasks. A sound, once
begun by setting the SID control fegisters, continues until the registers
aré chariged, regardless of what other jobs the machine might be dom?.
Thus, you_control the CPU with your program, and the CPU controls
SID by POKEIng values into its reqlsters at appropriate times.
. Figure 10,3 is'a chart showing all the control registers of the soung
interface device and their purPoses. Much of the terminology it uses will
be unfamiliar at this point, of course, but | will frequentIY refer to the
chart throughout this chapter until, by the end, you will fully

understand
It and, throtigh it, how to control the” synthesizer.
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Address 54272+ Voice  Control

4212 0 1 Note LF component
54273 1 1 Note HF c?m onent
54274 2 1 Pulse rate low component
D427 3 1 Pulse rate high component
54216 4 1 Waveform
5211 5 1 Attack/(]iecag
4278 b 1 Sustain/release
54219 [ 2 Note LF component
54280 8 2 Note HF component
54281 9 2 Pulse rate [ow component
54287 10 2 Pulse rate high component
4783 1 2 Waveform
h4284 12 ) Attack'?e(iag
54285 13 2 Sustain/release
24286 14 3 Note LF component
54281 15 3 Note HF component
54288 16 3 Pulse rate ﬁo. component
04289 17 3 Pulse rate high component
B f 3 e
] ack/deca
54292 20 3 Sustam?reﬁegse
54293 21 Al Filter |ow cutoff frequenc%/
54294 22 All  Filter h|gh cutoff frequency
MR d Al e ol o
ume control (low_nibhle
Fﬁter se?ect (%iggw mt%?eg

Figure 103 Control registers for the Sound Interface Device (SID)

Making notes

A sound is caused by the vibration of a substance that sets up waves that
move through the air. In the case of the Commodore 64, the “substance”
Is the speaker of the TV set, whose cone mayes In response to the signals
generated. by any or all of the three oscillators in the SID chip. An
oscillator is & circuit that causes a current to fluctuate up and down from
0 volts: the farther the current fluctuates, the louder the sound: the more
rapidly it fluctuates, the higher the frequency(. Musical notes differ from
noise, occurrm? at expeCted frequency intervals that our ears math-
ematically evaluate and find J)Ieasm . To make musical notes with the
Commoglore 64, then, we need to establish these mathematical intervals,

The frequency of the notes In each octave is twice the frequency of
the corresponding notes in the octave below, as we mentioned before.
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Thouqh you might not recognize it, this is precisely the concept that
underlies binary numbering: doubling value with each’step F_blt or octave)
In a progression. With respect to the zeroth octave, the first octave is
twice the frequency, the second four times, the third eight times, etc.
Another way to express this, familiar from our bit-etting days, Is that
the oth%/éelCrequency IS two raised to the power of the oCtavé number,
or in ,

F=2'N
¥vhere F is the octave frequency factor and N is the octave number (offset
rom zero).
The resultis a multiplier that we can apply to low C in order to calculate
the frequency of any other C. If low C has & frequency of 55 hertz (cycles

Fer second, abbreviated Hz), then middle C, the start of octave 3, has a
requency of

23 X 55 = 440 Hz

It follows that if we can compute the frequency of any C with respect
to low C, we can calculate the frequency of any note by using the relative
octave and the note’s position withir it an aBpIymg the factor to a
common base value. Figure 10.1 gives note numbers (positions) for each
of the twelve h_a_If-stePs that conjprise an octave: C is.note 0, E is note

4, etc. The position of a note with reference to low C is
Note number + (octave x 12)

The E above middle C is note 4 within octave 3. According to this formula,
its position from low C is

NP =4+ @3x 12 =40
or, in other words, it’s 40 half-steps above low C. The frequency doubles
every octave and each note contributes to this by 1/12, so the note factor
Is 2 raised to the power of NP/12, or

NF = 2~(NP/12)
in BASIC notation. If 55 hertz is the base value (frequency of low C),
the frequency of the E above middle Cis

FQ = 2TNP/12) *55 = 554.37 Hz

The Commodore 64° oscillators use numbers that are related to fre-

quency, but not the frequencies themselves, Instead of 55, the common

hase for developing frequencies with respect to low C is 268.234, To play

ICovy C, IPOthEdthe value 268; the oscillator value for the E above middle
Is calculated as

2400 1 12) * 268,234 = 270363
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Relating this back to FIH. 10.1, line 110 gives the relative octave RO
and the first number of each pair in the DATA statements gives the note.
Line 200 then computes the note R/rlemon and 210 figurés out its cor-
responding oscillator value. In Qld MacDonald, the tune covers portions
of two octaves, ranging from G (7).up to E (given here as 16). We started
exactly one octave above the relative octave RO—in other words, at the
start 0f octave 4—so that we wouldnt have to use negative numbers to
represent notes below the starting note and thereby Gause the song to
end prematurely because of the end-of-data check in line 190. The Con-
stant_268.234 provides the proper basg and sPread for the note frequen-
cies. The relative octave is simply a point of reterence that can be changed
to suit circumstances. It need not be an integer; you can change it to any
fractional value between 0 and 7 and the music tones shift’ but their
relationships to each other remain_correct. Try playing Old MacDonald
ggmngd stOne: « though the pitch is higher than when™RO = 3, it still
unds fine.

_ IfKou read Chapter 7 and Appendix M of your User’s, Guide, you will
find that the approach given there differs greatly from this_one, stressing
instead the use of long complicated tables of note values. The method i
this book greatly simplifies musicmaking on the Commodore 64 by cal-
culating the music note values for you and letting you concentrate on the
&rglaetl\lloeoﬁsggcts of the synthesizer rather than 0ri the clerical tedium of

ups.

Setting up the note for the oscillator

Once a p_ro%ram has calculated the oscillator setting for g note, it has to
communicate that value to the synthesizer. This Is done with POKES Into
the SID control registers” “note component™ logations shown in Fig. 10.3,

The chart indicates that for Voice 1 location 54272 is the note LF
(Iow-frequencx) component and 54273 is the note HF (hlgh-frequenCY)
component. These terms are potentially misleading, since a note has only
one frequency, and “component” Is therefore thé operative word, The
HF component is the number of times the oscillator setting 15 divisible
by 256 and the LF component is the remainder, computed in BASIC as

Uk = By

The results are two numbers, both less than or equal to 255, that can be
POKE into single bytes. You can find the instructions that do this for
Old MacDonald at liries 220 and 230 in F%. 10.1, _

As an_example, earlier we calculated the oscillator setting for the E
above middle C as 2703. Running FQ = 2703 through these equations,
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HF = 10and LF = 143 You can then set up the Voice 1 oscillator by
POKEing them into 54273 and 54272, respectlveI%/. If you want to geri-
erate this note in Voice 2, POKE them into 54280 and 54219, or Into
54287 and 54286 for Voice 3, _ o

Save Old MacDonald on a tape or diskette. We'll rejoin him on the
farm presently, but r|1ght now we're qomg to experiment with the almogt
infinite variability of frequencies that can be produced by the SID oscil-
lators. Type and run Fig. 104,

100 REM ** SLIDING TONE
110 S = 54272
120 FOR F = 0 TO 24: POKE S+P, 0: NEXT P

130 POKE S+5, 129 REM ATTACK/DECAY
140 POKE S+6, 129 REM  SUSTAIN/RELEASE
150 POKE S+24, 15 REM VOLUME

160 POKE S+4, 17 REM  TRIANGLE NAVE

170 FOR HF = 0 TO 255: POKE S+1, HF

180 FOR LF = 8 TO 255 STEP 16

190 POKE S+0, LF: PRINT HF, LF

200 NEXT LF: NEXT HF

210 FOR P = 0 TO 24: POKE S+P, 0: NEXT P
220 END

RUN

Figure 10.4 Infinitely variable frequencies demonstration

This program immediately be?ins printing a listing of the HF and LF
components while, a the same fime, producing the Tone they generate
from the Voice 1 oscillator. |t runs for a long time, at first producing no
audible sound but then, as the HF gets above 2, starting to output what
sounds like a motorcycle accelerating in the distance. Thé tone rises fairly
rapidly for a time, becoming a whistle, buf then the rise in pitch slows
until it is scarcely perceptible (when HF is above 120 or s_o}h The fre-
quency itself is rlsm%at a steady rate, but because it is high, it takes
Increasingly greater changes in fréquency to produce a discernible change
In pitch. Remember, in each octave the ‘frequency is double what it was
in the previous octave. What you are hearing is audible proof of this
Fhenomenon. And though the Sound seems to increase steadily in the
ower ranges, the LF comPonent IS actually STEPpmg bfy 16, t0 give us
16 X 256 = 4096 tones, It takes 4 minutes and 9 seconds for the program
to run to completion. You can take out the STEP 16 from line 18) to
hear every single frequency the SID oscillator is capable of producing,
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but that will take 1 hour, 6 minutes, and 24 seconds. Go right ahead if
you have the time, inclination, and auditory endurance.
A better idea s to reload Old MacDonald.

Waveforms

The SID oscillators are capable ofproducingi four basic waveforms, which
greatly alter the character of sound. As written, the program in Fig. 10.1
ufgtse Sa uIs_et a}/}/ave, which makes a rather sharp twangy sound that em-
u uitar,

Let’s tqry a different waveform. Retype the following lines to read

240 POKE S+4, 17
260 POKE S+4, 16

and rerun the program. The sound is now more like a marimba. This is
because we told the SID to produce a triangular waveform. Now change
these lines as follows:

240 POKE S+4, 33
260 POKE S+4, 32

This is a sawtooth waveform, which sounds like a harPsmhord. Each
waveform has a distinctive sound that, along with the attack/delay and
sustain/release settm?s_ we'll discuss shortly, can synthesize an astonish-
Ing variety of musical instruments and sqund effects.

And speaking .of sound effects, there is one additional waveform we
haven't yet mentioned, called mmglg “noise.” Change line 240 to POKE
the valye 129 into S+4 and run thé program. Ahal The quy is beatmgi
the garbage can again! But listen—he’s ﬁot several garbage cans tha
gen?rate_ ifferent notes, because the crashes alter in pitch to convey the

d_familiar refrain. - _

Back to the pulse waveform: this is the most versatile ofthe waveforms
because %/ou can dramatically alter the character of its sound by chanq!ng
E)qe't\smddt e roSf_tthe pulses. Thé following program changes give a sampling

Its diversity:

170 FORR =0 TO 3
175 POKE S+3 R*4
240 POKE S+4,65
260 POKE S+4,64

This time as you run the program, the theme repeats four times, due to
the loop count in 170. Line 175 alters the width of the pulse in each
Ieration so that we start out with the sound the program had the first
time it ran, and each repeat has a different timbre as the pulse width
Increases.
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Figure 10.5 shows the form of a pulse wave. Unlike most sound waves,
this gne Is square. The “corners™ of a sound wave consist of harmonics—
multiples of the basic frequency—that make the tone fuller, and because
a pulse wave turns four corners_durlntg each cycle It (ienerates more
harmonics than any other. The width of'the pulses affects the sound by
govermnlq how much of the harmonic content you hear, When the pulsgs
]grﬁ e\t/en y spaced, all the harmonics are audible and the sound is at its
ullest.

There are two memory addresses for each voice in the SID registers
that govern the pulse width. For Voice 1, they are 54274 and 4275
which are designated in F tq 103 as “Pulse rate low component” and
“Pulse rate high_component.” As with the frequency, there is only one
pulse rate per voice and too many possibilities to hold in one 8-bit reglster,
s0 they're split into two. In this case, however, only the lower nibble of
the high component is used 1gzlvmg 8 bits in the lower component and 4
bits n'the high for a total of 12 bits, or 212 = 4096 possible pulse widths.
The pulse width is not an absolute number, but rather a ratio of h(lﬂh
width to low width. When the pulse width is 0, the pulses have no width
and therefore no sound is heard. Similarly, when the pulse width is 4095,
there 15 no sound because the wave is all high pulses with no lows. In
the middle (a pulse width value of 2048) the fatio of high pulse width to
low pulse width is 1.1, produ_cm% a squafe wave that hasthe fullest sound
bgﬁguse the harmonics are In balance. The sound thins on either side of

Now that you understand something of the theory. make one more
%gﬁlggenén the program to hear 1t In action. Replace’ fine 140 with the
wing:

140 POKE S+2,0

This places a zero in the pulse width low component, so that the pulse
width 1s entirely governed by the high comP_onen_t POKEd n line’ 175,
As the Program runs, it makes no sound the tirst time through the tune,
except for a subdued ticking as the synthesizer generates a pulse wave
with no pulses, The first repeat makes tones that seem rather full and
Bleasmg, but the third time through, it reaches the |oeak of fullness,
pecause the width value is 2048 on tfis pass. On the final repeat, the tone
IS again thinner because the pulse high phase is 75 percent of the signal,
e sawtooth and triangular waveforms are less complex. You cant
vary their characteristics the way Y)ou can pulse widths. These waveforms
are”shown in Fig. 10.6, and it’s obvious where they got their names, A
sawtooth wave fias a twangy, penetrating, sometimés Unpleasant quality
while a triangular wave sounds rather hollow and soothing (harpsichord
versus marintba), _
There are no hard-and-fast rules for choosing one waveform qver an-
other. It depends upon your preferences and some experimentation, es-
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Peciall_y with pulse widths. Later I will suggest some waveform choices
hat simulate different jnstruments. ,

The waveform 15 selected by POKEing a value into the waveform
register for the voice that is t0 sound it:"54276 for Voice 1, 54283 for
Voice 2, 54290 for Voice 3. All other parameters for the voice must be
already set up, because when you POKE a number into the waveform
registér, you turn on the sound. | N _ , ,

he waveform selection value is one bit in the high-order nibble with

the low bit of the byte turned on, giving an odd riumber. To turn the

voice off, you POKE a value into thé waveform re(g|ster_that 1S one less
S

than the waveform selection number (low bit off) (see Fig. 10.7.).
Waveform Turnon  Turn off
Triangular 17 16
E’%Yéteog?must also set width) %% 8?1
Noise 129 128

Figure 10.7 Waveform selection values

The waveform registers work differently than other control bytes in
the Commodore 64. As soon as you POKE 4 value into gne, the SID chip
copies it elsewhere and resets the retglster to 0. It continues to play the
note with the selected waveform until you place another value Intd the
waveform register. This means, however, that you cannot PEEK at the
register to get back the value you POKEd there, because the waveform
register always contains 0.

The ADSR envelope

As it plaxs, a note goes through four phases. These phases occur no
matter what the source of the sound (and apply to nonmusical sounds as
well), but the intensity of each phase varies_according to the character-
istics of the source. A trumpet and a harpsichord produce very similar
waveforms, but they certainly dont sound much alike because thie phases
of the notes they make differ %reatl_y. _ ,
When.the note starts, soun rapldly rises from silence to a Peak vol-
ume. This is called the attack. On'a plucked instrument, the attack rate
IS very fast, giving each note a sharp start: on an air-activated instrument,
such as a clarinet or an organ, the attack rate is (iune slow. ,
Having reached peak volume, the sound then falls, awar to a middle
range. The rate at which it drops from the attack peak is called the decay.
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A quitar has a high decay rate because the string, after a few vibrations,
seftles down. A horn, on the other hand, has &lmost no decay because
the Rlaye_r IS blowing it. . _ o ,

The middle range at which the_note is really heard is its sustain phase.
Sustain comes as Soon as the initial attack has decayed, and usually lasts
the longest of any ofthe phases. In a pipe organ, for example, the sustain
Phase lasts for &5 long as the player holds down the key, and in a horn
or_as long as the perSon playing 1t has breath. _

The final Phase IS release, ‘the rate at which the note drops to silence,
In a ?unar he release phase is a tapering off of the sound, while in a
horn the sound.ends the instant the player stops. , ,

Figure 10.8 illustrates the four phases of a sound, which are called its
“ADSR envelope” (for Attack/Decay/Sustain/Release).

Just as it greatly altered the sound to change waveforms or pulse
widths, so are tremendous variations and shadings of a given waveform
created when the ADSR envelope is chan%ed. Line 130 in"Old MacDonald
sets up the attack/decay parameters for the fastest attack and a medium
Pecay drate. We can change to a medium attack by retyping the instruction
0 rea

130 POKES+5, 8*16

and runnin? the program again. See what a difference it makes9 Each
note now sfides to itS peak and then slides back down to silence, 3|vmg
them a “yipping” sound caused by arelatively slow attack and rapid decay’

Attack
Decay
Sustain
Release

o »n O >
[ | I T |

Figure 10.8 The phases of a sound
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Also, there is no sustain/release setting, so the note is not held. For that,
add the statement

130 POKES+6,4*16

which creates a medium sustain level (the note is held after the decay
phase at half the volume of the peak that occurs during the attack). The
roblem with these settings is that the result doesn' sound very pretty.
ach note almost seems like two notes played at the same frequencyn
rapld succession. The reason? We have thé fastest decay rate following
a Tairly slow attack, so that the volume rises_in rather [eisurely fashiof
agg %hen abruptly drops to the sustain phase. To correct this, change line
0

130 POKE S+5, (3% 16) + 8

That’s better, since now the level slips off the peak rather than plum-
meting from it. The notes sound smoother because each phase sliges into
the néxt. The sound is improved even more by raising the sustain level
close to the attack with

135 POKES+6, 8*16

No doubt all these numbers we're POKEing are mysterious even though
you can hear their effects, so wel disclose their secrets. Attack/deca
is controlled by register S + 5 and sustain/release 'bKS + 6.in Voice L
These twa registers are both divided into nibbles, with attack in the_high-
order and decay in the low-grder nibbles of S + 5 and sustain in the
high and release in the low nibbles of S + 6. Thus, by POKEing a value
from 0to 15 into each nibble, we independently control each phase of the
notes played.in that voice. You'll recall that, to POKE a value into the
high-order nibble, you multiply it by 16, which explains the multiplication
in‘the precedm&; examples, _ _

Forattack, decay, and release, the fastest rate is 0, the slowest is 15,
and you can vary the rates by selecting a s_ettlng anywhere hetween those
extremes, For sustain, the higher the settm?, the closer the note’s holding
level to ttip]e peak that occurs during the attack phase. Figure 10.9 sum-
marizes this.

VI V2 V3
Attack 0 = fastest, 15 = slowest) x 16 54277 54284 54291
Decay 0 = fastest, 15 = slowes DT 54284 54201
Suitaln 0 = lowest, 15 = hlg est] x 16 54218 54285 54297
Release (0 = fastest, 15 = slowes 54278 54285 54292

Figure 10.9 ADSR settings
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When we first Played Old MacDonald, the sustain/release settings were
0, meaning that thie notes were not held at all after the decay phase.
Furthermore, the attack rate was also 0, qlvmg the sharpest possible
attack. and the decay rate was 9, slightly slower than medjum. Conse-
quently, the notes had a staccato sound, since they consisted almost
entirely of the decay phase. The experiments just performed reset the
attack “and decay t0 Slower rates and raised ‘the sustain level, which
softened the notes and gave the impression of an accordion. This result
leads to some general observations about the relationships of the ADSR
components in"producing “good” sounds:

* The slower the attack rate, the slower the decay should be and the
higher the sustain level,

* Conversely, the faster the aftack rate, the faster the decay and the
lower the sustain level should be.

* Notes played in raﬁld,successmn should have a fast rejease rate
(otherwise the synthesizer makes a “poof’ sound by cutting off the
note before it has fallen silent),

Some typical musical instruments

How an instrument sounds is a function not only of its waveform and its
notes’ ADSR characteristics, but of the listener’s ear as well. You might
find that some of the sugqested settlngs in Fig. 10.10 don't quite sound
to you like the instrumenits they syntfiesize and that’s okay. Thesg are
nof ahsolute settm?s, but rather a asis for further adjustment until you
get a sound that, o your ear, most closely approximates these familiar

Instruments.
Waveform A D S R
Guitar Pulse (W =255) 0 9 0 0
F\ute Trjangular 4 1 1 4
Claringt Triangular 4 8§ 8 0
Harpsichord Sawtooth 0 9 0 0
Marimba Trjanqular 0 9 0 0
PI e_orgaq] Triangular 0 0 1 0
with echo) Triangular 0 0 b 8
Actordion Trianqular 6 6 1h 4
Brass horn Sawtooth 3 6 8 0

Figure 10.10 Familiar instrument settings
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Multiple voices

| expect we're both getting weary of Old MacDonald, so let’s leave the
buchllc fleO”ﬂN and venture Into greater sophistication with the program
in Fig. 10.1L.

Thge values VI and V3 (for Voice 1 and Voice 3) in line 120 establish
the starting paints for the lowest and highest voices’ control addresses
In the SIDregisters. Line 130 clears the SID reglsters—alwa s a good
Practlce when starting a sound program—and 140 sets the volume con-
rol at maximum, The chord-building IooR runs between lines 150 and
250. The “V” in the FOR loop stands for the Voice and, because it ste‘os
from 0 to 14 by 7s, provides the offset for addressing voices in the SID
registers: first pass addresses Voice 1, second Voice 2, third_Voice 3.
The note is obtained by READing the next item from the DATA state-

NEW
100 REM XX 3-NOTE CHORD

110 S = 54272: RO = 4

120 VI = 0: V3 = 14

130 FOR X = 0 TO 24 : POKE S+X, 0: NEXT X

140 POKE 3+24, 15 :REM  VOLUME
150 FOR V = VI TO V3 STEP 7

160 READ N

170 NP = N + (Ru X 12)

180 FQ = 2"(NP | 12) X 268.234

190 HF = INT(FQ / 256): LF = FQ - (HF X 256)
200 POKE S +V + 0, LF ‘REM NOTE LF
210 POKE S + V + 1, HF :REM NOTE HF
220 POKE S +V + 6, 15 * 16 'REM S/R

230 POKE S + V + 4, 17 "REM TRIANG WF
240 FOR T = 1 Tu 367 NEXT T 'REM  DELAY
250 NEXT V

260 REM XX DIMINISH VOLUME

270 FOR X = 15 TO 1 STEP -1

280 POKE S + 24, X

290 FUR T = 1T0 367: NEXT T

300 NEXT X

310 FOR X = 0 TO 24 : POKE S + X, 0: NEXT X
320 END

330 DATA 0, 4, 7

RUN

Figure 10.11  Singing in harmony
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ment, with note numbpers corresponding to key numbers from Fig. 10.2,
Lings 170-190 calculate the oscillator requenc(y settmEgs, as diScussed
earlier in this chapter, and lines 200 and 210 POKE them into the
current voice’s registers. Ling 220 sets the sustain/release levels for a
%pe organ and POKEs them intg the S/R control location. Finally, line

0 turns on the triangular waveform for the current voice, and the loop
repeats after a delay of 1 second Qt takes about half a second to process
each note, so the timing loop lasts for another half-second). Musicians
call the measured bqumg of a chord in this fashion an arpeggio: here it
demonstrates a method of controlling multiple voices.

The loop between lines 260 and 300 gives you an idea of the volume
range available through the manipulation of address 54296 (S +24). You
can use this register {0 introduce crescendos and decrescendos into'music
(“dynamics,” in musical terms) and to make other sound effects more
Intéresting and realistic. This loop steps downward from 15to 1, POKEing
the current loop count into the volume control each time. Notice that yol
can hear the volume drop in the lower levels: just as the ear is more
sensitive to low-frequency fluctuations, it is also more sensitive to changes
In low volumes.

You ¢an play with this program to produce other chords. Change the
DATA in line 330 to 4, 7, 10'to hear_a diminished seventh chord. You
can pIa%/ in a minor_key with 0, 3, 7._It’s also possible to change the
octave by %_IVIH? a différent value for RO in line 110, and if you change
It t0,a fractional number such as 4.39756, the notes retain their proper
mumgal relationship even though you have not specified a true octave
number.

Using the jiffy clock to control tempo

The Commodore 64 has a built-in “jiffy clock” that XOU can use to time
events. The reading of this clock is available from BASIC by sensing the
valug of the standard variable TIME. To save the current time, for ex-
ample, you can issue the statement

CT = TIME

and CT will then contain a number that came from the jiffy clock. This

clock “ticks™ 60 times a second, meaning that every \ko of'a second its

reading increases by one. If you want t0 time how long an event lasts

you_can start the ifistructions with, T1_ = TIME and end them with T2

= TIME, then find the duration with T2 - T1, which figures the time in

hnc,rggngntseoof \&o second. To reduce the elapsed time t0 whole seconds,
Ivide by 60.
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Similarly, you can use TIME in a loop that delays action for a specified
minimum intérval (the *beat”). In a music program:

* Get the TIME(“T1") when the note starts;

J Wlhl|(i tthe note plays, READ the next note and perform necessary
calculations; _

* Entera IooP that repeatedly compares T1 to the current TIME until
the interval necessary to maintain the temPo has elapsed:

» Set up and start the next note, then repeat.

The usual method for establishing the tempo is to decide on the number
ofbeats per minute, A quarter-noté gets one beat, an eighth-note a half-
beat, a whole-note four, etc. With a témpo of 60 (beats per minute), there
Is a beat per second and the dlffy clock advances by 60; with a témpo of
120, the clock advances by 30 for each beat. y .

Using this reasoning, you can set the tempo for a com'oosmon by giving
to the variable BT thé number of “ticks” of the Effy clock per beat; for
a tempo of 120, BT = 30: for 60, BT = 60; etc. Each note is then given
a duration value based upon its length in comparison with one beat. A
half-note (gets 2 beats) has a duration of 2; an eighth-nate (gets a half-
beat) has a duration of 0.5. You can_then apply thiS duration Value in the
logpthat checks the elapsed time. The following example demonstrates

this in a practical application.

Controlling multiple voices

The availability of three voices might seem. rather limiting to those with
a musical background, .and, In fact; it is a pity Commodoré didn' include
a fourth voice: Choirs sm1g in four-part harmony, rounds almost invariably
consist of four parts, a full chord has four notes, etc. Nevertheless, it’s
astonishing what this synthesizer can do with three, as the simple com-
position that follows demonstrates. _

Before we become awestruck, however, we need to discuss some ele-
ments of control when using multiple voices. First, Cyou should always
set up all the parameters, including the, note, frequency components, be-
fore POKEing the waveform for thie voice (ince the waveform turns on
the voice). Sécond, don't alter anything except the note and waveform
from one’note to_the next; it is uringcessary, to reset ADSR values once
they have been POKEd Intg the voice’s registers. Third, if two or three
notes all start at the same time, calculate and POKE the frequency com-
ponents for all three, and then POKE the waveform for all three."If you
start one voice, then work up and POKE the frequency and start the
next, the second note will begin noticeably later than the first.
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“The musical score is contained in either DATA statements or a file.
It’s essential to structure the data in some sort of consistent fashion so
that the program can act on them properly, and so that you can encode
them fairly easily. One way, which wel usé in the forthcoming program,
Involves setting up records of four elements each in which:

* Item A indicates the voice that is to play the note;

* |tem B is the note number:

* [tem C gives the note’s duration;

» Item DS an action indicator (0 means get the next note before
playing, nonzero means play now).

This is not a comprehensive music control structure, because it makes
no provision for changmq ADSR settings, waveforms, volume, etc., “on
the fly” (as the music is playing). Those things could,be included by using
false voice numbers in Item A, such that a 4 would signal the new volume
level contained in Item B, a 5would indicate a chang? in ADSR for Voice
11_ Cagtdoﬁo on. | chose not to do that here in order’to avoid undue com-
ication.

: Fllgure 10.12 gives the general outline of the music-playing program
developed in Fig. 10.13. o

fyou dont read music, you may be unfamiliar with the concept of a
rest, and since that plays a’part in"the following program, we’l digress
briefly to discuss it. A"rest occurs when a voice is silent, or in Other
words, it’s a note without a sound. Just like played notes, it has as?ecmc
duration measured by the heat of the music, Since music is a matter of
timing, rests synchronize the voices. In this piece, Voice 1be_?|ns by itself
with a two-beat note. At the start ofthe second beat, while Voice 1 is
still holding the note, Voice 2joins in. Thus, Voice 2 beglns the song with
a one-heat rest, This is a freqient pattern throughout the piece and gives
It 4 syncopated feel. To create a rest, then, the DATA statements oc-
casionally Include a Voice 2 note number of 0, and one of the_calculation
steps sefs the frequency o 0 in that case, You can see this in the ver
first DATA statement of the Pro?ram with the data 2, 0, 1, 9, whic
means “Voice 2, Note 0 1beaMpay.”, L

The piece we'll play here is Melody in F, by Anton Rubinstein qu.
10.13). You mlght_alsq recognize it by the title ofthe popular song “Wel-
come, Sweet Springtime,” which uses the same melody. It’s a pretty
piece whose theme s played by a flute with a guitar accompanying (to
show that the voices need not have the same waveforms or charaCter-
istics). Don't be daunted by its length. 1t takes a lot of DATA statements
t% err|1fake music, and, in fact, the data portion is longer than the program
Itself.
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1 Set up arrays NNg?for ew-note flags, N(3,4) to hold information related

to the current note in each voice.
2. D%clare constants for thI
arameters for al
3. LO%J or each eat ofthe music;
eart e new-note f a
Read the next recor
1 Ifatt e end of ata (%o to 4 below.
Sett enew note aﬁ or the voice In WhICh the note plays.
. Calculate the freque mponents and save in arr

glcegsram clear SID registers, set volume and

N
eIa furt er action for tﬁy %alance oflthe duration oft %tst note

now playing.
d. For eac nwnote

1) Turn off the voice.
2) POKE the new note fre uenc components.
e. For each old note (not replaced by a ne one%1
(1) Decrease the remalnl %duraf nby the amount of time elapsed since
the most recent heat Interva g
) O}Qﬁlgem)aénmg duration has drdpped to 0 or less, turn off the voice
f. For each new note, turn on |ts v0|ce
ﬂ Get the time from the Jif }/] (?
ch"Pget'J&S ortest remaining duration (that is greater than 0) among the
. tT|Qe beeart deegay D is this value multiplied by the number of jiffy clock
I, eetfr?rg3aabove
4. At the end o
B Hold the plaﬁlng notes until their duration has expired.
Clearﬁ registers.
¢. Stop the progrant.

Figure 10.12 Plan for a music program

NEW
100 REM Ef WELCOME, SWEET SPRINGTIME
110 DIM NNC3) , N(3,4) : CLR

120 BT = 20: RO =3: S = 54272

130 FOR X = 0 TO 24: POKE S+X, 0: NEXT X
140 POKE S+24, 12

150 N(1,4) = 17: N<2,4) = 65: >1(3,4) 65

160 POKE S+5, (4 * 16) + 8 ‘REM v1I A/D

170 POKE S+6, (8 * 16) + 0 ‘REM VI S/R

180 POKE S+9, 255: POKE S+12,9 ‘REM v2 Pw, A/D

190 POKE St 16,255: POKE S+19,9 IREM V3 PW, A/D
200 Rem  ¥1 seT UP nEeXT NOTEC 3)
210 FOR > = 1 TO 3: NNCx) = 0: NEXT X
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228 READ V, ‘emi, N(V,3) . A: NN(V) = 1
230 IF A 1 0 THEN 590
248 IF NV = 0 THEN FQ = .0; GOTO 270

250 NP = NV + (RO X 12)
260 FQ = 2A(NP/12), * 268.234
270 N(V,2) = INTCFG/256): N(V,1) = FG- t 256)

280 IF A = 8 THEN 228

290 REM ** HOLD NOTES TO END OF BEAT
300 IF (TIME - Tl) < D THEN 300

310 REM e PROCESS NEW NOTES

320 FOR V = 1TO 3: VL = (V - 1) X 7
330 IF NN<V) = 0 THEN 370

340 POKE S + VL + 4, N(V,4) - 1

350 POKE S + VL + 0, N(V,2)

360 POKE S + VL + 1, NCV,2)

378 NEXT V

380 REM Ms DECR DURATION OF OLD NOTE
390 FOR 'V = 170 3: VL = (Vv - 1) X {
400 IF NN(V) O O THEN 440

410 N(V,3) = NCV,3) - CD / BT)

420 IF N(v,3) > w THEN 448

430 POKE S + VL + 4, NCV,4) -1

440 NEXT V

450 REM XX START NEW NOTES

460 FOR VvV = 170 3: VL = CV - 1) * 7
470 IF NNCV) = 0 THEN 490

480 POKE 8 + VL + 4, NCV,4)

490 NEXT V

500 REM ** GET TIME FOR TEMPO

510 T1 = TIME

520 REM XX FIND SHORTEST DURATION
530 D = 999

540 FOR V = 1 T0 3

550 IF N(V,3) <= 0 THEN 570

560 IF N(V,3) < D THEN D = N(V,3)
570 NEXT V

580 D =D X BT: GOTO 200

500 REM XX STOP THE MUSIC

600 IF (TIME - TI) < D THEN 600

610 FOR X = 0 TO 24: POKE S+X, 0: NEXT
620 END

999 R M

1000 DATA 1,12,2,0, 2,0,1,9

(contirued)
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1001 DATA 2,8 0, 3.5, 19
1002 DATA 1,11 1.9

1003 DATA 1,12 19

1004 DATA 1.12 2,0, 2,0, 1,9
1005 DATA 2, Ig 1,8, 3,7, 1.9
1006 DATA 1. U I,

1007 DATA 1,12 19

1008 DATA 1,17 2,0, 2,0, 1,9
1009 DATA 2,9, 4

1010 DATA 1.16 1,9

1011 DATA 1,17 1,9

1012 DATA 1.24 4.0, 2,8,1,9

1013 DATA 2, <& 9

1014 DATA 2,15 19

1015 DATA 2.6,

1016 DATA 1,22 2.0, 2,0,1,9

1017 DATA 2.7, .9

1018 pATA .20 1.0, 2,9.1.9

1019 DATA 1,12 1,0, 2, 10,19
1020 DATA 1,21 2,0, 2,12,1,9
1021 DATA 2, 16 1,9

1022 DATA 1,19 2,0, 2,10,1,9
1023 DATA 2, 16 1,9

1024 DATA 1,17 2,0, 2,0, 1,9
1025 DATA 2,9, ,

1026 DATA 1,16 1,0, 2.8, 1,9
1027 DATA 1,14 1,0, 2,11,1.9
1028 DATA 1,16 2,0, 2,7,1,9
1029 DATA 2,10 1,9

1030 DATA 1.14 2,0, 2,4,1,9
1031 DATA 2,10 1,9

1032 DATA 1,12 2,0, 2,0,1,9
1033 DATA 2,9, 0, 3,5,1,9

1034 DATA 1,11 1,9

1035 DATA 1.12 1.9

1036 DATA 1,12 2,0, 2,0, 1,9
1037 DATA 2,18 1,0, 3,7,1,9
1038 DATA 1,11 1,9

1039 DATA 1,12 1,9

1040 DATA 1,17 2,0, 2,0,1,9
1041 DATA 2,9, ,

1042 DATA 1,16 1,9

1043 DATA 1,17 1.9

1044 DATA 1,26 2,0, 2,0,1,9
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U345 DATA 2.,6,1,7

1046 DATA 1,24,2,8, 2,15,1,9
1047 DATA 2,6 ,1,9

1048 DATA 1,22,2,0, 2,0,1,9

1049 DATA 2,7,1,9

1050 DATA 1,18,1,0, 2,9, 1,9

1051 DATA 1, 19,1,0, 2,18,1,9
10sz- DATA 1,21,2,0, 2,12,1,9
ty 53 DATA 2,16, 1,9

1054 DATA 1,19,2,8, 2,18,1,9
1055 DATA 2,16,1,9

1056 DATA 1,17,4,8, 2,0,1,9

1057 DATA 2,9,1,9

1858 DATA 2,12,1,9

1059 DATA 2,9, 1,9

1860 DATA 1,29,2,0, 2,9,2,0,
%&9\)'9 DATA 0,0,0 ,“1

Figure 10.13  Melody in F, by Rubinstein, by synthesizer

Save this program on fape or disk so that later YOU can get it back for
experimentation. You might also wish to use it as the basis for your own
musical arrangements,

Filtering

A sound s a highly complex structure comlo,rlsed of a fundamental fre-
quenc%plus the harmonics, which are its multiples and submultiples. The
more harmonics, the fuller the tone sounds. Alsg, a tone with many
harmonics has more sound and |s therefore louder, That'swhy, in Melody
F, the guitar sounded louder than the flute, as though it were closer t0
the microphone; the quitar uses a pulse wave, which generates more
harmonics than the triangular wave of the flute.

The process of strl,ppmﬁ away certain fre%uency components of a sound
such as harmonics, is_called filtering. As the ndme sugqests, the sound
passes through a device—a circuit, Tn this case—that Stops certain fre-
quencies. and; lets others pass. This alters the character of the tone..

Filtering is a selective #)rocess that allows you to pick cutoff points.
A high-pass filter permits frequencies and their'harmonics that are above
the Cytoff to pass and stoi)s those below it. A low-pass filter has the
opposite effect, allowing only sounds below the cutoffto pass. A bandpass
filter passes only a selécted frequency and no others, so if the cutoff is
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set for the frequency that is, Iayln? you hear that tone with no har-
monics. These are the three filters ofthe SID chip. You can combine the
low-pass and high-pass filters to produce the oRposne_ effect of the band-
pass in what is called notch-reject filtering, wnich will stop frequencies
In a narrow band and pass all others. Using notch fllterlng you Can hear
all the harmonics of a frequency without hearing the fundamental tone.
Filtering can thus produce somé strange sounds.” Inevitably, because the
filter removes some of the sound components, a filtered tone has a lower
volume than when unfiltered, ,

Make sure, you've, saved Melody in F, and then we’ll conduct some
experiments irf filtering by building on Fig. 10.14.

NEW
100 REM  ** FILTER! NG EXPERIMENT KIT
110 WF = 65 :REM  WAVEFORM

120 HF = 26: S = 542/2
130 FOR X = 0 TO 24: POKE S+X, 0: NEXT X

140 POKE S +I, HF :REM TONE FREQ

150 POKE 8+3, 8 :REM  MED PULSE WIDTH
160 POKE S+6, (15 M 16) :REM  S/R

170 POKE S+24, 15 :REM  VOLUME

180 POKE S+4, WF ‘REM  TURN ON VOICE
190 FOR T=1 TO 2200: NEXT T ‘REM HOLD 3 SEC.

200 REM  —--mmemmeeeeeeeeeeeee-

999 FOR X = 0 TO 24: POKE S+X, 0: NEXT X

RUN

Figure 10.14 Filtering demonstration

The Initial run of this J)rogram produces a midrange fone usm(I; the
fullest (medium) pulse width and lasts for 3 seconds. This is an unfiltered
tone that will sound a the start of each of the following experiments as
an audible point of reference. o

In order to invoke filtering, it is necessary to set two switches in the
SID registers and provide a cutoff f,re%uency (refer to FIP._ 10.3, bytes
21(1)-1254). The anatomies of these registers are turther defailed by Fig.

Use the chart in Fig. 10.15 as follows to turn on filtering:

1 Select the voice to be filtered by setting its corresponding bit in
S+23. You can select more than”one voice for tlltermg.

2. Select the filter mode by settm? the mode hit in, S+ 24, added to
the volume level. You can select more than qne filter mode.

3. Set the cutoff freguency by POKEing the high-frequency compo-
nent (‘HF”) into S+22
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Address 54272+  Bits Purpose

54295 23 0  Vojce Lfilter: 1 = yes, 0 = no
1 Voice 2 filter: 1= yes, 0 = no

2. Voice 3filter: 1 = §es, 0 = no

4-7  Filter resonance level (0-15

S

-1

54296 24 0-3  Volume coP}roI: 0-15 ﬂo d
Low-pass filter: 1 = o

Bandpass filter: 1 = on
H|?h-pass filter: 1= on,
Voice 3 output: 1= off, 0 = 0

54294 2 0-7 Filter cutoff frequency (high byte)
Figure 10.15 Filter control registers
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The foII_owinq experiments all utilize this procedure.
The first filter we'll listen to is the high-pass, which passes all frequency
B%n rgpnents above the cutoff, Set this up by adding Fig. 10.16 to the

210 REM M FILTERED PORTION

220 POKE S+23, 1 ‘REM FILTER VOICE 1
230 POKE S+24, C15 + 2“86) : REM HIGH-PASS

249 POKE S+22, HF ' REM CUTOFF

250 POKE S+4, WF :REM TURN ON VOICE
268 FOR T = 1 TO 2200: NEXT T ‘REM HOLD 3 SEC

RUN

Figure 10.16 High-pass filter demonstration

The sound that follows the initial unfiltered tone is very similar, but
softer. It cuts out the harmonics_below the cutoff and passes only the
fundamental tone frequency and its upper harmanics, You can reverse
this and hear only the lowér harmonics by changing line 230 to read

230 POKE S+24, (15 + S4)

which selects the Iow_—gass instead ofthe hi h-Pass filter. Now the filtered
tone Is nearly inaudible, demonstrating that most of the content of a
sound consists of its fundamental frequenc¥ and the upper harmonics,
This I an opportune point to digress Tor a moment on resonance,
another characteristic of sound. Resonance is the relative, loudness of low-
frequency harmonics; the higher the resonance level, the richer the timbre.
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Figure 10.15 shows that the uRper nibble of S+ 23 confrols the resonance
infroduced by the filter. In the low-pass demonstration, the resonance
was set to 0,"and as a result, the low-frequency tones scarcely sounded
at %II. We can set resonance to maximum (15)"by changing line 220 to
rea

20 POKE S+23, 1+ (16 * 15)

What a difference it makes! The low-frequency harmonics are now am-
plified fully, so that the volume level is'the Same for both tones, but
dIStInCﬂY ficher—more resonant—in the second.

Now let’s hear the effect of bandpass filtering, in which only the fun-
damental frequency passes and the filter removes all the harmonic com-
ponents. For that we have to turn off the resonance control and select
switch 5in S+ 24 with the following:

20 POKE $+23, 1
730 POKE S+24 15 + $%)

The result is a cimet yet harsh tone, unsoftened b){ harmonics. Using this
filter and a sawtoothwaveform, yqu could probably find a frequency that
would Ilterall,)( shatter ?Iass with its pure and perietrating tonal guality.

The last filter we'll Tisten to Is the notch-reject settmﬁ, which Is the
opposite of bandpass, It [ets the harmonics pass, but not the fundamental
frequency. You get it with

230 POKE S+24, (15 + 26 + 24)

which switches on both the high- and low-pass filters. Notice how limp
and dispirited the filtered tone™becomes. That’s because its driving force
IS absent, and you hear only the sound by-products. _ _

. Itis.not possible to have different filter settings for each voice, but it
IS loossmle {0 have each voice either filtered or unfiltered by setting the
select bits in S+23, Thus you can sef up the filter and then either have
it Influence or not influence each voice, and this gives a broad span of
possibilities to your sound effects and music,

Play with this program for a while, trying it with different waveforms,
resonances, frequencies, etc. It gives yol a convepient laboratory In
Whtlr(]:f}_tl(% learn firsthand about the many interesting effects you can create
with filters.

Reload Melody in F and we’ll filter the guitar to tone it down. Three
additional instructions accomplish this:

15 POKE S+23 21 + 2
197 POKE S+24 10 + 2
35 POKE S+22 N(V.2)
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Line 19 selects fiIteri_n%for Voices 2 and 3, which play the guitar notes,
and 197 turns on the high-pass filter. Line 365 dynamically séts the cutoff
of the filter to the frequency of the lowest note played,”blocking lower
harmonics. Run it and you'l'hear that the guitar is more subdued, as an
a% omp nymﬁ Instrument ough ‘o be, letting the melody dominate. The
effect, though subtle, Is noticeable.

Nonmusical sound effects

You can use.the synthesizer to make all sorts of sounds besides music.
The ’E)OSSIbllltIeS are limited only m/ the time ¥ou devote to experimen-
tation. Here we will present a Sampler of usetul and interesting sound
effects to give you some ideas and a library of noises to build intd games
and otheraction programs. = , _

The first is a siren sq realistic it'll make the family and the neighbors
wonder where the fire is. To produce it, type Fig. 10.17.

NEW
100 REM XX EMERGENCY!

110 S = 54272: FQ = 12000 : WF = 33

120 FOR X = O TO 24: POKE S+X, 0: NEXT X
130 POKE S+24, 15

140 POKE S+4, (15 X 16)

150 POKE S+4, WF

100 BF = FQ: TF = FQ X 2: SV = (TF - BF)/123
170 FOR F = BF TO TF STEP SV

130 GOSUB 300

190 NEXT F

200 GET X$: IF X$ <> "™ THEN 999

210 FOR F = TF TO BF STEP -SK

220 GOSUB 300

230 NEXT F

240 GET X$: IF X* = *' THEN 170

250 GOTO 999

300 REM XX SIREN SOUND

310 HF = INT(F/254): LF = F - (HF X 250)
320 POKE S, LF: POKE S+1, HF

330 FOR T = 1TO 20: NEXT T

340 RETURN

999 FOR X = 0 TO 24: POKE S+X, 0: NEXT X
RUN

Figure 10.17 Siren
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The_sound sweeps up and down through one high-frequency octave.
When it reaches théJ h|§hest or lowest p0|gnt, It stop?s |fth%re hgs been a
mgnal from the keyboafd; otherwise, It goes through another half-cycle.
The 128 steps specified in line 160 give’it the sliding progression Char-
acteristic of sirens. _ ,

QOddly enough, we can_use almost exactly the same instructions to
produce a storm at sea. This entails changing the waveform to white noise
and applying the bandpass filter in Fig.”10.18.

110 W —54272: FQ = 12000: WF
125 POKE S+23, 1 +<15 ~ 16)
130 POKE S+24, <15 + 2A>

315 POKE 3+22, HF

RUN

Figure 10.18 Blowin’ up a nor’easter

It’s not difficult, listening to the shrieking of the wind and the thunder
ofwaves, to geta little seasick and start visualizing Hornblower gathering
his cloak about him and holding down his tricorn”cap as the spray blows
and the deck rolls underfoot, . _

And from the ship at sea In a storm, it’s only a_short swim to the surf
rolling in and brea_ka on the shore, a sound familiar to those of us who
live by the sea. Simply remove lines 200-230 from the program, which
deletes the downward portion of the rise-and-fall cycle and simulates the
tumbling and shoreward rush of successive combers. . ,

You ¢an make a lot of other interesting and realistic sounds with the
noise waveform. Figure 10,19 is a steam [ocomotive starting Lap and gath-
ering speed. The acceleration occurs in line 210, where the celay factor
R decreases by 10with each chug. It stabilizes at 90 iterations pef timing
Ioog, giving the train a steady top Speed. _

ome strange things happen to sounds when you combing two wave-
forms using ring modulation, which produces the’nonharmonic overtones
of a hell o gong, I you POKE a frequency for Vioice 3but dont turn it
on with a wavetorm; Oscillator 3 vibrates inaudibly af that frequency.
By turning on Voice 1 or Voice 2 with a waveform value plus 4 (which
séts bit 2 of the waveform register), the SID chip combings that voice’s
wave with the frequency of Oscillator 3 and )(Qu_hear a n_ng}-modulated
tone. Figure 10.20 simulates a mantel clock striking midnight. .

Yau_can chan%e the deliberate, dignified rate at which the clock chimes
bP, giving R a Qifferent value in ling 110—the hlqher the value, the
slovier itrings. Line 130 sets up the frequencies of the two voices. The
trick is to usé frequencies that have no easy common denominator so that
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NEW
100 REM M CHQO-CHOG

110 S = 54272: R = 800

120 FOR X =0 TO 24: POKE S+X, O:NEXT X
130 POKE S+l, 50 |

140 POKE S+5, <8 1 16) + 8

150 POKE S+24, (15+ 2A4>

160 POKE S+23, (15* 16) + 1

170 POKE 5+22, 128

180 POKE S+4, 129

190 FOR T = 1TO R: NEXT T

280 POKE S+4, 128

210 R = R - 10: IF R <90 THENR = 9
220 GET X$: IF X* = "™ THEN 180

230 FOR X = 0 TO 24: POKE S+X, 0: NEXT X
RUN

Figure 10.19 Old-time railroading

the two freguenmes beat against each other. Chanﬁe the Vqice 3 fre-
8uenc y to 30 and ¥ou Il discover that much ofthemme ualltx IS lost;
0 is @ multiple of 30 and the frequencies don't conf |ct A c ange |n
either frequencY reatyalters the character of the bell sound. Try d
ferent settings to™hear the rich tonal possibilities of ring modulat|on

NEW

100 REM ¥, MIDNIGHT

110 S — 54272: R = 900

120 FOR X = 0 TO 24: POKE S+X, 0: NEXT X
130 POKE S+I, 90: POKE S+15, 37

140 POKE S+5, 9

150 POKE S+24, 15

10 FOR C = 1T0 12

170 POKE S+4, 17+4

180 FOR T = 1 TO R: NEXT T

190 POKE S+4, 16 + 4

200 NEXT C

210 FOR X = 0 TO 24: POKE S+X, 0: NEXT X
RUN

Figure 10.20  Chiming clock
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Ordinarily the chlmln? of midnight 5|gnals the end of a day. In this
case, It signals the end of our journe to ether through the Commodore
645 myriad sound and raphlcs capd ||t|es Lackmg an infinite amount
oftime and space, we have not explored ever)Anoo and cranny, nor have
we exploited every combination of sprites, hignh-resolution graphics, sound,
color, and all the other tremendous, excmn? otentials this machine ROS
sesses, [nstead, we have laid a solid baseo ndamentals upon which to
build. The rest'is up to you, and | wish you well.



APPENDIX A
SCREEN DISPLAY CODES

The following chart lists all of the characters built into the Commodore
64 characer Sets. It shows which numbers should be POKEA into s¢reen
memory (locations 1024-2023) to get a desired character. Also shown
IS which character corresponds to & number PEEKed from the screen.,

Two character sets are available, but only one set at a time. This
means that you cannot have characters from one set on the screen at the
same time you have characters from the other set displayed. The sets
are switched by holding down_the SHIFT and C= keys simultaneously.

From BASIC, POKE 5327221 will switch to uppercase mode and
POKE 53272,23 swifches to lowercase. ,

Any number on the chart may alsq be d|spla(¥e_d in REVERSE. The
gﬁ\(/)svrﬁe character code may be obtained by adding 128 to the values

If you, want to display a solid circle at location 1504, POKE the code
for thie circle (81) into location 1504: POKE 150481,

There is a corresponding memory location to control the color of each
character displayed on the Screen (locations 55296-56295). To change the
color of the circle to yellow (color code 7) you would POKE the Corre-
sponding memory location (55776) with the chiaracter color: POKE 55776,7.

NOTE: The following POKEs display the same symbol in set 1 and 2: 1, 27-64,
91-93, 96-104, 106-121, 123-127.
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SCREEN CODES

SET2 POKE SET1 SET2 POKE SET1 SET2 POKE

SET 1

62

31

«=

63
64

32
33
34
35

I SPACE H

1

65

66

67
68
69
70
71

36

o wuw o

37

%

38

39
40

72

ju

41

73
74
75

42

1
12
13
14
15
16
17

76

77
78

» x d = =

43

44

45

N4

46

47

79
80
81

o

48

49

18
19
20

50
51

82

83

52

21
22
23
24
25
26
27

84
85
86
87

53
54
55

56

88
89
90
91

57

58
59

60
61

29
30

92
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SET1 SET2 POKE SET1 SET2 POKE SET1 B8ET2 POKE

m k3 E 105 E 117
0 B ] 106 [J 118
a S s B 107 [] 119
FEIs % O 108 H 120
E 7 B 109 U 121
H % H 1m 1 0 122
n 9 m  E 123
] w0 E 112 g 124
] P s H 125
m 102 A 114 E 126
] 103 £ s S 127
H 104 [] 116

Codes from 128-255 are reversed Images of codes 0-127.

Appendix 1 Codes from 128-255 are reversed images of codes 0-127.



APPENDIX B
ASCII AND CHR$ CDDES

This a )P endix shows You what characters will appear if you PRINT
CHR $(X), for all possibile values of X. IthIaIsoshowthevaIues obtamed
typing.PRIN ASC“‘ "), Where xis any ¢ aracterEyrou can type. This
IS useful’in evaluating the character recelve Ina GET statemient, con-
verting upper-/lowercase, and printi 0gc haracter-hased commands (like
switch’to upper-/lowercase) that could ot be enclosed in quotes.

PRINTS CHR$ PRINTS CHR$ PRINTS  CHR$ PRINTS CHR$

1 22 33

12 23 34

13 24 # 35

LouER case 14 5 9 36

15 26 % 37

16 27 & 38

17 28 39

18 29 40

DISABLES 19 30 41
ENABLES( Q B Q 9 20 31 42

10 21 32 43
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PRINTS CHRS PRINTS CHRS PRINTS  CHRS PRINTS CHRS |

1 44 L 76 O 108 f8 140
- 45 M 77 s 109 141
S R A ART

/ a7 0 79 - 111 143
0 48 P 80 " 112 3L 144
1 49 Q 81 H 113 im 145
2 50 R 82 114 cm 146
3 51 S 83 a 115 HQ 147
4 52 T 84 O 116 Fﬂ) 148
5 53 U 85 o 117 Broan 149
6 54 v 86 118 Lt Red 150
7 55 W 87 O 119 Gey1l 151
8 56 X 88 a 120 Grey2 152
9 57 { 89 O 121 Lt Green 153
58 z 90 a 122 Lt Blue 154

; 59 [ 91 a 123 Gey3 155
<= 60 £ 92 [ 124 156
= 61 ] 93 ffl 125 157
62 T 94 0 126 158

? 63 95 3 127 m 159
g 64 B 96 128 160
A 65 a 97 Orange 129 i 161
B 66 0 98 130 ! 162
o 67 B 99 131 N 163
D 68 0 100 132 - 164
E 69 O 101 fl 133 O 165
F 70 B 102 f3 134 m 166
G 71 D 103 5 135 O 167
H 72 O 104 7 136 a 168
I 73 O 105 f2 137 B 169
74 O 106 f4 138 O 170

K 75 0 107 f6 139 A 171
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PRINTS CHRS PRINTS

172 B

WO@MTO

174

175

176
é%DSECS“X o 192-223
CODES 224-254
CODE 255

173 B

CHRS

177
178
179
180

181

PRINTS  CHRS

182
183
184
185
186

PRINTS

[]

CHRS

187
188
189
190
191



APPENDIX C

ASSEMBLY-LANGUAGE
SOURCE LISTINGS

The foIIow,in% are source listings for the machine-language subroutines
presented in‘this book. The machine language code is'redd from DATA
statements and POKEd into specific memory locations by BASIC. Each
routine is then called from the BASIC progrdm by issuing a SYS instruc-
tion that refers to the start_m? address Of the Toutine.” Some routines
require that the program. first POKE variable information into given
locations where the machine language exlpects to find it, or that Other
conditions be established prior t0 the call. These prerequisites are de-
scribed where appropriate.

Routine CLRHRG

Purpose:  Clear high-reso,lu_tion graphics screen memory between 8192
and 16191 by filling with binary 0s.

Remarks: Begins at location 49152, occupies 19 bytes (through 49170).
NQsetup is required after POKEing into memory and before
using. Call with SYS 49152,
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Listing:

Assemb!y language: Decimal:
LDA #$00 369, 0
LDY #$00 160, O
LDX #$20 162, 32

LOOP: STA $2000 ,Y 153, 0, 32

INY 200
BNE LOOP 208, 250
INC $C008 238, 8, 192
DEX 202
BNE LOOP 208, 244
RTS 96

Routine CLRCM

Purpose:
Setup:

Remarks:

Loads color memory for HRG (1024-2023) with the color
byte specified in address 49172.

POKE desired color combination into 49172, then call with
SYS 49171.

Begins at 49171 occupies 34 bytes (throu?h 49204). 1f no
value is POKEd to 49172, will ‘set up a black screén with
white foreground (first time through) or the last combination
POKEd in"49172 (subsequent tim&s through).

Assembly language: Decimal:
LDA #2 169, 2
STA 2 133, 2
LDA #4 169, 4
STA $97 133, 151
LDA #$E7 169, 231
STA $A3 133, 163
LDA $FC 165, 252
STA $FE 133, 254
ADC #3 105, 3
STA $A4 133, 164
LDY #0 160, O
LDA <$FB> Y 177, 251
STA 255 133, 255

INY 200
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LDA <$FB.i ,Y 177, 251
DEY 136

STtt <$FD),y 145, 253
INY 200

BNE LP2 208, A
INC $FE 230, 254
I NY 260

BNE LPI 208, 243
INC *FC 230, 252
DEC $97 198, 51
BNE LPI 208, 237
LDA 255 165, 255
STA ($A3»,Y 145, 163
DEC 2 198, 2
BEG! RET 240, 5
LDA #3$D8 169, 216
STA $FC 133, 252
BNE ENT 208, 198
RTS 96

Routine MOBIUS

Purpose:  Fast spiral scrolling from left to right and upwards. The byte
in the upper-left corner wraps to thé lower-right comer. Scrolls
character-mode screen memory and color memory.

Remarks: Begins at location 49205, occupies 61 bytes (through 49265).
Re’\%uwed setup is to POKE the screen-memory page number
(SM/256) into address 252, then call with SYS 49205.

NEW
10 A$ = "MULTICOLOR SPRITE MAKER"
28 PRINT CHR$( 147): PRINT A$

30 PRINT: PRINT

40 INPUT"NUMBER FOR COLOR 1"; CI
50 INPUT"NUMBER FOR COLOR 2"; C2
60 INPUT"NUMBER FOR COLOR 3"; C3
70 POKE 53285, Cl: POKE 53286, C3
80 POKE 53287, C2

100 REM ** WORK GRID

110 POKE 53269, 0: PRINT CHR*< 147)
120 FOR Y = 1T0 21

(continued)



244_ Mastering Sight and Sound with Your Commodore 64

130
148
150
160
170
180
190
200
210
220
238
240
250
255
260
270
280
290
300
310
320
325
330
340
350
360
378
380
390
400
410
420
430
440
450
460
470
RUN

FOR X = 0 TO 23 STEP 2: PRINT ™. NEXT X
PRINT; NEXT Y

PRINT CHR$(19)

PRINT TAB(28) "STEP I:*

PRINT TAB(28) "RUN 200 NEXT"

FOR Y = 3 TO 20: PRINT: NEXT Y: END

)= ——

REM xx STEP 2 BUILDS SPRITE

SL = 14336: SP = SL / 64: PRINT CHRF(19)
PRINT TAB(28) "STEP 2:*

PRINT TAB(28) “K IF OK m (5 spaces]
PRINT TABC28) "N IF NOT”: PRINT TAB(28);
FOR P = 0 TO 63: POKE SL+P, 0: NEXT P

POKE 53276, 1

POKE 2040, SP: POKE 53237, 1

POKE 53248, 255: POKE 53249, 200

POKE 53269, 1: E = 256: B = 0

FORY » 170 21

FOR X = 0 TO 23 STEP 2: P = 1024 + X + (Y * 40)
E=E/ 4: 0= PEEK(P)

IF Y = 46 THEN 340

V =V AND 3

POKE SL 4B, PEEK(SL +B) OR (E * U)

IF E=1THEN E = 256: B= B + 1

NEXT X: NEXT Y

INPUT X$

IF X$ = HK' THEN 410

PRINT GHR$(19)

FOR X = 1 TO 5: PRINT TAB(28) " C12 spaces]
NEXT X: GOTO 160

REM XX PRINT VALUES FOR SPRITE

POKE 53269, 0: PRINT CHR$(147)

FORY = 0TO 20

FOR X = 0T023: P = X Y X 40)

PRINT PEEK(SL + P),

NEXT X

PRINT: NEXT Y



APPENDIX O

LISTINGS OF THE
SKELETON PROGRAMS

This appendix contains listings of the major “skeletons” developed in the
hook as aids to assist you in writing your own programs. The purpose of
the skeletons is to relieve you of & ‘many technical burdens as possible
so that you can concentrate on the particulars of the problem at hand.
Thus, each skeleton comprises an environment in which the essential
services are provided by means of subroutines. Instructions for using
these subroutines are, fo a great extent, the contents of the chapters
where the skeletons are presented, and are not included here.

Each skeleton has been structured so that you can start your program
at line 110. Lines Precedlng 100 do the ,setuE_needed for establis mg
the machine context of the mode of operation. Lines 1000 and up furnis
services through subroutines that you call from your program. Line 999
is a GOTO that protects your programs from inadvertently wandering
Into the subroutine area.”Your program, then, can occupy all the ling
numbers from 101 throu%h 998,

The |IStInPS as shown ere represent the skeletons at the stage of full
development, that is, as theK are at the ends of the chapters in whigh
they are é)_resented. Fields. that you may optionally wish to alter or fil
in are indicated In the listings with lowercase descriptions of the item
that goes there (for an_example, see ling 35 in the HRG skeleton). Ma-
chine-language subroutmes,%wen bx DATA statements at the tops of the
skeletons™aré further described in Appendix C.
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The HRG Skeleton
This skeleton is presented in Chapter 5. It provides a programming en-
S

vironment for standard bit-mapped high-resolution graphics. The liSting
IS annotated.

I REM XX HRG SKELETON

5 FOR A = 49152 TO 49284

6 READ B: POKE A, B: NEXT A

7 DATA 169, 0, 160, O, 162, 32, 153, 0, 32

8 DATA 200,208, 250, 238, 8, 192

9 DATA 202,288, 244, 96

18 DATA 169, 16,160, 232, 162, 4,141, 0, 4

Il DATA 238, 26,192, 288, 3, 238, 27, 192

12 DATA 136, 288, 242, 282, 283,239, 169, 8

13 DATA 141, 26, 192, 169, 4, 141,27, 192, 96

19 POKE 53265, PEEKC53265) OR 32

28 POKE 53272, PEEK(53272) OR 8

38 SYS 49152

35 POKE 49172, (note 1): POKE 53280, (border color)

48 SYS 49171

58 GOTO 108

60 REM XX SET BIT FOR XY COORDINATES

65 IF X < 8 OR X> 319 THEN 98

78 IF Y < 8 OR Y> 199 THEN 90

75 BA = (INT(Y/8)*328) + (INT(X/8)£8) + <Y AND 7)
+ 8192 (note 2)

88 BP = 7 - (X AND 7)

85 POKE BA, (PEEK(BA) OR 2ABP)

98 RETURN

188 REM XX PROGRAM STARTS HERE

(your program occupies lines 181 - 998)

999 GOTO 9968

1888 REM XX GRID CONVERSION

1810 X = INT(XF + (H / HD) + .5

1020 Y = INT(199 - YF - (V / WD) + .5
1030 GOSUB 68

1048 RETURN

(you can insert your own additional subroutines in the
lines between 1050 and 8499)



8500
8510
8520
8530
8540
8600
8610
8620
8630
8648
9000
90 10
9020
9030
9040
9050
9060
9070
9080
9090
9100
9110
9120
9130
9140
9145
9150
9160
9170
9180
9190
9200
9210
9960
9970
9980
9990

Note

Note

REM
uB
POK

Listings of the Skeleton Programs— 247

M  CHANGE FOREGROUND
= 1024 + (Y X 40) + X (note 2)
E CB, (PEEK(CB) AND 15) + (CN X 16)

RETURN

REM
REM
CB

XX CHANGE BACKGROUND
= 1024 + (Y X 40) + X (note 2)

POKE CB, (PEEK(CB) AND 240) + CN

RET
REM

URN

REM XX PAINT ONE LINE

CX
IF
SX
REM

= SX

SX <= EX THEN 9040

=EX: EX = CX: CX = S
XX START OF LINE

X = CX: GOSUB 60
IFBP > (EX - SX + 1) THEN 9180

PV
CX

=2A(BP + 1) - 1: POKE BA, PEEK(BA) OR PV
=CX + BP + 1: BA = BA+ 8

REM XX WHOLE BYTE

BR

IF
POK
BA
REM

= EX - CX +1

BR < 8 THEN 9140

E BA, 255

= BA + 8: CX = CX + 8: GOTO 9090
XX END OF LINE

IFBR < 0 THEN BR =0
PV= 256 - 2A(3 - BR)

POK
RET
REM
FOR
NEX
REM
GET
POK
POK
PRI

1:

2:

E BA, PEEK(BA) OR PV
URN
XX BIT PLOT
X = SX TO EX: GOSUB 60
T X: RETURN
X$: IF X* = '™ THEN 9960
E 53265, PEEK(53265) AND 223
E 53272, PEEK(53272) AND 247
NT CHR$(147): END

Foreground color times 16 plus background color.

When working with multiple screens, add the base
address of the Bank and change the literal number
<1024 or 8192 in these cases) to the starting
address of the screen memory unit in use.
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The MHRG Skeleton

This skeleton is presented in the second part of Chapter 6. It provides
a programmm({,enwronment for pixel-mapped multicolor high-resolution
graphics. The Tisting is annotated.

REM XX MHRG SKELETON

FOR A = 49152 TO 49204

READ B: POKE A, B: NEXT A

DATA 169,0, 160, 0, 162, 32, 153, 8, 32
DATA 200, 208, 258, 238, 8, 192

DATA 202,208, 244, 96

10 DATA 169, 16, 160, 232, 162, 4, 141, O, 4
Il DATA 238, 26,192, 208, 3, 238, 27, 192

12 DATA 136, 208, 242,202, 208, 239, 169, O
13 DATA 141, 26, 192, 169, 4,141, 27, 192, 96
18 POKE 53270, PEEKC53270) OR 16

19 POKE 53265, PEEK(53265) OR 32

20 POKE 53272, PEEK(53272) OR S8

30 SYS 49152

35 POKE 49172, (note 1): POKE 53280, (border- color)
40 SYS 49171

O O00~NO O -

50 GOTO 108

60 REM XX COLOR PIXEL FOR XY COORDINATES
65 IF X< 8 OR X >159 THEN 90

70 IF Y< O OR Y >199 THEN 90

75 8A=(INT(Y/8)X320)+(INT((XX2)/8)X8)+(Y AND 7)+8192
(note 2)

80 BP =3 - (X AND3):PM = 4ABP: PP = 255- (PM X 3)
85 POKE BA, ((PEEK(BA) AND PP) OR (CN X PM))
90 RETURN

100 REM XX PROGRAM STARTS HERE
(Your program occupies lines 110 - 998)

999 GOTO 9960

1000 REM XX GRID CONVERSION

1010 X = INT(XF + (H / HD) + .5)

1020 Y = INT(199 - YF - (V 7/ \D) + .5)
1830 GOSUB 60

1040 RETURN

(Your additional subroutines can occupy lines 1050
through 8499)



8588
851IW
8528
8538
8548
8680
8610
8628
8638
8648
9880
90 10
9820
9030
9848
9850
9868
9870
9075
9038
9090
9108
9110

9128
9130
9148
9158
9160
9170
9138
9190
9960
9970
9975
9980
9990

Note

Note

Listings of the Skeleton Programs— 249

REM XX CHANGE FOREGROUND
LB — 1024 + (Y X 48) + X  (note 2
POKE CB, (PEEK(CB) AND 15) + (CN X 16;i
RETURN

REM -

REM xx CHANGE BACKGROUND

CB= 1024+ (Y X @) +Xx (note 2

POKE CB, (PEEK(CB) AND 240) + CN

RETURN

REM —

REM XX PAINT COLORED LINE

CX = SX

IF SX = EX THEN 9040

SX = EX: EX = CX: CX = SX

REM XX START OF LINE

X = CX: GOSUB 60

IF BP > (EX - SX + 1) THEN 9160

IF BP = 3 THEN 9180

IF BP = 8 THEN CX = CX + 1 BA = BA + 8: GOTO
BR = BP: FOR PB = BR TO 8 STEP-1: X = CX: GOSI

CX = CX * 1: NEXT PB: BA = BA + 8

REM XX WHOLE BYTE

PB=0. FOR PV = 3 TO O STEP-1: PB = FB
+ (CN X 4APV) . NEXT PV

BR = EX - CX t 1: IF BR < 4 THEN 9148
POKE BA, PB: BA = BA t 8 CX = CX t 4. GOTO 9
REM XX END OF LINE

IF BR 0= 8 THEN 9180

REM XX BIT PLOT

FOR X = CX TO EX: GOSUB 68: NEXT X
RETURN

REM -

GET Xf. IF xf = '™ THEN 9968
POKE 53265, PEEK.(53265) AND 223
POKE 53270, PEEK(53270) AND 239
POKE 53272, PEEK(53272) AND 247
PRINT CHR$(147): END

1: Foreground color times 16 plus background color.

23 When working with multiple screens, add the base
address of the Bank and change the literal number
(8192 or 1024 in these cases) to the starting
address of the screen memory unit in use.
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The Multicolor Spritemaker

This program is an, enhancement of the standard (monochrome) sprite-
maker shown in Fig. 8.13. It permits you to build multicolor sprites
Interactively, seeing'the results as.you go. The operating instructions for
the gr%r_am are found under the discusSion of multicolor sprites in Chap-

ter 8. This is a complete stand-alone program.
Listing: Assembly language: Decimal:
LDA #$10 169, 16
LDY #3E8 160, 232
LDX #304 162, 4
LOOP:  s1A $0400 141, 0, 4
INC $CO 1A 238, 26, 192
BNE EOL 208, 3
INC $ce IB 238, 27, 192
EOL: DEY 136
BNE LOOP 208, 242
DEX 202
BNE LOOP 208, 239
LDA #3$00 169, O
STh $CO 1A 141, 26, 192
LDA #$04 169, 4
STA $CO IB 141, 27, 192

RTS 96



INDEX

Accordion, sglnthesum sound of, 219
Addresses, 2, 11, 12, 54, 56
of banks of the memory, 144-54
for synthesizer, 207
ADSR "envelope, 216-19, 222-23
Alternate character sets, 33-35
American Standard Code for
Information Interchange, see
ASCII code
AND 05)9erator, 9, 10, 102-103, 128-

limitations of, 170
truth_table for, 10
Animation, 107, 153 _
hlgh-sgeed full-screen scrolling,
140-44, 153

joysticks, 154, 194-203
sprites, 107, 154, 155-03
Apple computers, 113
Argument, defined, 67
Arpeggio, 221
ASCIT code, 4, 238
converting to screen codes, 65-69
versus the screen codes, 65-69
Assembly language, see Machine
language

Attack rate of a note, 216, 217, 218,
219, 223

Automatic character finder, 55-57
Axes for H|%h-Resolut|0n Graphics:
drawing the X and Y, 87-8
positioning, 84-85
subrouting to adjust, 86-87
see also High-Resolution Graphics

Bandpass filtering, 230, 232-33
Banks of the memory, 144-54, 162
selection of, 145-48
“Bank-Switched ROM,” 53-55
Barber’s pole, 122-23
cell-image matrix for, 116
multicolor rectangle of, 119
set up colors and array for, 117-18
BASIC5367-68, 18, 79-80, 142, 151-

addresses occupied by, 56, 71, 146
assembly language vérsus, for
~ graphics, 79-80, 89, 106, 107
disadvantages of, 79, 89, 99, 106,
107, 138, 140, 143, 149
variables, 221
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BASIC écontmued)
PEEK/POKE. erius, 1 -}2
see also Individual variables

BASIC_mterpReter, 5

Begmnmgwn BASIC: An

Introduction to Computer

Programming (Porter), 2

Bell, synthesizing sound of a, 233

Egnary numbering system, 5, 209

its:

defined, 3,4 _

in High-Resolution Graphics, 70-71
Ioc_atmgil 14-75

manipulating individual, 7-11

in Multicolor High-Resolution

Grthlcs flxel, 114-15, 127-28

place values, 4-5

nibble,” 7
select bits, bank number, and base

address, 144-45

BOUNCING BALL #1, 13-19
calculating the screen position, 16
the program, 13-14
screen and color memories, 15-16
screen coordinates, 14-15
solid objects, 18-19
sound effects with, 24-26
timing, loops, 16-17
vectoring, 1/-18

BOUNCING BALL #2, 20-22
randg&n%placed objects added to,

sound effects with, 24-26
Bouncing balls, 13-26
BOUNCING BALL #1, 13-19
BOUNCING BALL #2, 20-22
creatmgi sound effects, 24-26
randomly placed objects, 22-24
Brass g%n synthesizing sound of,

Byte(s):
anatomy of a, 4-6
defined; 3, 4.
to define sprites, 157-58, 159
in High-Resolution Graphics, 72
arrarigeme_nt of, 74-75, 91
see a0 High-Resolution
Graphics

in Multicolor High-Resolution
. Graphics pixel, 114, 127

“nibble,” 7

operations, 6-7

= key, 61

Calculator, 60 ,

Camera angle changes, see Multiple
screens

Centering lines, 77 _

Cent S|tgn, building a character image
or, 59-62

Character background colors, 63

Character cells, 29, 54, 70, 91, 101,

102, 157
Character graphics, 27-69, 235
alternate character sets, 33-35, 54,

235
banks of memory for, 145, 146
building a house, 45-51
checkerboards, 30-33
CHR$ codes for, 238 ,
differences from Hl?h-Resqunon
Graphics, 70, 7 o
GRAPHICS SAMPLER, dissection
of, 27-30
lower case, 34, 235 _
mmng characters and graphics,
planning the display, 36-42
reverse images of gra&)hlcs
characters, 29, 30-33, 235
upper case, 34, 235
without POKEs, 42-45
Character gra;)hlcs mode, 71, 72, 115,
146,714

Character images, 52-69
ASC(';!Q versus the screen codes, 65-

automatic character finder, 55-57
“The Bank-Switched ROM,” 53-55
character-building exercise, 59-61
color of, 61-65,
custom characters:

building, 59-61

keeping, 61
form of 4, 53



machine “mtelllgence” and, 53
see also Character graphics
Character memory locations,
selecting, 56-57, 145, 146
Character pointer, 56, 147

CHECKERBOARD #1, 30-33
Checkerboards, 30-33
Chords, 220-21
CHRS codes, 238
for colors_of lettering, 39-40, 61
for graphics characters, 30, 42-43
see also PRINT CHRS statements
Circle, 235
plotting a, 83-84
spiral with a, 98
Clarinet, synthesizing sound of, 219
Clock czrgzmes, synthesizing sound of,

Cloning sprites, 164-65

CLRIHOME key, 22, 62

Collision detection sgrlte, 172-173,
185-86, 192-9

Color: _ _
capabilities of High-Resolution
Graphics, 100-33
blowing UP the Starship, 106
changing foreground and
background colors
independently, 102-103
colors In standard HRG mode,

.100-105
display planning, 107-13
multicolor demonstration
program, 102-103
versus Multicolor High-

Resolution Graphics, 114
Pe?ggyll\éama Dutch tulip design,

soul%i7ng up color memory, 105-
varying background colors, 102-
i

of characters, 61-65, 235 _
CHR3$9c28es Ior colors of lettering,

extended background color mode,
64-65

Index— 253

Multicolor High-Resolution
Graphics, 114-33
barber’s pole exercises, 116, 117
building tixed information into
_programs, 115-20
display planning, 114-15, 116
verlsltis High-Resoiution Graphics,

Balntlng with, 130-33
ersian carpet-weaving, 120-24
plottm(]; points in, 124-30
skeleta grogram for, 114, 115,
123, 125, 245, 248
sprites, 157-58, 163, 184-88, 191
samellgrA%rogram with CHRS$ codes,

sprite, 163, 190, 191
changing, “on the fly,” 163
m%l5t(|)color, 157, 163, 184-88, 191,

Color memory:
hanks of the memory for, 147
in character mode, 15, 31, 46, 61,
62, 63, 68

initializing, 73 _
in HI_?h- esolution Graphics, 72-
3, 109

color-memory byte, 100, 102
colors in standard HRG mode,
100-105

souping up, 105-107
for Multicolor ngh-Resqutlon
Graphics, 115, 117, 118-20
scrolling and, 138
high-speed full-screen, 140
Column _(xfcoordlnates, 14-15
adjusting, 84-85, 87
positioning sprites, 167-69
see also High-Resolution Graphics;
Multicolor High-Resolution
Graphics

Commoldore Business Machines, Inc.,

Commodore gC) key, 27, 34

Commodore 64 computer:
business applications of, 1, 130
direct memory alteration, 2-11
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Commodore 64 computer (continued)

?raphl_cs, see Graphics

Imitations of, 113
name of, expianatmn of, 1
reliminaries, 1-12

OM and RAM, 53-54
synthesizer, see Synthesizer
User’s %wde for,

Coordinates, screen, 14-15, 86, see
also screen coordinates, high-
resolution graphics, multi-color
high-resolution graphics

CPU (g&nral Processing Unit), 54,

Crescendos, 221
CTRL key, 61
Cursor:
rehoming, after text output, 35
scrolling and_position of, 135, 138
Cursor keys, 177, 188

DATA statements, 40-41, 44, 79,
105, 141

in Multicolor High-Resolution
%53raph|cs programs, 117, 121—

in sprite programs, 159-60, 177,

- 187,199

In sygztgesuer programs, 220-21,
Decay gga note, 216-17, 218, 219,

Decrescendos, 221

Default, 33-34, 184

Definition of sprites, 156, 157-60,
162-63, 191

Delay IooFs, see Timing loops
Diagonal lines, 81-82
Direct memory alteration, see

. Memary, direct alteration of
Disk drive, 61
Display planning:

for graphics characters, 36-42

for 1|:?h-Resqut|on Graphics, 107-

for Multicolor High-Resolution
. Graphics, 114-15
Distance equation, 82

Dots in Hi7qh-Resqution Graphics,
70-71

relating XY coordinates to, 73-75
see also High-Resolution Graphics

Equation-plotting program, 83
Errors:

in HRG programs, repairing, 78-79
illegal lPangty, deg

logic, 7
syntax, 59, 78, 177
Escher, Max, 134
Expansion of sprites, 156, 157, 163-
64, 177-78, 188
Extend6e3d 6b5ackground color mode,

demonstration program for, 64-65
entering and leaving, 64 _
Extended"color background selection

chart, 63

Filter control re?|sters, 228-29
Filtering, 227-3

Flute, synthesizing sound of, 219
FORINEXT loops, 43, 58, 59, 111
FORTRAN, 89

Frequeznzczy of musical notes, 208-209,

Games:
Ace %)énvader to the Rescue, 198-

joysticks in, 154, 194-203
Geometric figures, 80-84, 92
see also sPecmcflgures
GOSUB instruction, 76, 79
for creating sound effects with
bouncing ball programs, 24-26
Graphics, 1
bouncing balls, 13-26
creatmq sound effects, 24-26
randomly placed objects, 22-24
ASG%”6 Q/ersus the screen codes,

automatic character-finder, 55-57
ng Bank-Switched ROM,” 53-



character-building exercise, 59-

colorful characters, 61-65
co‘gfr;\ﬂ character ROM into
AM, 57-59
form of a character, 53
machine “intelligence” and, 53
character graphics, 27-69
alternaté character sets, 33-35,

54
building a house, 45-51
checkerboards, 30-33 ,
differences from H|9h-Resolut|on
Graphics, 70, 71-12 ,
mmgng characters and graphics,

35-
planning the display, 36-42
reverse |mages, 29, 31-33, 235
sampler of, 27-30
without POKESs, 42-45
color of screen background and
border, 3, 6-10
BASIC variables versus PEEK/
. POKE for manipulating, 11
High-Resolution Graphics, See
‘High-Resolution Graphics
motion pictures, see Motion
pictures with the computer
Multicolor High-Resolution
Graphics, see Multicolor High-
_Resolution Graphics
sprites, see Sprites o
GRAPHICS SAMPLER, dissection
of, 28-29
Graph paper: .
to define sprites, 158
to make a character image, 60
pIanrlll%g the display with, 36, 107,

Guitar, sgnthesizing sound of, 219,
23

Harmonics, 216, 227, 229, 230, 231
Harpmg%d, synthesmng sound of,

Hertz, 209
High-pass filters, 227-28, 229, 230

Index— 255
High-Rgegsqution Graphics (HRG), 70-

adjusting reference points, 84-85
banks of'the memory for, 146, 147
CHR$ PRINT statement for,
unaccepta_b|l|t¥ of 44
color capabilities of, 100-33
colors in standard HRG mode,

-105
display planning, 107-13
souping up color memory, 105-

differences from character graphics,
0, 71-712 o
embellishments with unpainting,

geometric figures, useful, 80-84
making lines, 76-78. _
multicolor, see Multicolor High-
_ Resolution Graphics
Balntmg by numbers, 91-96
OKEs for, 46
relating XY coordinates to dots on
thé screen, 73-75
relationship of display_dots to
memory bits, 70-72
repa%rén%errors In HRG programs,
scaling the display, 85-89
skeletal program for, 75-76, 91, 92,
100, 103, 105-106, 113, 246
speeding things up, 89-91
spee%n% 6Jp screen initialization,

see also HRG mode
Horizontal lines, 77

speedlngf up_drawing of, 89-91
Housefw '[1WI'[h character graphics,

HOUSE program, 45-51, 142
modifications for scrolling, 142-43
HRG mode, 72-73, 147, 14
color in standard, 100-105
entering and leaving, 72, 115
multiple screens in,”153
scrolling in, 143
sprites in, 157, 167 ,
see also High-Resolution Graphics
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IF statements, 196, 200
lllegal quantity error, 168
Image area, 168
Input/output drivers, 54
“Interruptable freeze,” 73, 76
Interrupts, 58

INT function, 22-23, 74-75

Jiffy clock, 221-22
Joysticks, 154, 194-203

Ace Sginvader to the Rescue, 198-
203

fire button, 195, 19
how it works, 194 _
memory addresses to monitor, 195
plugging in, 194
sample_program, 196

Jumping jacks by computer, 178-79

K, 2

Kerimoy, Lyatif, 120
“Kernal, thé,” 53-54, 56
Keyboard_ of the piano, 206
Key, musical, 20

Least Significant Bit (LSB), 5, 9
LEN function, 68 _
Lines, making, with High-Resolution
_ Graphics, 76-78
diagonal, 81
forming %eometnc figures, 80-84
horizontal, 77, 89
sloping, 82, 97
speeding up, 89-91
vertical, 77, 78, 89
LIST command, 78
LOAD instruction, 142
Logic errors, 79
Loops, 142, 1%
FORINEXT, 43-44, 58, 111
for Multicolor High-Resolution
%rlaphlcs programs, 117, 119,

rate-of-motion of sprites and, 171
In sygzt?esuer programs, 220-21,

timing, 16-17, 119, 178, 222
Lowerz%asse graphics characters, 34,

Low-pass filters, 227, 229, 230
LSB, see Least Significant Bit

Machine “intelligence,” 53
Maching Ian?uage 69, 79-80, 105—
107, 11819, 140-44, 170
banks of memory for subroutines
in, 146, 147 .
source listings for subroutines in,
241-43

MarimtzJixg synthesizing sound of, 213,

MATH GRAPH program, 91
Melody in F, 223, 228, 230
Memary, 2-4, 53
addresses, see Addresses
color, see Color memory
direct alteration of, 2-11
anatomy of a byte, 4-6
byte operations, 6-7
gegezal organization of memory,

maﬁipulating individual bits, 7-

11

PEEK/POKE versus BASIC
variables, 11-12

screen, see Screen memory

for synthesizer, 207

vided banks in the Commodore, 99,
144-54, 161

see also RAM: ROM
MHRG, see Multicolor High-
Resolution Graphics

MHRG mode, 147, 148
entering and leaving, 115
multiple screens in,”153
scrolling in, 143
sprites in, 157, 161, 184-88, 191
see also Multicolor High-Resolution
Graphics
MID$ function, 67
Midwestern horizon, 44
Mobius scrolling with machine
langauge, 140-42
Most Significant Bit _&MSB) 5
Motion index for sprites, 183
Motlonlgftgges with the computer,



multiple screens, 144-54
banks of the memory, 144-50
The Waving Robot, 149-53
scrolling, 45, "134-44
hrt{h speed full-screen, 140-44,

anning the view, 134-40
MSB, see ost Significant Bit
Multicol or H| h esolut|0n Graphics

banks of the memory for 146, 147

building f|xed information into
programs, 114-20

display pIanmng 114-16, 117

VerSLi514H'gh -Resoiution Graphics,

multicolor sprrtes 157, 163, 184-
88, 191, 250

color selection, 185

making, 187-88

varying speeds of, 189-91
Bamtmg with, 130-33

ersian carpet weaving, 120-24
pIottmgf points in, 124-30
skeleta program for, 114, 115, 123,
See also MHRG mode
Multiple screens, 144-54

banks of the memory, 144-50

The Waving Robot, 149-53
Multiple \?ror2c7es synthesrzrng 220-21,

Musrcal mstruments synthesrzrng
sounds of,
suggestmg settmgs for typical, 219
Musical notes:
ADSR envelope, 216-19, 222-23
frequency of, 208-209, 213, 222
making, 208-10
settlnl% up, for the oscillator, 210-

waveforms, 212-16, 219, 222, 223
Music synthesizer, see Synthesizer
Music theory, 205-206

Needlework patterns for computer
graphics, 120-24

NEW instruction, 13, 142

“Nibbles,” 7

Index— 257

Noise waveform, 212, 213, 232
Notch-reject filtering, 228, 230

Octave, 206, 208-10
frequency of notes 208-209, 211
relative, 204, 209
OId MacDonaId 208 19 fasslm
geratlng system
operator, 10- 11 94 96, 128, 129
I|m|tat|ons of, 170
truth table for, 10
Oscillators, 208, 209- 10, 221
setting Up notes for the 210-12

Pamtm& with Hrgh -Resolution
raphics
bits for a SO|Id line between given
X coordinates, 92
building the end-of-line byte, 95
defined];
embelhshments with unpainting,

end- byte conflguratron related to
bytes remaining

first bytes as reIatecf to starting bit
positions, 95

a ling shorter than one byte, 9

making the start-of-line byte, 93

a pyramid, 96

a rectangle, 92

whole bytes within the subroutine,

Pamtmg with Multicolor High-

esolutlon Graphics, 130-33
unpainting, 1

Pascal, 89

PEEK: o
direct memory alteration with, 2-

n
with High-Resqution Graphics,

I|m|tat|ons of 170
/POKE versus BASIC variables,

Pennsylva8n|1% Dutch tulip design,
Persian carpet-weaving, 120

Persian Rug Motifs for Needlepoint
(Kerimov), 120-24



2 58— Mastering Sight and Sound with Your Commodore 64

Piano keyboard, 206
Pipe orzglan synthesizing sound of,

Pixels, 114- 15 116 127-29, 131
184-86, 187, 190

Placeholder, 160

Place value, 4-6, 116

PIannrncTr drsplays see Display

PIottrn& porntsg in Multicolor H 4g

esolution Graphics, 124-30

Plotting the curve of complex
équation, 8

Pornterlsélsprrte 160 161 62, 178,

POKE(I) 42 45
fora Zernate character sets, 34, 35,

to change color of characters, 61-

character %aphrcs without, 42-45
codes for character graphics, 30,

drrect memory alteration with, 2-

53272 55-57, 58-59
for Hrgh Resolutron Graphics, 45,

Irmrtatrons of 170
PEEK!/, versus BASIC variables,
11-12
into SID control registers, 210-11,
213, 216-21, 222, 237
Porter, Kent 2
Position multr lier, 128
Position re%rs ers of sprites, 167-69,

Prelrmrnarres 1-12
PRINTlE%HR$ statements, 35, 61,

for creatrnP ?raphrcs 42-45
h-Resolution Graphics and, 44
PRI T statements, movement of
cursor with, 35
Priorities among sprites, 160-61, 162,
174, 192

foreground/background priority,
g174-75, 192g priorty

Pulse waveform, 212, 213, 216, 219
width of pulse wave, 212, 213
Pyramig:
painting a, 96
projection drawing, 96-99

RAM (Random-Access Memory), 53-
54, 59

“The Bank-Switched ROM,” 53-55
copying character ROM into, 58
Random-Access Memory, see RAM

Randomly placed objects, 22-24
Random number fgenerator 22-24
Rate- of motron o sprrtes controlling,

READ mstructron 117
Read-Only Memory, see ROM
Rectangle, 80

making a, 80-81

painting a, 92, 131-32
RePrsters for sprites, 168
Relative octave, 204, 209
Release thase of a note, 217, 218,

Resonance 229-30
Rest, musical concept of, 223
RESTORE ke 56, 61, 78, 117, 135,

136, 1
RETURN ke 137, 145 i
Reverse ima es of %rag) ics
characters, 29, 30, 235
revegsbeol3 spaces for checkerboards,

Ring modulation, 232
Robot, The Waving, 149-53
ROM (Rearh%nl{% lemory), 53, 57-

“The Bank-Switched ROM,” 53-55
copy|n7g character ROM nto RAM,

Rounding procedure BASIC, 38
Row (Y) coordinates, 15
adjusting, 84-85
posrtlonr I-? sprites, 167-69
see also gh Resolution Graphics;
Multicolor High-Resolution
Graphics



Rubinstein, Anton, 223

RUN command, 14 23, 76-77

RUN/STOP key, 14, 2923, 61, 79,
135, 136, 145

SALES CHART program, 36-42
SAMPLE STRIN program 68-69
Sawtoath Wavoeform, 217, 213, 216,

Scales in music, 206-207
Scaling of data on displays, 38
for 8|é;h-Resqut|0n Graphics, 85-

Screen, shrinking the, 137

Screen display codes, 235
ASCII codés versus, 65-69
conversion of ASCII codes to, 65-

Screen coordinates, 14-15
adjusting, 84-85
positioning sprites, 167-69
see also High-Resolution Graphics;
Multicolor High-Resolution
Graphics

Screen8i(r)1itialization, speeding up, 79-

Screen memory, 15-16, 55, 56, 72
banks of memory for, 145 147-48
for I-%gh-Resqu ion Graphics, 71,

color-memory bﬁ,te and, 100, 102
high-speed scrofling and, 140
for Multicolor High-Resolution
Graphics, 114-15, 117
selection table, 147-48
sprite pointers and, 161-62
Screen pointer, 56, 147
Screen position, calculating, 16
Scrolling, 45
high-Speed full-screen, 140-44, 154
horizontal, 137
Mobius, with machine language,
140-42
panning the view with, 134-40
shrinking the screen when, 137
smooth, 136
ticker-tape, 138
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vertical, 137
wrapping a single ling, 137-38
Semicolons, use of, and movement of
cursor, 35, 40
SHIFT key, 22, 21, 34, 62, 177, 235
SID, see Sound Interface Device
SID registers, 24-26, 207-208, 211,
13, 216, 220, 224, 228, 232
“see also Sound Interface Device
Sinelcosine plotting, 124-27
Siren, sg)énthesumg sound of a, 231-

Skeletal programs, 245-50
HRG skeleton, 75, 91, 92, 100, 103,
105-106, 113, 246
MHFE&; skeleton, 114, 115, 123, 125,

8

Multicolor Spritemaker, 250
Sloping lines, 80-84, 97
Solid gbjects, creating, 18-19
Sound, See Synthesizer
Sound effects, 212, 213, 231-34
Sound Interface Device §SID), 24,

207 212, 232

see also SID registers
SPACE bar, 64, 77, 101, 153
Speeding up operations with machine
language, 241
full-screen Scrolling, 140-44
High-Resolution Graphics
operations, 99
plotting of lines, 91
screen Initialization, 80
sou1%|7ng up color memory, 105—

Spiral inside a painted circle, 98
Sprllntlngls rite, 182-84
Sprites, 107, 154, 155-93
animating, 178-82
automating the makmg of, 176-78
capabilities of Commodore 64, 156
cloning, 164-65
colors, 163, 188, 191
changing, “on the fly,” 163
m%IStbcolor, 157, 163, 184-88, 191,

controllin7q the rate-of-motion of,
170-71, 189-91



Sprite_s,(_continuedb)
definition of, 156, 157-60, 161, 191
expason of, %gg 157, 163-64, 178

firing projectiles, 171-72
foreground/background priority,

o L7475, 192

mderier%dence from the background,

jumping jacks, 178-82
motion ndex for, 163
muIt|20500Ior, 157, 163, 184-88, 191,

color selection, 185-86
making, 187-88, 250
varying speeds of, 189-91
pointers, 160, 161-62, 182, 191
posmonmg, 167-69, 101
left border, limited space of, 169
X MSB register, 168
prlorllglzes among, 160-61, 162, 174,

quick reference for spritemakers,
191-93

shape of, 156
sprinting sprite, 182-84
sprlt%%olllsmn detection, 172-73,

turning them on and off, 162-63

X MSB register, 168

see also Joysticks .

Steam Iocgngotlve, synthesizing sound

or,
STEP clause, 171
String concatenation, 43

26 0— Mastering Sight and Sound with Your Commodore 64

introduction to computer sound, 207
jiffy clock to control tempo, 221-22
making notes, 208-10
Melo,d){ inF, 223, 228, 230
multiple voices, 220-21, 231-34
controlling, 222-27
music theory, 205-207 ,
Old MacDonald, 208-19 passim
plan for a music program, 223-24
relative octave, 204, 209
settln(lq ugl) notes for the oscillator,
210-12

soungselffgﬁts, nonmusical, 212, 213,
Sound Interface Device (SID), 24,
207, 212, 232

time signature, 204, 222

turning on, with bouncing ball
_programs, 24-25

typical musical instruments,
settings for, 219

volume, 26, 208, 220

waveforms, 212-16, 221, 222, 232

SYS instruction, 79, 241

Television speaker, 208
Tempo, see Time signature
Ticky Tack Avenue; scrolling down,
o7 14243
Timbre, 229
Time sqnature, 204
Hlfli_:y clock to control, 221-22
TIME variable, 221
Timing loops, 16-17, 119, 178, 222
Triangular waveform_ 216, 219
Trompes l'oeil, 134-35

Sustain fhase of a note, 217, 218, 221,
223

Truth' table:
Syntax error, 59, 78, 171 for AND, 9-10
Synthesizer, 1 54, 204-34 for OR, 10 _
ADSR envelope, 216-19, 222, 223 Tulip de5|8qn, Pennsylvania Dutch,
BASIC variables versus PEEK/ 108-13

POKE instructions, 11
control registers of the Sound
Interface Device, 24-26, 207-
208, 211, 213, 216, 220, 224,
228,232
f||t_er_|n%, 227-31 _
infinitely variable frequencies
demonstration, 210-12

Tunnel, endless, unpainting a, 97

Unpainting, 96-99
see also alntln%wnh_ngh-
Resolution Graphics
Upper2c3a55e graphics characters, 34,

User’s guide, 2, 210
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Vectoring, 17-18 Video games, 143 156

Vectors, 84-85 ' ;

Vertical lines, 77, 78 Joysicks, 186, 104-203

VIS eleldlgg up drawing of, 89 Waveforms, 212-16, 219, 222, 232

56, 58, 114-15, 144, 145, comb.mnﬁ, 234

146, 147 151 153 : .-
spritfgsa%%, 156, 161, 168, 172, Wind, synthesizing sound of, 232



©
PLUME Computer Books

(0452)
O BEGINNING WITH BASIC: AN INTRODUCTION TO COMPUTER PRO-
GRAMMING by Kent Porter. Now, at last, the new computer owner
has a book that speaks in down-to-earth everyday language to explain
clearly— and step-by-step— how to master BASIC, Beginner 3 All-
Purpose Symbolic Instructional Code, and how to use itto program
your computer to do exactly what you want it to do.
(254914— $10.95)

0O THE COMPUTER PHONE BOOK™ by Mike Cane. The indispensable
guide to personal computer networking. A complete annotated listing
of names and numbers so you can go online with over 400 systems
across the country. Includes information on: free software; electronic
mail; computer games; consumer catalogs; medical data; stock mar-
ket reports; dating services; and much, much more.

(254469— $9.95)

O DATABASE PRIMER: AN EASY-TO-UNDERSTAND GUIDE TO DATA-
BASE MANAGEMENT SYSTEMS by Rose Deakin. The future of infor-
mation control iIs in database management systems— tools that help
you organize and manipulate information or data. This essential guide
tells you how a database works, what itcan do for you, and what you
should know when you go to buy one. (254922— $9.95)fF

All prices higher in Canada.
fNot available in Canada.
Buy them at your local bookstore or use this convenient
coupon for ordering.

NEW AMERICAN LIBRARY
P.0. Box 999, Bergenfield, New Jersey 07621

Please send me the PLUME BOOKS I have checked above. lam enclos-
ing$__ .(please add $1.50 to this order to cover postage and
handling). Send check or money order— no cash or C.0.D. 3. Prices and
numbers are subject to change without notice.

Address

City State Zip Code

Allow 4-6 weeks for delivery
This offer subject to withdrawal without notice.
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Reference Guides from MERIDIAN and PLUME
(0452)
O WEBSTER’'S NEW WORLD DICTIONARY OF THE AMERICAN LAN-
GUAGE, 100,000 Entry Edition. Includes 100,000 vocabularly entries
as well as more than 600 illustrations. (006198— $8.50)

O WEBSTER’'S NEW WORLD THESAURUS by Charlton Laird. A master
key to the resources and complexities of twentieth-century American
English, containing 30,000 major entries with synonyms listed by
frequency of use. (006279— $8.95)

O HAWES COMPREHENSIVE GUIDE TO COLLEGES by Gene R. Hawes.
This all-inclusive guide will answer all your questions about which
college is right for you. You will leam how hard or easy each college
in America iIs to get into—as a freshman or as a transfer student;
the size and economic background of the student body; the full range
of majors available; financial aid and/or scholarships for both the
needy and “hon-needy”’total costs; which schools represent the best
buys for the education they offer; how each college 3 senior class has
fared in the fierce competition to enter medical and law schools; and
much more. (251834— $7.95)

O HOW TO WRITE LIKE A PRO by BT.”V Tarshis. Foreword by Don Mc-
Kinney, Managing Editor, McCall's Magazine. Proven, successful
techniques for writing nonfiction for magazines, newspapers, techni-
cal journals and more by one of this country 3 top writing pros and
well-known writing teacher. You"ll leamn not only NOW professional
writing works, but why itworks. (254116— $7.95)

All prices higher in Canada.

To order, use the convenient coupon on the next page.
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Quality PLUME Paperbacks for Your Bookshelf

O LUST FOR LIFE by Irving Stone. 255171—%3%3
O THE MILLSTONE by Margaret Drabble. (255163— $5.95)f
O BEWARE OF PITY by Stefan Zweig. (255120— $7.95)
O FAMOUS ALL OVER by Danny Santiago. (255112— $6.95)
O THE SECRET ANNIE OAKLEY by Marcy Heidish. (255147— $6.95)
O THE TRAIL OF THE SERPENT by Jan de Hartog. (255139— $6.95)
O ANIMAL FARM by George Orwell. (254280— $4.95)f
O 1984 by George Orwell. (254264—$595)t
O AT SWIM TWO BIRDS by Flann O'Brien. (254701—$6.95)f
O THE THIRD POLICEMAN by Flann O’Brien. (253500— $4.95)f
O A BOOK OF SONGS by Merritt Linn. (254329— $6.95)
O A BOY'S OWN STORY by Edmund White. (254302— $5.95)
O CRIERS AND KIBITZERS by Stanley Elkin. (250773—$3.95)
O THE ARISTOS by John Fowles. (253543— $5.95)
O MANTISSA by John Fowles. (254299— $6.95)f
OdJ

MUSIC FOR CHAMELEONS by Truman Capote.  (254639— $6.95)
All prices higher in Canada.
fNot available in Canada.

Buy them at your local bookstore or use this convenient
coupon for ordering.

NEW AMERICAN LIBRARY
P.O. Box 999, Bergenfield, New Jersey 07621

Please send me the PLUME and MERIDIAN BOOKS Ihave checked above.
lam enclosing $ (please add $1.50 to this order to cover
postage and handling). Send check or money order— no cash or C.0.D. 3.
Prices and numbers are subject to change without notice.

Name ————————mm e
Address-

City State Zip Code.

Allow 4-6 weeks for delivery
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The amazingly high-performance, low-priced
Commodore 64 home computer isextraordinary in
capabilities that allow you to produce your own
graphic animations, color compositions, and musical
creations. Now Kent Porter, who has written some of
the best— and most intelligible— guidesto computer
uses, offers both computer veterans and novices:

An overview of the Commodore 64's
full range of powers, and the special features that
deal with sight and sound,

The full spectrum of visual potential at
your fingertips, from creating game graphics to
producing works of computer art.

The exciting secrets of synthesizing sounds, whether as
special effects or as full-fledged musical compositions.

Complete with computer codes, program illustrations,
and a host of other uniquely helpful features,
this reader-friendly book tells you everything you
need to know to getthe most out of
your Commodore 64 home computer.
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