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FOREWORD:

[ was staggered when loni first brought the manuscript
for this book to us at the National ZXB0 and ZX81

Users' Club., We'd talked about it, and Toni had given

me a broad outline of the contents of the book, bul until
I had the chance to read it, I did not realise just what

a comprehensive and easy-to-understand work it would be,

‘he book has been written for those who know BASIC, but
haven't much idea about machine code, and want to get
down and master this most useful addition to one's
programming skills. We've waited for over a year for a

book like this, and now it is here.

If you've decided that GUESS MY NUMBER and SIMON are OK
for a while, but now it's time to start exploring the full
potential of your computer, and time to begin developing
all your potential programming skills, then this book

may well prove just what you've been waiting for.

When Toni first came to us with the idea for the book,

T stressed that it must be designed to lead someone who
knew absoclutely nothing about machine code through from
the true basics to the point where they would have a
real knowledge of how to use it. I'm pleased to say that
she has done just that, and if you work through the book
with your ZX81 or ZX80 turned on, entering the programs
and routines as instructed, you'll certainly end up
MASERING MACHINE CODE ON YOUR ZXB1 OR ZX80.

Tim Hartnell,
National ZX80 and

ZX81 Users' Club,
London,

August 1981
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AN INTRODUCTION

This book is designed for those people who have a reasonable understanding
of BASIC, but whose knowledge of machine code is zero. Starting at first
principles with BASIC programs, we gradually introduce the concept of a
machine code subroutines, and develop this theory throughout the book.
Before long you'll find your understanding of machine language increasing,
and you'll scon begin writing your own routines and programs.

Machine language is no more than a second computer language - very much

like BASIC is in fact. We start by learning the simplest of instructions,
and become familiar with them by using them in BASIC programs. An example
would be a SCROLL program given in chapter four, which moves the screen
downward instead of upward. This effect is rather interesting, and certainly
surprizing.

Printing strings is the next thing covered, and this involves making use of
the PRINT subroutine in the ROM. The routine is demonstrated by printing a
draughts board which later on in the book we shall make use of.

We explain the machine code equivalent of the INKEY® function, and use the
technique of scanning the keyboard to write a typewriter-type program which
uses greatly enlarged versions of the keyboard characters.

The same keyboard scanning technigue is used to generate musical notes in
rather surprizing manner. Two whole octaves can be produced from your machine,
enabling you to play a wide variety of tunes at the touch of the keyboard.

The computer is made to generate many jintricate and fascinating displays in
the program LIFE. It challenges the skill of an unwary human operator in
graphics games such as SPIRALS. A draughts program is included, with several
interesting features, This is actually a teaching game because you are
encouraged to add your own features to it as you progress.

Careful study of the listings of these programs will teach you a great deal
about machine code, but of course the biggest steps in learning will come
from experiment. By writing your own programs, or by adapting mine - by all
means do — they are intended for this purpose, and some in fact are
deliberately improvable for this reason.

To make the best use of this book you are advised to work through from start
to finish, and where asked to alter or improve programs you should make an
attempt to do so, It's not difficult, since the book progresses very slowly,
but will require some thought.

The last two chapters in the book are rather ambitious. An algorithm by which
the ROM may be disassembled is given, but only guidelines are given as to how
you may write a program for it. All of the arithmetic subroutines are
explained in detail, even NEW ROM floating point functions like SIN and COS,
and how the numbers are stored.

The heavily tabulated appendices at the back are designed to be used as a
source of reference throughout the book., Any piece of information you need
to know can generally be found in these appendices, oT in chapter eight,
which is a kind of "catalogue" of machine code.

The first chapter begins on the next page, and starts with an introduction
to the use of "hexadecimal"....
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COK, so your ZXB0O/81 ia all fired up and ready, and that ominous inverse-K is
sitting there glaring al you from its little corner and waiting for you to
type something in. What do you do?

Well the first thing is to set up the machine so that it can accept
programs in machine code instead of in BASIC. This is not diffieult, but
unfortunately for us, when Sinclair designed his machine he forgot to include
a button saying GO-INTO-MACHINE-CCDE-MCDE, so the routine for doing this is
going toc have to be a BASIC program.

If you have a NFW RCM machine type one of the following seguences,
depending on how much memory you have:

1K 4K 16K
PCKE 16388,173 POKE 16388,352 PCKE 16388,48
FOKE 16389,67 POKE 16389, 78 FOKE 16%89,117
NEW NEW NEW

The effect of this is quite straightforward. The addresses 1€388
and 16389 together hold a system variable called RAMICP. It contains the
address of the first byte which the computer cannot use - at leasi not for
BASIC. Under ordinary circumstances this address ias the one immediately after
the last byte in memory, so that the whole of the memory is available for
BASIC programming. What we have done is to alter that address, so that some of
the memory is unavailable for BASIC, and becomes a safe place in which to store
machine code.

If you have an QLD RCM machine, don't worry - you can still store
machine code in spare areas of the memory, but you MUST NOT type NEW, or you
will lose it z211.

The best addresses in which to store machine code are best found by
trial and error. We shall adopt the following standard addresses, which should wor
perfectly for all of the routines in this book:

OLD ROM 1K: 17225
NEW ROM 1K: 17325
4K 20000
16K: 30000

Throughout the remainder of this book I shall use the address %0000,
Please read this as one of the alternatives above if you have less than 16K.

OK:~ Now we're ready to start. Type in the following BASIC program:

10 LET X=30000
20 1LET 1$=un
30 IF ﬁ-"" THEN INPUT Ag
" n vy 40 IF Ag-"S"™ THEN STOP
flff‘ﬁ ti““gﬁfr?“ * 50 POKE X,16+CODE A +COTE A%(2) ~476
A d 60 LET X-X+1
: 70 IET Ag=A%(3 TO )
80 GO TO 30

When you have
typed this program
in name it

(For the OLD ROM you must replace lines 50 and 70 as follows:)

50 POKE X, 16+#CODE(AZ)+CODE(TLE (AZ) )+36
70 LET ag-TLA(TLE(AZ))

Can you see how the program worke? Or at least what it does? In brief - it will
accept a machine code program, & will store it at addresses 30000 onwarde. (ce
20000, or whatever.) The program will stop when you input an "S". Note that
although it will enter machine code, it will ROT attempt to run it.

12




low for the big question you've all been dying to ask - what exactly IS machine code?

Well machine code, or machine language as it's otherwise known, is another computer
lnnpuage = much like BASIC is - only at a much lower level, which means that very
tomplicated instructions, such as FOR/NEXT loops, are simply not available. However
this also makes it guite an easy languege to learn., Like BASIC it consists of a
net of instructions, each of which tells the computer to do a different, and
juite specific, task. One such instruction is RET', which is more or less equiva-
lent to BASIC's HRETURN.

Unlike BASIC, however, the computer isn't programmed to understand all
0l the varicuas instructions as we do. If you were to RUN the zbove program and
enter "RET" then this simply would not make sense to the poor old ZX81 (or '80).
1'o make life easier for it, every instruction haes a numerical code, which it DOES
understand directly. For example the code for RET is 201. Every code lies
nomewhere in the range 0-255, and it is usually more convenient to write these
codes in a system called HEXATECIMAL.

COUNTING IN HEXATBCIMAL

Our friend Mr. Sinclair briefly covers this obscure system of counting in the ZX81
inatruction manual by describing an imaginary rsce of sixteen fingered "Martians"
who would regard counting in tens as being equally absurd, In these modern days of
sncience we know enough about Mars to realise that it is extremely unlikely to host
nixteen fingered& people, but the principle of counting in sixteens is still very
very sound.

Briefly, for those who have not read the ZX6l manual, hexadecimal, or
hex for short, is a means of counting which usee sixteen symbols instead of ten.
The first ten symbols are the same a@s the ones we're used tc. These are:

D! 1, 2v 3 4i 5! 6v 7’ B! 9.

There are 2ix new symbols which represent the numbera 10 to 15, These are:
A, B, C, D, E, F.

The fun really starte when we want to represent numbers bigger than fifteen, for
believe it or not, sixteen is writien as 10! Worse sitill, seventeen is written

. This continues up as far as twenty-five, written 19, and then when we come
to twenty—-six we have to start using the new symbols againj twenty-six becomes
1A.

A complete table of all of the numbers from 0 to 255 is shown here,
This ie intended to help you to understand the hexadecimal ey=tem of counting.
You should try to refer to it as little as possible, but don't worry if you
find yourself using it all the time at first, you'll find you get used to it
much guicker than you expect.

The symbols down the left hand side are the first hex digit, the symbols
along the top are the second digit. The leading zeros may of course be ommitted
if there are any, but it is someiimes more convenient to leave hex codes as two
digite rather than one,

If there is ever any confusion about whether a number is written in hex
or not, you should make it clear by writing a smell letter h (standing for hex)
or a 2mall letter 4 (for dac;mal) after the number, so that 19h means twenty-
five, and 19d means nineteen. Usually you wont need to do this because numbers
like CD can only possibly be hexadecimal, and numbers like 118, which are three
digits long, can only be in decimal. {Computing does not use hex numbers which
are three digits long, though it does use ones which are FOUR digits long).

Knowing at least the fundamentals of counting in hex is virtually
paramount as far as machine code is concerned, so don't be afraid to keep coming
back to this section, or to keep refering to the table - that's what it's there
for.
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85
101
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150
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42
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106
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202
218
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250

11

219
235
251

12

28

236
252

13

29.

45
61
7
%
109

=125

141
157
173
189
205
221
237
253

14
30
46
62
78
94

126
142
158
174
190
206
222
238

254

15
31
47
63
9
95
111
127
143
159

191
207
223
239
255

There are fundamental differences between machine code programming and BASIC prog=-
remming. One of the most fundamental differences is that of LINE NUMBERS.

As you know, every BASIC instruction in a program must be preceeded by
& line number, so that the computer knows in which order to execute them. If no
line number is given the computer will interpret the instruction as a CCMMAND
and will execute it immediately,

In machine code, there are no line numbers. Alsc, the ZX80/81 will not
allow you to use machine code instructions as commands, they MUST form part of
a program. The instructions are executed in the order that they are stored. For
example, if the computer had just finished executing the inetruction which waa
stored in location 30000, it would then go on to execute the instruction held in
location 30001, It will continue in this way until it recieved an instruction
telling it to do otherwise.

Unlike BASIC, it will NOT automaticly stop when it reaches the end of
the program. It will plough right on through the addreasses, and every time it
finds a number which is not zero it will simply treat that number as a code for
some instruction and try to execute it. Usually this will result in what is
called a CRASH.

ABOUT CRASHING
Crashing is the name we give to what happens when your (up until now at least

moderately well-behaved) Sinclair machine unwittingly tries to execute something
it shouldn't, or if there is a drastic mistake in your machine-coding which will

14



vonfuse the poor machine and give it e rather nasty headache, The effect of a
trash is very ummistakable- The screen will either go blank or will go into its
" BT * S=PRODUCE~SOME-MODERN~AKT" mode., If this happens you will get pretty (or
otherwise) patterns on your TV not unlike those produced during SAVE.

When this happens you will undcubtedly try to break out, by using the
IIMEALL key, and will discover to your horror that the FREAX key doesn't work! In
fuct NONE of the keys will work after a crash, except possibly to produce slight
variaticens in the TV picture. This is the prime reesson why we dislike crashes,
for THE ONLY WAY TO THEN GET BACK TC NCRMAL IS TO DISCCNNECT THE POWER SUPPLY!
When ycu reconnect you will of course have lost all of jour pregram and will
linve to reLOAD it.

If a BASIC program contains a mistake it will usually NOT WORK.

If a machine-ccde program contains a mistake it will usually CRASH!

HCW TO PREVENT CRASHES

We have already stated that a machine code program will not autcmaticly siop at
the end of a program - it must be told to do sc by a specific instruction. For
The 7ZX80/81, that instruction is RET. (Return - ie return to BASIC).

There is an instruction similar to STOP in BASIC, that instruction is
HALT. DO _NOT USE THIS INSTRUCTION! On other computers you can use HALT to end a
program, but not on the ZX's. HALT produces a condition similar to a crash, for
It means "Do nothing whetscever until somebody breaks cut.™ The problem is of course
that you CAN'T break out because you'll find that the keyboard no longer works,
'o summariee; To end a machine code program ALWAYS use RET. NEVER use HALT.

4 program must have at least one return instruction in it scomewhere,
otherwise it will never return to BASIC, unless you actually disconnect the power
rupply, and this is not usually a deairable thing to do.

This chapter has dealt with how to reserve space for machine code progrems, and
has given you a program with which to load it. It has not told ycu how to make
use of this program, nor has it explained how to run machine code programs cnce
they have been loaded. The fundamentals of counting in hex have been introduced,
end the notion of a crash has been mentioned.

Once you have understood this chapter, you may turn to chapter three
{or your first lesson in machine language programming.

15
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"HEKLD'" REVISITED

You remember the program I asked you to save in chapter two? Well now it' time
to break it out, wipe the dust from it, and afier you've reserved yoursell some
mechine code space as described at the start of the previous chapter, you can
LOAD it.

Now press RUN, and newline.

The program is waiting for a string input. What it in fact wanta is
some kind of HEXADRCIMAL input. This means that every time you want to input
a machine language instructien you have to know its nmumerical code, ard you have
to know it in hex.

The code for RET is, s we have already stated, 201, What is this in
hexadecimal? Divide it by sixteen and you get twelve remainder nine. Now the
hex symbol for iwelve is €, the hex symbol for nine is 9, If you look 201 up
in the table in chapter two you'll find that it is written €9. Is this a co-
incidence?

Input C9. You have now told the computer that the first instruction
of you machine language program is RET.

The computer is now waiting for another input. Break ocut of the program
by inputting "g".

Your program is now complete. Tt conzists of the gingle instruction RET. This is
usually written
c9 RET

to remind you that the hex-code for RET is €9. The machine language instuctions
are sometimes called OFCOTES to distinguish them from their corresponding HEX-CODE
C9 is a hex-code, RET is an Opcode. Hex-codes are used by the machine - it will
not understand cpcodes. Conversely, opcodes are used by humans, because we would
find it extremely difficult to woerk in hex—codes,

I you now look at the screen you'll see that the computer has gone
back to commend mode. It ie weiting for an instruction. Suppose we now wish to
run the machine code program that we've just typed in, We can do this either as
part of a BASIC program, or, as we sre going to do, as a direet commend., If your
routine was loaded to address 30000 then the command is

FRINT USR 30000

If your routine began at some other address simply use this tigure instezd of the
30000 in the above command. Note that OLD ROM users will need brackets around the
number following the word USH.

You will have found that the computer has printed 30000 in the top left
hand corner of the screen. Can you see why this is so07? Tt started off with the
rumber 30000 - this is the address you gave it when you typed FRINT USR 30000,
The program told it to RET, or return to BASIC, having done nothing at all to
this number, so that's exactly what it did - it Teturned to BASIC and it returned
the number 30000 with it,

Before we can advance to learning any more instructions, we are goling
to have to break for a while and explore the concept of RECISTERS. A Register is
like a variable, in that it has a name - usually a letter of the alphabet - and
it can store numbers in much the same way that BASIC variables can. The big
difference is that registers can only store numbers in the range 0 to 255. (or
in hex, 00 to FF).

18



mere are seven registers which are most commonly used for machine cods
voutines. Their names are A4, B, C, D, E, H, L. To give a larger degree of
flexibility it is also possible to use the regiaters in pairs. When this
n done you can alternatively store numbers either in the rangs =32768 to
‘WI6T or in the range 0 to 65535, using the register-pairs, as they are
known, BC, IE,and HL.

o make this clear, if register H containa the valuz 2, and register L
contains the value 2%, the register-pair HL is said to contain the value

w56+23, which is 535. If H were to contain a value of 128 or more, then
IIl, could instead be thought of as containing a negative value, equal to
(1=756)%256 L.

THE INSTRUCTION LD

(oneider the BASIC instruction LET A=42. In machine language we assign varibles
(registers) using the instruction ID. We could, for example write LD 4, 42. Note
[here is no equale symbol as there iz in BASIC, instead a comma (,) is used to
neparate the A from the number, The effect of this instruction is exactly what
jou'd expect it to be — the previous value of A is overwritien, and a new value,
ln this case 42, ie aesigned in its place.

Each different LD instruction has a different code. For example the
tode for LD A, is 3E. The number 42 is 24 in hex, so the full instruction in hex
{s E?A. Note that this is TWO BYTES in length (every two hex digits is one byte).
(ompare this with the number of bytes in the BASIC instruction IET A=42.

The remaining codes are as follows:

1D A, JE
LD B, 06 LD B¢, Ol
LD c, 0B
LD D, 16 b IE, 11
1D E, 1E
LD H, 26 LD HL, 21
DL, i

Uming the program "HEXID" enter the following program, by inputting the symbole
in the left hand column. Once the whole program has been entered, break out by

Inputting "S".
2600 LD H,00h
ZB2A LD L,24h
c9 RET

Now that the program is loaded you can run it by typing as a direct comman
PRINT USR 30000. what happens? a

Now try entering this program:

0600 LD B,00
OE24 LD C,24
€9 RET

|I you possese an OLD ROM then the first program should return a value of
forty-two, and the second program should return a value of 30000, However
the NEW ROM will work the other way round, and return 30000 for the first
program, and forty-two for the second. The reason is the ftact that USR
works differently- for the twe ROMs. For the CLD ROM, USR something means
lond HL with that something and then run the machine code. On the NEW ROM
Il means load BC with that something before running the machine code. When

19



BASIC returns the number you are left with is the value of HL (OLD ROM)'
or BC (NEW ROM). The first program leaves BC unchanged (on the NEW RCM it
will have bean assigned 30000) but will load HL with 42, The OLD RCM will
return HL (42) and the NEW ROM will return BC (30000). The second program
is the reverse. It will leave HL unchanged. (On the OLD ROM HL u%ll have
been assigned 30000) BC will then be loaded with 42, Which ROM will
return which number? Which ROM do you have? Try it and see.

HL, by the way, stands for High/Low. Because any number in HL is stored
in two parts the part that is stored in H is called the HIGH part, and the part
that is stored in L is called the LOW part, BC and DIE also have high and low |
parts, with the first letter for the high part, and the second letter for the low}
part.

What is 42 in hexadecimal to FOUR digits? Answer:- 00Z2A. What do you
think the following program will do? Try it and find out.

OLD ROM NEW_ROM
210024 010024
c9 €9

You may be surprized to discover that when you type PRINT USR 30000 |
to run it you get the answer 10752 - NOT 42! Now run this program:

OLD ROM NEW ROM
212400 012400
c9 c9

NOW you will get 42, Notice the way the 2A and the 00 have been swapped
around. Although this is rather strange it is in fact USUAL for the ZX80/B1 to
think of its numbers as having the low part FIRST, and the high part SECOND., In
fact with the exception of line numbers, and in POR/NEXT loops the ZX80/81 will
always store its numbers "the wrong way around.™ In the instmction LD HL, the
Tirast byte is always 21h. The second byte is the new value of L, and the last byte
is the new value of H. Note that this is always three bytes long.

To summarise; The LD instructions which operate on register pairs, rath+
than on single registers, use values stored "the wrong way round."

LDing From One Variable To Another

If we were restricted in BASIC to only using LET instructions of the form LET A=
a number we would be a bit stuck. We need to be a bit more flexable than that. Fo
instance something like LET A=B would be useful. Well we can certainly manage
that in machine code. The codes are:

LD A B g D E H L

A TF 78 79 TA 7B TC i#]

B 47 40 41 42 43 44 45

c 4F 48 49 4A 4B 4C 4D

D 57 50 51 52 53 54 55

E SF 58 59 S5A 5B 5C 5D J
H 67 60 €1 62 63 €4 £5 |
L 6F 68 69 6A €B 6C 6D

20



In the above table you read the left-hand-column registeras first, and
lis Lop-row registers second, 2o that the code for LD D,A ie 57, and the code
ur LD A,D is TA. Netice how each of these is a mere ONE BYTE in length. Compare
Iy with the equivalent BASIC instruction LET' A=D, vhich takes a total of ten
iylen in all (eight on the old ROM) if you incluce the line number, the line
wigth, and the end of line character.

Ardl now for some simple arithmetic. Those of you who have been thinking ahead may
linve been wondering how we can add and subtract registers like we can in BASIC.
Alter all, the single-byte representation of 1D A,B, for example, dcesn't leave
n lot of room for manceuvre.

In fact, we use a different instruction altogether to add registers
logether. The instruction is ADD. You can think of an ADD instruction a8 being
4 LET statement with an expression involving "plus" on the right hand side of
the equals, A useful example would be

ADD HL,DE
which nas the effect LET HL=HL+DE

The instruction ADD HL,DE will take the contents of the register-pair DE, and will
add thie number to the contents of register-pair HL, The result of this calculation
will then be stored in register-pair HL. As you can see, if we were working in
IASIC and we were dealing in varisbles instead of register-pairs then we would

linve performed the operation LET HL=HL+IE.

Well almost, but not auite. There is in fact one small difference - the
difference is what happens when you get what is called an overflow. You
nee register pairs can store all of the (hexadecimal) numbers between 0000
and FFFF. Those from 0000 to TFFF are the integers O to 32767 in decimal,
those from 8000 to FFFF can either represent numbers from 32768 to 65535,
or numbers in the range -%2768 to -1. You can use either form, but when
the USR function returns a decimal number to BASIC the ODD ROM will uee

Y2768 to 32767 and the NEW RCM will return a number between O and 65535,
An OVERFLOW is what happens when you go beyond these ranges. In BASIC any
overflow will simply stop the program and give you an error message. What
o you suppose will happen in machine code?

OLD ROM first then: the BASIC for the OLD ROM deals with numbers from

52768 to 32767. What is the number 32767 in hexadecimal? Dividing by 256
to split it into two bytes gives 127 remainder 255, so the first byte is
127 (7F) and the second byte is 255 (FF). Now enter this program:

(LD ROM CNLY: 110100 LD IE,1
21FFTF LD HL, 32767
19 ATD HL,TE
c9 RET

The program will simply attempt to add one to the number 32767. Run it
(using the direct command FRINT USR(30000)) and the result may estonimh
you. By the way, did you notice how the 00 and 01, and alsc the TF and FF,
hnd been swopped around in the sbove listing? You must always remember to
do this in machine code, Did you notice also that the code for adding the
reristers (ADD HL,DE) was only one byte long? In fact the byte 19h. All of
the ADD codes sre one byte in length.

If you want to add one to BC for instance then you must do something like

thia
210100 LD HL,1
09 ATD HL,BC
44 LD B,H
4D ID C,L
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Notice how B and C have to be loaded sepatately aince there is no such
instruction as LD BC,HL. If you have a NEW ROM and you want to see what
happens on an overflow load and run this program:

NEW ROM ONLY: 210100 LD HL,1
O1FFFF LD BC,65535
09 ADD HIL,BC
44 LD B,H
4D LD C,L
c9 HET

Another thing you should notice is that only register-pairs may be added
to register pairs, and that only single-registers may be added to single-registers

I;r may ROT add a single-register to a register pair, or vice versa. ADPD ALHL is
ONG .

ADD HL,BC 09 ATD A.A a7
ADD HL,DE 19 ADD A,B 8o
ADD HL,HL 29 ADD 4,C 81
ADD A,D a2
ATD A,B 83
ADD A,H 84
ADD A,L 85

If overflowing register-PATRS had you thinking, then think about cver—
flowing SINGLE registers, for they can only held numbers from O to 255. What
happens when they overflow? Well yes, they simply start again at zero, but the
question is can we do anything about this? In fact we can. Whenever we add two
numbers, sometimes there is an overflow, or CARRY, and sometimes there isnt. The
computer sets aside a NEW register, called F (which we cannot use directly) to
store various bits of information. One of these bits of information is called
the CARRY BIT.

An ADD instruction will always reassign the CAERY BIT. If there is no
carry, it will be set to zero, If there ie a carry, it will be set to one. We
can use the value of the CARRY BIT by using the machine code instruction ADC,
which means "ADD with CARRY".

It works like this. Suppcse the machine comes across the instruction
ADC A,B. It will take the contents of register B, and it will add the contents of
regiaster A, as in the previous inestruction ADD A,B, and then it will add the
CARRY BIT to this new number, Having done this it will store the result in register
4, overflowing if necessary. The carry bit will always be reasaigned to either
zero or one, depending on whether or not there is an overilow.

So ADD A,B effectively means IET A=A+B
followed by LET CARRY=INT((A+B)/256)

wheras ADC A,B effectively means  LET A=A+B+CARRY
followed by LET CARRY=INT((A+BtCARRY)/256)

Study the programs that follow, If the value of the 4 register in

irrelevant, then are these programs equivalent (ie do they both do the same
thing?) or not? Can you understand why?

The first program is

118533 LD TE,13189

21C77B LD HL,31687

(19 ATD HLSDE

44 LD B,H

(4D LD C,L’ NEW RCM eonly
c9 RET
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and the second program is

1633 1D 1,51
1E8% LD E,133
2678 LD H,12%
2ECT b L,199
7D LD A,L
83 ADD A,E
EF LD L,A
ic LD A,H
BA ADC A,D
67 1D H,4
gji tg g'g} NEW HOM only
c9 RET

In actual fact they are exactly the same,
Uin; firstly that the instruction ID does not in sn
vilue of CARRY, for if it did the two 1D instructio
would really mess things upj

You can learn two things from
y way affect or alter the
ns betiween ADD A,E and ATC A,D
secondly thet the inatruction ADD HL,IE is much
phorter, and much neater, than going all round the houses by adding each byte
weparately. And never forget to swop the order of the bytes round in
on pairs - compare the first two lines of program one with the first
ol program two.
Now run both of the above programe just to verify that they are the
at would happen if the ADC A,D in program two were replaced by ADD A,D?
Now thet you understznd the difference between ADD and ATC we shall go
o to cover some cther ways of adding. First though, the codes for AIC:

ADIC HL, BC ED44

LD instructions
four lines

ame, Wh

ADC A,A &r

ATC HL,TE EDSA ADC A'B =
ADC HL,HL ED6A ADC AC 89
ADC A,D 8A

ATC AE 8B

ATC A,H 8c

ATC 4,L €n

Notice how the codes for ADC HL, are all TWO bytes long, rather ?han
one. The first byte is ED, and the second byte depends on what ycu are adding. Do
not think of ED as meaning ADC HL, though, since it may have nany other possible
meanings es well, depending on what follows it.

ADDING CONSTANTS

We can also use the ADD and ADC instructions to add numerical cons?anta directly
lo the A register, An example would be ADD A,3 which would, as you'd expect,add
three to the current value of A. It would also aseign CARRY to one or ;era,
Jepending on whether or not this addition caused A to overflow beyond 255.

e code for ADD A, is C6, and the code for ADC A, is CE. Note that we cannot
dd constants to any register other than A. .
' Suppose we wished to add 57 to HL. One way would be as follows:

113900 1D DE,57d
19 ADD HL,IE

but this method has the disadvantage that it r?qu%res the use og_DE,
which may be needed for other things. Another way of gch;evlng the same thing,
but this time only bringing the A register into use, is thus:

™ 1D 4,L
c639 ADD A,57d
6F LD L,A
TC LD 4,H
CEO00 AIC 4,0
67 LD H,A
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Notice how the instruction ADE A,U was used to add any carry digit ther
may have been from adding 57 to L.

AND FINALLY,...

There is one more way that we can add ccnstants to a register, and that is by
using the instruction INC.

INC A means add one to the value of A. Unlike ADD, INC may be used on
ANY register, so statements like INC D (add one to the value of D) or INC IE
Tedd one to the value of register-pair TE) are allowed.

If A contained the value 255, then INC A will set A to zero, but
WITHOUT setting CARRY equal to one. In fact INC will not alter the value of
CARRY at all. If it was one before an INC instruction, it will be one after such
an instruction. It it was zero before an INC, it will be zerc after an 1INC.

In short:
INC B is equivalent te LET B=B+l

INC BC 03 ING A ic

INC DE 135 INC B 04

INC HL . 23 INC C 0c
INC D 14
INC E 1c
INC H 24
INC L 2C

Remember, the difference between ADD A,1 and INC A is that ADD 4,1 will
assign a new value to CARRY, whereas INC A will leave it unaltered. INC, by the
way, is short for INCREMENT.

The value of CARRY can be altered directly without any of the other
registers being affected. There is an instruction SCF, which stands for SET CAKRY
FLAG, and its job is to assign to CARRY a value of one. The code for this inst=-
ruction is 3Th., Alternatively, it is possible to reset CARRY to zero, although
there is no specific instruction to do this. Cne way would be to say ADD 4,0 for
example. Adding zero will of course leave the value of A unchanged, but an ADD
instyuction will always reassign CARRY.

CARRY ie called a FL&4C rather than a register, because it can only
store the rumbers one and zero. It is not possible to assign 2 value of two to
CARRY, nor any other number im fact, only one and zero.

There is one other way to directly change the value of the carry flag,
that is by using the instruction CCF, which stands for COMPLEMENT CARKY FLAG.

It will change the value of CARRY from one to zero, or from zero to one. In BASIC

terms these three instructions may be listed thus.

37 SCF LET CARRY=1

600 ATD A,0 LET CARRY=0

3F CCF LET CARRY=1-CARRY
SUBTRACTION

In machine language, there are codes for subtraction, which are used in exactly
the same way as the addition codes. The instruction is SUB, for SUBTRACT, and
in exactly the same way as ADD, there is also an instruction SBC, for SUBIHACT
WITH CARRY.

It works like this., SUB A,B will tske the value of registier B, and
will subtract it from the value of register A. The result of this calculation
is stored in register A. The carry flag is reassigned to zero if there is no
overflow, or to one if the result overflows to below zerc (in which case the
value of A will have 256 added to it.)

e it is only the A
Do not get confused
ame thing.

SUB A,B may also be written as aimply SUB B, be?aus
register which may have things subtracted from it.
by this convention — the two terms mean exactly the s
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The codes for SUB are:

SUB A,A 97
SUB A,B 90
SUB A,C 91
SUB A,D 92
SUB AL,E 935
SUB A,H 94
SUB A,L 95

It is also pcssible to subtract numerical constante from the 4 register.
¥or example the instruction SUB 4,100 will subtract 100 fwom the number stored
i register A. The result is stored in register A, and the carry flag is re-
wnnigned to zero if there is no overflow, or to one if there is an overflow. The
vode for subtracting constants is D6, so that SUB 4,100 is D664 (eince 100 is
yritten as 64 in hexadecimal)

SUB &, D6

You should note the fact that although there are instructions such as
ADD HL,BC, there are NO instructions to subtract register-pairs.

SUBTRACT WITH CARRY (SBC) en the other hand, WILL work for register pairs,
but as with ADD and ADC, only the value of HL may be altered. For single registers
{1 ie only the value of A that may be changed.

SBC A,C will subtract the value of ¢ from the value of A, and will then
subtract the value of CARRY from this result. The final answer will be stored in
register A, CARRY will be regssigned as before,

The codes for SBC are:

SBC HL,BC ED42 SBC A,A 9F
SBC HL,DE ED52 SBC A,B 98
SBC HL,HL ED62 SBC A,C 99
SBC A,D 9
SBC A,E 98
SBC A,H 9
SBC A,L 9D

', SUSTRACT WITH CARRY s numerical ccnstant from the A register the code
{n DE follewed by the number itself in hex, What is the code for SBC 4,2007
What precisely does this instruction do? ’

DEC is short for DECREMENT. It is, as you may have gathered from its wierd sounding
name, the opposite of INC (Increment). Its pupose is to decrease the value of any
rfgister by one without changing the value of the carry flag. So DEC IE has the
effect of LET DE=DE-1, remembering of course that if you decrement zero you get
255.

Compare these two routines:

CcE00 ADD 4,0
D602 SUB 4,2
ED52 SBC HL,DE
and

€600 ADD 4,0
3D IEC A

3D TEC A
ED52 SBC HL,DE

Are they the same? And if not, why not? One of these two routines will
subtract two from A, and will subtract DE from HL = The other routine is wrong.
Which is which? 25
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In fact it is the first example which is wrong. The instruction SDC HL,DE
will subtract both DE and the carry flsg, so the carry flag must firet be renet =
to zero. This is what ADD A,0 ia for. But having done that, the first evample will
alter the carry flag AGAIM with ihe inslruction SUB A,2. The chances are that it
will be reset to zero, but if A happens to equal one or zero then the SUB will
not uqu change A to 255 or 254, it will slno set iune carry flag to ONE. So that
the effect of SAC HL,IE would then be to asaisn HL a value of Hl~D¥F~1, NOT HL-TE.
In the second example, the instruction DEC A is used twice. TIC will not
chanse the carry-flar, 8o it will Btill be zero when the instruction £BC
HL,DF is reached, and the subtraction will then go ahead correctly.

Got 1t?7 TIC and TEC do not alter the value of the carry flag — the other
arithmetie instructions do. The other instructions we've covered are RET and LD.
Nelther of these will alter CARRY at all.

DEC BC 0B DEC A BD
DEC DE 1D DEC B 05
DEC HL 28 DEC C oD
IEC D 15
DFC E 1
DEC H 25
DEC L 2D

In this chapter we have dealt with how to load machine language programe, and how
to Tun them. The use of the instructions RET and LD were explained, and the
arithmetic instructions ADD, ADC, SUB and SBC were introduced along with INC and
TEC. The purpose of the carry flag has been covered, and the instructions SCF
(Set carry Flag) and CCF (Complement Cerry Flag) have been mentioned,

You are not expected to remember any of the hex-codes which the computer
usea - not even the experts do that! A11 of the codes are printed in an appendix
in the back of the book. All you have to know are the words we use for them -
the OPCODES - and what they do.

Before you proceed to chapter four, see if you can tackle some of the
following excercises, If you find some of them difficult don't worry about 1t,
just take them slowly, and think clearly.

Enter the following machine lenguage program using HEXLD: You will have to look
up the various hex-codes yourself!

LD BC,0

LD HI,0

ADD HL,BC

(LD B,H

(LD C,L}-NEW ROM only
RET

Now use the direct command FRINT USR 30000 to run it. What did you pget?
If you got zero well done. If, on the other hand, you got =31004 or 3;4532
then you did =omething fundamentally wrong. The instructione LD BC, and

LD HL, both need THREE bytes altogether to make them work, not tuo: What

instructiona did you really give the computer to make it come up with =31004

or 345327 And how exactly did it arrive at that
o a at answer? Now try again until
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Delete HEXLD by typing NEW (or on ihe old ROM by deleting each line
{ndividuelly) The machine code program will STILL BE THEHE. Type in the following
HASIC programs

10 IRPUT A

20 INPUT B

%0 POKE 30001,A-INT(A/256)%256
40 POKE 30002,INT(4/256)

50 POKE 30004 ,B~INT(B/256)*256
60 POKE 30005,INT(B/256)

70 FRINT 4,B

80 FRINT USR 30000

90 FRINT
100 GO TO 10

his BASIC progrem will replace the second, third, fifth, and sixth bytes of the
machine code routine by the values you input in lines 10 and 20. Run the program
und input some values to see what happena. Try going outside the range -32768 to
"2T6T.

Now see if you can write a similar program, includéng e COMPLETELY NEW
wuchine code routine, which will print a TABLE of values of A and B on the screen,
und the Tesult of eubtracting A from B in each case., Let A and B both take on all
of the values from 1 to 10 inclusive.

Write a machine code routine which will produce a one if BC is greater
{han or equal to DE, and a zerc otherwiee, How could you testi this? (HINT: see
previous excercises on this page) To =o.

Write a short machine code routine which will set the carry flag equsl

\o one, but without altering any of the registers. Do it WITHOUT using the
inatructions SCF, CCF, or ADD A,O0.
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PEEKING AND POKING AND
MORE ABOUT LD-ING

For those of you who thought maybe seven registers might not be enough, it's
Just as well we can PEFK and POKE, and thus make use of all the addresses

in the RAM. (The RAM, which stands for Random Accees Memory by the way,

is the portion of memomy which we are allowed to alter - the addresees
numbered from 16384 upwards. The add-on 16K pack is RAM for instance.)

If there's any number we have to store somewhere, either permanantly

or temporarily, then it makes sense to just POKE that number somewhere -
(almost anywhere will do) then when we need it again all we have to do

is to PEEK at that address and voila - there it is!

A LESSON IN PEEKING

If you've ever seen any machine language printed anywhere, you may have
wondered why obscure brackets kept turning up here and there. What, for
example, is the difference between LD HL,16396, and LD HL,(16396)7

It's not just for variety, or to make it look pretty, they
do actuaslly mean something: brackets around a number or register-pair
will refer to the contents of the ADIRESS in the brackets. So

1D HL,16%96 means LET HL=16396
#a LD HL,{16396) means LET HL=PEEK 16336+256#PEEK 16397

The second example may have confused you. The only address in bracketa is
16396, so how does 16397 come into it? What happened is a kind of side-
effect. H and L can each hold ONE BYTE, so the pair HL stores TWO BYTES
altogether. The addreas 16396 only holde ONE byte, £o another one has

to come in from somewhere. In practice this other byte comes from the

next possible address, in the above case, 16397. The real effect of the
instruction LD HL,(16396) is LET L=PEEK 16396, followed by LET H=FEEK 16397.

There is also a reverse instruction, which is

LD (16396),HL

This is effectively POKEing. The result of the instruction is

POKE 16396, HL-INT(HI/256 )%256
POKE 16397,INT(HL/256)

or if you think of H and I separately:

POKE 16396,L
POKE 16397,H

In BASIC, this particular pair of instructions is used gquite frequently.
I'1l] give you an example. Suppose you've just written a BASIC program,
and you want to know how long it is. You can find out the number of bytes
your program occupies by using the expression PEEK 16404+256%FEEK 16405
to find the address of the END of your program (including the screen

and all of your variables) and then subtract 16509 (the START of your
program) from this number. There is a similar expression for the OLD ROM,
which is PEEK(16394)+256xPEEK(16395)-16424, A very simple machine code
program to calculate this value would be:
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OLD ROM NEW ROM

117640 LD IE,16424 117D40 LD IE,16509
'A0A40 LD HL, (16394) 241440 LD HL,(16404)
0RO ADD A,0 C600 ADD 4,0
s 2 SBC HL,DE ED52 SBC HL,IE
09 RET 44 LD B,H

4D 1D C,L

c9 RET

The instruction ADD A,0 is used to set the carry flag to zero, so that
the immediately following inatruction will always produce the correct
anower. Remember that there is no such instruction as SUB HL,DE, so if
wo ever need to subtract HL from IE we are forced to use SBC instead.
This won't subtract properly unless CARRY equals zero.

Notice how the hex-code for LD HL,(16404) is built up., The first byte is
JA. Now, although you're not expected to remember this, the last time we
used a ID HL, instruction the code waa 21 (hex). The difference im the
IHACKETS! LD INSTRUCTIONS WHICH USE BRACKETS HAVE A COMPLETELY DIFFERENT
IEX-CODE, The next iwo bytes are 14h and 40h:= this is the number 16404

in hexadecimal — if you divide 16404 by 256 you get sixty-four (40h)
remainder twenty (14h). In the HEX-COIE these two bytes have been switched
around to give 1440 rather than 4014. You must always remember to do this
In machine code.

If you store this machine code program above RAMPOP (This is something
that only NEW ROM users can do easily) as I've deascribed then you can
type in or LOAD any BASIC program and find its length in bytes simply by
the by now familiar direct command PRINT USR 30000

16404 will ALWAYS contain the address of the end of all the variables in
your program — this is ita job. It im one of the SYSTEM VARIABLES which are
used to help the ROM know what it is doing. If you alter this value by
JOKEing or ILDing then the poor machine will get very confused, although,

as we shall see later, this is sometimes an advantage.

Make sure you understand exactly how the above program works, and why
every line ia needed. The most important instruciion is still the firat
one we learned — RET. If any of the others are missing then you will get
the wrong answer, but at least you'll get AN answer. Without RET the
program will CHASH.

Not all of the variables (registers) can be LDed from addresses. The
instructions you are allowed to use, together with their codes, and a
breakdown of exactly what they do, are listed here.

D 4,(m) 3A % ém »
1D BC,(pq ED43 =PEEX pq
»(p2) LET B-PEEE(pa+1)
IE EDSB LET E-FEEK pq
ID DE, (pa) LET D-PREK(pq+l)
1D HL 24 LET L-PEEK pq
»(pa) LET H=PEEK(pq+l)
AND POKEING:
LD (pa),A 32 POKE pq,A
LD (pa),EC ED43 POKE pq,C
POKE pq+1,B
LD (pa),IE ED53 POKE pq,B
FOKE pq+1,D
LD (pa),HL 22 POKE pq,L

31 POKE pg+l,H



You will notice that only the variable A may be assigned a FFEK value, or
POXEd anywhere, by itself - all of the other registers may be used in pairs.
Usually this is quite a useful feature, but there are times when you'll
want to assign a single register (a usual choice is L) without disturbing
the value of A, There ian't really any way around this I'm afraid, but

what you can do is to assign both halves of = register pair as described
above, and then reset one of the registers to zero sfterwards,

Suppose you needed to know how far dewn the screen the FRINT position was,
If you look in your instruction menual you'll find that PEEKing 16442 will
tell you exactly that. (On the CLD ROM you'll need 16421 instead) The
problem is to LD this into HIL, becruse the number we're after is CNE BYTE
long - it ISN'T stored in either 16441 or 16443 - and one way of doing it
is this;:

OLD ROM NEW _ROM
2A2540 LD HL,(16421) ED4B3440 LD BC, (16442
2600 1D H,0 0600 LD B,EJ( e
€9 RET c9 RET

ag you can see,_the first instruction will successfully load the contents
of 16421[16442 into the L or C register as required, but it will also load
H or B with 164?2/16443, g0 H or B must be reset to zero before we return

to BASIC, otherwise the figure printed by the routine will be virtually
meaningless,

TPe othe? way ?f getting FEEK 16442 into BC is to g0 via the A register,
8ince this register can be Led directly all by itself. But as you will aee
this offers no advantages, since we still have to reset B to zero anyway.

LD ROM NEW ROM
342540 LD &,(16421) 3A3440 LD 4,(16442)
2600 LD H,0 0600 1D B,0
EF LD L,A 4F LD C,A
c9 RET c9 RET

If you still aren't convinced that the second instruction is necessary try
omitting it to see what happens. You'll fing Yyou get the number 29952
added to the real answer. Can you see why? You started off with the number
30000 and only altered the LOw part. The HIGH part was unchanged. (The
HIGH part is INT( 30000/256).) It happens to be 117. The factor of 29952
comes in because 117%256 is 29952,

Both of the above programs, as they are written, will nave the same

effect - they will tell you the line rnumber of the FRINT position, that
is, they will tell you how far down the screen the next character to be
printed will be.

Try feeding in ONE of the above two programs, and then type in this BASIC
program:

10 FCR I=0 T0 20

30 PRINT USE %0000

50 NEXT I

Remember, only NEW RCM users may type NEW without wiping out the machine
code, Run it and see what happens., Now insert more lines.

20 FCR J=0 TO 3
30 PEINT TAB(8%J);USR 30000;
40 NEXT J

and again, RUN it and see what happens. OLD KOM users should replace the
new line 30 by PRINT USR 30000, (ie with a comma at the end of the state-

ment ).
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FOKEING_ TN MACHINE COTE

Wiling is just as essy. To put line 50 of your BASIC program at the top

| inhe screen at the next sutomatic listing you can POKE 16419,50. (On the
L5 HOM it is POKE 1640%,50.) You must make sure the [jj cursor ie 50 or
e first though. In machine code:

OLD_EROM NEW_ROM
)2 1D 4,50 3E32 LD 4,50
1340 ID (16403),4 322340 1D (16419),4
Y RET (o] RET
{ote that it doesn't actually matter what number returns to BASIC - (in
witunl fact it will be 30000) — the important thing is that the system
wrinble called S-TOP (Screen Top) is POKEd with 50. That is what this
progTam does.

iow look at the HEX-CODE of LD (16419),A. The first byte is 32h. This is
{he code for LD (pa),A, where pg represents some arbitrary address. The
wininder of the code is 2340, which is the number 16419 in hexadecimal
(With of course the first and last bytes switched around) So even though

vo humans would write our OPCCLE with the (1€419) first, and the ,A second,
(o machine language code always puts the instruction itself FIRST -
dunpite the fact that the instruction iteelf actually incorporates the

A ul the end of the CPCODE. You muet not put the 3Zh la=t, for the
{nstruction 234032 would mean something totally different. In fact it

would probably end up crashing, because it would take it to mean

23 IRC HL
40 LD B,B
32 1D (77%7),4A

With the (????} address made up of your next two bytes of mabhinz code.

fhere are some other PEEK and POKE instructions which use register names
throughout. These are:

1D A,(BC) 04 LET A=PEEK BC
LD Atém) 1a LET A=PEEK IE
1D A, (HL) TE LET A=PEEK HL
LD B,(HL) 46 LET B=-PEEK HL
LD G,(HL; 4E LET C=PEEK HL
1D D,(HL 56 LET D-PEEK HL
1D E.(I{Lg SE LET B=PEEX HL
1D H,(HL 66 LET H=-FEEK HL
LD L,(HL) 6B LET L=PEEK HL
LD (BC),A 02 POKE BC,A
LD (DE),A 12 POKE TE, A
LD (HL),A 71 POKE HL, 4
1D (HL),B 70 POKE HL,B
1D (HL),C T POKE HL,C
1D EHL%.D T2 POKE HL,D
Lp (HL),E T* POKE HL,E
LD (HL; »H 74 POKE HL,H
LD (HL),L 75 POKE HL,L
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study the codes of the instructions that have (HL) in them you‘ll
iiayzﬁat thgy form a regular pattern., In fact it lcokg very mu?h like there
ought to be an instruction ID (HL),(EL) with code 76 just to fill up a
small hole in the regular pattern., In actual fact there is no such
instruction, and code T6 corresponds to an instruction called HALT,

To demonstrate what T mean, here is a small table of all of the LD codes,
which use registers A to L, and address (HL) ¢

b )B € D E H L (HL) 4

40 41 42 43 44 45 46 47
48 49 44 AB  4C 4D  4E  4F
50 51 52 53 54 55 56 57
58 59 5S4 5B 5 5D SE GF
61 62 63 64 65 66 67
68 69 64 6B 6C 6D 6E EF
172 T3 74 75 - 77
% 79 T4 TB C T TE TF

—_—

=
(o}
(=]

Ry
-3
o

Do you see what I mean about a regular pattern with LD (HL), (HL) missing?
Of course, it's not an inatruction you'll ever want to use, since it does
abaolutely nothing, but it's worth pointing out that you must never even
ATTEMFT to use it because, as I've said, 76 im the code for HALT,

Why is any variable in brackets a register pair rather than a single
register? Why ie any variable NOT in brackets a single register rather
than a register pair? If HL contained a value of 16434, what is tne diff-
erence between LD B,(EL) and LD BC,(1€434)7 What is the precise effect of
each? See if you can write a program in machine language which will aazsign
to HL a value of PEEK 16442 ONLY, using one of the LD ,(HL) instructions.

We have now covered all of the basic LD instructions which operate on the
registers A, B, C, T, E, H, L. We shall now take a look at zome of the
other ways of loading these variables,

H0W TO LOAD BLOCKS

Loading BLOCKS means loading huge chunks of memery all in one go. For
example, if you had a machine code routine stored beginning at location
30000 and you wantad to move it completely to location 20000, then if

you were really really patient you could write a new machine code routine
along the lines of

11204E LD DE, 20000
213075 LD HL, 30000
TE LD 4, (HL)
12 LD (IE),A
23 INC HL
13 INC DE
TE LD 4,(HL)
12 LD (DE),A
23 ING HL

and so on.

You could shorten things a bit if you knew about the instruction LDI, which
means LOAD WITH INMCREMENT. This is a very special instruction which does
four things all in one go. First of all it will transfer the contents of
the ADDRESS stored in HL into the ATDRESS atored in DE, then it will
increment both HL and DE, and it will dzcrement BC. It will not alter the
value of register A. To summarise:
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LTI EDAO POKE DE,PEEK HL
LET HL=HL+1
LET DE-=DE+1
LET BC=BC-1

The above program cculd therefore have been completely rewritten as

11204E LD IE, 20000
213075 LD HL, 30000
EDAO 10T
EDAC LD
EDAO LDI

seea Rl

and =0 on.

There is no list of varizbles after the opcode LDI, because the instruction
will ALMAYS load from (HL) to (IE). You must not write LDI (DE),(HL) because
this does not make sense. Further, it is impossible to load in this manner
in any other combination. Loading frem (HL) to (BC) for example simply
cannot be dene in a single instructicn.

There is also an instruction LID, or LOAD WITH DECKEMENT, which has the

reme effect as LTI except that DE and HL zre decremented and not incremented.
Neither of these instructions, as with all LD instructions, will in any

way alter the velue of CLRREY. The code for LDD ie EDAB.

REFPEATING THINGS

Even with LDI and LDD st our disposal, it would still be & very tedicus
wffgir to move something from, =ay, 70000 to 20000 if that eomething were
wrcund fifty bytes long. If it were a hundred we'd probably give up in
dispair. Portunately for us both LDI and LDD have & REPEAT facility. If,
inetesd of writing IDI we wrote LDIR, with the extra R standing for REFPEAT,
then the instruction LDI would be carried out over and over again, and
weuld not stop until the value of BC was zero. So if the routine we

wanted to move was in fact 100 bytes long then ve could move it using the
reutine

016400 LD BC,100
112048 LD IE, 20000
213075 LD HL,30000
EDBO LDIR

When the machine reaches the instruction LIIR, BC will contein a value of
100, ifter LDI had been carried ocut cnce, the firet byte weould have been
transfered, TE would be increased io 20001, HL would be increased to 30001,
ard BC would be decressed to 99. After @ seccnd attempt, the second byte
wenld have been transfered, end BC would contain & value 98. After LDI

had been carried out one hundred times, the whole routine would have been
successfully transferred, and BC would contain a value zerc &nd so the
program would continue with the next instruction. If this routine were the
entire program then the next instruction ghould of course be RET.

fhe four instructions LDI, LDD, LDIR, LDDR each do slightly different things.
Make sure you understand the differences between them. They also each have
o different code, all beginning with ED. The codes are

DI EDAO
LID EDAB
LDIR EDEO
LITR EDEBS
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I shall now give you a program which will enable you to SCROLL the screen
BACKWARIS, so that the screen moves downwards, not upwards, and the print
position is moved to the top of the screen, It will work on the OLD ROM
provided 1)all twenty-two lines of the screen are full, ie contain thirty-
two characters plus a newline character, 2)you do not attempt to FRINT
anything again (however you can alter the screen by POKEing the display
file). It will work on the NEW ROM provided 1)RAMICP is at least 19712
(effectively this means if you have 4K or more plugged in) 2)every time
you use the statement SCROLL you fill the bottom line (for example by
using the statement PRINT "thirty-two spaces", your next PRINT should be
a PRINT AT.

A complete explanation of the program will also be given.

01D£02 LD BC,T726
2A0C40 LD HL,(16396)
09 ADD HL,BC

54 ID D,H

5D LD E,L

01B502 LD BC,693
240C40 LD HL,(16396)
09 ADD HL,BC
ELEB& LIDDR

€9 RET

The screen may now be scrolled BACKWARDS by using the NEW ROM statement
FRINT AT USR 30000,0; On the QLD ROM the corresponding statement is

LET L USR(30000) but remember that on the OLD RCM once the screen is

full you can only "PKRINT" by POKEing intc the display file. The machine
code Toutine will leave a value of zero in BC (See the description of the
last instruction, LDDR) so having executed the machine code it will then
PRINT AT 0,0; ie it will move the NEW RCM print position to the top of
the screen. This is precisely the opposite of SCHOLL.

The first instruction is LD BC,726. This is the number of characters in
the screen. There are twenty-two lines and each line contains thirty-three
characters (thirty-two plus one new-line character) hence the total number
is 22%3%=726. The address 16396 (together with 1€397) contains the address
of the START of the diplay file. (The first character in the display file
is a new-line, so the screen itself actually starts one character further
on.) This address is LDed into HL. Remember that LD HL,(16396) will load
TWO bytes into HL, not one. The ADD instruction will then calculate tne
address of the LAST byte of the screen.

In order for LTIR to work, we need this address in DE, not in HL, and so
since LD IE,HL is not a valid instruction it needs TWO instructions,

1D I,H and LD E,L to accomplish this. We can now use HL for something
elee,

We need the address of what WILL BE the last character of the screen after
we've finished scrolling (or antiscrolling if you want to call it that).
Since it is the bottom line that will be lost, then this will be the last
character of what is currently the TWENTY-FIKRST line. So we need tne start
address plus 21%33, or 693.

The next three instructions in the program: LD BC,69%; LD HL,(16356); and
ADD HL,BC will achieve this, and the result will be left in HL. This is
precisely what we need for LDDR to work. LDDR will transfer from the address
contained in HL tc the address contained in DE, ie it will move the last
character of the twenty-first line to the last cheracter of the twenty-
second line, before HL and IE are both decremented, or decreased by one.
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fow many times do we need to make such a transfer? We have to move twenty-
vne lines altogether, so we have to make sure that we do not use LIDR

until BC contains a value of 21®33%, or £93. As it happens, it already does,
wince we assigned it to 693 earlier on in the program. We may now quite
luppily use the instruction LDDR to BLOCK LOAD the first twenty-one lines
ul screen down to their new position occupying the LAST twenty-one lines

ol screen. Note that the old screen will be completely overwritien by the
new sereen with the exception of the first (top) line, which will be left
unchanged. This is why the BASIC statement PRINT AT 0,0;"thirty-two

ppuces" is needed after every antiscroll.

The following NEW KOM BASIC program is designed to demonstrate the
ANTTSCROLL feature at work. It isn't a terrificly exciting game, or a
puttern making artistic genius, or anything, but it will show you exactly
vhnt the machine code we've just been working on will do. You can of course
Innert the routine into any program - there are some graphics games which
would be immensely enhanced by the ability to SCROLL in either direction.
Mls program sets up a striped pattern accross the screen, with each stripe
tomposed of a random character chosen from the whole ZXB81 set. The pattern
un the screen will then wait for you to tell it what to do. Pressing the
"ip" key will move the pattern upwards, and pressing the "down" key will
move the pattern downwards. These are of course the standard cursor control
keys I'm refering to, except that you don't need to use SHIFT.

The listing is written for both FAST and SLOW modes. In FAST, line 110 should
rend PAUSE 40000, but in SLOW it should be changed to IF INKEY#="" THEN GOTO
110, Otherwise enter the program as listed.

UP_AND DOWN

10 DIM Ag(22,32)

20 FOR I1=0 TC 22

30 LET BE=CIEZ(63*RD+128%(RNDC.5))
40 FOR J=1 10 5

50 LE" Bg=Bg+B3

60 HEXT J

70 LED LE(T)=Eg

80 PRINT A¥(I)

90 NEXT I

100 LET A=1

110 PAUSE 40000

120 LET B=A+1

130 IF P=2% THEN LE? B=1

140 LET C=A-1

150 IF C=0 THEN LEP (=22

168 LET Bg=INKIYE

170 IF Bg="6" THEN PRINT AT USR 30000,0; 48(C)
180 TF B#="T" THEN SCHOLL

190 IF Bg="7" ‘TiEN PRIN? AZ(B)
200 IF Bf="6" THEN LET A=C

210 IF Bg="7" THEH LET A=Y

220 GOTO 110
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This chapter has tried to develop a deeper undersianding of the LD
instruction, end hee explained how LD can be used tc access the memory
addresres of the computer. The specialised load inetructions LDI (Load

with Increment), LDD (Load with Decrement), LDIR (lLoad with Increment and
Repeat, or BIOCK LOAD with Increment), LDIR (Load with Decrement and Repeat,
or BLOCK LOAD with Decrement) have been covered.

EXERCISES

Besed on the Antiscroll program in this chapter, write a machine language
program to BCROLL forwards, es the keyboard SCROLL does. (This exercise
is eapecially useful if you do not have SCROLL om your keyboard.) Then
see if you can write a machine language program which scrolls forward, but
which will ONLY SCHOLL THE BOTTOM HALF OF THE SCRFEN, 8o that the top ten
lines are unaltered, the eleventh line is lost, and the twelfth to tweniy
firat lines are all moved up cone line.

Write a BASIC program making use of the routine. You will need the BASIC
statement FRINT AT 21,03;"thirty-two spaces™ every time the machine code
routine ie used. Try leaving this out just to see what happens.

If you can't cope with the challenge of writing such a SCHOLL program,
then 1'11 give you a hint or two. You will need to use LDIR instead of
LDDR, otherwise all you'll get is a pretty pattern, and you'll need to
rtart block loading at the BEGINNING of the screen, NOT ihe end. The
instruction LD HL,(16396) will always give you the address at which the
screen besins. Don't forpet that a full line containe thirty-three
charactera, not thirty-iwo, since there is alwaye a new-line character
there ar well.
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SOME NEW PLACES TO STORE MACHINE
CODE

Storing machine code abeve RAMI'OP will protect it from being erased by
NEW, or overwritten by a program, but it has the disadvantage that you
can never save it. There are several alternative locations in which we
can store machine language programs, and we shall explore a few of the
possibilites in this chapter,

Using REM.
To stere a machine language routine that is fifty bytes long, make the
firast line of your program

1 REM 12345678901234567890123456789012345678901234567890

ie a REM statement with fifty characters after it. If your routine was
8ixty bytes long then you'd need sixty characters after the word REM.

If it were only three bytes long you would only need three characters
after the word REM. It doesn't actually matter what these characters
actually are, but counting upwards in ones, as I have done, will ensure
that you don't lose count halfway through. You will need to LOAD "HEXLD"
before you add this new line one, and then change line 10 to

10 LET X=16514 (or 16427 on the OLD ROM)

OLD ROM users should ensure that line one does not appear on the automatic
LISTing. You can use the command POKE 16403,10 to remove it. If this has
no effect try moving the cursor to line 10 and try again.

NOW you can emter a machine code program exactly as before, except that

to execute it you must say USR 16514 instead of USR 30000. On the OLD ROM
you must say USR(16427). BUT you MUST NOT type NEW. Delete HEXLD by entering
the line numbers one at a time, and do mot delete line one! On the OLD ROM
you must not even attempt to list line ome or you may cause a crash.
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Wow there are two very important differences between using 16514 and using
Wooo,  Pirstly, SAVE will store the machine code as well as the BASIC
program = this is scomething you cannot do in upper memory. Secondly, the
pommand NEW will erase it. It is tnus an integral part of the program,

and can only be used with that one BASIC program and no other (unless you
dvlete it line by line and then type in a new program line by line). If
you have written a machine code routine epecifically to accompany some
WALIC program then this method is an obvious choice, but it does have one

Ly disadvantage - on the QLD ROM the command LIST will usually cause a
wyntem crash.

There is another very very good place to store machine code, that is immediately
witer the program area. This has several advantages: 1) The BASIC surrounding
program can be safely listed - even on the OLD RCM. 2) The MACHINE CODE can

e SAVED. 3) Using RUN, as opposed to GOTC 1, will not wipe it out. To load

n machine code routine that is, say, 20 bytes long, type the following

MIFCHE you type in any BASIC:

OLT HOM: 1 REM 456789012345670590
NEW RCM: 1 REM 678901234567890

fhien as a direct ccommand type:

OLD L0F: FPOKE 16424,-1
FEW ROM: PCKE 16509,-1

| leve now reserved a space of twenty bytes in which to store whétever
hine code you like., The starting addrese ig a little more complicated
thourh = it is on the OLD ROM PEPK{16_.3.92)4-?56*1’}:}-';((1(393\}—2(}, and on the
{'lW 1OV PEEK 16306+756xPEFK 16%97-20 . The PEEK expression is the end‘of.
I machine code, and the minue twenty is there to find_the st§rt. Tﬁ%s is
\ cxcellent way of storing machine language routines. You begin loading
{1\ {rom zddress PEFE 1f396425f%PEEK 16397-length-of-routine, and you can
twecute it with the expreesion USR (FPEEK 1639€+256#PEEK 16397—19ﬂ5t“:0f'
fointine). First though, there is one disadvantagse to get round. As ; Ye
p¥olrined things so far there in no wey you can actuzlly load an_edltlng
opram 1ice HEXLD: If you LCAT before you apply the above terhnlqu? then
XD will diseppear along with the REX statement as scon as you POKE
{09, If you try to LOAD after you've reserved a space then the very
« ~f ICADing will overwrite this space.

{fore then is a gtep by step method of reserving a space for machine code
I1 » plece that is 1)editable, 2)SAVEeble. and 3)unLISTable.

T.F ONE, ICAD an editing program such as HEXLD.

i TWo. Add s new line 2t the END of the program: 9999 REN followed by
| number cf srbitrary charvecters. On the LD RCV you'll need thres cherac-
{e1+ lese then the rumher of bytes in the machine code routine, on the
few ROV yeu'll need five bytes less than the machine code. The beat way of
deing thie is to £il11 the BEM statement with digits, 2nd simply start
curting from 4 (CLD ECM) or € (¥EW RCKF). Iike this - for a fifteen byte
reutines

CLD RCM: 9999 REM 4567R901274%5

NEW RCIi: 9999 REM ATRINLPRAS

(f conree it deoesntt sctually metier if you have too meny characters, but
it is = waste of spece if you reserve ares and then don't use it.
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STEF THREF. Add the following lines anywhere in the program. I've put them
at 9000, but it doesn't matter, If you use BONO then just remember to read
BOOO every time you see 9000 written on this page.

OLD ROM 9000 TET X=PEEK(16392 4 256%PFEK(16393)

NEW ROM 9000 LET X=PEEK 1£396+256#FPEEK 1¢397

OLD RCM 9010 POKE X-(four more then the number of
characters in the REM statement),-1

NEW RCM 9010 FOKE X-(six more than the number of

characters in the REM statement),-1
BOTH 9070 STCP

If you counted up to fifteen in line 9999 (as abeve) then 9010 should be
POKE X-16,-1. If you counted vp to twenty then line 9010 should instead
be POKE ¥-21,-1, and so on. Remember though to start counting at four or
six though, as sbove.

STEPQE%SR. Run the program from line 9000, and then delete lines 9000, 9010,
ani .

STEF FIVE. Heplace all references to the machine-code-starting-address on
your editing program by the expreseion PEEK 16396+256¥FELK 16397 minus the
number you counted up tc in the NEM statement. OLD ROM users shculd instead

use PEEK(16392)+256%PEEK(1639%) minus the number you counted up teo in the
REM statement.

You are now complete. The only thing you must net do is type VEW, since
this will erase the machine code. Other than that you are in complete
command .

REM STATEMENTS

For the purposes of storing machine code, OLD and NEW ROM REM statements are
completely different. Let's examine them one at a time. First of all for the
0ld ROM:

There are several important points about OLD ROM REM statements., Most people
already know that a "blank" REM statement - that is a statement consisting
of the work REM and nothing else - has the effect of ensuring that the next
line is not executed. It is therefore the same as GOTO the-line-after-next,
and can be used in BASIC programs deliberately with this meaning.

The biggeat limitation of an OLD ROM REM statement is the fact that you may
not store the byte 76 (hex) in the line, except in extremely limited cases,
which I shall explain. The reason is that a characier 76 is interpreted by
the ROM as an end of line marker. The two bytes immediately after such a
character will be interpreted as representing the line number of the next
BASIC program line, and the following byte will be the first character in
that line. Thus if the following data were POKEd into a REM statement in line
one the following would happeni

DATA: 39 76 01 01 F& B4 D5
RESULT: 1 REM T

257 LET £ THEN
2 next line of program...
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I you tried to RUN this program you would get a syntax error in "line 257".
Typing RUN 2 would be useless, because the program searches for line numbers
[rom top to bottom, and as soon as it hit the "line number®™ 257 it would
{lilnk to itself "an - there obviously isn't a line 2 in the program - I'll
liwve to RUN it from here instead." The same applies to all GO TO's in the
program which have destinations between 2 and 257. You must only allow

/l'n in your data IF the next two bytes form a "line number" less than the
et line number in the program, and IF you never try to execute this "new

iine".

(i the other hand - this treatment does offer one or two advantages. For
[nntance, if you made your REM statement too long and you want to shorten
|1, if your machine code data ends at address A just type

POKE A+2,2
FOKE A+1,0
POKE 4,118

\hen simply delete "line 2" by typing in it's line number. It doesn't matter
il there is already a line numbered 2 in the program - typing the line number
wlone will only delete the first "line 2" in the program - all your excess
KM characters in other words.

llonversely, if you find you don't have enough characters after the word REM
junt type in a line 2 consisting of a second REM statement full of arbitrary
vharacters. In this way as scon as the "real" end of line marker is over-
wilten line 2 will become part of line 1, with enough characters for whatever
you need.,

Alns, the NEW ROM does not fit any of these descriptions. NEW ROM REMs are
juite, quite different.

The first, and most important difference, is that you can put character T6's
Into the REM data and the machine won't notice, BUT if_;;u do so be prepared
to be confused by the LISTing - even the ROM gets confused over it - but you
fon't need to worry because even with supposed new-line markers in mid-line
the program will RUN quite smoothly, and will not interpret the remainder

6l the line as a different line.

(n the other hand, it's a little more difficult to extend the length of a
liEM statement, If you want to overrun into line two you'll have to do some
very clever POKEing first, but I'll explain how to get round that in a minute.
he obvious way of making a line longer is simply to use EDIT and add more
uharacters. Unfortunately for us this is usually not a very wise thing to do.

Il the data in the line does not contain a byte TE then by all means go ahead
and use EDIT - you are quite safe, and nothing will go wrong.

If the data in the line does contain a byte TE then D0 NOT use EDIT. In the
linting, a byte TE is invisible, and the five bytes of data that follow
Immediately after it will also be invisible, but they are still there! If

on the other hand you use EDIT, all six of these invisible bytes will simply
vanish wWithout a trace.

[l is used by Sinclair to mean "This is a (floating point) number". Whenever
you use a decimal number in a program listing the ROM will automatically
follow this number with a byte TE, followed by five more bytes which contain
the number itself in floating-point=binary-form. Both the byte TE and the
Ilve bytes that follow will be invisible from the listing. This is what
tnuses all the problems in editing REM statements. Now although I agree that
lhia is a very very efficient meana of storing floating point numbers in

W program, it is also true that Sinclair Research could have used ANY byte
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for this purpose - they didn't specifically have to use TE. It is of course
the purest of coincidences that TR happens to be one of the most commonly
used machine language instructions of all.

The only practical means of adding more characters to a REM statement
containing machine code on the NEW ROM is to let the data overrun into line
two, but there are problems even there, thanks to our kind friends at Sinclair
Hesearch. You see the start of every line of program is preceeded by two
invisible bytes which store the length of the line, so that even if you
overwrite the end-of-line-marker, the ROM will still try to interpret the
second line from the same point. To get round this you have to actually

POKE these invisible bytes with different values, The following is a small
routine which will enable you to increase the length of a REM statement at
line one.

LET A=16515+PEEK 16511+25€%PEEK 16512
LET A=A+PEEK A+256%PEFK (A+1)-16511
FOKE 16511,4-256%INT (A/256)

POKE 16512,INT (A/256)

STOP

Simply run this routine and line 2 will automatically be a part of line 1.
You can delete this routine now - its job has been done. LIST line one —
you'll see that line two still loocks quite separate, but try moving the
cursor down - you'll find it skips over line two altogether. Try deleting
line 2 by typing in its line number = it won't work because now the computer
doesn't know that line 2 is there! Whatever the listing may look like, the
ROM will now ignore line 2 altogether, taking it to be part of line one,

You may now quite happily overwrite the end-of-line-marker at the end of
line one with no il1 effects,

Conversely, the following routine will shorten a REM statement by a minimum
of six bytes,

LET A=the address of the last byte which you wish to preserve
in the REM statement of line 1.

LET B=pA-16511

LET C=PEEK 165114256%PEEK 16512-B-4

POKE 16511,B-256%INT (B/256)

POKE 16512,INT (B/256)

POKE A+1,118

POKE A+2,0

POKE A+3,2

POKE A+4,C-256x%INT (C/256)

POKE A+5,INT (C/256)

STOP

Again you simply RUN the routine once, and then delete it. Now LIST the
program and you'll find a new line 2 has appeared. Delete this by typing its
line number and your REM statement will now be as short as you need it.
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USING THE VARIABLES AREA

Another place where machine code may be stored is in the variables area.

To do this you must first of all reserve the space. To store a machine code
routine of n bytes (n is the length) OLD ROM users should type DIM 0(n/2),
and NEW ROM users should type DIM 0f(n). You may now write your machine
code,

On the OLD ROM the starting address will be PEEK(16392)4256%PEEK(16393)42,
provided the array O is the first item in the variables area. This will be

the case if the DIM was the first DIM, FOR, INPUT, or LET statement executed
since the last time you used RUN or CLEAR. If you DIMensioned O as a direct
command you should remember to type CLEAR first. You can say in your

program something along the lines of LET A=PEEK(16392) +256%PEEK(16393)+2

right at the very start, and this value will not change throughout the program.

On the NEW ROM the starting address is PEEK 16400+256%FEEK 16401+6, provided
the character array Of is the first item in the variables area. This will be
true if the DIM was the first DIM, FOR, INPUT, or LET statement executed
since the last time you used RUN or CLEAR. You can dimension Of as a direct
command, but you must remember to type CLEAR first. There is however one

big difference between the OLD and NEW ROMs here. On the NEW ROM the value
PEEK 16400+256%PEEK 16401+6 will change during the running of your program
if you have less than 33K plugged in, If you have more than 33K then you
don't need to worry, but otherwise you must recalculate the expression every
time you wish to access the machine code.

One last important point is that having stored machine-code in the variables
area, any future use of either RUN or CLEAR will completely wipe it all out,
never to be seen again., For this reason I do not advise using it for machine
code storage. It WILL SAVE and RE-LOAD, again provided you never type RUN or
CLEAR.
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THE STACK

There is an area of RAM that is set aside for mtoring various pleces of
information to help the machine know what it's doing. It works like this:

The word “stack" is something that the computer people have got straight
out of a dicticnary., It means exaclly what is sounds like! Imagine a stack
of cardboard boxes. Fach box is really a memory location, so each has an
addreas, but if you want to know what's in any particular cardboard box
then the only one you can eacily look at is the top one. If you tried to
pull one of the boxes from somewhere in the middle then all the boxes
above it would fall down. Conversely, to add a new box to the stack, the
only place you can easily put it is at the top.

The memory locationa in the stack are just like that, You can put things

on top of it, but ONLY at the top, and you can take things FROM THE TOP.
There are two special words that £o with the stack - one word which means
"stacking a new number onto the top", and a second word that means "removing
@ number from the top". The first word is PUSH, and the second word is

PCP, =0 if you PUSH the number f ive onto the stack, and then you PUSH the
number one-thousand, and then you PUSH say 1€426, the first number

you can POP is 16426, because this number is at the top since it was put
there last. The next number to be POPped will be 1000, and then five.

The stack is stored very very high in the address, so that there is less
chance of programs "eolliding™ with the stack as either one or ihe other
is built up. In the old ROM the bottem of the stsck is at the very top of
memory - 17407 for 1K, 20479 for 4X, and 32767 for 16K. In the new ROM the
whole stack moves around - the bottom of the stack is at an address stored
in one of the syatem variables - ERR-SP ~ to be found at 16386 and 16387.
The stack is actually very peculiar, because it's UPSIDE DOWN. The BOTTOM
of the stack 1s at the TOP of available memory, and the TOP of the atack
is BRLOW it! It turne out to be more efficient thie way. It's not actually
8 deliberate plot to confuse the whole human race so that the world may

be taken over by zX computers, even if it does at times meem like it. So
remember ~ the stack, or the MACHINE STACK as it's sometimes called, is
like a stack of cardboard boxes piled up on a shop floor, except that in
& daring feat of deflance of Newton's laws thie etack instead decides to
reside on the ceiling snd build up downwards, The top - the only part you
can easily get at - is lower down than the bottoml

The rtack is so important to the computer that a special REGISTER is set
aside just to store the position of the TOP of the stack. (The part with
the lowest addrees - the part we can get to.) That register is called 8P,
which standes for STACK FOINTER. It is actually a register-PAIR, because
it can rtore two separate bytes, but unlike the other register-pairs BC,
DE, and HL, we CANNOT treat the two halves independently - they just won't
Beparate.

Here's how the instructions PUSH and POP work. Suppose HL contained a value
12345, This means that H contains a value of INT(12345/256), or 48, and

L containg a value of 12345-256;:1!@1‘(12}45/256), or 57. Now the instruction
PUSH BL would store the number 12345 at the top of the stack. It would do
it by firet of all stacking the HIGH part, and then stacking the LOW part.
[t would elso alter the value of SP accordingly eince two more bytes have
been added to the stack, and the poeition of the top will thercfore have
noved (down) by two addresses.

[t 18 unfortunately not possible to PUSH single resisters onto the stack,
fou may only PUSH regieter-paire, so BC may be PUSHed but B on ita own may
ot. It ie worth noting that the instruction PUSH NC will not in any way

1ter the value of BC, it will eimply copy it without changing it. This
f course goes for all PIfH inotructiona,
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FlISH can be thought of in BASIC as a seguence of three statements:

FUSH HL POKE SP-1,H
POKE SP-2,L
LET SP=SP-2

POP of course works the other wey round. POP HL will first of all remove
|, from the stack, and will then remove H. SP will be changed, since tne
top of the stack will have moved.

FCP HL LET L-FEEK(SP)
1LET H-FEEK(SP+1)
LET SP=SP+2

Verify by using the BASIC equivalents given, that PUSH HL followed by
POP DE is the same thing as LD D,H followed by LD E,L.
PUSH

Here are the codes for the instruetion PUSH. Cne of them will require
a small degree of explanation.

PUSH 4F 5
PUSH BC c5
FUSH DE 5
PUSH HL ES

The register-pair AF, which cannot normally be used in this way, i= made
up of smaller single registers A and F, in the same way that BC is composed
of B and C. A is the register which we've been using throughout the book
so far, but ¥ is something completely different. The F stands for FLAGS,
and is so called because it stores the value of all the FLAGS used. (A FLAG
ie a memory that cen only store zero or one). One of these FLAGS we've
already seen - the CARHY flag. The F resrister has the capability to store
eight flags altogether, but in fact only six of them are used. We shall
see what these are, and how to use them, later on.

PoP

The codes for the POP instruction are very similar to the codes for PUSH.
They are:

POF AF Fl
POP BC cl
POFP IE Dl
FOP HL El

One of the major uses of PUSH AV and POP AF is simply to put the value of
A onto the stack. The fact that F has been stacked with it is irrelevant.
PUSH AF will conveniently store the value of A until it's needed agzin,
at which point its value may be recovered by the use of POP A¥. This can
be useful if you have to use the A register to perform calculations of
some kind that couldn't be performed by any other register, but when the
value of 4 will still be needed later on in the program.

For example, to add twenty-five to the value of B without altering the
value of any other register:

F5 PUSH AF
78 LD 4,B
€619 ATD A,25d
47 LD B,A
F1 POP AF
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Why will only B and no other register be altered? (Not even the CARRY
flag!) See if you can work cut precisely what the above routine is doing,
before you read on.

ALTERING SP

We czn actually use SF in much the same way that we use DE and BC. We can
add and subtract it, and we can load it. The hex codes are

1D SP,HI F9
LD SP,mn 31
LD SP,(DQ) ED7B
LD (pq),SP ED73
ADD HL,SP 39
ATC HL,SP ED7A
S5BC HL,SP ED72
INC 8P 33
DIC SP 3B

This is very powerful, and very useful. Suppose you wanted to exchange the
values of D and E without altering anything else. The following routine
will do just that

15 PUSH DE
5 PUSH DR
33 INC 5P
1 POP DR
33 INC sP

The final instruction INC SP was necessary in order to restore the Stack
Pointer to its original value. If this is not done you may cause a pretty
nasty crash,

SP is not the only very specialised register in use. There is another two
byte register called PC, or PROGRAM COUNTER. Ite Job is to remember
whereabouts we are in the program. Every time it has to execute an instructien
it will take a look at what PC says. 1f it says 30004 thenm it will execute
the instruction at location 30004, and then it will increment the value

of PC by the number of bytes in that instruction, so that NEXT time round
it will be locking at the next instruction in sequence. For example, if
30004 contained the instruction LD A,B then this would be carried out

and PC would be increased to 30005, If the instruction at 30005 was LD A,2
then once this was carried out FC would be increased by TWO, since LD 4,2
is 2 TWO-BYTE instruction. PC would then be reading 30007 where the next
instruction begins.

If you alter the value of PC then the effect is like a BASIC GO TO. The
only cifference is that machine code does not use line numbers, so you
have to GO TQ the right ADDRESS rather that the right line number. The
machine language instruction that does this job is JP, which of course is
short for JUMP. JP 30000 means GO TO address 20000 and continue executing
this machine code program from there. Of course all this instruction
REALLY doee is to load the number 30000 into register PC (but without
incrementing it at the end of the instruction), so that it thinks 30000
is the next address in the Program. It is far more useful for us human
beings to think of it as kind of GO TO though, because that's what we're
used to.

Be careful with Jp thoueh. If you create an infinite loop in machine code
then TOUGH! You're stuck with it, and what's more you can never break
out unless you actually switch the machine off at the maine. Some other
computers will let you bresk out of machine code, but the ZA81 will not,
neither will the ZX80. #n example of an infinite loep would be
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11 30000 LD (HL),A

23 30001 INC HL

033075 30002 JP 30000
. weltten the actusl addresses in the middle column. pUzually this isn'l
: Wu, and important lines are marked with LABELS, or wozde which tal_l ua
WAl Linen do what. These LAEELS do nol appear in ?ne hex, aad veloaly
0 faat write them for our own econvenience, If for instance we decided to
BRIl Ahe first line START then our pretiy bad program could be written

K START 1D (HL),A

23 INC HL

¢33075 JP START
ks Lo another instuction similar to Jp, called JR or JuM2 BELATIY]E.
41 @eann jump forward a given number of bytes. In many ways it is belter
Lisy JI because it is only two bytes long inat.?aﬂ of threr-‘:, ar_ld because ;
. winle routine may be RELOCATED without changing JP deezlt:ma.t:l.m'as a}.% over
e place. JR 0 has no effect whatsoever, and the naxt J.ns‘E.m-:tmn_wa.ll
L srecuted in Dequencs, however JR 1 will cause the nex? instruction
{assining it to be a single byte jnatruction) ta be sk%pped. To Ei.ti‘p
By a two byte instruction, or two single-byte imstructions, you will
Baed to uee JR 2a
{4 In nlro possible to jump backwards using JR, since there is a convention
\al any hex mumber greater than TP will be treated as a negative number,

uhtalned by subtracting 256 from the number it would normally represent.
Y make life essier I have included a second table of nexadecimal numbers,
w1y this time using the negative sign convention.

0 1 2 3 4 5 € 7 8 9 A B c D E F

8 | L10n 127 -126 -125 -124 =123 -122 -121 -120 -119 -118 -117 -116 -115 -114 -113
o | 110 2111 -110 109 -208 -107 -106 =105 -104 =103 =102 -101 =100 -39 -98 =97
i g, .95 -94 -93 -92 -91 -90 -89 -88 -8T7 -86 -85 -84 =83 -82 -8l
i wo -9 =78 =71 =76 =15 =74 =173 -72 -T1 -70 -69 =68 =67 -66 =65

0| 4 -63 62 -61 -60 -59 58 =57 =56 -55 -54 =53 -52 =51 =50 ~-43
b | wan -47 46 -45 -44 -43 -42 -41 -40 -39 =38, =37 -36 35 =34 =33

gl o0 -1 30 -29 -28 -27 -26 -25 -24 -23 -22 -21 -20 -19 -18 -17

v ino-15 -14 -13 =12 -11 10 -9 =8 =7 =6 =5 =4 =% -2 -1
Wirs the number -5 is Tepresented in hex by FB, and so it is therefore
jibnlble to use the instruction JR -5, but note that because of this convention
“i are unable to say JR 129 for instance, because 12y in hex is Bl, which
Joiild nere be taken to mean -127, and weuld be a jump backwards. The range

we wre limited to is therefore from -128 to 127.

it 0, as we have said, does absolutely nothing. It will continue with the
ekl inetruction. It is important to remember that all relative jumpe are
Counted from the NEXT instruction. JR O means execute the NEAT PLUS ZERO
{niruction, JR 1 means execute the FEXT PLUS OME instructien. Consequently
il we were to say JR =2 then you musi count backwarde for two bytes, starting

Wl wero with the NEXT instruction. You will find thet two bytes leads you
{0 exsctly the instruction we have just executed — the instruction JR -2.
i - in thevefore an infinate loop, and is not a2 recommended instruction

Lo use in A program.
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The rather =illy (infinite loop) pregram a couple of pages back can now be
rewritten in one less byte using JH instead of JP.

77 START LD (HL),A
23 INC HL
18FC JR -4 or JR START

You have probably by now realised that JP and JR are more or less useless

on their own, in the same way that the BASIC statement GOTO would be useless
if it weren't for IF/THEN statements and GOTC N. We need some kind of a
CONDITIONAL jump, 8o that we can say IF some condition is true THEN jump

to a new address pq, otherwise we are virtually certain to produce an
infinite loop. Although machine language doesn't have quite the same kind
of flexibility as an IF/THEN statement, there are four conditioms we can
check for using JR, and eight conditions we can check for using JP. These
are:

JR e 18 JUMP RELATIVE by e bytes.

JR Z e 28 IF the last result calculated was zero
then JUMP RELATIVE by e bytes.

JR NZ e 20 IF the last result calculated was non-zerc
then JUMP RELATIVE by e bytea.

JRC e 38 IF CARRY=1 THEN JUMP RELATIVE by e bytes.

JR NC e 30 IF CARRY=0 THEN JUMP HELATIVE by e bytes.

and for JP:

JP pg c3 JUMP to address pq.

JPZ m CA IF the last result calculated was zero
THEN JUMP to pq.

JP NZ pq €2 IF the last result calculated was non-zero
THEN JUMP to pq.

JPCpg DA IF CARRY=1 THEN JUMP to pq.

JP NC pa D2 IF CAERY=0 THEN JUMP to pq.

JP FE pg EA see below,

JP PO pg E2 see below.

JPMpg Fa IF the last result calculated was negative
(Minus) THEN JUMP to Pa.

JPP pg F2 IF the last result calculated was positive

(Plus) THEN JUMP to pq.

RNow although this is a far cry from IF AZ "HELLC" THEN FRINT "GOODBYE"
as you're used to, you'll scon see that even this horrendous task may be
evaluated in machine code, First though I think I ought to explain about
the instructions JP PE and JP PO, The P actually stande for PARITY, and
the E and 0 mean Even and 0dd. What we are doing is testing one of the
flage - a flag called P/V. It's not all that difficult to understand -
it worke like this,

T/V stands for Parity/Overflow. V stands for Overflow because 0 is too
confusing - it coulad mean zero or it could mean 0Odd (as in JP PO), 80 in
their wisdom, and expertise at spelling, the computing bods decided to
call it V., The P/¥ flag is a rather overworked little beast because it
does two jobs at once. The first Job ie to check the PARITY of the lest
Tesult calculated. This means you simply count the number of 1's (or 0's)

to eight digits even if this means adding several leading zerces.) If

the number of 1'= is opp then the Darity is ODD. If the number of 1l's
is EVEN then the parity is EVEN,
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The second job this flag has to do is to check for an overflow. If we
regard rumbers from 00 to TF as positive, and from B0 to BT‘a§ negative
(ue described in the secticr: on JR) Then ar overflow happens if the
Wai.n" is changed accidently. For example 41 (positive) plus 41_(p051t1ve)
equals 82 (which is negative). This is an over{low, btut note this is

NOT a CARRY. JP PE in this case means JUMP if there has been an overflow,

and JP PC means JUMP if there has not been an overflow.

The various tests, if combined with other instructions properly, can really
check for any situation conceivable. In fact there's only one other kind

of inetruction you need in order to make JP and JR as powerful as IF/THEN/
GOTO = that instruction is CP, or COMPARE.

(P will compare the repister A with any other register, or with any constant
number. It will do this by werking out what would happen if that register
or number were to be subtracted from A. It will not alter the value of any
of the registers, but it will alter all of the FLAGS. The conditional JP

and JR instructions work by checking the value ef the flags. Apart from

tne cerry flag, some of the other flags are the sign flag, which stores

a one if the last calculation was negetive, and a zero if the last calculatiom
wes positive; the zero flag, which stores a one if the result of the last
caleulation was zero, amd a zero otherwise; and the parity flag, which
stores a one for parity-even, and & zero for parity-odd. Although this

may sound complicated you don't actually remember any of it, as long as

you know hew to use CP.

1f 4=3B THEN GOTO pg is quite easy to represent in machine code, It is CP B
followed by JR Z,e. CP B will compare B with A (CP always compares with A,
5o that CP A is meeningless) which is does by working out A-B. The result
ien't stored in any of the registers, so A and B both remain unchanged. The
next instruction JR Z,e, will only jump if the result A-B is zerc = in other
worde if A equals B.

IF A<E THEN GOTO paq may be achieved in machine code in two ways. The first
instruction i= CP B which will compare B with A by performing A-B. Now if

A is less than B then A-B will be negative, and so you could well use

JP M pg, but you could also do it in amother way which will allow you to
use JR instead of JP, since if A is positive, and A-B is negative, then
there will be a carry, and se you may use the imstruction JR Ce.,

Of course this will not work if A was "negative" (ie in the range 80-FF)
te start with unless subtracting B caused another overflow by going through
00. This could not happen unless B was in the range BO-FF as well.

CALLING...

Fven in machine code we can have subroutines. GOSUB the routine starting

at address pq is CALL pq. RETURN is RET. This particular instruction should
look very familiar, since it is the very same RET that we've been using to
wet back to BASIC at the end of a routine. This is because every USR routine
ip really a SUBROUTINE, even though we coneider it as a program in its own
right. Unfortunately there's no such thing as a CALL RELATIVE instruction,
a8 there is with JUMP, so CALL must always be a three byte instruction. In
oxactly the same way as with JP we can impose IF/THEN conditions, which
work in precisely the same way and are written with the same letters to
define the conditions. These are:

CALL pq CcD RET c9
CALL Z pg cc HET Z cs
CALL NZ pg C4 HET NZ co
CALL C pg c RET C D8
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CALL NC D4
CALL PE BC
CALL PO B4
CALL M FC
CALL P P4 RET P O

A8 you may or may not have eguessed, instructions like RET 2 (return if zero)
can aleo be used to end a machine code routine, ie IF RESULT O THEN RETurn
to BASIC.

It is very important however that the value of SP is not altered during

a subroutine, since the instruciions CALL and RET both use the stack.

CALL works by PUSHing what would have been the next address to be executed
onto the stack, and RET works by POPping the first item on the 8tack.
Thereafter both of these instructions act exactly like JP. Therefore it

is possible to alter the RED address, should you need to, by POPping the
first item on the stack (the previous RET address) and then PUSHing a

new address. For example, to change the RET address to 20000 you could

use the seguence

El POP HL
21204E LD HL,2000
ES PUSH HL

Another useful trick ia to satore the value of the stack

pointer somewhere
at the start of a subroutine, and then retrieve it at th

between the syatem variables and the program. On the old ROM You don't
have this Spare space, but you can overwrite some of the other systems
wariables, for example the frame counter at address 16414. The advantage
of doing this is that you can PUSH and POP to your heart's content and
8till be sure of a safe RETurn

At the start of g subroutine;

ED737B40 LD (16507),sp
and at the end of g subroutine:

ED7B7B40 LD 5P, (16507)

€9 RET

EXFRCISES

To make sure you have understood using the stack, and conditionzl jumps,
write a program which will pusH every number beiween one and fifiy onto
the stack (using FUsH AF) and then somehow manage to sucecessfully return
to BASIC. (HINT: CP 32 (Compare with 32 (hex) (50 decimal)) is quite a
useful instruction here,

You'll need to know the various codea for CP. These are as follows:

CP 4 BY CP E BE
CP B B8 CP H BC
cr o B9 CP L BD
CF D BA CP (HL) BEE

CF n FEnn

In the next chapter we'll begin loading a program which is designed to

play a game of draughts. Now don't worry if this sounds rather complicated-
I did say we'd begin loading it. I'm afraid you won't get the whole

program until you've nearly completed the whole hook, so keep a ceasette
handy reserved Just for this program, and you can reSAVE it at each new
stage. You'll need at lesnst AK lor this,
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IRAUGHTS

In order to write a program ss extensive as draughts, we'll need a fairly
powerful BASIC program in order Lo help us load it. The following is a second
version of HFXLD - called HEXLD2 = which has a couple of improvements over its
predecessor. One such improvement is the ability to input strings of characters
such a8 "To be or not to be"™ which will then be incorporeted in the machine
code one character at a time, To schieve this you must input ";TO BE OR NOT TO
BEs" -~ that is, the text must be surrounded by semicolons - this is very
important.

HEXLDZ 1ists es follows. OLD ROM users shcould use the version on the left, and
NFW ROM users the version on the right.

OLD ROM NEW_HOM

10 THINT "WRITE TO "; 10 FXINT "WHITE TO ";

20 INPUT A% 20 INPUT Ag

30 PINT g 30 FUINT #f

A0 GCSUB 200 40 GOSUR 200

50 PRINT 0 FRINT

60 L¥T Afl-rn 20 LET Agl=nn

70 IF AZ="" THFN INIUT A 70 IF Ag="" THEN INPUT A¢

BO IF Af=“S" THEN STOP 80 IF AZ="S" THEN STOP

90 IF CODE(A$)=215 THEN GOTO 300 90 IF COIE Af=25 TIEN GO0 300

100 FHINT cm:s(com-iw}):
CHRB(CODR(TLA(AR)) ) 3
"two sapacea™;

110 POKI: X ,16xCODE(AE M CODF(TLA(AS) )+36 110 FOKE X,16%CODE AB+CODE A£(2)-476

100 PHINT Ag( TO 2);"two spacee™;

120 LET %=X+l 120 LET X-X+1

130 LET 2g-TI8(TLA(AZ)) 130 LET Ag=A$(3 TC )

140 coTO 70 140 GoTo 70

200 LET X=0 200 LET X+=4096%CUDE A#+256%CODE Ag(2)

210 FOR 1=1 T¢C 4 +16%CODE AB(3)+CODE A£(4)

220 LET X=16xX+CODE(AR)-28 -122332

230 LFT AZ=T14(A%) 210 RETURN

240 NIAT 1

250 RETURN

300 LET if=TIE(AZ) 300 LET Ag=ag(2 TC )

310 RINT ".";CHif(COTR(AE)); 310 FRINT ".";Ag(1);"two spaces™;
"two spacea™;

320 POKF. X,COTF(Ag) 320 FOKF. X,COLE Ag

330 IF CCDR(Ag)=226 THEN POKE X,118 330 IF CODE A$=216 THEN POKE X,118

340 LET AB-TLE(AR) 340 LET A#=A%(2 T0 )

350 LET X=X+l 350 LET X-X+1

360 IF NOT COTE(AB)=215 TIEN GOTO 310  $60 IF CODE A$<>25 THEN GOTO 310

370 LEU Af=TIA(AZ) 370 LET A#=AZ(2 TO )

180 GOTO 70 380 GUTO 90

This program is basicly the same ss HEXLD except for two features. Firstly
you are required to input the starting addresa (in hexadecimal) at which
the machine code ia to be loaded, and secondly it will allow you to input ‘
etrings of data using their charactier codes, rather then hex - this is

what the routine starting at line 300 is for. If you input "CDOBOSBCY™ it ;
will be interpreted as CALL 0808 followed by RET - this is exaclly the *
same Ao before — however if you instead input ";LN graphic A graphic A i
TAN;"™ it will meen exaectly the eame thing. If you compare character codes
with hexadecimal by looking it up in the manual you'll find the hex for
LW is CD, hex for graphic A i= 08, and hex for TAN is C9. The semicolan
is used to trll the program where the data starts and ends.
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SUBROUTINES WITH DATA

{oi'n look at some uses for this. perhaps the most useful subroutine we
ould imagine would be one which prints a string of characters to the
woreen. There is already a subroutine in the RCM which will print a
wingle character. Try this program. Load it to address 4E0O. (1f you only
lve 1K you'll have to find some other suitable addreas).

C1L,h ROM NEW ROM

(IK006 START CALL PRPOS (OLD ROM only)

194 3EFT LD A,inverse asterisk

(p2007 Ccposos CALL FRINT

2540 LD A,(S.POSN) )

4D TEC A )- (OLD KOM ONLY)
ce RET Z

1EFL 18¥9 JR START

You'll discover upon running it that the screen fills up with inverse
asterisks, and that it fills up very, Very faat, (Much faster than PRINT
Winverse asterisk"/RUN). The ROM subroutine PRINT will place the character
whose code is stored in the A register at the current PRINT position on the
screen. In the new ROM, locating the print position is antomatic, but in the
old ROM you have to call up a completely different subroutine = PRFOS (Print
Position) = first, in order that the second subroutine, FRINT, ¥nows where to
place the image on the screen. PRPOS wipes out the value of the A register,
but PRINT does not. Note that OLD-ROM-PRINT, and NEW-ROM-FRINT, work by two
completely different methods, even though w2 are using them in precisaly the
same way, except that for the OLD ROM we have to check for end-of-3creen.

1t is in fact possible to put this entire program into a REM statement.
NEW HOM users with only 1K might like to try clearing the machine with

NEW and then typing line 1 REM Y inverse asterisk LN graphic A graphic A
/ RAND (You'll need to type THEN RAND and delete the word THEN to get the
word RAND in position) This is precisely the above program, but entered
direct from the keyboard instead of loaded via a separate program. Now the
command RAND USR 16514 will almost instantly fill the screen! Shock -
Horror - A full screen in 1KI!?

What we want though is a subroutine which can print any message, from
WYES" to "OH WHAT A BEAUTIFUL MORNING™. Suppose such a subroutine exists
and it's called SPRINT (String Print) We want %o be able to use an inst-
ruction something along the linea of CALL SPRINT WITH ™OH WHAT A BEAUTIFUL
MORNING®™. Here's how it will work:

CcD2e?? CALL SPRINT -
2D2A313134 DEFM HELLO '
FF DEFB FF

Here DEFM means Define Message. It's not actually a machine language
instruction, but is used to specify data within a program. If you look

at the hex egquivalent you'll see that 2D is hexadecimal for the character
code of H, 2A for E, 31 for L and 34 for O. DEFB is aleo data — it means
define byte. We could have put TEFB C9 and it would have meant the byte
9. Here we are using it to apecify the end of the data to be used by
SPRINT. We must ensure, however, that the machine does not try to execute
these bytes, since in machine language terms they don't make a great deal
of sense. Let's take a look at how we could go about writing such a
subrcutine as SPRINT which at the same time ensurees that we don't try

to execute the data (ie the word "HELLO" and the byte FF)

‘You may remember from the last chapter that CALL works by PUSHing the
return address onto the stack and then jumping to the required address.
HET works similarly - it FOPs an address from the stack and then jumps
to it, Therefore if the word "HELLO" immediately follows a CALL instruc—
tion then the address at the top of the stack will be the address of the
first character of data — the "H" - we can obtain this with the single
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instruction POP HL. If we then increment HL by one and PUSH it back onto
the stack then the effect of the next RETURN will be to Jjump back to the
NEXT address in line - the "E". We can test for the end of the data by
looking for the byte FF (which is not a printable character). Follow
this subroutine through,

OLD ROM  NEW ROM

El E1 SPRINT POP HL

TE T8 LD 4, (HL)
23 23 INC HL

ES ES PUSH HL
FEFF FEFF CP FF

c8 ce RET Z

75 PUSH AF }
CDEOO6 CALL PRPOS) OLD ROM ONLY
Fl POP AF
CD2007 CD0808 CALL PRINT
18EF 18F4 JR SPRINT

The first four lines are deai
current return address and th
lines will only return from t

ened to look at the character stored at the
en increment the retumn address, The next two

he subroutine if the byte FF has been found.
Note that CP FF will compare A with FF, not HL which was the last thing

referred to. CP will always compare A with something - in this case the
hex value FF. The RET instruction (actually a RET Z or return if zero, but
it works in Precisely the same way) will, if you examine the listing
closely enough, return you to the byte AFTER the FF, not to the ¥F itself.
Finally, if FF haa not yet been found, the subroutine PRINT will be eczlled
and the single character now in the A register will be printed to the

screen., The whole routine will then be repeated over and over again until
the end of the mesrage is found,

Enter the program HEXLDZ2 to enable you to load machine code, Add an
additional line to it - line one - which should be a REM statement with
fifty arbitrary characters after the word REM. OLD ROM users must ensure
that this line is never listed, LIST 9999 followed by.LIST 2 will ensure
this. Now RUN the program. The message WRITE TO will greet you. Input
"402B" for the OLD ROM, or "4082" for the NEW ROM. This is the address,
in HEX, of the first character after the word REM, When promted type in
the following - (here / means newline) - E1/TE/23/ES/FEFF/C8/ (0ld ROM
users only should type F5/CDEOO6/F1 ) CD2007 or CDOB08/1BEF or 18F4/
CD2B40 or CDB240/;0H WHAT A BEAUTIFUL MORNING; /FF/C9. The last four lines
were CALL SPRINT (Notice how the two bytes of the address have been
switched around), DEFM OH WHAT A BEAUTIFUL MORNING, DEFB FF, and RET.

How do you see the purpose of the BASIC routine in HEXLD? which begins at
line 300, Imagine how tedioua it would have been to have had to type in
342D003C2D263900... and so on instead of ;0H WHAT A BEAUTIFUL MORNING; It
has exactly the same effect. Now type in as a direct command RANTOMISE USH
(16444) (OLD ROM) or RAND USR 16526 (NEW ROM) and what happens?

We shall use this routine to print a draughts board for us. You'll n?ed

at least 4K to load this program, but once loaded it will quite happily
fit and run in 1K. If you only have 1K altogether it might be an idea to
try and borrow some memory from somewhere, and then give it ba?k 0?13 once
you've got the whole of draughts in - but be warned - the listing is
spread very thinly throughout the whole of the book.
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1{ you take a look at line 330 of HEALD2 you'll see that every time you

input a double-asterisk (%) it will automatically be changed into a newline.
This is a point of convenience. We gan input a newline if we want, by just
deleting the quote marks at the input prompt and instead typing CHR$(118),
but it is far simpler, and far more convenient, to only have to type shift-H.
|1 of course you ever need two asterisks in a row you can always type a
ningle asterisk twice.

Ihe next machine code program forms the very first part of DRAUGHTS. It is
{he routine which enables us to print the playing board., For the OLD ROM we
whall begin loading this program such that the first address used is 4C04.
For the NEW ROM the first address will be AC09. NEW ROM users should remember
(or write down) the sequence of BASIC commands

POKE 16389,76
NEW

which should be typed in BEFCRE HEXLD? is entered. Now enter the folleowing
machine code. WRITE TO 4C04 (OLD) or 4C09 (NEW).

El SPRINT POP HL Increment the return

T8 1D A,(HL) address.

23 e HL

ES PUSH HL

FEFF P ¥F Return if no more text.

ce RET Z

F5 PUSH &F )

CTECO6 CALL pﬁmsg OLD ROM ONLY

Fl POP AF

€D2007/CDOB0E CALL PRINT Print one character of

18EF/16F4 JR SPRINT the text at a time.

€D044C/CDO94C CALL SFRINT Print the draughts
board.

O01T1E1F2021222%24 76 DEFN 12345678 Data for

1D00BCO0BCOORIO0BCIDTE LWWWW the SPRINT

1EBC00BCO0BCOORCCO1ETE WWMWW 2 subroutine.

1FOOBCOOBCOOBCOOBCIFT6 SWWWW

2080008000800080002076 4 ___ 4

2100800080008000802176 s e O

224 TOOATOOATOOATO02276 €BBB3B6

2%00ATOOATOOATOOAT23T6 7BB3BE

2AATOOATOOATOOATOO024T6 BBBEBS

001D1ELF202122232476 T2345678

76

76

76

0000000000000000000000000000

FF End of data.

co Return to Basic.

The command RAND USH 19477 (The address of the CALL SFRINT instruction)
will produce a complete draughts board picture on your screen almost
Instantly. Try it.

There is now one thing left to rectify - that is, we cannot as yet SAVE

michine code that is stored high in memory. We shall now learn how to do
po. Add the following lines:
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QL KON NBW_EOY"

L00 PRINT "4C00 TQ vy 500 PRINT "4CCO TQ "
G510 INPUT Ag 510 INPUT Ag

520 PRINT A% 520 PRINT A%

930 GOSUB 200 530 GCSUB 200

540 LET Y=(X-19454)/2 540 LET Y=X-19456

550 DIM 0(Y) 550 DIM Of(Y)

560 POR X=1 TO Y 560 FCH X=1 TC Y

570 LET A=PEEK(19455 +23X) 570 LET C#(X)=CHRE PEEK (19456+X)

573 IF A>127 THEN IET A=A-256
576 LET O(X)=PEEK (19454+2%%)+256%A

580 WEXT X 580 NEXT X
590 SAVE 550 SAVE "inverse space!
E00 FCR X=1 TO Y £00 FCR ¥=1 TO Y

610 POKE 19454+2%X,0(X) €10 PCKE 19456+X,C0DE OF(X)
615 FOKE 19455+2%X,0(%)/256

620 NEXT X £20 NEXT X

630 CLEAR 630 CLEAR

640 sTOP €40 STCP

Now, to SAVE your machine code type RUN 500. At this stage enter ACAO.
It doesn't actually matter which address you give it, so long as this
address is larger than the last address of machine code, (Se far the last
address happens to be 4C96). ] )
The program will then SAVE automatically (line
590). Incidently if you're wondering why I've put SAVE "inverse space"
in the NEW HOM version try instead using SAVE "space" and see what happens
to the line. When you LOAD the program back, OLD ROM users will need to
type GOTO 600 before doing anything else. NEW ROM users won't because the
program will continue automaticzlly. Here's how the program works: An
array of sufficient size to hold all the bytes to be saved is dimensioned
in line 550, after which the machine code is copied into this array and
SAVED. The routine at 600 does the reverse — it copies the machine code
from the array up to the required address,

AND....

We leave draughts for the moment in order to introduce a few more machine
language instructions which we'll need in order to continue with the program.
The first of these is AND. Unfortunately for sanity the word AND doesn't
mean quite the same thing as it dces in BASIC. We're all used to seeing
expressions like IF X=1 AND Y=1 THEN... In machine code however we use the
word in a completely different context. For example AND B is = complete
machine code instruction. So is AND (HL) or AND FO. In order to see how

it works it is necessary to take e brief look at numbers in BINARY.

BINARY is yet another form of counting - like decimzl or hex. Decimal makes
use of the digits 0, 1, 2, 3, 4, 5, 6, 7, 8 and 9. Hex uses 4, B, C, D,

E and F as well. Binary on the hand uses only the digits 0 and 1, Converting
from hex to binary is very simple = much simpler than changing from

decimal to hex - simply convert each digit one at a time from this table:

HEXATECTMAL BINARY
HEXATRCIMAL BINARY HEXADECIMAL BINARY
0 0000 8 1000
1 0001 9 1001
2 0010 2 1010
3 n011 B 1011
4 0100 c 1100
5 0101 D 1101
(3 0110 B 1110
0111 F 1111

[=1]
=]




Therefore 09 (hex) is the same as 11001001 (binary). Can you see how the
Jinary splits up into two halves, 1100 (C) and 1001 (9)7 The same is true
o1 all numbers. What is 1E (hex) in binary? What is 01100111 in hex? Now
pev if you can work out what 123 (decimal) is in binary. (Hint: convert
to hex first)

ANl assigns a new value to the A register. This new value is determined by
w) the previous value of the A register, and b) the value written after the
word AVD in the instruction. Suppose A containe 54, and B contains 1F, and
the computer then comes across the instruction ANT B. Here's how the new
value is calculated:
A 01011010
B 00011111
new value 00011010
as you can see, the digits of the new value
Jre zera if there is a zero in the corresponding position of either or
hoth of the old values, and a one if both the old values contained a one
i1 that position. To make this clear just look at the columns - you'll see
{hat in all ceses two zerces lead to a zero, two ones lead to a one, and
« mixture of zeroes and ones lead to a zero. The function is called AND
mince a one is only obtained if A AND B have a corresponding one. It may
nppeer to you toc be rather a useless function, but it is in fact one of
the most widely used machine language instructions there is. Some examples
of its use are:
AND A lesves A unchanged, but resets the carry flag.
AND TF if A containa a printable character, prevents
it from being inverse — both of these examples we shall make use of.

(K ie pretty similar. The rules are that two zeroec lead to a zero, two ones
lend to a one. The difference here is that a mixture of zeroes and ones

Jead to e one rather than s zero., Instead of AND A then we could have used
OF A to reset the carry flag. The function is called OR eince a one is
obtained if A OR B have a corresponding one. Cne use for the OR function
could be OR B0 which, if A is a printable character, will ensure that it

s an inverse character. This also we shall use, There is one other function
we need to know — it is called XCR.

%(H is not a character ocut of Flash Gordon, despite its sound, it is in
{net short for Exclusive-CR, which is a variation on ordinary CR. Its
difference is that two ones will lead to a zerc. Everything else is the
pame a8 in ordinary CR, ie two zerces equals zero, a mixture equals one.
{1 follows then that XOR FF will change every single binary digit of A
(this is called "complementing") from ¢ zero to a one or vice versa. £Also
note that XOR A will combine A with iteelf and hence come up with eight
voroes. Tt in effect resets both A and the carry flag to zero, having the
wame effect as SUB A,A. This too is useful.

Whe reason we are interested in these functions is the manner in which we
whnll represent kings in our draughts game. As you have‘seen from ?he
initial pleying beard ordinary pieces are inverse B or inverse W (for
§lnck or White). Kings however shall be CRIINARY B or CRTITARY W. Thue 2
humant'e piece can either be 27 hex (the cheracter code of B) or AT (the
huracter code of inverse B), so to check whether or not we've found

one we just put it into the A resister, use OR B0, and compare it with
A7. This saves us from making two separate comparisons.
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SPECTAL, REGISTFRS

The Z80 has two special registers which can be made use of. The first is
called IX.

It is special because ag well as just assipning it, as it can be used
just like any other register pair with LD TX,0000 for instance, we can
use it to find the contents of an address — using (IX) - just like we
can with (HL). IX is different because we can 2dd a constznt to the
address. Thus LD B, (IX+78) works! If IX were 0N0OO then LD B, (IX17B) will
load B with the contents of memory leocation 00TB. In no other way can

we assign a single register from an address in one instruction.

There is a warning that goes with using IX though. If you are using SLOW
then you must not zlter the value of TX at all, otherwise you might
ceuse a crash.

The other special register is called IY. It is used in exactly the seme
way as IX, except that the ROM itself gives us an added advantage. When
you jump into & machine language routine, IY starts off as 4000 (hex}, sa
that all of the system variables may be accessed directly. (The system
variables start off at 4000,) For example, LD L,(IY¥+0C) will Ioad L with
the low part of the address at which the display file begins.

Changing the value of IY will not cause a crash. It will be reset to
4000 as soon as you return to BASIC, This is done automatically by the
ROM.

To find the hex code of any instruction invelving IX or IY pretend you
are using HL instead and look up the code for that. Then preceed it by
DD for IX, or FD for IY. If the IX or IY is in brackets then it must
have a displacement, even if that displacement is 00. (For instance, in
1D B,(1Y+04) the displacement is 04.) This byte should be added to the
hex code, and should be the third byte of the code, even if this means
splitting the original code in two.

Thua if the code of 1D (HL),44 is 3644, then the code of LD (IX+20),44
is DD362044, Note how the displacement 20 has been inserted into the
middle of the original code in order to make it the third byte. We have
now reached the stage of using four byte instruction codes. This is the
longest a ZBO instruction can possibly be.

THE FLAGS REGISTER

Another special register is the FLAGS register, sometimes called the STATUS
register. Usually it abbreviates itself to just F, and cohabitates with A
in the hope that no-one will notice it. Its purpose is to store various bits
of information about the results of calculations. Some instructions will
alter all of the flags, some will alter only some of them, and some won't
actually alter any flags at all. A complete list of what instruction does
what is included in an appendix at the back of this book.

As for the register itself: it is, like any other register, eight bits in
length, but each bit has a different purpose (although two of them aren't
used). These bits are each used as an individual flag which can store a value
of either zero or one. The flags are, from left to right; Sign, Zero, not-
used, Half-carry, not-used, Parity/Overflow, Subtract, and Carry. The two

unused flags are both more or less random, but the rest are guite specific,
They work like this:
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The SIGN flag stores the sign (positive or negative) of the last result. A
positive number resets this flag to zero, and a negative number sets it to
one. For the purposes of this flag, zero is counted as positive. The value
of the S flag ies therefore always egual to the leftmost bit of the result.
[t may be tested using instructions like JP P (Jump if positive) of JP M
(Jump if negative (Minus)).

The ZFRO flag checks whether or not the last result was actually zero. If =0
the flag is set to one, but otherwise it is reset. Watch out for this flag
though — it can be very deceiving - many of the register-pair instructions
simply do not change it as you'd expect: instructions like DEC or ADD for
instance will only change the zero flag if applied to single registers. You
are advised to check with the appendix if you are unsure.

The HATF-CARRY flag is set if there is a carry from bit 3 into bit 4, or, in
the case of register-pairs, from bit 11 into bit 12, It is used internally by
the 780 for such instructions as DAA, but cannot easily be tested by the
programmer. It is possible to examine it using the sequence PUSH AF/POP BC/
BIT 4,C and then testing the zero flag, but this is rarely done.

The PARITY/OVERFLOW flag does two jobs at once. The PARITY of a result is
either odd or even, depending on the number of ones in the result (when
written in binary). The Parity flag is assigned in exactly the opposite
manner to that which you'd expect. If the parity is even, the flag is one

(an odd number), and if the parity is odd, the flag is zero (an even number).
The following instructions assign this flag according to the parity of the
result: ANDT, OR r, XOR r, RL r, RIC r, RR 7, RRC r, SLA T, SRA r, SRL v,
RLD, BRD, DAA, and IN r,(C). An OVERLOW represents an "accidental" change of
aign of the result - a carry from bit 6 into bit 7 effectively. The following
instructions assign this flag according to whether or not we have an overflow:
ADD A,r, ADC A,r, ADC HL,s, SUB A,r, SBC A,r, SBEC HL,s, CP r, NEG, INC r, and
DEC r.

The subtract flag, also called the N flag, simply lets the machine know
whether or not the last instruction was an addition, or a subtraction. You
can't get hold of this flag unless you make use of PUSH and POP as I've
described under HALF-CARRY, but in general you'll know what the last inst-
ruction was anyway. This flag is primarily used internally by the Z80 for
instructions such as DAA.

The CARRY flag you know about. It detects a carry from bit 7 into (the non-
pxistant) bit 8, or in the case of register-pairs, from bit 15 into what
would have been bit 16. It is also assigned by shift and rotate instructions,
in which one bit is "lost" from a register and moves into the carry. This is
probably the most frequently accessed flag of all.

ALL THE INSTRUCTIONS

iy now we've seen a fair number of Z80 instructions, so you'll be wanting

to expand your vocabulary of these. Here now is a detailed list of all of
the instructions that are available to you. I shall cover them in alpha-
hetical order so that you may use this chapter as a kind of dictionary of
inetructions. For precisely the same reason I shall re-cover the ones you've
nlready seen. You should reread them anyway since it will prove a useful
memory aid.
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ADC Starting with anc. It comes in two forms: ADC A,r and ADC HL,s.
Here we are using r to stand for either A, B, ¢, b, R, H, L, a numerical
constant, or an address pointed to by either (HL), (IX+d) or (1y+d). s
stands for one of the register pairs BC, IR, HL, SP, IX, or IY. ATC A, r
ies a aingle byte instruction. It calculates the sum A plus r plus the
carry flag. The result is stored in A, ADC HL,s is a two byte instruction
which evaluates my, plus s plus the carry flag, and stores the result in

+ Can you see why (ignoring the flags) apc A, A does precisely the same
job a= RLA? ADC alters all of the flags.

ADD Very similar to ADC except that the carry flag is not used in
the initial caleulation, Tt je however still altered by the final result,
There are one oy two important differences between ATD and ADC however,
Firstly the set of instructions ADD HL,s (where = means the same as it diqd
in aDC) are one byte instructions rather than two, and secondly it is
Permissable to use two further sets of instructions ADD IX,s and ADD IY.s.
Altering the value of X however is not advisable jif Jyou are using SLOW
1Y may be safely altered but will always be reset to 4000 (hex) on return
to BASTC.

AND Cnly one form here - AND r. The value of the A register is
altered one bit at a time. If such a bit is zero it will be unaltered.
If a bit is one it will take on the value of the corresponding bit of

T. Thus AND 00 is always zero, AN ¥R will leave 4 unchanged., AND alters
all of the flags - gpecifically the carry flag will always be reset tq
Zero,

BIT New this is a new one. What happens is that from time to time
You'll want to know whether an individual bit of some register is one

or not, but for some reason or other it becomesa impractical to try and
rotate or shift it into the carry. BIT ia apecially designed to help

You out here, Suppese you wanted to know the value of BIT 5 of B. The
instruction is simply BIT 54B - the result is then either zero or non-—
2ero, which you can exploit using Jm 7 for instance, or REp NZ. BIT does
not alter the value of ANY of the registers, nor does it change the value
of the carry fleg. Its hex codes are listed in a tablg at the end or this
book - it is a two-byte instruction. 1 tend to find it's not used very
often, but when it is used it comes in very handy indeed,

CALL You've seen this one before - it1s rather like GOSUB, Ita exact
function is as follows: PUSH the return address onto the stack, and Jump
to the call address. The return address is used by the RET instruction

Bo it is vitally important that a subroutine should not alter the stack.
You may only push things onto the stack in a subroutine if You pop them
off again before you attempt to return, CALL may also be used with
conditions - for example CALL Z,pq (pa is an absolute address) which
means CALL pq if the last calculation was zero, otherwise continue with
the next instruction,

CCF Complement carry flag, If the carry flag was zero then change
it to ome. If it Was one then change it to zero,

CP In the form CP r it will calculate the result of subtracting
T from A, however the answer NCT stored an here, nor is the previous
value of either g or r altered. It will op the other hand alter all of
the flags, so conditions like Jump if 2€ro, or jump if carry, will still
work, CP r followed by JR Z will Jump if A equals r,
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CPD Imagine this as CP (HL), followed by DEC HL, followed by DIEC BC.
The zero flag is altered as if a single CP (EL) instruction had been
vxecuted. Another flag altered is the P/V flag, which works as follows:

LI BC decrements to zerc then the F/V flag is also zero. If BC does not
decrement to zero then the P/V flag is set to one. Thus JP PO will jump
only if BC now equals zerc. JP PE will Jump only if BC is not now equal

Lo zero. The carry flag is not altered at all by this instruction.

CFIR Basicly this is the seme as CPD except that the instruction is
executed over and over again - a kind of automatic loop. CPDR stands for
Compare with Decrement and Repeat. The-loop will end in one of two cases.
a) if A equals (HL) - in which case the zero flag will be set, or b) if
HC reaches zerc - this will affect the P/V flag as in CPD. If neither of
these conditions is true the instruction is re-executed.

CFI As CPD except that HL is incremented instead of decremented.
CPIK As CPIR except that HL is incremented instead of decremented.
CFPL An abbreviation for complement. The register & is altered bit

by bit. If any particular bit starts off as zerc it is changed to one and
vice versa. In other words if A starts off as 11010101 (binary) the
instruction CPL will change it to 00101010 (binary). The flags are not
altered, nor are any of the other registersa.

DAA Suppose you wanted to add 16 (decimal) to 26 (decimel) without
converting them to hex. The following seems plausible:; LD A,16 then

ADD A,26. Unfortunately, because the machine works in hex the final value
of A will be 3C, not 42, The instruction DAA (Becimal Adjust accumulatcr)
will change A from 3C to 42. How it works is rather complicated = it makeas
a note of what's been carried where and whether you've added or subtracted
and sc on - but it does always work. For instance the sequence LD A,42
then SUR A,06 will again leave 4 with 3C, but this time round DAA will
change A to 36, since 42 (decimal) minus € (decimal) is 36 (decimel). The
instruction changes every flag appropriately.

IEC This is another one of those instructions that comes in two
forms. It can be dec r (a single register) or dec s (a register pair).
dec r is very simple to understand - the value of the register r ias
decreased by one, the carry flag is unaltered, and the zero flag is
changed appropriately, Dec = is the one you want to watch for, because
the zero flag is NOT ALTERED! Wor are any of the other flags! Thus DEC BC
fellowed by JR NZ,-3 is either an infinite loop or has no effect! You'll
have to be very careful tc remember this - a lot of my earlier programs
crashed because T didn't.

I Not a Welsh name, nor is it short for Diane or Diana. It is in
fact an abbreviation (surprize! surprize!) It stands for Disable Interrupts,
and although this sounds rretty confusing its use is immensely simple. An
interrupt is what you get if you send little bleeps into the pine of the
Z80 chip. DISABLING the interrupts means that if such s thing happens in
future it is to be ignored. That's about all T ean tell you I'm afraid -
You'll have to consult the hardware boffs for a more detailed explanation.

DINZ Yet another abbreviation - this time for Decrement B and Jump—

relative if Not Zero. So if B is Ts DINZ will reduce it to 6. If B is zero,
NZ will change it to FF. If B is one however, DJWZ will change it to

zero, and will then Jump to a new destination. The form of the instruction

ie DJNZ e, where e is a single byte. If B is not decremented to zerc the

e is ignored, if it is then e spzcifies how far to jump. If e is between

00 and TF then the jump is FORWARDS, if e is between B0 and ¥F then the
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Jump 1s BACKWARDS (with ¥1° =1, ¥E =2, and so on). Start counting from the
next inetruction, so that DINZ 00 is Just the same as DEC B, except that
DJINZ does not alter any of the flags.

EI Guess what? Another abbreviation. EI stands for Enable Interupts,
and is the opposite of DI. From now on; if the Z80 recieves an interrupt,
then execution of the current instruction is completed, and control then
jumps to an interrupt routine. For a slightly better explanation look
under IM.

EX At last - an instruction with a sensible name. Ex means excheange.
There are five different EX instructions - these are FX AF,AF', EX DE,HL,
EX (SP),HL, BX (SP),IX, and EX (SP),TY. They don't alter any of the flags.
What they do is, as you'd expect, swop the values over - thus EX DE,HL
replaces IE by the value HL used to contain, and HL by the value DE used
to contain. The last three are rather interesting - the old value of HI
(or IX or IY) is pushed onto the stack, but simultaneously the old value
at the top of the stack is popped and loaded into HL. The position of

the stack pointer is therefore unchanged. AF' (Pronounced AF dash) is

a register pair distinct from the real AF, and this is the only instruction
which uses it. It is used by the SIOW hardware, so don't use EX AF,AF!
while you're in SLOW.

ExXX As well as AF' there are also BC', IE' and HL', which are just

a set of six new registers (or three new register paire) which can only

be accessed by this one single instruction. EXX is an exchange instruction.
It means exchange BC with BC' (ie B with B' and C with C'), DE with DE',

and HL with HL' - all in the same &£0. This is quite safe, and does not
affect SIOW in the way that AF' does. It is useful for preserving the values
of the registers when calling a ROM subroutine which relies upon A but

wipes out the other registers, eg EXX/CALL ROM-SUBROUTINE/EXX. The previocus
values of BC, IE, and HL are now unchanged. Some of the programs later on
in this book will make use of this technique.

HALT Ton't be fooled by your own intuition - this isn't the same as
STOP. It meens do nothing, or wait forever. Once you hit a HALT instruction
it will just sit there, effectively executing NOP instructions, over and
over again, In fact the only way you can get out of it, once you're stuck
there, is by sending the little chip an interrupt signal, so EI followed

by HALT is safe since the hardware ensures that interrupts turn up pretty
frequently, wheras DI followed by HALT is rather disasterous.

IM There are three forms of this instruction. These are IM 0, IM 1,
and IM 2, They are there to change the Interrupt Mede (yes, another
abbreviation) to either Zeéro, one, or two. What this means is that the
next time an interrupt is detected the following will happen. IF THE
INTERRUPT MOTF. IS ZERQO: The interrupt device itself must supply an
instruction to be executed, IF THE INTERRUPT MODE IS ONE: The instruction
RST 38 is executed. IF THE INTERRUPT MODE IS TWOQ: The interrupt device
must supply one byte of data. This is used as the low part of an address,
There is a register called T (which we so far haven't used) and the

value of this register is used as the high part of an address, The
machine then looks up this address and should find a second address
stored there. Confusing ien't it? This second address is used as a
subroutine call.

IN Short for input, but nothing like the INPUT we are used to
in BASIC. It is this instruction from which Sinclair builde the LOAD
rToutine and a keyboard scan. It has two forms - the first is IN A,(n)
where n is a numerical constant. n refers to an external device - a
different n for each different device. Cne byte of data is read from
device n, and loaded int® A. IN 4,(n) has no effect on the flags. The
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sccend form DOES alter the flags = it is IN r,(C). The number held by
the € register ie used to epecify the device., The number input is loaded
inte register r.

IND Input with decrement. This is a deliberate digression from
alphabetical order go that 211 of the input inetructione can go together.
IND can be thought of as IN (HL)(€) followed by DBC B followed by DEC HL.
The carry flag is not altered, but the zerc flag is altered to show
whether cr not B has decremented to zero.

INIR 4s IND but the instruction re-executes over and over again,
atopping only when B reaches zerc.

INI As IND except that HL is incremented instead of decremented.
INIR As INTR except thet HL ie incremented instead of decremented.
1INC Don't Panic! At long last we're back to sensible instructions

we can all understand. INC r increases the value of register r by one.
Every flag except the carry flag is altered., INC s on the other hand
(where 8 is a register-pair rather than a single register) will not change
ANY of the flags. It still does the same job of course, increasing the
value of register-pair s by one and zooming back round to 0000 if s starts
of f at FFFF, but don't use a check for zero after an INC s instruction
because it simply won't work. INC HL/JR Z means jump if the instruction
before INC HI came to zero, NOT if HL has reached zero. INC H/JR Z does
WOT K.

JP If you cean understand GOTO 10 you can understand JP 4300. The
destination is an address, not a line number, but the principle is exactly
the same, JP is the machine langusge GOTO. We can also have conditional
Jjumps, for example JP NZ,4300 means jump to 4300 IF NOT ZFRO. (In other
words if the zero flag is not set.) There is another form of JP which
also has an analogy in BASIC - variable destinations. If you understand
GOTO N you'll understand JP (HL). In this form you can't have conditions.
JP NC,{HL) for instance is not allowed. Also only three registers may

be usedé as variables - these are HL, IX, and IY. Even sco these are very
poweriul instructions - HL can be the result of a calculation, possibly
even generated at random.

JR The same as JP but slightly less powerful, and one byte shorter.
Cnly four of the eight conditions may be used - JR Z, JR NZ, JR C, and

JH NC. It is impoesible to say JR PO. It is also impossible to say JR (HL).
JE does not use an absolute address - the R stands for relative. You
write the instruction as JR e (or JR Z,e or whatever) where the e is

a single byte which specifies how far we must jump. JR O has no effect,
and JR FE is an infinite loop, since FE represents minus two. The jump

is forward if e is between O and TF, and backward if e ie between 80 and
FF.

LD The most used instruction in the whole of machine language.

411 it does is to transfer data from one place to another. It has many,
many forms, the cimplest being LD rl,r2, that is to transfer data from
cne register to another. LD A,(BC) is alsec legal and is a one byte code,
so is ID A,(IE). These are reverseble, ie LD (BC),A and LD (IE),A are
also legal, Remember that the brackets mean the contente of the address
B¢ (or DE). Two special registers R (the memory refresh register as it'e
called which is used in outputting to the screen) and I (see IM) may be
loaded to and from A (but only A) as in LD A,I, LD A4,R, LD I,A, and LD
R,AL. The register pairs may all be loaded with either numerical constants
or the contents of absolute addresses - LD s,mn or LD s,(pq). Conversely
sny address may be loaded with the contents of one of the register palrs
- 1D (pa),s. Note that register-pairs hold two bytes not one, and these
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are transferred to and from pq and pg+l. You can do the same with A on
its own - LD A,(pa) and ID (pq),A are both allowed, but no other register
can do this on ite own. Finslly the register pair SP - the stack pointer
- may be loaded directly with either HL, IX, or IY.

In other words there's a lot you can do and a lot you can't do.
You can't say LD HL,SP for instance, even though LD SP,HL is asllowable.
Fortunately, since LD is used sc very, very often it is extremely easy
to become familiar with.

LID Load with decrement, Effectively LD (DE),(EL) followed by
TEC HL, DEC TE, and DEC BC all in one go. The carry flag and zero flag
are unaltered as is the sign flag, but the P/V flag becomes zero if

BC becomes zerc, one otherwise, thus JP PO will jump only if BC is zero
after the instruction.

LIIR As LDD, but the instruction is repeated continually until BC
reaches Zerc.

DT As LDD, except that TE and HL are both incremented instead of
decremented.

LIIR As LITR except that DE and HL are both incremented instead of
decremented,

NEG Neg alters the accumulator and all of the flage. As you may

have gathered from the name it negates A, If A contains 1 then NEG will
change it to minus one (FF). If A contains minus six (FA) then NEG will
alter it to plus six (06), The same effect may be achieved using CPL
followed by INC A = this alternative means of negating a number does not
affect the carry flag as NHG does, but NEG is faster.

KCP This wonderous little instruction (which incidently is shert
Tor Wo Operation) has a very simple purpose - its purpose is to waste
time, for it does nothing at all! It's almost like a REM statement in
fact, except that you can't put messages after it. It has two mzjor uses:
1) as a delay, and 2) to overwrite previous machine coding when debugging.
I'd =say it was virtually indispensable.

OR In the form OR r this instruction is practically the opposite
of AND r. Bit by bit, the value of the A register is changed. If a bit
is one then it will be unaltered, but if it is zerc it will take on the
value of the corresponding bit in r. If A contains 00 then OR r is the
same as LD A,r (except for the flags). If A contains FF then OR T will
not change it. All of the flags are changed as you'd expect them, and
the carry flag is reset to zero.

our As with IN, OUT is nothing like the BASIC understanding of output.
The instruction OUT (n),A, where n is a one-byte numerical constant, will
transfer the contents of A to external device n. Similarly OUT (C),r will
transfer the contente of register r to the device pointed to by register

C. OUT is used in the ROM to SAVE things. QUT has no effect whatsoever on
the flags.

QUTD Output with Decrement, The carry flag is unchanged, but the zero
flag depends on the final result of B. OUTD is equivalent to OUT (C),(HL)
followed by DEC HL followed by DEC B.

OTDR A slightly different spelling in no way alters the fact that this
s still an Qutput with Decrement and Repeat instruction - all it does is
leads us to digress from alphabetical order in order to maintain consistancy.
Equivalent to OUTD repeated until B is zero.

0UTI As OUTD except that HL is incremented instead of decremented.
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OTIR As OTDR except that HL is incremented instead of decremented.

POP Remove iwo bytes of data from the top of the stack and load them
into a register pair. Any register pair may be used except for SP. In
addition the flags register may be combined with A, allowing the instruc-
tion POP AF. Specifically, the low part of the register pair is popped
firet, and then the high part. The machine remembers that the stack is

now two bytes shorter by altering the value of SP automatically.

PUSH PUSH s is the opposite of POP s. It stores the contents of any
register pair (except SP, but including AF) at the top of the stack. It
"remembers” that it has done this by altering the value of SP. The high
part of s is pushed first, then the low part, so that the low part is at

the top. After a PUSH instruction SP will point to the addrees of this
low part.

RES With this instruction you can actually alter individual bits
of any register. In computing circles "set" means change to one, and
"reset™ means change to zero, so RES is the instruction that changes the
required bit to zero. For instance, to reset bit 3 of D the required
instruction is RES 3,D. RES has no effect on any of the flags.

RET HET ias used to return from a subroutine. It works by popping
an address from the top of the stack, and then jumping to that address,
It is possible to alter the address to which a subroutine will return by
altering the value at the top of the stack. For example POP HL/INC HL/
PUSH HL will increase the return address by one. You cculd for instance
store one byte of data immediately after the CALL instruction, then

FOP HL/LD A, (HL)/INC HL/PUSH HL will store that byte in A while at the
same time ensuring that the subroutine will return to the addrees after
that data. Another trick is to push an "artificial™ return address onto
the stack and then JP (or JR) to a subroutine instead of calling it. .Now
it will "return" to wherever you want it to go! Return may be used with
conditions if needed. It doea not alter the flags.

RETI Used to end an interrupt subroutine (see IM). Its function is
the same as RET, but RETI must be used instead of RET because the chip
does clever things if you get a second interrupt in the middle of an
interrupt subroutine! As soon as an interrupt subroutine is called a DI
instruction is automatically executed, but there are such things as
non-maskable interrupts, that it almighty superhigh-powered interrupts
that override even DI, these can cause confusion if you don't use RETI.

RETN Used to end a non-maskable interrupt subroutine. Its function
is the same as RETI except that the Interrupt Mode (which was altered

by the non-maskable interrupt in the firet place) is also restored to
its previous value.

RLA An abbreviation for Rotate Left Accumulator. Each bit of A
s moved one position to the left. The leftmost bit is moved into the
carry, and the rightmost bit takes on the previous value of the carry.
For example, if A contained 10010101 (binary) and the carry contained
0 then after a RLA instruction A will contain 00101010 and the carry
will contain one. Only the carry flag is altered by this instruction.

RL On the other hand, there is another instruction which may be
applied to any register. It is RL r. In fact every now and again the
instruction RL A tends to disguise itself as RLA — due possibly to printing
errors or bad handwriting. On the face of it they seem to do the same

thing - RL means Rotate Left and its function is exactly as described

in RLA. The difference however, ies in what happens to the flags, for RL
will alter ALL of them, RLA will only alter the carry. RL may of course

be applied to any register, not just A.
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Ineidently = RI A doer precisely the same thing am AIC A,A,
dewvn Lo the 1act flag = exeept one — cne yon can't et 2t — enlled the
H flap. The only way yon ean pornibly tell the difference is by following
it with a DAA instructicn. ADT A,A, by the way, is twice as fast.

RLCA AMmert the same ar RTA, but not quite. Fach bit of A 1= moved
one pasition to the left. The lefimost bit i moved BOTH into the enrry,
A'D into the righimost position of A. If, an before, A rtarted off with
1001MM and the rarry was zero, then after RICA it will be 00101N11.

The cerry will slso be cne. (nly the earry flag is changed - the previous
vnlue nf which is 1nst forever,

RIC KIC r will Hotate Left with Carry the register r in the ecame
Way that RICA does with A. RIC A im a valid instruction, which is not the
srme ne RICA. RIC B 18 a valid instruction, but plense note there i= no
such inetruction as RLCR. The spacing ie very important here. RIC T will
nlter all of the flago.

RLD Mot to be confused with RL D, this is a COMVIETELY DIFFENTNT
inetruction which works am follows: Write the value of A and the value
of address (HL) in hex. The mecond hex-digit of (HL) is shifted left o
that it hecomea the first digit. The firat digit overwrites the mecond
dipit of A. The second digit of A moves to the mecond digit of (HL). Thua
if A contains 25 (hex) and (HL) containa ER then after an RLD has been
carried out A will contain 2E and (HL) will contain BS. HLD, incidently,
stands for Hotate Left Tecimal,

HRA As TLA exceplt that the bita are moved right instead of left.
HR As RL except that the bits are moved right instead of left.
ERCA Ae RICA except that the bits are moved right instead of left,
HRC As FIC except that the bits are moved right instead of left.
RHD The contents of (HL) are moved one hex-digit to the right, the

righimoet digit moving into the rightmost digit of A, which in turn
becomes the left digit of (HL). If A equals 25 and (HL) equels EB then
after RWD A will equal 2B and (HL) will equal 5E. Note that RRD twice
im the some as RLD once, and vice versa. All of the flags except carry
are altered,

RST The same am CALL, except that it ie only one byte long
ALTOGETHFER! It is much less powerful though for two reasonsi 1) you may
not use conditions. RST O is legal but RST NZ,0 is not. 2) only one of
eight specific addresses may be called, There are 0, 8, 10, 18, 20, 28,
30, or 38. Cn the QLD ROM, RST O im the same as NEW. On the NBW ROM
however RST O will move RAMTOP to its highest possible location, which
the BASIC instruction NEW will not do. RST O is the same thing as pulling
out the mains lead and then reconnecting it.

SBC an, like AT, comee in two forms, The first is SD° A,r, which
will first of »1] subtract r from A, end will then subtract the carry
digit. Similarly SAC HI,® will subtract both a and the carry fleg from
Hl.. SP? A,A 18 quite useful - if the carry is zero both A and the carry
will end up zero = if the carry is one then A will be reassipned }F and
the carry will still be one.

SET The opposite of MES. SET 4,H will chanye the value of bit 4 of
H to one. Any bit of any regirter may be set.

SLA chift left Arithmetic. The form {a SLA r. It is aimilar to RL r
excepl that the rightmost bit is automatically replaced by zero., It altera
all of the flara. Note that SLA A doem the mame thing ag APD A, A, except
that ADD A,A is faster, 72




SHA shift Right Arithmetic. Any register may be shifted right using
the format SRA r. The rightmost bit fzlls into the carry, but the left-
most bit remains unaltered. Thus after a SRA instruction bit 6 will
always be the same as bit 7. The effect of SHA is to divide both positive
and negative numbers by two: FC (minus four) becomes FE (minus two).

What happens if the number is odd?

SRL shift Right Logical, As SLA except that the bits are shifted
right instead of left, and the leftmost bit becomes zero.

SUB Sometime written as SUB r, sometimes as SUB A,r, both mean the
same thing., The value of T is subtracted from the A register, Note that

unlike ATD, there is no corresponding instruction SUB HL,s. If you wish

to do this you must first of all reset the carry flag (usually by use of
A¥D A) and then use SBC HL,s.

XOR XCR T alters all of the flags, resetting the carry to zeroc, and
the A register alone. r is not altered. What hsppens is that A is altered
bit by bit, in the same manner as AND and CR. If a bit is zero it takes
on the value of the corresponding bit of r. If on the other hand a bit is
cne then its new value is the complement of the appropriate bit of r.
XOR A is very useful since in one byte it zerces both the accumulator and
the carry flag. Incidently so does SUB A.
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Now we more or less know what machine language is, it's about time

we learned a bit more about how to handle it. What we shall do now

is to write a new program - HEXLD3 - which will allow us to do five
things. 1) Input machine code. 2) Insert machine code in between
previous routines, but without overwriting anything. 3) Delete machine
code, closing up the gap that it occupied. 4) List machine code. 5}
SAVE machine code. The important point about this program is that the
principle parts of it will themselves be in machine code, although all
of the surrounding fabric will be BASIC. To work it all you will need
to do is enter one of the following.

RUN To List your stored machine code.

RUN 100 To Write new machine code.

RUN 200 To Insert new machine code.

RUN 300 To Delete previous machine code.

RUN 400 To Save machine code.

GOTO 500 To Reload saved machine code (OLD ROM only)

More to the point - you'll need HEXLDZ2 in order to help you load it.

The addresses used in this chapter assume that the machine code is being
loaded into a HEM statement in line one of a NEW ROM machine. If this is

80 you'll actually need 255 characters after the word HEM. However, you
don't have to use the same addresses as me if you don't want to. OLD ROM
folk are specifically advised NOT to use a HEM statement, since the

machine code contains newline characters. To store machine code at different
addresses to those I've used simply change tne listed addresses to yours.

Let's create it one part at a time. Firat of all a special subroutine feor
OLD ROM people - designed to AUTOMATICALLY print a character to the screen,
in much the szame way that the NEW ROM PRINT routine does. The routine will
also protect all of the registers, Study this listing:

FOR_OLD ROM PEOPLE ONLY

E> APRINT PUSH HL Store the value of HL.

D9 EXX Store the remaining registers.
F5 PUSH AF And the A register.

CIRO06 CALL PRPOS Find print-position.

Fl POF AF Retrieve A,

CD2007 CALL FRINT Print character A.

9 EXX Retrieve BC and IE,

El POP HL Retrieve HL.

c9 HET End of subroutine,

Note that HL needs to be stacked. since CALL PRINT changes the value of HL'.
The next subroutine we'll need is a mechanism for printing to the screen
the value of the A register in hexadecimal. This subroutine will INCLUDE
a subroutine-call to APRINT, at least for OLD ROM people. New ROM people
in fact already have an automatic print routine which protects all of
the registers, since there is one in the ROM itself. It is not quite the
same as the PRINT routine, since it also preservee the values of all the
registers - this is something that CALL PRINT will not do. CALL PRINT
will erase the values of B, C, D, E, H, and L. The address at which
APRINT begine in the MEW ROM is 0010, and seo CALL 0010 would print a
character without changing any register. This is very useful indeed.

One of the Z80 instructions designed to speed things up a bit is RST. It
is in effect the same as CALL except that only one of eight addresses
may be called, It just so happens that 0010 is one of these possible
addresses, RST is better than CALL for two reasons: 1) it is faster to
execute, and 2) it is only one byte in length, The code for RST 10 is
D7. DT then has precisely the same effect as CD1000, that is, to print
a character, OLD ROM users should note that although D7 still produces a
call to 0010, it will noi print a character, since in the OLD ROM there
is no PRINT subroutine located at thie point. RST is short for RESTART.
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FS HFRINT PUSH AF Store A for later use.

KEFO AND FO This isolates the first digit.

IF RRA Move this first digit to

1F RRA its proper position within

IF RRA the A register.

¥ RRA

ce1e ATD A,1C Add twenty-eight to the character
code, making it a hex-digit.

o7 RST 10 Print this hex-digit. OLD ROM

usere should of course replace
RST 10 by CALL APRINT.

Fl POP AF Retrieve the original value of A.
LGOF AND OF Isolate the second digit.

c61C ADD 1C Add twenty-eight.

o7 RST 10 Print it. OLD ROM users should

instead use CALL APRINT.
c9 RET.

fiy the way, did you understand all those ANDs and RRAs? If you didn't
1'11 explain exactly what's going on.

In binary, FO is 1111 0000. This means that when you apply AND to FO and
another mumber, then the first four binary digits of A will be unchanged,
and the second four binary digits will all become zero., Do you remember
how to change from binary to hex? You have to lock at it four bits at a
Lime. The first four representing the first digit, and the second four
the second digit. Thus all we have done is to change the second digit to
TETO.

If A were 36 then it would become 30. 1f it were 99 it would become 90, If
it were D5 it would become DO. And so on. This is not what we want. We must
shift A four bits to the right.

FHA moves A one bit to the right, replacing bit 7 (the leftmost bit) by the
value of the carry. In this case the carry is zero, since we have just done
an AND instruction. The new value of the carry will be the previous value
of bit O (the rightmost bit), This will also be zero since there #re now
four zeroes at the right of A.

KRA then, repeated four times, will change A from 30 to 03, from 90 to 09,
and from DO to OD. All that remains now is to add 28 (decimal) to this
number and print it. We print it using the instruction RST 10.

Back to our new program, The BASIC part of the List routine will look like
thiss

10 PRINT "keyword LIST"

20 GOSUB 600

30 RAND USR 16539

to obtain the keyword LIST in line 10, either type THEN LIST {NEW ROM only)
and delete the word THEN, or type the whole line as 10 LIST quote
backspace backspace PRINT quote newline.

600 LET A = 16533

610 PRINT "ATIDRESS space";

620 INPUT A$

630 FRINT AB

€40 P(mg A¥1,16%CODE AZ+CODE A¥(2)
-47
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what about this USR routine at 16539 then? What will that do? And what about
this business of POKEing 16533 and 165347 What's that all about? Well using
my addresses, 16539 is the start of a routine called HLIST, which we haven't
yet written. It is designed to actually LIST a machine code program in
hexadecimal (hence H-List). The address 16533 is the number 1've used to
hold a "variable" called ADDRESS. That is to say, it is a place at which

we can store a two=byte number. Any address may be used for this purpoee
provided that BASIC will not change that two-byte number.

This program demands four such “variables", or two-byte memory locationa.
They will be called BEGIN, ADDRESS, ADD2, and LIMIT. They will be used by
the program as follows:

BEGIN The address at which the subject-—program begins.
ADDRESS  The address we are currently looking at.

ADDZ The address beyond which we must not progress.
LIMIT The address at which the subject-program ends.

I ought to explain here what is meant by "subject-program". The Program we
are writing is a replacement for HEXLD?. As such it is to be called HEXLD3.
This is the "object-program" - the one we are writing now. But the purpose
of HEXLD3 is to enable us to be able to create and examine machine code
programs. The program that HEXLD3 will be used to examine is called the
"subject-program". These distinctions are clearly necessary in order to
avoid confusion between the two different concepts. It is of course possible
to use HEXLD3 to examine itself, in which case it becomes both the object
and the subject, but for the time being keep these two ideas separate in
your mind.

The addresses which I've used to store the "variables", BEGIN, ADDRESS, ADD2,
and LIMIT are as follows:

Decimal  Hex Explanation

16514 40R2 The start of the subroutine HPRINT
16531 4093 The variable BEGIN

16533 4095 The variable ATDTRESS

16535 4097 The variable ADD2

16537 4099 The variable LIMIT

16539 409B The start of the USR routine HLIST.

Lines 640 and 650 POKE into the variable ADIRESS — Giving the address

at which out listing (input in hex as Ag) is to begin. This idea of using
part of the RAM in machine-code-area to store numbers is a very useful
one. You can use it in many different programs. The numbera will be safe
there even after the program ends and you are in command mode. You can
type RUN or CLEAR and they won't be wiped out, They will even SAVE and
reLOAD.

Now for the subroutine HLIST (Short for Hexadecimal List). It is a very
very simple routine indeed, and should be no trouble for you to follow.
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2h9940 HLIST LD HL,(LIMIT) Ensure that we don't progress beyond
229740 1D (ADD2),HL the end of the subject-program.
54 LD D,H

YD LD E,L

2A9540 LD HL,( ADTRESS) Compare the current address with
0616 LD B,16 (OLD ROM ONLY) final address.

AT NXTAD AND A

Fn52 SBC HL,DE

19 ATD HL,DE

A01F JR NC,DONE

7c LD A,H Print the high-part of the current
Cnez40 CALL HPRINT address in hex.

Th LD A,L Print the low-part of the current
cnez40 CALL HFRINT address in hex.

AF XOR & Reset A to zero.

o7 RST 10 Print a space.

T8 LD A,{HL) Print the contents of the current
cnaz240 CALL HFRINT address in hex.

CHT6 BIT 6,(HL) If this character is unprintable
2004 JR NZ,NOFRINT then do not print it.

AF XCR A Reset A to zero.

b7 RST 10 Print a space.

= LD A,(HL) Load A with this character

b7 RST 10 and PRINT it.

SET6 NOPRINT LD 4,76 Load A with a newline character.
7 RST 10 Print newline.

23 INC HL Look at the next address.

229540 LD ( ADDRESS),HL Store the current address.

18DB JR NXTAD (NEW ROM ONLY)

10DB DJNZ NXTAD (OLD ROM ONLY)

o DONE RST 08 See below.

00 DEFB 00

The above program will run as listed on a nrw HUM machine. OLD ROM users
should replace every RST 10 instruction by CALL APRINT as before, and are
reminded that the JR byte-count must be changed accordingly at two points
in the program.

There ars several things we can note about this program. Firstly, two new
instructions have been used - BIT 6,(HL) and RST 08. Here's what they do.

RIT 6,(HL) tests the value of bit 6 of the address (HL). The result will

either be 1 (if bit 6 is 1) or O (if bit € is 0). This result is not

stored in any of the registers, but we can still check it with the next {5
line JR NZ,NOFRINT, which says jump to NOFRINT if the last result (that ‘ I{}{i
is bit 6 of (HL)) is not zero. 1A

why do we need to do this? Take a look at the character set. In particular ciF;{
look at their character codes in hex, Notice that all of the expandable

characters lie between CO and FF (except for RND, INKEYf, and PI on the

VEW ROM — these are treated slightly differently by the ROM) and that all @
of the characters between 40 and 7TF are not printable at all (again, \A_\q
except for RND, INKEYY, and PI on the NEW ROM. The machine has to make a

special check for these.) (You could argue that the NEW ROM cursor (TF)

waz printable, but of course it looks different depending on what mode

the machine is in.) In fact all of the printable characters are either

between 00 and 3F, or between 80 and BF, and conversely every character

between 00 and 3F, or BO and BF, is printable. What have all these in

common? The fact that BIT 6 of the character code is zerc. In binary these

codes run between 0000 0000 and 0011 1111, znd then from 1000 0000 to

1011 1111, So all we have to do to find out whether or not a character

in the ret is printable, all we have to do is to look at BIT £. The

above program won't attempt to print them unless BIT 6 iz zero. This is

hecause the RST 10 routine won't expand the erpandable characters, nor

will it replace the others by question marks. It will crash though!
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The other new instruction is RST 08. This will cause an immediate return
to BASIC, stopping the program with an error code. The byte immediately
after the RST 08 instruction tells it which error code to use. An error
code 1 needs the data 00, since this byte has to be one less than the
report code, If we wanted to be really flash we could have used 1C and
got an error code of T!

Now follow the program through carefully and see what it does, Note the
way we check whether or not the address ADD2 has been reached (it is
stored in DE) - especially the use of AND A to reset the carry flag.

You can check that this program works by POKEing the address at which
HPRINT starts into both BEGIN and ADDRESS, and by POKEing the address at
which HPRINT ends into LIMIT. Then, if you type RAND USR HLIST (this is
the location 16539 using my addresses) you should end up with a more or
less instant listing of the subroutine HPFRINT.

Now if you simply type RUN and enter 4082 the program will instantly list
out the start of this program. In other words we are using it to examine
itself. Tyming CONT or CONTINUE repeatedly will continue the listing until
the end of the program is reached, when you will get a report code of 9.

Bow for the mecond part of our program, HEXLD3. The BASIC part is to look
like this:

100 PRINT "WRITE"
110 GOSUB 600

120 INPUT Ag

130 PRINT Af;"two spaces™;
140 RAND USR 16589

150 GOTO 120

This part calculates the length of the string A#, which because of the
CLEAR Statement in subroutine 600 is the first (and only) item in the
variable atore,

OLD ROM OMLY:

240840 WRITE LD HL,(VARS)
ES PUSH HL
OEFF LD B,FF

23 ANUTHER INC HL

TE LD 4,(HL)
04 INC B

3D DEC A

268FA JR Z,ANOTHER
El POP HL

CB28 SRA B

This routine leaves the length of the atring divided by two (since it
needs two characters to specify one byte of machine ¢ode) in the B
register and leaves HL pointing to the byte immediately before the
astart of the contents of the string. Notice how LD A,(HL)/IMC B/IEC A/
JR Z is used to check for a character 1 (a quote mark, or end of string
character) as well as counting the pumber of characters so far (in B).
Can you also see how SEA B will divide B By two?

Strings are stored differently in the NEW ROM. ‘This actually makes things
easier, not harder! Look at the corresponding HEW ROM routine which does
the same job.

NEW ROM ONLY:

16589 241040  WRLTE LD HL,(VARS)
23 1RC HL
46 LD B, (HL)
2% INC HL
CB28 SRA B
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This works because the KEW ROM works by storing the length of a string
immediately before the siring itself, It takes two bytes for this, but
notice that in both of our versions we are only using one byte for the
length, so don't input more than 255 characters in one go.

Here's the rest of the routine.

28F4 JR. Z,DONE

ED5B9540 LD DE,( ADDRESS)

23 NEXTBYTE INC HL

B LD a,(HL)

87 ATD A4,A

87 ADD A,A

87 ATD A,4

87 ADD A,A

23 INC HL

86 ADD 4, (HL)

c624 ATD A,24

12 LD (DE), A

13 INC DE

ED539540 LD (ADDRESS),DE
PUSH HL

249940 LD HL,(LIMIT)

EDS52 SEC HL,IE

El POP HL

3004 JR NC,CHECK

ED539940 1D (LIMIT),IE

10E1 CHECK DJNZ NEXTBYTE

c9 RET

You can learn several things from this routine. Firstly, notice that if you
input the empty string the program will jump back to the RST 08 instruction
in the previous section. This is so that you can end the program without
actually having to break out.

How look at the first few lines from CHECK onwards. What they do is this
if the end of the program (the program that WRITE is editing) is greater
than the current address, do nething, otherwise make a note of the fact
that the program has got longer by altering our variable LIMIT.

You now have two segments of machine code which, if you've typed them in
properly, will work first go. How delete the WHOLE of HEXLD? (except of
course for line 1) but be very careful not to attempt to list line ome.
The first line now contains more characters, when the keywords in the REM
are expanded, than will fit on the screen. In this circumstance the ROM
will go into an infinite loop if it tries to list it - this is a design
fault - the ROM should not be capable of making infinite loope. You won't
be able to break out if it happens. To avoid it, type POXE 16403,10 (OLD)
or POKE 16419,10 (NEW). Then type in linee 10 to 30, then delete the rest
of the program one line at a time, lowest line number first. Now type in
the rest of the program and SAVE it before you do anything else.

For NEW ROM users, it should be made clear that the REM statement will,
when keywords are expanded, be longer than will fit on the screen, thus
although the command LIST is acceptable (the result of which is that part
of line one is listed and an error 4 message displayed), if you LIST 10,
to ensure that line 10 is always at the top of the screen (sometimes this
doesn't work - if not type POKE 16419,10 which always works) be warned
never to delete line 10. If you do the ROM will go into an infinite loop
trying to reshuffle the lines so that it can list them. In SLOW this can
be quite amuzing to watch, but it is always irritating because the only
way you can get out of it is by pulling the plug.
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Now to complete the transition from HFALD? to HEXLD3 let's rewrite Lhe
section that will SAVE thinga in upper memory., The BASIC:

0LD ROM
400 DIM O(USR( ARHAY))

410 RANTOMISE USR(STORE)
470 SAVE

500 RANDOMISE USH{RETRIFEVE)
510 CLEAR

520 STOP

NFW_ROM
400 DIM OF(USR AKRAY)
410 RAND USR STORE
420 SAVE "HEXLD3"
500 RAND USR RETRIEVE
510 CLEAR

520 STOP

As you can see there are three different parts of machine code. The first,
in lipe 400, alters nothing, but returns a numerical value to ASI(}, which
is then used by BASIC te reserve the correct amount of space using a LIM
statement. Let o look at that part first:

Using my addresses, AHRAY is 16635, STORE is 16651, and RETRIKVE is 16669.

249940 AHRAY
FT.5B9340
AT
ED52
229740
for the OLD LOM only:
CB2C
CB1D
for the NEW ROM only:

c9

The firet part is obvious. The beginning address is subtracted from the
end address.Again we see AND A being used to zero the carry flag so that
SBC gives the right answer. Now, for QLD ROM users, this number is divided
by two, because arrays use two bytes per element. For NEW ROM users we
move the answer into the BC register because this is what will return to
BASIC. Now for the machine code that accompanies line 410. Use HUN 100
to load it in the first place.

You may be wondering why ADD2 was loaded with the number of bytes in
the code to be SAVEd, Well ADD? is just a convenient place to store it,
eince it will be needed in line 410.

LD HL,{LIMT;
LD DE,(BEGIN
AND A

SBC HL,DE
LD (ADDZ),HL

SRA H
RR L

LD B,H
LD C,L

RET

2A1040  STORE LD HL, (VARS)
110600 LD DE, 0006

19 ADD HL,DE

EB EX DE,HL
249340 LD HL,EBEGIN)
ED4BI740 LD BC,(ADD2)
EDBO LDIR

c9 RET

201040  RETRIEVE LD HL,(VARS)
110600 LD DE,0006
19 ADD HL,DE
ED5B9340 LD DE, %Bmm)
ED4BR9T40 LD BC,(ADD2)
EDBO LDIR

c9 RET.
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I case you're beginning to lose track, here's a quick round up of all
the addresses we've used so far:

Decimal  dex Routine/Variable

16 514 4082 HFRINT
16531 4093 BEGIN
16533 4095 ADIRESS
16535 4097 ADD2
16537 4099 LIMIT
16539 4098 HLIST
16589 40CD WRITE
16635 40FB ARRAY
16651 4108 STORE
16669 411D RETRIEVE
16687 412F next spare byte.

Briefly, STORE moves machine-code from upper memory and storea in an
array. RETRIEVE moves it back from the array to its previous pesition.
Both of the routines start off by working out the address of the first
free byte in the array. The array is the first item in the variable
atore, but because the OLD and NEW ROMe think differently, we have to add
iwo to this lecatiem in the OLD ROM, and six on the NEW ROM. Can you
apot the different ways in which this is done?

This is also the first time we've used the instruction LDIR. What is does
is to automatically move a block ef elements from address (HL) to addrees
(DE), assuming that the number of elements contained in this block is BC.
Thie ias of course precisely what we want to do. LUIR does alter the value
of each of the register pairs BC, DE, and HL, but that doesn't concern
ue since the next thing we do is RET,

LDIR is very, very useful indeed, but you must remember which way round
it goea. It loads from (HL) into (IE). Have you ever pressed 'record'
instead of 'play' when trying te lead programs from tape? Well that's
exactly what will happen to your machine code if you get I and HL the
wrong way round for LDIR - it will just be wiped out - and there's no
going back.

As long as you can see exactly what's happening you're OK. If you can't
then get a piece of paper and write down the values of each regieter at
each stage. work through until you're convinced you know exactly what's
happening all the way through.

We now have a BASIC program called HEXLD? which contains a fair number of
machine code subroutines. As it stands it will both LIST and WRITE machine
code, and can alsc be used to SAVE any machine code or data which ia
stored in spare RAM space high in memory., This is all that HEXLD2 did.

You now have the ability to enter your own machine code programs very
easily, but what you can't yet do is edit them if you make a mistake.

That is what the next section is for - it is called INSERT, and will
insert whatever you input between the surrounding code, without over-

writing it. The ppsyc part of the routine is thie

200 PRINT “INSERT™

210 GOSUB 600

220 INPUT A#

230 PRINT AE;"two spaces™
240 RAND USE 16687

250 GO0 220
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And the machine code which goes with it (which NEW ROM users should write to
addrese 16687) is as follows:

OLD ROM REW_ROM
240840 INSERT LD HL,(VARS) 241040 INSERT LD HL,(VARS)
ES PUSH HL 23 INC HL
O1FFFF LD BC,FFFF 4E LD C,(HL)
23 MORE INC HL 23 INC HL
B LD A, (HL) 46 LD B, (HL)
03 INC BC
3D DEC &
28FA JR Z,MORE
El FOP HL

CE28 COPYOP SRA B

CB19 RR C

2002 JR NZ,NOTEMPTY

CF RST 08

08 IEFB 08

g5 NOTEMPTY PUSH BC

249940 LD HL,(LIMIT)

ED5B9540 LD IE,(ADDRESS

AT AND A

EDS2 SEC HL,IE

23 INC HL

44 LD B,H

4D 1 C,L

Bl FOP HL

ED5B9940 LD IE,(LIMIT)

19 ADD HL,DE

229940 LD (LIMIT),HEL

EB EX IB,HL

EDB8 LDIR

CDCD40 CALL WRITE

c9 RETY

Now exactly how thie works is quite complicated, so think carefully. The
part between INSERT and COPYUP finds the length of the string A#. As you
can see it required a completely different method for each RCM. See WHITE
on this, since it ia very similar here.

Between COPYUP and NOTEMPTY the length of the string is divided by two,
and if it is zero returns to BASIC with error code 9, This is the job of
the RST OB/TRFB 08 sequence. From then on we are concerned with moving
part of the program being edited, Look at the diagram below.

HEFORE: i
beLin address linrdt
APTER Knew
begin addzjeu 1;\311;

As you can see, we need to load a complete block of elements from one point
to another, but unlike before the new and old positions overlap. This is a
slight problem, and we have to be very careful how we load it. If we were to
simply aseign HL to ADIRESS(before) and DE with ADDRESS(after), and then use
LDIR as before (having assigned BC to the number of elements in the Block
first) then since LDIR moves things one byte at a time the first few elements
would end up in the middle of the block, only to be copied up for a second
time, The program would be completely corrupted.
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We can get round this flew by sneaking up on the problem sideways while it's
not looking. What we do is we block load it from the other end! This means
loading HL with LIMIT(before) and DE with LIMIT(after) and use LDIR instead
of LDIR.

Having found the length of the new section, this length is pushed onto the
stack. BC is then loaded with the length of the block to be moved. See how
this is worked out. Then HL and DE are correctly assigned, making use of the
fact that the length of the new section is at the top of the stack, and the
new limit is stored in our "variable" LIMIT.

After the block load is successfully carried out we call the WRITE subroutine
to fill the shaded area in the diagram with the contents of the input string.
this will work because the above program does not change the velue of the
variable ADDRESS. WRITE will simply overwrite the shaded region, moving the
current address pointer to its new position. We then return to BASIC for the
next input.

To test the program, use WRITE to write “9DYEJGPAOALA2AZA4AS" to the point
just beyond where our program currently ends. This will list as

Now use INSERT. Give it the address of the inverse five, and input “00“,
“201E"/"00". Here / means newline. When you list it you'll find four new
characters have been inserted. Notice that the routine allows you to input

as many characters as you like in one go, and that it allows you to press
newline as many times as you like. Newline on its own (ie inputting the empty
string)will break out of the program.

The final section to add to our program is DELETE. This will look (in BASIC)
like this

300 PRINT "DELETE"
310 GOSUB 600

320 LET A 16535
330 GOSUB 610

340 RUN USR 16732

The first four lines load the initial and final addresses into the variables

ADIRESS and ADD2. Line five calls the machine language routine that will do
the task for us,

Here's what the machine code has to do. Look at the diagram below., Here the
shaded region must be removed,

WEFORE: | }V//// 1

]

begin address  add2 limit
AFTER 3 |
[ 4 r
begin address limit

This is quite simple - we just use LDIR quite straightforwardly. You might
think there would be some effort involved in calculating the new limit, but
not so. LDIR alters the value of HL and IR for us in quite an advantageous
¥ny - as we shall see,
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249940  DELETE LD HL,(LIMIT)
ED5B9740 LD IE,(ADD2)
5 PUSH DE

AT AND A

ED52 SBC HL,DE

44 LD B,H

AD LD C,L

El POP HL

23 INC HL
ED5B9540 LD DE, (ADDRESS)
EDRO LDIR

1B . DEC IE
ED539940 LD (LIMIT),DE
CF RST 08

08 DEFB 08

As IDIR moves from one end of the blocks being shifted to the other, HL and
DE move with it, so HL ends up to the right of the original block, amd IE
ends up to the right of the copy. Thus a simple DEC IE after the LITR will
set it to exacily the right place for our new limit. Load this routine to
address 410D (OLD)/415A (NEW), using INSERT. You should now have one or two
spare characters after the end of the program, Use DELETE to wipe them out

- this will of course test whether or not you have typed in DELETE correctly.

Now SAVE this program permanently. This is the final version. All you have
to do in order to use it in future is to type RUN 100 and enter the address
of the variable BEGIN. (403C or 4093). Then input the address to which the
Program you are about to write will begin, then simply newline on its own.
RUN 100 a second time to actually begin inputting a program.
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Now it's time ito explore how we can make use of some of the cther
subroutines that are remarkably well-hidden within the ROM. Specifically
we'll cover two of these subroutines, which between them will enable

us to scan the keyboard and locate which, if any, of the keys on the
keyboard are being depressed. On the NEW ROM we can make use of ihese
subroutines just by calling them, but we can't on the OLD ROM because
they're simply not there, For the benifit of the people with OLD ROMs I
shall include a section at the end of this chepter explaining how these
programs may be made to work by actually inputting these subroutines
yourselves. This section will also be of interest to those of you with
KEW ROMs, since it will give you an insight into how the subroutines
actually work.

The first such subrcutine is an amazing little keyboard scan, which
begine at addrese 02BB. It may be accessed simply by calling that addrecss,
ie CALL KSCAN, cr CDBBOZ in hex, It doesn't actually produce a very
useable answer though. Let's see exactly what it does do.

It returns a value to the HL register pair., Actually it returns separate
and independent values - one tc H and one to L. Here's how the value of
L ie interpreted:

Imagine the keyboard (excluding SHIFT) divided up into eight horizontal
sections, each contazining five keys (except for section zero which only
contains four, because SHIFT is ommitted). Notice how each section
has a corresponding number between zero and seven. Now, if there is no
key depressed then L will return a value FF. However, if one or more
keys are depressed, then the appropriate BIT (of L) will be reset to zero.
In other words, if you are pressing Q, W, E, R, or T then bit 2 will be
reset - if you are pressing B, N, M, full-stop, or space, then bit 7
will be reset. This means that L can return the following:

BINARY HEX

If no key is depressed 11111111 ¥FF
If a section O key is depressed 11111110 FE
If a section 1 key is depressed 11111101 FD
If a section 2 key iz depressed 11111011 FB
If a section 3 key is depressed 11110111 ®7
If a section 4 key is depressed 11101111 EF
If a section 5 key is depressed 11011111 DF
If a section 6 key ie depressed 10111111 BF
If a section 7 key is depressed 01111111 T7F

SECTION 3 SECTION 4
mmmmvamww
(@)W (E)(R u@@u@u@[
SASIDF) R KL )
ﬂub@ug®@@@

SECTION & SECTION 7

§‘
&0

88



4s an exercise see if you could work out what L would return if both
3 and P were depressed at the same time.

The value returned by H is determined by a similar principle, but notice
how the keyboard is divided up here — not horizontally but vertically.
Notice also that the SHIFT key has a section all to itself - section O.
Yow if you press key S for instance then H will return FB (in binary
11111011). We have already seen that L would give FB as well, 80 that

EL returns FEFB. Can you see why it is impossible for this value to be
obtained from any other key?

T NO1LIE
1 NOV L3S

¢
2
3
]

Now let's see what would happen if you pressed SHIFT S. Both bite zero
and two would be reset giving, in binary, 11111010. In hex this is Fa,
so HL would return as FAFB - which is differeni to the value produced
without shift. We can see the precise effect of SHIFT from this tabla:

WITHOUT SHIFT WITH SHIFT
BINARY HEX EBINARY HEX

If no key is depressed 11111111 F¥F 11111110 FE
If a section 1 key is depressed 11111101 FD 11111100 FC
1f a section 2 key is depressed 11111011 FB 11111010 FA
1f a section 3% key is depressed 11110111 F7 11110110 T6
1f a section 4 key is depressed 11101111 EF 11101110 EE
1f a section 5 key is depressed 11011111 TF 11011110 IE

It should by now be reascnably clear how each individual key, with or
without shift, produces its own unigque code in the HL regiater pair. If
two keys are both in the same horizontal section they cannot possibly
both be in the same vertical section. Note that SHIFT on its own returns
2 value of FEFF which is not the same as no key depression at all.

The subroutine which I've called KSCAN does have ocne big disadvantage
though - it will completaly wipe out the previous values of all the

registers! If you want to preserve them you'll have to meke uae of the
stack as follows:




F5 PUSH AF

c5 PUSH BC

5 PUSH IE
CDEBO2 CALL KSCAN
n POP DE

cl POP BC

Fl PCP AF

Now we want to turn these rather obscure numbers into real character codes.
It just so happens that all of these codes are rather cleverly stored in
the ROM beginning at address 00TE. By "rather cleverly™ I mean in a most
convenient order, ae follows: First the straightforward characters:

00TE ZXCV ASIFG QWERT 12345 09876 POIUY newline IKJH space .MNB

(There are no spaces between the characters - they are printed here to
make the ordering more obvious.) Then the shift characters:

0045 57/ STOP LPRINT SLOW FAST LLIST "M OR STEP &= <> EDIT AND THEN
TO cursor-left RUBOUT GRAPHICS cursor-rignt cursor-up cursor-down
")(# >= FUNCTION =+- % £,>¢x

Can you see how the ordering relates to which sections the key lies in?
We could quite easily write a subroutine now to convert from the strange
number we already have in HL to an addresa between OOTE and 00CB ( the
last item in the table - the =) but it turne out that we don't need to
because that nice man Uncle Clive has already done it for us with a
subroutine which I shall call FINDCHR beginning at address Q7BD. The ROM
people probably have their own name for it but they keep it shrouded in
mystery. The subroutine performs the following task - given a value as
defined above, in the BC register, it will work out the address at which
the eppropriate character is stored - the final result ending up in HL.

It does have a problem though. If you're not pressing a key then surely
you shouldn't end up with a character to print! You'll have to prevent
this yourself. One way would be as follows. Notice thouzh how we move the
result from the first subroutine intc the RO register before calling the
Becond.

CDBBO2  START CALL KSCAN
44 ID B,H

4D LD C,L

51 1D D,C

14 INC D

3E00 1D 4,00

2804 JR Z,NOCHR
CDBEDOT CALL ¥INDCHR
TE 1D A,(HL)
HOCHR

There are several things to note about this example. Firstly that two
separate instructions, LD B,H and LD C,L,are needed to transfer L to BC
since there is no single instruction LD BC,HL. Secondly that the condition
JR Z means if D is zero, not A - LD does not alter any of the flags. If
D is zero after being incremented then it must have been FF beforehand,
which means that L must have been FF after it came out of the first
subroutine. This ie the check that a key is being pressed. i is loaded
with zero and if no key is pressed it remains zero, otherwise it takes

on the code of whichever character you're touching on the keyboard.
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There is here a slight ambiguity in that zerc is also produced if you

jress space. You could use LD A,01 instead of LD 4,00 since the character
whose code is one (M) is not available from the keyboard. Now there is

no ambiguity since zero means space and one means no character ie being
pressed. If you have SLOW at your disposal you could omit LD A,00 altogether
und use JR Z,START instead of JR Z,NOCHR. Now the program will WAIT until

u key is pressed before continuing. Without SLOW it will still wait but
you'll have to suffer a blank screen in the meantime.

The A register now contains a value corresponding precisely to the function
INKEY$. In this way real time games are just as feasable in machine code
ns they are in BASIC.

inother interesting part of the ROM is the very last bit - the halt of a K
that runs from 1E00 to 1FFF. It's not a subroutine, it's a table - a very
long table — actually the longest table in the ROM. It stores the dot
pattern of every symbol used by the computer - that is all of the printable
characters. It takes eight bytes to store a single character symbol, so

{or example, the characters 4, B and C are represented, in binary, by

00000000 Q0000000 00000000
00111100 01111100 00111100
01000010 01000010 01000010
01000010 01111100 01000000
01111110 01000010 01000000
01000010 010000610 01000010
01000010 01111100 00111100
00000CC0O0O0 coo000O0CO0QO 00000000

Can you pick the letters A, B end C from the digits above? The patiern is
held by the poeitions of the "ones" amongst the "zerces". When they finally
appear on your TV screen they look Iike this:

L

Suppose we now wished to reconsiruct these letters in an enlarged form -
using a pixel (quarter-sguare) for each dot. This meens that each character
we print should be a graphics character (epace and inverse-space both count
an graphice characters) chosen so that the correct quarters sre black.

There are two ways of doing this. One is to make use of the NEW ROM
character codes, in which the graphics are arranged in & very clever

order - unfortunately we would not be able to adapt this sytem to the

o1d ROM. The second is to include sixteen bytes of data within our program
representing the graphics symbols in any order we care to choose. Let's
take a look &t the first method first.

Suppose the bottom right cornmer is WHITE. If we give the other pixels
numbers 1, 2 and 4 then simply adding them up gives the required characier
code. You can check this by comparing the diagram below with the character
set in the Sinclair manual.
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If the bottom right hand corner is BLACK then we need to give the cther
“»pixels)the numbers -1, -2, and -4. To work out the code of any graphics
symbol here we start off with the number 135 (decimal) and subtract
appropriately the required number for each black pixel. Agmin you can
check this by comparing the disgram below with ihe Sinclair Manual.

Incidently it is worth pointing out here that many copies of the Sinclair
Manual incorrectly give the character of 135 as B. This is a misprint -
it should of course be[d. Try typing PRINT CHRE 135 to check. Character
seven is @ - the manual gives this correctly.

4 vhite

The character code of the OLD ROM graphics symbols are unfortunately

rather random, so there is no eimple system for working cut the code, given
which pixels should be black and which should be white. In order that ébe
program to follow should work on both ROMs we shall adopt a slightly
different method. Instezd of @istinpguishing two different cases (that is

the colour of the bottom right hand pixel) we shall treat every quarter-
square ihe same, and code them as follows:

We would then have to include in cur program a DATA section which lists

the graphics symbols in the order space m

Move RAMIOP to address 4380 (this is a hex address) by typing POKE 16368,128
POKE 16389,67 then NEW. Now load the following program to address 4380.

(In decimal this ie 17280, meaning 1K users will still be eble to run it.)
As it stands this program is best run in SLOW. We shall see how to alter

it so that it will run in FAST later.

0087048% DATA IEFM This is the table of
02E50681 TEFM graphics symbols in
01860582 DEFM the required order.
03840780 IEFM

CTEBO2 START CALL KSCAN Wait for human to take
€ INC L finger off of key.
20FA JR WZ,STERT
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CDRBO? WAIT CALL KSCAN
44 LD B,H

4D LD C,L

51 1D D,C

14 INCG D

28F7 JR Z,WAIT
CDEDOT CALL FINDCHR
?E ‘11-‘-{\1 < LD A,(HL)
AT AND A

17 RLA

17 RLA

8 RET C

17 RLA

1600 LD 1,00
CBlZ EL D

5F 5 1D F,A
21001 [§FFF55 LD HL,CTABLE
19 ATD HL,IE
OED4 1D C,04
0604 OUTERLOCP 1D B,04

56 1D D,(HL)
23 INC HL

SE 1D E,(HL)
23 INC HL

E5 PUSH HL

AR INNERLOCP XCR A

CB12 RL D

17 RLA

fo:) 2 REL D

17 RLA

CBl3 RL E

17 RLA

CB13 RL E

17 RLA

218043 L0 x5 LD HL,DATA
85 ATD A,L

EF 1D L,A

TE LD 4, (HL)
9 EX

CT0808 CALL PRINT
9 EXX

10E6 DJNZ INNERLOOP
El POP HL
3ET6 LD A,76

D9 FiX
£T0808 CALL PRINT
9 EXX

0D TEC C

20D4 JR WZ,C0UTERLOOP
184AF JR START

The program is now complete.

when you run out of screen?

Meke sure vou are in
progrem of f by typing RAND USF 17296. DO NOT type
is purely deta and will not run. You should see &
Press "G", and watch what happens. Now press AT,
Try experimenting with different keys to see what

Wait for new key to be
preseed.

Locate apprcpriate
character code.

Multiply by eight, but
return to BASIC if a non-
printable character is
presaed .

Find start of dot pattern.

Tranefer two lines of dots
inte D and E

Compute which graphics
charscter is to be
printed.

get this character from
the table of graphice
symbols.

Print this symbol

Fext print position.

End of current line.

Next line begins.
Stert again.

SLOW mode snd start the
RAND USR 17280 since this
completely blank screen.
Interesting isn't it?
happens - and what happens

You may have been confused by the use of the jinstruction EXX which was used

four times in the above program.

Tts function is very easy to explain.

As you know, the registers B, C, D, E, H, L, and A can be very easily
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manfrulated, but ithere are alno meven other repicters, called B°, C', T,
B', H', L', and A'. (Fromnunced A-drsh o A-prime.) There are not so

eney to manipulate and can in practice only be used {for slorage purpores,
The inctroetion FXX mans exchonce B and B, C and C', D and D', E and E*,
Hand H', I and L'. Thus all the registera except A lose their provious
values but take on the values of their alternative repisters. Likewise tle
altermative repisters take on the original velues of the usual registersa.

The recanon we need to do this is because the KOM subroutine IRINT destroys
the previcue values of 1, IF, and HI. We could have preserved them by
pushing them onto the ateck, but FXX works just ss well here and ir only
one instruction.

Lets take a closer look 2t the above progrsm end sort out exactly what each
bit does. Virat of ell we find the right character code, which gets atored
in the A register, The inciruction AND A Tesets the carry fleg to zero.
RIA will then multiply A by two, Now we know that ihis character is eon the
keyboard and can be obtained in one touch, so it ie not an inverse
character. Folating left then will move the leftmost bit, which musi be

o zero, into the corry flag. RLA & second time will again multiply by

iwn (mince we know the carry is zero), however, if the character is ROT
PRINTABLE {ruch s newline or STOP) then bit 6 of the original value

will be a one. This will now be moved into cerry. The inetruction KET C
epoures that if this circumetance ever occurs the program will terminzte.

Knowing then that the carry is still zero we can use RLA once more to
nmultiply by two. Here however, bit 9, which a necesscry part of the
character code, will be moved into the carry flag. To move the carry

digit into D we use two instructions LD D,00 and KL D. D will then coniain
either zero or one. LD K,A ensures that register-pair DE now contains
eight times the original value of A.

The other interesting psrt is the first nine lines of the INNER-LOOP.

A i loaded with the firsi two bits of D and the first two bits of E.

This gives a number between zero end {ifteen which corresponds to the
required praphica symbol. It is NOT the character code, it is the specially
desifned code we worked out earlier on. Notice how the NFXT bits of T and
E sre now automatically in place al the extreme left.

For those of you who do not have SIOW 1 suggest replacing the last
instruetion, JR STAHT by RET. You cculd then have a surrounding BASIC
program as follows:

10 RAMD USR 17296

20 FAUSF 40000

30 RN

THE_SUBRCUTINES

01d ROM users will by now be feeling quite envious at NEW ROM people for
having these subroutines at their disposal. Of course there is a keyboerd
@can in the 0L KCM, but it isn't a subroutine - ie it doesn't end in

EFT. Cne call to il and you're stuck there forever! What we'll heve to

do i8 Tewrite them ourselves. We can do this by teking all of the important
bits from the subroutines in ihe MEW RCM.

First of all KSCAM. Thin is the required subroutine. Don't worry if there
are parts of it you don't understand - all will become clear in due course,
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21FFFF KSCAN LD HL,FFFF
O1FEFE 1D BC,FEFE
ED78 IN A,(C)
F601 R 01
FEREO LooP CR EO

57 1D D,4

F CPL.

FEO1 cP 01

9F SBC A,A
BO CR B

A5 AND L

£F 1D L,A

ic 1D A,H

A2 AND D

€7 LD H,A
CBOO RIC B
EDT8 IN 4,(C)
38ED JR C,LOOP
1F RRA

CB14 RL H

c9 RET

Now = if you enter this subroutine into RAM you can then replace every
CDBBOZ in the chapter by a call to the appropriate address in RAM. The
other subroutine you'll need to be able to emulate is FINDCHHE. This may be
done as follows.

1600 FINDCHE LD D,00
CB2B SRA B

aF SBC A, A
F626 OR 26

ZR05 1D L,05

95 SUB L

85 LOOP ATD A,L

37 SCF

CE19 RR C

38FA JR C,LOOP
oc INC €

co RET NZ

48 1D C,B

2D DEC L

2E01 LD L,01
20F2 JR NZ,LOOP
217D00 LD HL,KTABLE-1
SF LD E,A

19 ATD HL,DE
c9 RET

The addrese 007D, referred to in my listing &s KTABIE-1, is for the NEW
ROM only. THE ADDRESS OF KTABLE IN THE OLD ROM IS 006C, and sc this line
should be changed to LD HL,006B., This is far easier io understand than

the first subroutine, The second and third lines are rather interesting.

1f you remember BC should contain a code corresponding to one of the keys
at the start of the subroutine. Now bit zero of B is a one if SHIFT is
not pressed, and zero if shift is pressed. SRA B will shift B to the
right, will set bit 7 to one (Do you remember the difference between SRA
and SRL?), and will set the carry flag equal to the previous value of

bit zero.

SBEC A,A will first of all subtract A from A - effectively reseting it to
zero - end will then subtract the carry flag. In other words, if SHIFT ia
pressed A will end up as 00, if SHIFT is not pressed A will end up as FF.
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The fourth line, OR 26, will ensure that A is 26 for a shifted character,
FF for a non-shifted character.

You should recall here that B contains information about which VERTICAL
section the key is in, and C about which HORIZONTAL eection. If you take

a closer look at the order the characters are stored in the keyboard

table (KTABLE) which was shown a few pages back you'll see that the
horizontal-section-number needs to be multiplied by five, and the vertical-
szction-number added to it, in order to find a specific key in the table.
This is what the next part does:

L ia loaded with 5 - the multiplying factor. Notice how the next two lines
cancel each other out the first time round the loop. This is one way of
adding L nought times should we need to. The next two lines are SCF and

RR C. This is not the same thing as SRA €, since bit 7 could be zerc. (ie
if a horizontal-section-7 key is pressed.) Apart from shifting C to the
right it also moves one bit into the carry. If this bit is a one we haven't
found the right section yet and the loop is re-executed. Note that five is
added each time round the locp. Note also that if A starts off as FF it is
just as easy, if not easier, to think of it as minus—one.

Now that we're out of the loop, C should be all cnes, that is, it should be
FF, so that INC C should ensure that it becomes zerc, so what's this RET NZ
instruction for? Of course this condition is simply to check that you're
not holding down two keys at once, What would C contain if you were?

LD C,B moves the vertical-section-data intoc the B register, so that the
same loop may be used over again.

DEC L followed by LD L,1 looks confusing. Actually it's not. At the moment
L is five, and soc DEC L makes it four, which is NOT ZERC. LD L,1 doesn't
alter the zero flag, so JR NZ,LOOP sends it back through the same loop,
but this time checking the vertical sections, and only incrementing by one
instead of five.

When it comes out of the loop IEC L will reduce to zero, =o after reloading
I with one JR WZ will not be satisfied and the program will continue.

LD HL,KTABLE-1. Why minue one? Well if there was a "real key" in the p?sition
where SHIFT is and you were pressing it then A would end up ae zero. Since
there isn't the smallest value A can end up as is one, which happens if you
hold down "Z", hence LD HL,KTABLE-1 takes this into account.

LD E,A is effectively loading A into DB. This works because D ie already
zero — see the first line of the program. Then ADD HL,DE will find the
correct address. Notice that we could have replaced these iwo instructions
by ADD A,L followed by LD L,A. This has the advantage that the first
instruction (LD D,00) becomes unnecessary, and that TE is not at_all
altered by the subroutine, The ROM however uses the version as listed.

KTABLE in the OLD ROM looks like this:
006G ZXCV ASDFG QWFRT 12345 09876 POIUY newline LKJH space MNB

0093 :37/ BT RE ™ FOT AND THEN TO cursor-left RUBOUT HOME
cursor-right cursor-up cursor-down =)(g" edit =+- =x £,>< CR
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'or the actual printing process itself, the instruction CALL PRINT for the
NiW HOM should be replaced by PUSH AF/CALL PRPOS/POP AF/CALL PRINT. In HEX
this is F5/CDE006/F1/CD2007.

The Character Table (CTABLE) which gives the dot patterns for the characters

in located in the OLD ROM at address OE0O, rather than 1E00, Again it is
ntored at the very end of the ROM. All of the characters are slightly

different,

The data for the table of graphics symbols in the character printing
program should run 00 07 06 03 05 82 08 84 04 88 02 85 B3 86 BT 80 if
the program is to be used with an OLD ROM. Replace the PAUSE 40000 BASIC

ntatement given in the following text by INPUT A

GRAFFITTT

It only requires a slight modification to the original version in order
to make a really excellent program, demonstrating the immense speed which
machine code offers over BASIC. In thia program, GRAFFITTI, you touch a
key and am enlarged version of the required symbol appears on the screen.
In this program the whole screen is used (even the bottom two lines) thus
nllowing a total of forty-eight symbol on the screen. To load it move
HAMTOP to any address not less than 4D0O0 and NEW (ie this can't be done
in 1K — at least not in this version). The program is as follows.

24040
23
220E40
3680
CDBBO2
2C
20FA
CDBRO2
44

4D

51

2BF7

CBl13

F55gs

GRAFFITTI LD HL,(D-FILE)
INC HL
LD inF—CC}.HL
START 1p (H1),B0
PAUSE CALL KSCAN
INC L

WAIT CALL KSCAN

ﬁmuEEEE brN%EEE
- - e -
T

ge

QUTERLOOP

=zBEEEEBEEE
F:F?OE
£ E™%

FEE
bﬁﬁ

INNERIOOP
RL D
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Set the print position

to the start of the acreen.

Print a cursor
Wait for human to take
finger off of key.

Wait for new key to
be pressed.

Locate the correct
character code.

Multiply by eight, but
return to BASIC if a
non-printable character
is pressed.

Find start of dot
pattern.

Transfer two lines of
dots into D and B

Compute which graphice
character is to be
printed.



17

CB13

17
2l-data-address

20cF €9

209B
116400
19
22040
23
EDSB1040
EDS2

19
3gig A
c9

RLA

RL E

RLA

LD HL,DATA

ADD A,L

ID L,A

LD 4,(HL)

LD HL, (DF-CC)
1D (HL),A

INC HL

LD (DF-CC),HL
DJWZ INNERLOOP
PUSH TE

1D IE,001D
ADD HL,DE

1n (TF-CC),HL
POP DE

POP HL

TEC C

JR NZ,0UTERLOOP

ADD HL,TE

1D (Dr-CC),HL
1D 4,(HL)

CP 76

JR NZ,START
1D DE,0064
ADD HL,DE

1D (DF-CC),HL
INC HL

LD IR, (VARS)
SBC HL,DE
ADD HL,DE

JR C,START
RET

Get this character from
the table of graphics
aymbols.

Print this character
in required position.
Store new print
position.

Move print position
ready for next row
of symbols.

Move print position
ready for next enlarged
character.,

Check for end of line.
Move print position to
left of screen ready for

next enlarged character.

Check for end of screen,

This program is intended to be run on a ZXB1 in the SLOW mode. See if
you can work out how to adapt it so that it will print inverse characters
instead of ordinary ones. It may even be possible to offer a choicel
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IRAUGHTS

Now that we can enter and edit machine code, it's about time we started
using it for something useful, and hopefully interesting. Draughts is a
program we have to be very careful with., Here's what 1t will look like
in BASIC:

1 INPUT Ag

2 RAND/RANDOMISE USR(something)

As you can see, the vast, vast majority of it will be entirely in machine
code. The machine code will begin immediately after the BASIC program ends.
However, in order that we may edit it we shall temporarily store it a little
higher up in memory than that - in the fourth K.

Also, in order that we may have the BASIC part of the program at the right
location it will be necessary to MOVE the machine code part of HEXLD3. New
ROM users should start typing POKE 16389,74, and then NEW, and then load
the program HEXLD3.

Now, to move it, write the following program to the few apare characters at
the end of the REM statement:

010002  MOVE LD BC,0200

11004A LD DE,4A00

210040 1D HL,4000

EDBO LDIR

c9 RET Run this.

Now for the tediocus bit. Every address used in the machine code part either
begins with 40 or 41. You‘ll have to go through the listing m'zd change each
40 1o a 4A, and each 41 to a 4B, (The changes are to be made in the ?upieﬁ
version, not the original version.) That done, change every address in the
BASIC parts that calls a USR routine. To make a change you must add 2560 to
each number. Now delete line one by typing its line number. The program )
should still work, but now you‘ll need to type RUN 400 in order to SAVE it,
Make sure that the variable BEGIN (Now at 4A3C or 4A93) contains a value of
4A00. New ROM users change line 500 to:’

500 RAND USR (PEEK 164004256%PEEX 16401+161) -In this way RETRIEVE is

called from within the veriables area, ie address (VARS)+al.
Now type RUN 100 to start the WRITE routine and re-enter the board printing
routine., Again you'll need to load it to address 4C09. The listing is the
same as it was before. Turn to chapter seven and simply retype the whole
thing.

The instruction RAND USR 19477 should now print a picture of a draughts board
in the top left hand corner of the screen. Try it and see. Now each part of
this program will be explained in great detail, soc dont worry if a program
this size seems a daunting proapect. Right now we are only going to input
the first part. It starts off with some data.

4C97 FAFBO605 TABLE DEFB FA FB 06 05

This represents the directions in which we are about to allow moves. The
numbers in the data are -6, -5, 6 and 5, which, in the board numbering system

the computer will use, are simply the numbers we add to one square to reach
another.

The firat, and simplest thing to do, is to make a copy of the board as it
appears on the screen. The copy is called WKBOARD, for it is the part of
RAM on which the computer will do its working out. The address of WKBOARD
is to be 403C. That's not a misprint, it really does say four zero three C.
For OLD ROM users this i= just beyond the end of the BASIC part of the
program, but for NEW ROM users it is slap bang in the middle of the system
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variables. Is this wise?

We will in faet be overwriting the 33 byte area FRBUFF and part of the
calculating store MEMBOT. This doesn't matter since we will not be using
LPRIKT, not be attempting to use floating point calculations, and in fact
not using this area at all. This will not cause a crash.

Iuring the construction of this program, OLD ROM users should use ithe address
4B3C instead, since 403C is in mid-program. You can always change it when
the program is complete.

Here's the copying routine. You should load this to address 4CE4.

240040 BOARDCOPY LD HL,(D-FILE) Make a copy of the board
110m00 LD IE, 000D from the screen to the
19 ApD HL,IE working area.

113C40/4B LD DE,WKBOARD

0624 1D B,2a

EDAO NSCOPY  LUI

23 INC HL

10FB DJNZ,NSCOPY

c9 RET

Notice the way LDI was used instead of LDIR. This is a very useful way of
saving space, What we are doing is incrementing HL each time round, so that
enly the black squares are copied, not the white ones. This loop is repeated

26 (forty-two) times, since in addition to the squares on the board, one or

two characters from the border are also copied. Notice that although LDI
decrements BC, it is C that is decremented. not B, so that the DJNZ instruction
will 8till count correctly.

OLD ROM users can easily check that the routine is working by listing from
AB3C using HEXLD3, after the program is run. NEW ROM users can check by
replacing the RET instruction to LD HL,WKBOARD/LD (ADIRESS),HL/JP HLIST.
You must not return to basic (NEW ROM users that is) since PRBUFF will be
wiped out by doing so. You can quite safely return after you've listed.

The next part of the program is just as simple, If you take a look at the
board printing program, you'll see that the last thing printed is a row of
fourteen spaces. What this is is a "window" in which our machine code program
can display messages to the user, so the next thing to do is to fill this
window with spaces in order to wipe out any error message that may have been
there.

ACFS 000000  NEXTLINE six NOP's
ACF8 000000

4CFB 280C40 CLWIND LD HL,(D-FILE) Find start of window.
4CFE 117000 LD DE,0070

4101 19 ADD HL,DE

4D02 060E LD B,0E Fill it with fourteen
4104 3600 WIPEQUT LD (HL),00 apaces.

AD06 23 INC HL

AD07 10FB DINZ WIFEOUT

4109 c9 RET Return to BASIC.

Notice that we have actually overwritten the previous routine's RET instr-
uction, so that it will automatically continue into this one. The next part
is for NEW ROM users only. OLD ROM usere please ignore it.
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The following will cause line one (that is BASIC line one) to be re-executed
as soon as the next RET instruction is recieved. Note that this overwrites
the six NOPs in the previous section.

ACF5 217040  NEXTLINE 1D HL,FIRSTLINE
4CF8 222940 LD (EXTLIN),HL

This fools the ROM into thinking that the next line to be executed begins
at addrese 407D, which is the first byte of the program. It doesn't return
to BASIC immediately however, it will continue with draughts until a HET
instruction is reached.

Now the program seriously starts. We assume that a move has been input as
Af, which is the first item in the variable store.

Here's how to input a move. Look at the diagram of the board, There
are sixty-four squares, but only thirty-two of them are playable. Each
square has a coordinate from 11 to B8. Notice that these are printed without
separation. The first digit refers to the number down the left (and right)
hand side of the board, and the second digit refers to the number along the
top or bottom of the board.

There are four different directions you may move in. These are called A (up-
left), B (up-right), C (down-right) and D(down-left). This is indicated on
the diagram. To input a move simply type in the coordinates and a letter (A,
B C or D). There should be no spaces in this input. For instance, to move
from square 61 to square 52 you should input ®61B",

Now for a program to interpret this input. Follow this carefully:

4D09 241040 (NEW ROM) MOVE
240840 (OLD ROM) LD HL,(VARS)
23 INC HL
TE LD A,(HL)
3D TEC A
3D DEC A
2D DEC A
2001 JR NZ,NOTZERO
F CPL
4D14 5F NOTZERO LD E,A

A small amount of additional explanation concerning the input here,which applien
to OLD ROM users only. To input a simple move, such as from 61 to 52, you in
fact need to input "shift W space 61B%. A simple move must always be preceeded
by shift W spaee, and this also applies to single Jjumps. Double jumps, triple
jumps etc are a little different, and we shall cover them later. As I have

said, this is for OLD ROM users only.

The above routine initially loads A with the length of the input string, and
then subtracts three, so that for an ordinary move A ends up as zero, for a
double jump A ends up as one, for a triple jump A ends up as two, and so on.
Then IF A is 00 it is changed to FF. This is so that we can check up on
whether or not a player has made a move, or a jump, later on in the game ,

This quantity, which is ordinarily FF, is stored in the register E. We then
continue,
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4D15 23 INC HL The first character of the

23 INC HL coordinates is found.

™= LD A, (HL)

a7 LD B, A This number is multiplied

87 ATD A,A by eleven, since the board

4F LD C,A on screen is eleven char-

87 ADD A,A acters across.

a7 ATD A,A

23 INC HL The pesition within the

E5 PUSH HL atring is stered,

BO ADD A,B

81 ADD A,C

86 ADD A, (HL) The next coordinate is added,

1F RRA Divide by two, since the
copy contains only the black
squares.

3805 JR C,NOERROR1 If the cocrdinate points to
a black square there is no
cheating.

In the above routine the first coordinate is multiplied by eleven, by making
use of registers B and C, and then the second coordinate is added. Note that
if you input "12" as your square then because of the Sinclair character codes
the program thinks that the first coordinate is acfually 1D, and that the
second coordinate is 1E. This actually lesads to a result of 5D. Rotating
right gives 2E, together with a carry indicating that the player has not
cheated by giving a white square instead of a black one. The next five bytes
deal with what happens if the player has cheated. These are

4D25 El ERROR1 PCP HL Restore the stack pointer.
CDATAC CaLL ERROR Call te an error message
1D DEFM 1 subroutine,

The subroutine ERROR, which requires one byte of data (here the byte 1D, the
character code of "1") looks like this:

4C9B 2E313124 IMOVE IEFM ILLE These are the words *ILLEGAL
2C263100 DEFM GAL MOVE" - daia to be printed.
32343824 TEFM MOVE

4CAT El ERRCR POP HL Fetch the byts of data
TE LD A,(HL)
240C40 LD HL, (D-FILE) Find the start of the window.
117000 LD DE,C700
19 ATD HL,DE
EB FX DE,HL
219B4C LD HL,IMOVE Copy the words onto the
0l0c00 LD BC,000C screen.
EDBO LIIR
13 INC DE Print the byte of data onto
12 1D (DE),A the screen,
c9 RET Return to BASIC,

Notice what happens. The message "ILLEGAL MOVE 1% appears on the screen,
and no piece is moved. The player is then required to re-input her move
which will then be checked in exactly the same way.

If no error is found (yet) the program continues.

4D24 C60E NOERROR1 ADD A,O0E Find the position of the
square in WKBOARD.
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O is simply the required factor to exactly match A to the low part of the
address of the working-board square. For instance, adding OE to 2E gives
%, and 403C is the start of WKBOARD.

An2c

AD33

6F
2640/4B
4E

0680
T0
E3 LOOP

23
227B40
TE
C6TL
(33
264C
56
El
T8
A2
oF
Al
FE27
20TE

LD (POINTER),HL
1D A,(HL)

ADD A,T1

LD L,A

LD H,TABLE-high
LD D,(HL)

PCOP HL

1D A,B

AND D

CPL

AND C

CP 27

JR NZ,ERROR1

Find which piece is on
that square.

Replace that square by a
black empty square.

Store the square position,
and retrieve the pointer
to the input string.

Store this value.
Find the direction being
moved from the TABLE.

Retrieve square position.
Check whether the player is

moving one of her own pieces,

and in a legal direction.

A brief explanation of the last six lines here. 4 is loaded by 80. D is the
direction to be moved, which will be FA, FB, 05, or O6. AND D will therefore
produce 00 for a backward direction, and BO for a forward direction. CPL
will change this to FF or 7JF. C is the piece to be moved. If it is a black
king it will be 27, if it is a black piece it will be A7, so AND D will
produce a value of 27 if EITHER the piece being moved is a king, OR if the
piece is moving forwards. If you try to move a piece backwards, or give a
sguare which does not contain one of your own pieces, then a value of 27
will NOT be produced. In this case the program will send an "ILLEGAL MOVE 1"
Error message.

4048

4D57

4D60

7D

82

E6F

TE

B&

2008

T8

3C

2815

CDATAC

1E

BO NEXT
FEBC
2804
ChAT4C
1F

70 NOERROR3

ERROR?

g
82
B

LD &,L

ADD A,D

LD L,a

LD A, (HL)

CP B

JR NZ,NEXT
LD ME

INC A

JR Z,CONTINUE
CALL ERROR
DEFM 2

OR B

CP EC

JE Z,NOERRCR3
CALL ERRCH
TEFM 3

LD (HL),B

LD A,L

ATD A,D
LD L,A
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Find destination square.

Check the contents of that sg.

Is it an empty square?

If so, is this a single
move?

If not a single move, give
"ILLEGAL MOVE 2" message.

Does square contain a comp-
uter's piece?

Give message "ILLEGAL MOVE
I if not.

Overwrite computer's piece
with a black empty square.
Find next destination
sguare.



464 m CONTENT LD A,(HL) Find the contents of ihe
new square.
BO CP B 1s this square empty?
20F4 JR NZ,EHROR3 Give "ILLEGAL MOVE 3" if not.
4068 CONTINUE

At this stage the program will jump or move as the case may be (in other words
it will decide for itself - you don't need a special input) and will so far
check for three types of error. These are:

1) Attempting to move a piece that ie not your own, or moving one
of your own non-king pieces backwards.

2) Attempting to make m non-jump move in the middle of a multiple
move seguence,

3) Attempling to move to a square which is non empty.

You may like
Simply write

to check all of these things. This isn't too difficult to do.
JP 4DDE to the end of the program snd add the following routine.

4DDE 2A0C40 BOFRINT LD HL,(D-FILE)
110800 LD DE,000D
19 ADD HL,DE
EB EX DE,HL
213C40/4B LD HL,WKBOARD
0624 1D B,2A
FDAO LDL LDI
13 INC DE
10FB DJRZ LDI
c9 RET

This will copy the computer's working-board back onto the screen so that you
can ree what has happened. You can also alter the data for the board-print
routine, and sc set up a board in mid-game in order to test some of the

error checka if you want.

To make the program run, add the following BASIC program lines.

ULD ROM
1 INPUT Ag

2 RANDOMISE USR(19683)
3 RUN

4 RANDOMISE USR(19477)
5 RUN

NEW ROM

1 INPUT A$

2 RAND USR 19683
3 STOP

4 RARD USR 19477
5 RUN

The program is activated by the command RUN 4. Don't forget you can still
use HEXLD3 to liet, but you must now use RUN 10 te bring thie into operation.
If you type RUN on its own accidently you will get an input prompt. Break
out immediatly! If you don't the results will be unpredictable. I don't
think it will crash, but just to be on the safe side....

And now a check to determine whether or not the human player has reached
the other end of the board. If mo, this next routine will automatically

change her piece into a king.

4D68 D CONTINUE
FE40

300C

]

3c
FEO2
3804
CDATAC
20

LD AL If the low part of the

CP 40 current addresa is less than

JR NC,NOKING 40hex then the other side
has been reached.

LD ME If this is not the lasat

ING A move then give an "ILLEGAL

CF 02 MOVE 4" meesage.

JR C,NUEHROR4

CALL FRROR

DEFM 4
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oE27 NOERROR4 1D C,27 Make piece a king.

Tl NOKING LD (HL),C Put back on board.
ES PUSH HL Store current position on
board.

Notice the new error check. If a player attempts to make a king in mid-move,
that is, if she jumps to the back row and intends to jump out again in the
name go, then an error will be detected and "ILLEGAL MOVE 4" printed to the
ncreen. This is because according to official rules a piece does not become
n king until after you remove your fingers from it, Of course in this game
your fingers are never on the piece in the first place, but we presume that
this is what the rules are intended to mean.

[emember that E contains FF for a single jump, and 01 for a double jump. LD
A E/INC A/CP 02 will only give an error if E is one or more., If E is 00,
(which if you've input a multiple jump it will eventually be) the move will
#o ahead successfully.

4DTB 2A7TB40 LD HL,(POINTER) Retrieve the position pointed

to in the input string.

1 LEC E Decrease the number of moves
left in a multi-jump seq.

7B LD AE Check whether last move

E3 EX (sp),HL has been made.

17 RLA

30AE JR NC,LOOP The input pointer is replaced

at the top of the stack
ready for the next time
round the loop.
El PCF HL
ADBS C3DE4D JP BDFRINT Exit.

Well, all of the possible error checks have been made, and the program
contains a loop which will allow for the inputting of multiple jumps. Here's
how a multiple jump should be input. To jump from square 63 first in direction
A, then in direction B, then finally in direction C, just input "63IABC" - it's
that simple. OLD ROM users need to note the following convention though:

OLD single moves or single jumps should be preceeded by shift W space.
ROM double jumps should be preceeded by shift E space.
UNLY triple jumps should be preceeded by shift H space.

4-ply jumps should be preceeded by shift D space.

And so on... The sequence is W, E, R, D, ¥, S, A, T, G. I doubt very much

whether you'll ever need a 4-ply jump though. Even using a triple jump seems
rather unlikely.

The next thing that should happen is that the computer should make a move

in response, but we'll leave that to another chapier, since it has a bit of
decision making to do. But there is one question to be answered first, What
if it now has no pieces left to move? What if the player's lasi move removed
its last piece? This has to be checked for. If this is the case then the
player has won, and we must somehow indicate this.

Here is the final check:

4D85 OEBC LD C,BC
4D8T CDBCAC CALL GAMEOVER
4DBA C3DE4D JP BDPRINT
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And the subroutine,...

ACBC 213C40/4B GAMEOVER LD HL,WKBOARD Look at first square.
0624 LD B,2A
i POSSIBLY LD A,(HL) Find contents of square.
F680 OR 80 Make it an inverse graphic.
B9 CP C Is it what we're looking
c8 RET Z for? If so we're OK and
can return to draughts.
23 INC HL Look at next sguare.
10F8 DJNZ POSSIBLY Try again.
ACCY the next six bytes are for the new rom only. 0ld Rom users should
replace them with six NOPs (00).
219740 STOPPROG LD HL,STOPLINE Fool the ROM into thinking
222940 LD (NXTLIN),HL that line 3 is to be carried
out next.

Now we reach the exciting bit. What happens if the player HAS won? I'm not
actually going to tell you - just input it and find out. To test it you'll
have to alter the data that sets up the initial board, and arrange it so that
you can take all of the computer's pieces.

4CCF 2A0C40 INVERT 1D HL,(D-FILE)
066C 1D B,6C
23 COVER INC HL
B LD A, (HL)
FE25 CP 25
3006 JR NC,NOINV
AT AND A
2803 JR Z,NOINV
F680 OR 80
77 LD (HL),A
10F2 NOINV DJNZ COVER
El POP HL
c9 RET

Notice how, in the last iwo lines the return address is removed from the stack,
so that the next item on the stack is the return to BASIC address. The next
RET will of course do just that.
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MUSIC

Music from your TV apeaker? Is it poseible? More to the point - is it
possible on a ZX? The anawer is yes!

48 you know, your machine is designed to work without sound. It does make
a kind of horrible buzzing noise, but hardly anything you'd want to make
music out of. The manual itself tells us to turn the volume right down so
as to cut the noise ocut completely.

The little computer, on the other hand, has a mind of its own. Completely
ignoring its own design specifications it thinks to itself "Anything a
bigger computer can do, I can do better”, and as a result of this
rebellion you'll find that REAL MUSICAL NOTES can be produced with just
a tiny speck of machine code.

Those of you who have tried the music routines in Interface are undoubtedly
thinking to yourself "Huh! I've heard this so called 'music' - it's
rubbish!™ Well I asaure you this ie not the same thing. The reason? Well
one big advantage machine code does have over BASIC is precision - and

this program is in machine code, not BASIC. The music is musical, You

can even tune it if you have a tuning fork handy.

This is called CATHY'S PROGRAM, dedicated to someone who believes computers
should be artful, not just attack you with space invaders, The machine
code is best stored in a REM statement. The addresses given in the listing
assume you have a NEW ROM machine. If you have an OLD ROM machine all you
have to change is the addresses (although you will have to supply two of
the subroutines yourself - see chapter ten)

98897369  NOTES C DEF This data represents
0093 7TE005E - c¥pr _ @ the various notes that
003B312824 - CDEF are available from the
0000362C00 - - c*pe - keyboard.
00000F161E - - gECE R
00040C1214 - C B A G
000000414C - = - g
0038304653 - C B AGC
T8 PAUSE LD A,B Subroutine causing a
3D HOLD DEC A delay of a precise
20FD JR NZ,HOLD length.

call 63 RET -

here =™ CDBBOZ START CALL KSCAN | Wait until a key is
44 1D B,H pressed,
4D LD C,L ;
i]i gcnf]c Lzl ool \-‘Jh
28F7 JR NZ,STARTy <«
CDBLOT CALL FINDCHR Find which key is being
110440 LD DE,NOTES-TE pressed.
19 ADD HL, DE
46 1D B,(HL) Select note.
AF XCR 4
B8 CF B Check that this note is
28EB JR Z,START not a "pause".
DBFF IN 4,(FF) Play this note,
CDAS40 CALL PAUSE
D3FF OUT (FF), A .
CDa%40 CALL PAUSE
18E0 5 JR START Go round loop again.
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If you store the whole machine code routine in a single REM statement in
line one, then you only need one more line of BASIC to make the program
complete., This is line 2 RUN USR 16558, which calls the machine code
from the address labelled START. Delete any extra lines you may have,
and SAVE the program a couple of times before you RUN it.

You now have twe octaves at your disposal - the keyboard below shows
where the notes are. A fair number of tunes may be played guite
successfully.

4lways run the program in the FAST mode - it's not that the speed makes
the notes sound different - it's simply that the program doesn't work AT
ALL when in SLOW.

The notes as listed in the program sre roughly right, but exactly how they
sound will depend mainly on your television set, (incidently you may have
to alter the tuning slightly to get the best sound quality,) so in case
you need to "re-tune" the notes, here's how you do its

The deta at the start of the program (labelled NOTES) contains one byte
for each note. & zero indicates there is no note on that key. The data ie
in the feollowing order:

OO EE UL
(I JEJE]EIREIE](IO)
EIGAICA NG G R un | an e
(I JEIE]EIE]EIE]O]

data key note

9B 89 73 69 g X B % C DEF lower octave
00 93 7E 00 5E L SDFG - ¢® D® - F* lower octave
00 %B 31 28 24 Q W EBRTT - € D E F upper octave
00 00 36 2€ 00 1 2 3 4 5 - - c*D* - upper octave
00 00 OF 16 1E 09 8 7 6 - - &* G P upper octave
00 OA OC 12 1A P OI U X C B A G upper octave
00 00 00 41 4C nn1L XK J H - = = #* @ lower octave
00 38 3C 46 53 sp. M N B - C B A G lower octave

to alter the frequency of any note just change the byie of data that
represents it. To make z note higher you must decrease the number, and
to make it lower you must increase the number.
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THE PROGRAM'S DISATVANTAGES

(And how you can cure them)

The biggest disadvantage is the lack of a RET instruction anywhere in
the program, which means that once you enter the program you can never
leave. You can cure this by adding a few lines somewhere near the START
label. As an exercise, see if you can adjust the program so that it
returna to BASIC whenever the key SHIFT-ZERO (rubout) is pressed. (HINT:
HL equals FCEF when it returns from KSCAN)

The second disadvantage is that if you press SHIFT while playing notes
some very random things seem to happen. See if you can make the shift
key inactive (except for breaking out as described above) by adding a
SET 0,H instruction somewhere in the program.

ZX Mueic is a fasecinating subject, and it is possible to store in data a
list of notes to be played, and how long each note is to be played - a
tune in other words. I'11 leave that one to you though, because the only
real way to learn is by experiment. We'll leave the subject of music
altogether now and turn to something slightly different: pictures....

PICTURES

This is yet another program which relies on the artistic ability of the
human operator. It is strictly for NEW ROM users ONLY, but it is intended
to be run in the FAST mode. You will require at least four-K for this.

The program stores in memory three or more different pictures, and cycles
through them one at a time, displaying each on the screen for as long as
you want, A "picture™ can be anything whatsoever - you can compose it out
of graphics symbols, letters, spaces, inverse asterisks - whatever.

The first thing you do is to reserve some memory in which to store these
pictures. If you have 4K type POKE 16388,182/POKE 16389, 70/NEW for three
pictures, or POKE 16388,206/POKE 16389,73/NEW for two pictures. If you
have 16X you can find enough room for about twenty pictures. To work out
how far down you have to move RAMIOP with 16K just start off with 32768 and
subtract 793 for each picture.

Now you're ready: Write the following machine code to a REM statement in
line one:
2A0C40  STORE LD HL, (D-FILE)

11B646 1D DE,PICTUREL
011903 LD BCG,0319
EDBO LDIR

c9 RET

The address labelled PICTUREL refers to those people using 4K. For those same
people PICTURE? would be 49CE and PICTURE3 would be ACE7. If only two pictures
will be used you should omit PICTUREl, not PICTURE3. If you have 16K you have
more or less limitless freedom. In the interests of simplicity you could use
addresses 5000, 5400, 5800, 5C00, and so on.

112 ‘




Now type POKE 16389,77 followed by CLS if you are using 4K,.or if you are
using 16K but earlier POKEd 16389 with a number less than T7.

Now write a BASIC program (without deleting line one) which prints a picture.
The last line of this program should be RAND USR 16514. 4K users may'flnd
themselves running out of space. 1If this is so you'll just have to give up
and make do with two pictures instead of three.

A usefvl fact to know is that if you make the first line of your program
(first apart from the REM that is) POKE 16418,0 then you can print to all
twenty-four lines of the screen. Even PRINT AT 23,03 works!

Now delete all the PRINT lines, DO NOT TYPE NEW. Change the address in the

machine code to that of a different picture, and write a new BASIC program

printing a different picture, again ending in RAED USR 16514. Do this until
every picture you wish to cyecle through has been mtored.

Now move RAMTUP back to the address described in paragraph three
Type NEW. Now you are ready....

For the first time in the book we are going to make use of the PAUSE

facility. The instruction CALL PAUSE will display the TV picture indefinstely,
or until a key is pressed. To PAUSE for a specific number of TV frames it is
necessary to LD (FRAMES) with the required number first., Enter this machine
language program:

0602 PICTURES LD B,number of pictures
21B646 LD HL,address of first picture
€5 NEXTFIC  PUSH BC

EDSBOC40 LD DE,(D-FILE)

011903 LD BC,0319

EDBO LDLIR

E5 PUSH HL

210001 LD HL,length of pause
223440 LD (FRAMES),HL

CD2902 CALL PAUSE

El POP HL

Ccl POP BC

1088 DJNZ NEXTPIC

c9 RET

This is the complete program. See how it works -- the first picture is copied
into the display file using LDIR, and the PAUSE subroutine is called from the
ROM. Then when the PAUSE is over the next picture is copied onto the screen,
and so on, The value of HL is not changed between each picture, since they
are stored in memory immediately after each other. If they are not (for
instance if you are using easy to remember addresses) you'll need to alter
the program slightly . HL should point to the start of a new picture each
time round the loop.

The BASIC program to go with this is

10 RAND USR pictures
20 RUN

In this way you can break out of the program at the end of the sequence,
Alternatively you could replace the last RET instruction by JR PICTURES,
which would eliminate the need for a second BASIC instruction. You can of
course always break out during a PAUSE.
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LIFE

In the last program in this chapter we turn the tables slightly. We humans
have been artistic for long enough — now it's time to let the computers
take their turn....

This program is called LIPE — it is supposed to represent the birth/growth/
death cycle of a colony of cells living on a square grid. It produces rather
fascinating results. Before your very eyes you see a constantly evolving
pattern - starting off totally random = which finishes sometimes with the
ultimate death of the cell colony, sometimes with a fixed and unmoving cell
structure which has reached equilibrium, and sometimes with a continuous
cycle of patterns, called dynamic equilibrium. It really is amazing to watch,

LIFE was invented in 1970 by a man called John Conway of Cambridge University,
and it's rather surprizing that the Tate Gallery hasn't yet got a copy of

it. Although it is in fact about the growth of cells which follow hard and
fzst mathematical rules it in reality becomes a rather effective pattern
generating algorithm.

The principle of LIFE is very simple. A grid - usually square - is dotted
with approximately cne quarter of its available squares filled with cells.
These positions are usually chosen entirely at random. This configuration
of the grid is called GENERATION ZERO.

Successive generations are then worked out by a fairly simple to understand
principle, Each square on the grid has eight neighbouring squares. These
squares either contain another cell or they are empty. Every cell with two
neighbouring cells, or with three neighbouring cells, will survive to the
next generation, but no other cells will survive. A new cell is born in every
empty space which has precisely three neighbouring cells, but no other cells
are born. With these fairly simple rules it is rather surprizing that the
game should produce the rather impressive results that it does.

In this version of LIFE our grid is sixteen by sixteen, because of course
gsixteen is a fairly easy number to work with in hexadecimal., Further, our
grid is rather strangely constructed in a curved space continuum, meaning
that every square on the left hand edge is connected to the corresponding
square on the right hand edge, and vice versa, also every square on the top
edge is connected to the corresponding square on the bottom edge and vice
versa.

The program is best run in SLOW, although of course it will run in FAST if
you add a PAUSE or INPUT statement.

NEW ROM people are advised to store the machine code in a REM statement.
OLD ROM pecople are advised to store the machine code anywhere but a REM
statement, since it containe characters T6h. The machine code contains
exactly one hundred and thirty nine bytes.

The surrounding BASIC program is

2 RAND USR START

3 RAND USR NEKTGEN

(4 PAUSE 25 or INPUT A# - optional extra for FAST users)
5 GOTC %

where START and NEXTGEN are addresses in the

machine code program. In the following listing we assume that the first
address is 4082. You can quite easily change it if you wish.
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EF010110
10FFFFFO

call here

OE10
0610
243240
54

5D

29

29

19

29

29

29

19
223240
Tc
FECA
3804
3EB4
1802
3E80
o7
10E3
3ETE
D7

0D
20DB

c9
0600

110043

2A0C40
ES

TE

23
FET6
26FA
12

13
10r6

110043
DS
0E0O

TABLE

START
NEWROW
NEXT

BLACK
CHAR

NEXTGEN

COPY

NEXTCELL

VALID

| 3 =
=~}
e
= =]
UJO

v o
o

EED)

EEEE

EEEE
SEEEERE
REEEREE

-

4
:
=
by
B

;ﬁ
el
EiE e

g

syie

g

ey
=2}
-ﬁOI—'
2

JE NZ,VALID

EX IE,HL
PUSH HL

Data represtenting the displacementa
of the neighbouring sgquares.

C counts the number of rows printed.
B cpunts the number of columns.

This next section generates a
random number.

The new random—number-seed is stored.

Decide which character to print, based
on choice of random number.

Print this character.
Same for the next character in the row.

Print a newline symbol at the end
of the row.
Same for next row.

Generation zero printed completely.

B counts the number of cell positions.
DE stores the start of the working-
area used to compute the next gen.

Stack the start of the display-file.
Copy the current generation (but not
newlines) to the working space.

Stack the start of the dump.

C Counts the number of neighbours a
particular cell has.

Skip over the next character in the
display file if it is a newline.

Store the position within the dump of
the cell being examined in HL, and
also stack it.
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118240 LD DE,TABLE Point DE to table of displacements.
1a NEXDIS LD A,(IE) Find displacement.

FEOE CF OE If this "displacement" is OE we have
280B JR 2 ,COUNTED reached the end of the table.

13 INC TE Point DE to next item in table.

85 ADD A,L Find neighbouring cell-position.
6F LD L,A

TE LD 4,(HL) Is there a cell there?

FEB4 CP B4

20F3 JR NZ,NEXDIS

oc INC C Increase count if so.

18F0 JR NEXDIS

El COUNTED POF HL Retrieve cell position.

19 LD A,C

FEO2 CP 02 Are there less than two neighbours?
380F JR C,NOCELL If so no cell appears.

FEO4 CP 04 Are there four or more?

200B JR NC,NOCELL If so no cell appears.

FEO3 CP 03 Are there precisely three?

2803 JR Z,CELL If so, a cell does appear.

TE LD 4,(HL)

1806 JR PUT

JEB4 CELL 1D A,B4

1802 JR PUT

3EBO NOCELL LD &,80 A now contains the right character.
B3 PUT EX (SP),HL Retrieve print position.

7 LD (HL),A Print character.

23 INC HL Move print position along one.

E3 EX (SP),HL Retrieve cell-position.

23 INC HL Look at next cell-position.

ES PUSH HL Stack this position.

™ LD A,L Check the value of L to find out
AT AND A whether or not we have printed the
20BF JR NZ,NEXTCELL last cell-position.

El POP HL Restore the stack to its original
El POF HL state and return to BASIC

c9 RET

If you used the same addresses as in the listing then START is 16522 and
NEXTGEN is 16562, SAVE the program. Do not RUN it yet because if you do it
will crash! NEW ROM users MUST first of all type POKE 16389,67 followed by
NEW, and OLD ROM users should ensure that they have at least 2K of memory.
You will then have to reLOAD the program from tape.

The first thing you should type is RAND/RANDOMISE. You may now type RUN.

An interesting point about this program is that it is capable of producing
its own random numbers. The part labelled NEXT does this - you should astudy
how this is achieved, and by all means use the same principle in your own
programs.

LIFE will print out a randomly constructed generation zero in just ONE SECOND
when in the SLOW mode. The successive generations will then be produced at
the staggering rate of three and a half generations per second! If you find
this is much too rapid you can slow it down by adding a few more lines of
BASIC - I suggest LET X=0/LET X=X+1/PRINT AT 17,0;X with the last two being
inside the loop = this has the added advantage of telling you ho% many
generations have been shown.
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Finally you should follow the manner in which this program , unlike some
other LIFE programs, calculates each new generation entirely on the basis of
Lhe previous one. It does not work out the new first row and then calculate
the second row by counting the neighbours in the now-changed new first row,
the second row is determined by the previous status of the first row, (this
is what the area of memory labelled DUMP in the machine code listing is
for), thus each new generation is correctly set up.

There are many other pattern generating programs, some much simpler, but none
with the elegance of LIFE. If you own 16K you might like to try writing a

4 by 24 LIFE, or even a 24 by 32 version - remember, in machine code there
is nothing to stop you printing on the very bottom two lines.

The biggest LIFE you could possibly hope to achieve is 4B by 64 using white

quarter-squares for cells, but that would be quite a complicated program. If
you feel really enthusiastic you might like to have a bash at this monumental
task. I will let that decision rest with your sanity. -

The next chapter completes the discussion on TRAUGHTS and leaves you with
the horrifying prospect of completing the program....
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DRAUGHTS

This is the section which decides upon which is the “besi™ move the computer
can make, after the humen's move.

You may have to follow this thinking we are about to embark upon very care-
fully. Here in brief is a systematic breakdown of the way in which the move
is chosen.

We scan the bosrd, one (black) square at & time, and whenever we find a
computer's piece we =it and think about it for a bit. To each move we find
possible we assign a numerical value, such that the bigger the number, the
better we think the move is. It then follows that to select a move we merely
have to choose the one with the highest possible value.

Of course this idea won't let the computer plan ahead - it can only think one
move at z time, In ordsr to comsiruct this list of moves, and accompanying
numerical valuss we don't actually have to store every single move we find.
Having located a possible move, and worked out its score, what happens is
this:

If the score is LOWER than those on the list, the move is ignored.
If the score is FQUAL to those on the list, it is added to the end,

If the score is HICHER than those on the 1list, then the list is abolished
and a new one started.

In this way the list is always as short as it can possibly be. When the final
decision time actually arrives the computer now merely has to select one of
these moves at random. Next question - where will the list be stored? Answer
The Stack. This simplifies things, but it does mean that we must keep a
record of where the start of the list is. We shall store this at address
4078 (OLD ROM 4022) and call this quantity LBASE. You will notice that in

an earlier part of the program we used 407B/4022 to store & quantity called
POINTER. Don't worry - this is quite alright. POINTER is not used in the
previous section, and it's value does not need to be preserved., LBASE was

not used in the last section, and again its value does not need to be preserved.
Using the same space twice for two different things is a space-saving trick
you should get to know,

The decision making of the computer begins at address 4D8A. The first instr-
uction is LD {LBASE),SP. The start of the list is now preserved. We can play
around with the stack now as much as we like, as long as we remember to restore
its value before we return to BASIC. The second and third instructions are

LD BC,0000 and PUSH BC, which will indicate that there is nothing at all in
the current list.

The checking loop thus looks like this. Notice that a new variable SQCHK is
used, 1t is listed as residing at 4077, but OLD ROM owners should replace
this address by 401C:

4DBA ED737BA0 BOARDSCAN LD (LBASE),SP Initialise the list.
010000 LD BC,0000
c5 PUSH BC
213c40 LD HL,WKBOARD Scan the board, one square
B NXTCHK LD A,(HL) at a time.
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F680 OR 80

FEBC CP BC Have we found a computer's
' piece?

227740 LD (SQCHK),HL

CAAZ4E JF Z,EVALUATE
' 2ATT40 KPCHKNG LD HL,(SQCHK)

2c INC L Have we reached the end

T LD A,L of the beard yet?

FE6E CP 66

2CEC JR WZ,NXTCHK Loop back if not.

4s you can see, this particular bit is guite straightforwsrd. You only need
to (temporarily) add a few extra instructions to avoid crashing. These are:

4E43 C3D54D EVALUATE JP 4DD5 These additional lines
ADA9 C3D54D CHOCSE JP 4DD5 are temporery conly. They
4DD5 ED7BTB4C LD SP,(LBASE) will stop the program
41DD9 OEAT LD C,AT7 crashing, but will not
4TDR CIDBCAC CALL GAMEOVER run it.

Can you see that loading SP with (LBASE) eliminates the need to POP everything
from the stack before returning. LDing SP will focl the mechine intc thinking
that the stack hasn't changed since we went inte the loop.

Wow we need to think about what form we want the list to tzke. Let's examine
the problem in reverse. What form would we like the list to take, in order
to make removing items from the stack easier.

The first item on the stack should be the number of steps involved in the
move - thet is one for a aingle move/jump, two for a double jump, three for

a triple jump, and sc on. The second item should be the numericsl value which
the items in the list have been assigned ~ the priority as we shall call it.
Following these items of information we should have the list ilself, starting
with the square to be moved from, followed by a asquence of one or mere
directions in which to be moved. Immediately after this the second item in
the 1list in the same form, thea the third, and so on...

You'll nctice that 2ach thing we need on the stack will only neszd to be one
byte in length. The number of steps cannot poasibly be more than 255. The
pricrity can be choeen however we like - we can always meke it ome byte if
we wish, The initial square can be stored by only stacking the low part of
ita address in WKBO/RD. The directions to be moved can be aztcrsd in ithe same
menner as before - 05, 06, FA, or FB for plus or minus five cr 2ix. In order

to meke this program a3 space officient 3s we can it makes zense to do just
that.

To make a random decision lst's assume there are B possible cheices., We want
therefore itc choecss a random number between 1 and B - or a2 we 3hall do between
0 and B-1. We shall do this by the following means:

ATA9 343440 CHOOSE LD A,(FRAMES)low Select a random nwaber
90 REFEAT SUB B between 0 andé 3-1. Thia
30FD JR NC,REPEAT number to be stored in
BO ADD A,B the A register.
$3054D JP 4DD5

ULD ROM users should replace the address 4034 by 401E. The final JP 4DDS ia
merely a means of exiting the program.
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Imagine the list is complete and we are about to remove one item from it.
The stack now looks like thiss:

no. of priority | initial direction|initial direction direction
steps square one square one one

R e T %

Bp lbase

1f we now use the inatruction POP BC, B will contain the priority, and C the
no. of stepa. The priority is now a redundant pieee of information, since it
was only needed to construct the list in the first place. C however is very
important. In the diagram above € would be one, but it doesn't have to be.

The stack now looks like this - but let's generalise a bit more by assuming
there are two steps per move, not one:

- — —
initial direction direction|initial direction direction direction
sguare one two square one two two

4"1’ 1baset

If A is an indication of which of these moves we are to choose then it seems
logical that we must remove A of them from the stack, Then the required move
would be at the top of the stack. Thus if A is zero we do nothing, otherwise
we mugt use some kind of loop. Can you see that POP HL followed by DEC SP
will remove one byte from the stack rather than two, and that INC SP can be
used to skip over one of the bytes.

The required loop is thisg

4DBO Ccl POP BC Find the number of steps
P 41 1D B,C per move.
' 2808 JR Z,FIRSTOFF Do nothing if A is zero.
33 NSQOFF INC SP Remove a total of A
33 NEXTOFF INC SP complete moves from the
10FD DJNZ NEXTOFF stack.
2 1D B,C
3D TEC A
20r8 JR NZ,NSQOFF

The selected move is now at the top of the stack. To carry it out let's first
take a look at what the stack is now like:

square one two

=

To find the initial square the sequence is POP HL followed by LD H,WKBOARD-high.
You see "initial square" is the low part of the address. By assigning H with
the high part we ensure that the register pair HL contains the absolute

address of the sguare from which we must move. H must be assigned after the

POP HL instruction though, since there is no real way we can manage to remove

L on its own. Finally the instruction LD B,C once more will assign B with the
number of steps we have to make. The proceedure for carrying out these steps

is much simpler than before since we don't have to check for cheating - we
shall write the program such that the computer cannot cheat.

initial direction directijly

ADBA El FIRSTOFF FPOP HL Find the absclute address
2640 LD H,WKBOARD=high from which we must move.
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To remove one direction at a time from the stack we shall use the sequence
DEC SP/POP DE. In this way E will be assigned with the required direction.
D will contain useless information.

4DBF 41 LD B,C
3B NEXTSTEF TEC SP Find which direction the
Dl POP DE computer is to move.
4E LD C,(HL) Get computer's piece.
3680 LD (HL),80 Overwrite with black sq.
D LD A,L Find destination square,
83 ATD A,E
6F p L,
R LD A,(HL) Is this square empty?
FEBO CP 80
2805 JR Z,SQUARE 1f so, move.
3680 LD (HL),80 If not, jump.
gy LD A,L
83 ADD A,E
6F 1D L,A
T SQUARE LD (HL),C Put piece in position.
10EB DJNZ NEXTSTEP Same for next direction.

You should now be at address 4DD5, at which is stored the sequence

4DD5 EDTBTB40 LD SP,(LBASE)
OEAT LD C,AT
CDBCAC CALL GAMEOVER

4DDE 2A0C40 BDPRINT 1D HL,(D-FILE)

and sc on down to
4DF0 c9 RET.

This means that provided the stack is correctly set up we can actually see

thie whole mechanism working. What 1 want you to do now is to write a short
routine to set up the stack so that all of the possible opening moves are
stored. You should be able to do this all by yourself. I will tell you though
that the routine should be placed at address 4E43 (what will eventually be
the EVALUATE routine) and should be terminated by the instruction JP CHOOSE
(C3494D). One way of doing this bit would be LD HL,something/PUSH HL/LD HL,
something/PUSH HL/and so on, but if you can think of a better way by all
means use it,

You may now RUN the draughts program by typing RUN 4. You will be asked for
an input - make your move as you have been doing in the past. Now watch what
happens to the computer's side - one of the pieces should move! Break out of
the program, since as yet it can only decide upon the first move of the
game.

Now RUN it again - again by typing RUN 4. Does the computer make the same
move? If it does it's purely coincidence, since choosing from the list is
done at random. Try again, and again, remembering to break out of the program
each time and re-run. You should get a different result each time.

We'll leave the program at this stage and continue later on with the mechanism
of setting up the stack correctly in the first place, and actually deciding
which moves are better than othersa.

In the next chapter we'll look at some complete (and short) games designed

to demonstrate what machine code can achieve in terms of speed, and in very
few bytes compared with BASIC.
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In this fast moving real-time graphics game (intended for use with SLOW)
you are placed at the start of & square spiral and must reach the end of
it in the minumum possible time. Your score is constantly displayed - it
starts of at 99900 and decrements continuously, but you can't cheat by
breaking out early with a high score - the program won't allow that.Now
end again the scere will reach zerc before you reach the end of the spiral.
1f that happens you obviously need more practice!

This fascinating and highly amusing game ie unfortunately for REW ROM users
with SLOW only. it will not work in FAST because although the program will
still consider itmelf to be running perfectly smoothly, the average human
operator won't know what's going on because of the fact that the screen in
front of them is completely black.

Thie is a fascinating game to watch - witnessing the score decrease before
your very eyes is surprizingly effective. You can make the game as difficult
as you like by altering the initial value of the "timing" - held in BC. I've
given it 0400, but you could use 0800 for a slower game, 0200 for a faster
game, and 80 on.

There is one difficulty built in though - if you hit a wall you don't just
bounce off, you actually become embedded in it, and the only way you can
get out is to exactly reverse your direction.It can be quite tricky.

Well good luck on your race = keep a record of the high scores (no cheatlng)
and see if you can master it,

The keys will move you as follows: Any key on the bottom row will move you
dowvnwards (except for shift, which has no effect), any key on the top row
moves you up. The middle two rows move you left and right, with the lefi-
hand ten keys (QWFRTASIDFG) moving you to the left, and the ten righthand
keys (YUIOPHJKLn/1) moving you to the righi. This mystem was sdopted instead
of uaing the cursor controls 5, 6, 7, and B for two reasons.

1) It is easier for people to understand and become familiar with.

2) It is easier to program, since we cnly need to test one register after
the keyboard scan inatead of two.

The program lists as follows, and can be relocated to any desired location
by changing just one address, The program ghould be called from the point
labelled START.

El SFRINT POP HL This subroutine prints
TE LD A(HL) out & picture of the board,
25 INC HL along with your initial
ES PUSH HL score, 1t must however be
F¥FF CF FF provided with a 1list of
ce RET 2 data terminated by FF.
D7 RST 10
18F6 JR SPRINT
CD-sprint START CALL SFRINT Calls the subroutine. The
following is data for the
subroutine.
DEFB 80 BO 80 B0 BO 80 BO B8O BO BO 80 76
BO 15 80 00 00 00 00 00 0D 00 00 T6
80 00 BO 00 80 80 BO BO BO 00 80 76
80 00 B0 0O 80 00 00 00 BO 00 80 76
80 00 80 00 80 00 BO 00 BO 00 BO 76
80 00 B0 00 B8O 80 80 00 80 00 80 76
80 00 B0 00 0O 00 0O 00 BO 00 BO 76
80 00 BO 80 BO BO BO BO 80 00 80 76
B0 00 DO 00 0O 00 00 00 0D 00 00 76
80 80 80 BO B0 B0 B0 BO 680 80 80 76
76
3E 34 3A 37 00 38 28 34 37 2A 00 33 34 3C 00 25 25 25 1C 1C FF
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240C40
110E00
19
227840
210000
227940
2A0C40
118B00
19

T8

AT
2008
0605
23
361C
10FB
c9

3D
FE1B
2005
3625
2B
1BEA
77

010004
OB

78

Bl
20FB
CDBROZ
D

oF

EF
E681
2805
110€00
181c
7D
E618
2805
11FAFF
1812
7D
E660
2805
110100
1808
7D
E606
28B2
11FFFF
247940
D

2807
19
(i

2802
1841

SETUP

LOOP

DECIMAL

POSITIVE

0K

DELAY

NOTDOWR

NOTUP

ROTRIGHT

CHKMOVE

LD HL,(D-FILE)

LD DE,O00E
ADD HL,IE

LD (POSITION),HL

1D HL,0000
LD (LASTMOVE)
LD HL,(D-FILE
LD DE,O008B
ADD HL,TE

LD A, (HL)

AND A

JR NZ,POSITIVE

LD B,05
INC HL
LD (HL),1C
DJNZ RESET

DEC A

ESEE
-
=8 k"E

=

E%
=
%

B
izigﬁ
58

5
5'3
233

-
o

FEEEE

Z ,NOTRIGHT

ESE
-0
gRegs
58

B3
[=]
W

58EEES}E
B noE
B3

s
g [

5
5

i
8

This section initialises the
two "variablea™ used in our
program.

Decrement the score.

A timed delay. Altering the
initial value of BC changes
the speed of the game.

Scan keyboard. L now contains
a value corresponding to the
direction required.

Find direction.

Is player embedded in wall?

If so, is player reversing?
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2ATB40 MOVE 1D HL,(POSITION) Reassign square with black
& LD A,(HL) or white space as required.
EE680 AND 80
77 LD (HL),A
19 ATD HL.DE Find new position.
TE LD A,(HL) Draw black or white cross
F615 oRr 15 as appropriate.
17 LD (HL),
227840 LD (POSITION),HL
210000 LD HL,0000 Store direction moved if
17 RLA a wall has been hit.
3002 JR NC,ROTHIT
62 LD H,D
6B LD L,E
227940  NOTHIT LD (LASTMOVE),HL
240040 LD HL,(D-FILE) Check to see whether the
115600 1D IE,0036 finishing square has been
19 ADD HL,IE reached.
ED5B7B40 LD IE, (POSITION)
EDS2 SBC HL,DE
ce HET Z
C3=loop JP loop
BREAKOUT

In this version of BREAKOUT, which incidently may only be run on a NEW ROM
in SLOW, you move the bat with any of the key=s on the keyboard - those on
the l2ft will move you to the left, and those on the right will move you
to the right. The game is intended to be played only by those peopls with
34X or wmore, but it can be persuaded to run in less if the following few
lines of machine code are added to the program - these should preceed the
main program:

FD362200 EXTRA LD (IY+22),00
210003 LD HIL,0300
AF SPACES  XOR A

o7 RST 10

2B DEC HL

Cc LD A,H

BS OR L

20F9 JR NZ,SPACES

The reason for this is that the main BREAKOUT program assumes that the screen
is initially completely faull - that is, that it containe twenty-four rows,
each conaiating of thirty-two spaces followed by & newline, If your machine
has less than 33K on board then this will not be so, because of the way that
the HOM seta up the screen. To rectify this we first LD (IY+22) with 00. IY
is always 4000 at the start of any USR routine, so IY+22 is 4022, which is
the systems variable DF-SZ, This represents the number of rows in the bottom
half of the screen (the part we cannot print to) - by telling the machine that
this number is zero it follows that the number of rows that we cannot print
4o is also zero, thus the whole screen is at our disposal. HL counts the
number of spaces to be printed to ensure that we do not try to run off the
end of the screen.

BREAKOUT is a program in four parts. These parts are 1). Initialise every-
thing. 2). Restart the game for sach new ball. 3). Move the ball. 4). Move
the bat. We will go over =ach of these steps in scrutinous detail.

Firstly to initialise everything. This involves a) printing the playing board,
b) defining the initial ball position, and ¢) setting the initial speed of the
game. To print the board: 128




20002200 TABLESTART LEFW 0020 0022

EOFFDEFF
2A0C40
118500
19
018080

BREAKOUT

23 NXERK

®
FET6
28FA
3608
10F6
2A0C40
061E
23
st
10FC
23
369C
23
71
23
23
111F00
0617
71
19
71
23
23
10F9
0620
3618
23
10FB

NXBL

SIDES

TEFW FFEO FFDE
LD HL,(D-FILE)
LD DE,0085
ADD HL,DE
LD BC,B080
INC HL

LD A,(HL)
CP 16

JR Z,NABRK
LD (HL),08
DINZ NXERK
LD HL,(D-FILE)
LD B,1E
INC HL

1D (HL),C
DINZ NXBL
INC HL

LD (HL),9C
INC HL

1D (HL),C
INC HL

INC HL

LD DE,001F
1D B,17

1D (HL),C
ADD HL,IE
1p (HL),C
INC HL

INC HL
DJNZ SIDES
ID B,20

LD (HL),1B
INC HL
DJNZ BASE

Load all of the bricks into position.

B is the number of bricks, C is a
constant used quite frequently in
this section.

Put top wall in position,
This part puts in the first thirty
blocks.

The current score - zero — is entered.
The last block is set in place.

TE is one more than the number of
spaces between the walls.

Both side walls are loaded into
position.

Now the base-line is drawn in.

You'll notice that in this version of the game I've ensured that a row of

full stops is printed below the very bottom of the screen. This provides a
convenient test for whether or not the ball has hit the base, Finally, to

set the ball position and speed, the proceedure is:

11FCFE

19

223C40
210009
224640

LD DE,FEFC

ADD HL,TE

LD (BALLINIT),HL

LD HL,0900
LD (SPEED),HL

This is the displacement from the
current prirt position to the ball's
starting point.

Locate this starting point.

Store it.

This is the initial speed.

Store it.

This is actually all the initialisation we need. You'll notice several thinge
missing - for example although the ball is located it is not actually printed.
The bat is not mentioned at all! The reason is that the bat is redrawn every

time the game is restarted, and so ia the ball. Why bother to find the

initial

poeition then? Well in this version, the ball starts off in a slightly diff-
erent position each time. This ensures that it is possible to wipe out all of

the bricks.

The variable SFEED has a dual purpose. Firstly it determines the speed

of the

game - that is, the speed at which the bat and ball will move (the bat movea
at precisely twice the ball speed), but secondly it determines when the game
is over. When SPEED decrements to zero (the lower the number, the faster the

game) we know that the game is over.
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Section two of the game does the following tasks. a) change the initial ball
position, whilst also noting the current ball position and printing the ball.
b) Set the initial direction of movement of the ball to up/right. c) change
the speed of the game and check for end of game. d) print the bat, and at the
same time delete any previous bat symbol that may have been there. e) give
the human player a chance to recover from the last session, since presumably
she won't want one ball to leap into the game immediately the last one
vanishes, The section is this. Look at the manner in which the bat is

printed and the previous bat overwritten.

2A3C40 RESTART LD HL,(BALLINIT) Change the starting position of

23 INC HL the ball.

223C40 LD (BALLINIT),HL

224040 LD (BALLPOS),HL Start the ball here.

3634 LD (HL),34 Print the ball,

21ECFF LD HL,FFEO Set the initial direction.

224440 LD (DIRECTION),HL

384740 LD A,(SPEED)high Increase the speed

3D DEC A

ce RET 2 Return to BASIC if lives have run
324740 LD (SPEED)high,A out.

2A0C40 LD HL,(D-FLLE) Reprint the bat in its starting
11B702 LD DE, 02B7 position

19 ADD HL,DE

3600 LD (HL),00

IE0% LD A,03% A contains the bat saymbol.

23 INC HL

11 LD (HL),A

23 INC HL

77 LD (HL),A

23 INC HL

77 LD (HL),A

224240 LD (BATPOS),HL Store the initial bat position. (This
23 INC HL ie the position of the centre of the
71 LD (HL),A bat.

23 INC HL

i LD (HL),A

0618 LD B,18 Now erase the rest of the row, in
23 ERASE INC HL case a previous bat symbol remains
3600 LD (HL),00 there.

10FB DJNZ ERASE

210000 LD HL,0000 Set a very long d=lay, for the player
1803 JR IELAY to recover for the next ball.

The last two lines, which cause a short pause between sesaions, will become
clear when the start of the next section is given.

To move the ball we first of all go through a timed delay lcop (controlled by
SPEED - the speed of the game) and then unprint the previous position of the

ball. The contents of the next square in the direction the ball is travelling
are examined, and one of the following will happen:

If a full stop has been reached then the ball has gone off the bottom of the
screen — the game is restarted.

If either a space (ie nothing hit) or a brick is located, the ball is
reprinted, at this new position.

If anything other than a space is reached, the direction of movement of the
ball ie changed at random.

If the ball was not reprinted then find the contents of the next square in
this new direction and re—examine the situation.

If a brick was hit, the score is increased by 1.
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Now, in order that we may choose a new random direction validly we require
a table of directions to choose from. These valid directions are 0020, 0022,
FFEO, and FFIE. You should store these numbers, low part first, at any
address in RAM, and call the start cf this table TABLESTART. The program
which will then achieve all of this is as follows:

This is a short delay loop which
controls the speed cf the game.

The ball is only moved every other
time round the loop, so that the
bat moves twice as fast as the ball.
The current ball position is found.
Erase the ball.

Find the next position of the ball.

Find the contents of this new
position.

Has the ball hit the base?
Start next ball if so.

Only reprint the ball if the new
poasition is either empty or contains
a brick.

Retrieve previous contents

Change direction if not a space.

Generate new direction at random.

Choose this direction from a
table.

If the contents of the square is
not a brick, then move again.

Having established that a brick has
been hit, the acore is increased by
one.

244640  LOOP LD HL,(SPEED)
7B DELAY DEC HL

1€ LD 4,H

RS OR L

20FB JR NZ,DELAY

04 INC B

CB40 BIT O,B

2054 JR NZ,MOVEBAT
2A4040  MOVEBALL LD HL,(BALLPOS)
3600 LD (HL),00
EDSB4440 LD DE,(DIRECTION)
19 ADD HL,DE

= LD 4,(HL)

FE1B CF 1B

28A6 JR %,RESTART
AP 1D C,A

EEFT AND ¥7

2005 JR NZ,DONTMOVE
3634 LD (HL),34
224040 LD (BALLPOS),HL
Bl DONTMOVE OR C

283K JR Z,MOVEBAT

ES PUSH EL

243240 LD HL, (SEED)

54 1D 1,H

5D LD E,L

29 ADD HL,HL

29 ATD HL,HL

19 ADD HL,DE

29 ADD HL,HL

29 ATD HL,HL

29 ADD HL,HL

19 ADD HL,DE
223240 LD (SEED),HL
1C LD A,H

E606 AND 06
Cétablestartlow ADD A,TABLESTARTlow
€F LD L,A
26tablestarthigh LD H,TABLESTARThigh
5B LD E,(HL)

23 INC EL

56 LD D,(HL)
ED534440 LD (DIRECTION),DE
El POP EL

19 LD 4,C

FEO8 cP 08

20EF JR KZ,MOVEBALL
240C40 LD HL,(D-FILE)
111F00 LD DE,O001F

19 ADD HL,DE

7E CARRY LD A,(HL)

FEBO CP 80

2002 JR NZ,DIGIT
3E9C LD A,9C

ic DIGIT INC A

FEA6 CP a6

2005 JR NZ,INCREASED
369¢C LD (HL),9C

2B TEC HL

18EF JR CARRY 131
77 INCREASED LD (HL),A



An interesting point to watch for is the way in which the score is increased.

Compare the mechanism to that used in SPIRALS to decrease the score. There
are one or two differences between this and the last. Firstly of course we
are here using INVERSE digits inastead of ordinary digits, though this
difference is rather trivial. Secondly the BREAKOUT score increases instead
of decreases. Thirdly, the SPIRALS score would terminate at zero, wheras
the BREAKOUT score can increase indefinately.

To move the bat, first of all the keyboard is scanned, and if a left-hand

key is pressed the bat is moved to the left, provided of course there is not

a wall in the way, and if a right-hand key is pressed then the bat is moved
to the right, if possible. Note that if a left and right key are pressed
simultaneocusly the bat should not move at all. In our program such a
circumstance would cause the bat to move first to the left, and then to the

right.

Study this, the final part of the program, and waich the way the bat is
actually moved. Remember that the variable BATFOS stores the position of
the middle of the bat.

€5
CDBBO2
c1

2603
2B

2B
224240
2B

2B

2B
3600
EY

El
C3loop

MOVEBAT

NOT LEFT

CYCLEL
CYCLE2

PUSH BC
CALL KSCAN
POFP BC

LD HL,(BATPOS)

ZE5SEERY
g

BEE

(BATPOS) ,HL

JR %,CYCLE2
LD HL, (BATPOS)
INC HL

INC HL

INC HL

LD A,(HL)

CP A0

JR Z,CYCLE2
LD (HL),03
DEC HL

DEC HL
LD ( BATPOS),HL
DEC HL

DEC HL

DEC HL

LD (HL),00
PUSH HL

POP HL

JP LOOP

Preserve the value of B.
Scan the keyboard.

Stack contains a value corresponding
the key pressed.

If the player moves left....

Locate the bat.

Is there a wall to our left?
If so, don't move.

Extend the bat to the left.

Store new bat position.

Decrease bat to the right.

If the player moves right....
Is there a wall to the right?
If so don't move.

Extend bat to the right.

Store new bat position.

Decrease bat to the left.
Same for next time round.
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IHAWGHTS

The story so far... Once upon a time a human being input a move to a ZX
computer. The computer checked thia move to make sure that no cheating was
going on, and cast a wicked spell on the poor human if it was which meant
that the whole move had to be typed in all over again. The move was made.
The computer started to search through the board for pieces that it could
move. Having found a piece, but not knowing whether or not it could move,
it then miraculously found itself at an addresa called EVALUATE. Where do
we go {rom here?

Let's start off by saying that a neutral move - that is a move which achieves
nothing, but also loses nothing - has a "priority™ of 80. (hex).

The firat point worth noting is that if a piece is in imminent danger of being
captured then it stands to reason that we ought to move it out of the way =
unleas something more important crops up. Secondly, if a piece is preventing
another piece from being captured, then we should be less likely to move it.
Both of these conditions apply regardleas of which direction we consider
moving the piece. It stands to reason then that we should work out this

part of the priority first, before we start analysing each of the different
directions. We must therefore work out a numerical value that corresponds

to the square that we are looking at. This value will then be added to 80,
after which each direction in turn will be analysed.

EVALUATE will therefore start off

AFAS CDF14D EVALUATE CALL SQUAREVAL
680 ADD A,80
322140 LD (INITIAL),A

The last inatruction stores the value we've found for use later on in the
pame, On the OLD ROM the address of INITIAL should be changed to 4019. Now
let's take a closer look at the subroutine SQUAREVAL. It will assign a value
as follows - starting with zero, if a plece is in danger it will add five,
or meven for a king. If it im protecting a piece it will subtract five, or
seven for a king. Further, the subroutine, as with all subroutines from now
on, must not be allowed to alter the valuea of any Tegister except A. One
way of doing this is to begin the subroutine

4TF1 c5 SQUAREVAL PUSH BC
D5 PUSH DE
ES PUSH HL

Here is the complete subroutine. Follow it through carefully. It should be
sufficiently annotated for you to make sense of exactly what it's doing.

c5 SQUAREVAL PUSH BC Store the current value of the

D5 PUSH IE reginters on the stack, to be

ES FUSH HL retrieved at the end of the subroutine,
0600 LD B,00 B is being used as a flag here. The

first time round the loop it will be
zero, the second time round it will be one. Watch the checks on B
carefully. The loop will check for protection the first time round, but
for danger the second time round.

11974C STARTCFF LD DE,TABLE IF. is a pointer, which points to the
table of directions of movement.

1A NOWT LD A,(DE)

4F LD C,A C now contains such a direction.

D62E SUB 2E

282A JR Z,EXIT If this "dlrection® is 2E we have passed

the end of the table., We should exit
with value zero,
1C INC E Move pointer to next direction in table,
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El
E5
2640

7D
Bl
CB40
2001
81
6F
3ETF
El
A6
FE27
20ES

b}
6F

37
17
CB40
2006
FE79
20D7
TE
17
3F
3EB1

17
CB40
2006
04
67
E3

18C3
57

D
91

TE

FE80
28BD
TA
El
Dl

92
Il
Cl
c9

LB

POP HL
PUSH HL
LD H,40

LD A,L
ADD A,C
BIT 0,B
JR NZ,LA
ADD A,C
ID L,A

LD 4,TF

AND (HL)
CP 27
JR NZ,NOWT

LD A,L
SUB C
LD L,A

5
3

L contains the low part of the current
8quare. We retrieve it without altering
the stack, and reassign H to the high
part of this address.

Find square to be looked at in this
direction. Watch how B affects what
happens.

Watch how A is constructed here, If

a human's piece is present A will end
up as 27 UNLESS that piece is a non-
king which can't move toward us. Then
it will produce A7. No other piece can
generate the result 27.

Lock at next square toward us. If B is
zero we are looking at a possible piece
being protected. If B is one we are
looking at ourselves,

This is another way of checking for

a computer's piece rgardless of whether
or not it is a king, but watch the
carry flag.

Now notice the clever way we decide
on 5 for a piece, or 7 for a king.

A now contains 5 or 7 as needed.
The loop is now ended.

This is what happens if B was zero.
The value 5, 7, or O is stored on the
stack behind HL.

This is what happens if B was one.
D now contains the current value
0, 5, or 7.

The equare behind us is located.

The contents of this square are
examined.

If it is not a blank square we are
not in danger,

The current value is retrieved,

D now containe the previous value

0, 5, or 7.

The final sgquare-value is calculated,
The remaining registera are removed
from the stack.

End of subroutine,
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This works because if you take a look at the diagram below you'll see very
clearly the conditions under which we define a piece as being "in danger"
or protecting. Compare carefully what the subroutine does both times round,
with each of the diagrams.

human's
piece
PROTECTING
computer's human's
piece piece
square square
being being
valued valued
us us
blank IN DANGER
Square

Now for the rest of that decision making routine EVALUTE. It contains a
deliberate mistake - see if you can find it! (The program will still run
perfectly smoothly even with the mistake still in.) If you can't sus it out
on your own I'l11 tell you later on.

Thia routine is designed to compute a numerical value - a "priority" - for
any individual move. Having done sc it will compare this priority with thoze
moves stored on the stack. If the new priority is less, it will forget this
move and go on to explore a new one. If the new move is egqual in priority
it will be atored on the stack. If the new priority is more than those on the
stack then the list will be abolished, and a new list started.

The registers in the routine have the following jobs:

A= a general purpose working register.

B~ counts the number of items in the list. You may remember the CHCOUSE routine
earlier on relied on B containing this number of items.

C- a general purpose working register.

DE~ a pointer which looks at the table of allowable directions of movement.

H- the direction being moved.

I~ the low part of the address of the current square.

The routine begins at address 4E43:

CIF14D EVALUATE CALL SQUAREVAL Check for danger and/or protection
C680 ADD 80 at current square.
322140 LD (INITIAL),A
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11974C LD IE,TABLE Set pointer to start of table.
4D

LD C,L Remember low part of the address of

the current square for later use.

€9 NXTMEND LD L,C Retrieve this value.

2640 LD H,40 Assign high part of this address.

1A IXTDIR LD A,(IE) Select direction of movement.

1c INC E Move table pointer.

CBTE BIT 7, (HL) Check whether or not we are looking
at a king.

2804 JR Z,ANYDIR If so we can move in any direction.

CBTF BIT 7,A Check whether current direction is
forward or backward.,

20F6 JR NZ,NXTTIR 1f backward, pick a new direction.

FEZE ANYDIR CP 2E If this direction is ZE then we have

CAAO4D JP Z,KPCHXNG covered all four directions.

5 PUSH BC Temporarily stack B - the number of
items in the list of moves.

47 LD B,A Store current direction temporarily.

81 ATD A,C Find the address of the destination

EF LD L,A square in this direction.

TE LD A, (HL) Find the contents of this square.

60 LD H,B The direction being moved is now
stored in H, as required.

Ccl POF BC The number of choices of moves on the
stack - B - is recovered.

FEBO CP 80 Is this destination square empty?

20E3 TEST JR NZ, NXTMEND If not, pick a new direction to examine.

ED537940 LD (SCANSQR),IE Temporarily store the value of IE.

Note that while we need to temporarily store DE somewhere, we must not stack
it, since we are shortly about to use the stack to examine our list. OLD ROM
owners should interpret the address (SCANSQR) as 4020.

CDF14D CALL SQUAREVAL Check for danger and/or protection at
destination square.

This is necessary because a move into danger is bad, and moving to protect
another piece is good. Notice that by design the subroutine SQUAREVAL will
not change the value of any register except A. One unfortunate flaw in the
subroutine means that moving a king into danger will only generate the value
five, rather than seven. Can you see why? Follow the subroutine through 14
you can't. Finally you should note that SQUAREVAL only requires L to be
aseigned initially, not HL. This is deliberate.

5T NEWFRI LD D,A Negate this quantity, since we do

342140 LD A, (INITIAL) not want to move into danger, and we

92 SUB b do want to move to protect another

57 LD D,A piece. Add in the original square-
value and store the result in D.

1EOL LD E,01 The number one is the number of stepn

€9 LD L,C involved in this move.

We now have D containing the computed priority of this move, and E containing
the number of steps in this move.

E3 X (sP),HL We now have H containing the priority

of the list, and L containing the no.
of steps for each move on the list.
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AT AND A

EDS2 SBC HL,DE Compare these two sets of quantities.

280D JR Z,EQUAL

19 ADD HL,DE Restore HL and the stack-top

E3 EX (SP),HL

3013 JR NC,FORGETIT If computed priority is less, then
do nothing.

EDTBTB40 LD SP,(LBASE) Otherwise begin new list.

0600 1D B,00 Zero items on list so far.

D5 PUSH DE Stack the priority and no. of steps,

1802 JR NEWITEM

19 EQUAL ATD HL,IE Restore HL and the stack-top.

E3 EX (SP),HL

04 NEWITEM INC B Increase no. of items in list.

ES FUSH HL

Now H contains the direction moved, and L the low part of the initial square.
The top of the stack therefore now locks like this:

square one stepe

E

This is not guite what we want - we want it to look like this:

initial directionfno. of priority{y

steps square one

Tap

So we now want to swop the first and second bytes at the top of the stack
with the third and fourth bytes. We want to do this without altering the

position of the stack pointer, and without altering any of the registers.
The following will achieve this - follow it through carefully -

no. of priority |initial directioijl?

33 INC SP Move the stack pointer to the

33 INC SP initial square. (final position)

E3 EX (SP),HL store initial square and direction 1.
3B DEC SP Move the stack pointer back where it
3B DEC SP came from.

E3 EX (SP),HL Store the number of steps and priority.

Note that even HL remains unchanged by this method. EVALUATE needs only
two more instructions to complete it. These are

ED5B7940 FORGETIT LD DE, (SCANSQR) Restore the previous values of D
1880 JHE NXTMRND and E, and do the same for next
direction.

As it stands the program will not test whether or not a computer's piece has
reached the back row {snd thus become a king). This is not a programming
error, thie is quite deliberate. The reason is that this is something I'd
like you to do for yourself. Study the way in which the check on a human's
piece is made - the low part of the destination address is compared with

the low part of the address of the boundry between the back row and the
second row - and make a similar test. You should find this a very simple
addition to the program.
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The EVALUATE routine is now complete. The whole program is now a closed
structure - there are no holes in it now, no RET statements temporarily
taking the place of subroutines that aren't there. If you now RUN the program
(by typing RUN 4) it will actually make moves! Of course it won't do much
else, but you should now be able to see how far we've progressed.

Oh - th?re is of course that deliberate mistake to think about. If you didn't
notice it in the listing you probably noticed it by playing it. The problem

is that the computer won't jump. As you can imagine this leads to a very poor
game on its part.

The mistake is in the line labelled TEST. It currently says JR NZ,NXTMRND,
which means that if a square in any particular direction is simply not empty
then it will try a different direction. The line should read JR NZ,WHAT,
where WHAT is a routine (which we haven't yet written) which is designed

to decide whether the destination square contains a human's piece, whether

a jump is possidle - even whether or not a multiple jump is possible - and
to evaluate the priority of whatever it finds.

Here is one such subroutine. It is not the only possible one, but a suggestion
of one means of doing it. This particular version will cope only with single

jumps, not with multiple jumps: The routine begins at 4E9B:

EDS537940 WHAT
57

LD (SCANSGR),DE
LD D,A

Temporarily store the value of IE
Store the contents of the square
we are now loocking at in D.

E6TF AND TF Is it a human's piece?

FE27 CP 27

2806 JR 2,FOUND

ED5B7940 LD DE, (SCANSQR) If not, retrieve the original value
1899 JR NXTMHEND of TE and resume the search.

3EB81 FOUND LD A,B1 Assign A with either five or seven
CEl2 RL D depending on whether or not we have
3F CCF found a king.

17 RLA

17 RLA

57 LD D,A Store this in D.

5C LD E,H Store the current direction in E.
D LD A,L Find the next square in this directlon.
84 ADD A,H

6F LD L,A

2640 LD H,WKBOARD-low

TE 1D A,(HL) Find the contents of this square.
63 LD H,E Restore H to its previous value.
FEBO CP 80 Is thia square empty?

2807 JR 2,JUMP

ED537940 LD IE,(SCANSQR) If not, restore the original value
C3AFAE JP NXTMEND of DE and resume the search.

CDF14D JUMP

92
1842

CALL SQUAREVAL

SUB D
JR NEWFRI

Check for danger and/or protection

at destination square.

Take contents of square into account.
Check this new priority to see if it'm
worth stacking.

As you can see, the principle for finding a single jump is relatively
straightforward, With this routine in place the computer will now play an
adequate game of draughts, but although the human player is allowed to make
multiple jumps, the computer will not, This addition I leave you to write
yourself. I will, however give you a couple of hints,.
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First of all, the registers all have specific uses. All that is, except for
A and C. These are as follows:

B - The number of choices of move available.

= The priority of the current move.

= The number of steps in the current move.

- The direction being moved this step.

- The low part of the address of the current square (within WKBOARD)

[al-- ]

1 suggest giving C a use too - it should be used to store which step of a
multiple-step move we are currently examining. In other words, on the second
step C will be two, on the third step C will be three, and sc on. It is
fairly easy to preserve the values of all of the registers by making proper
use of the stack.

Nesting the subroutines and loops properly, so that the same routine is used
to check for a third move as is u=zed to check for a second move, iz not as
difficult as you might think - it merely requires a bit of positive thinking.
It also has the advantage that, in theory, the computer can actually make
twelve-fold jumps with no extra programming. The looping is not the biggest
problem.

There are two problems which will face you. These are:

1) Having stored C-1 steps of the current move on the stack, how do we store
step C? (ie how do we insert it into the middle of the stack)

2) Having established that the current move now stands at C steps, and can
be increased no more, one of the following must happen: If C is less than
E then the current move is abolished; if C is equal to E, the stack is
left unchanged; if C is greater than E then the whole list of moves on
the stack except the current move is abolished.

Let's take a look at the first problem first. Assuming C-1 steps are stacked,
the situation we now have is thisa:

E | priority | initial dir. dir. dir. | initial Adir. dirzf dir.
sgquare 1 24 _{ C-1 |square 1 2 & E

8p

We wish to insert "direction C" between "direction C-1" and the initial
square of the second move. The following subroutine will do just that, but
follow it through very carefully because its mechanism is quite intricate,

c5 ADDASTEP PUSH BC The number of bytes at the top of the
5 PUSH IE stack which need to be shifted down
ES FUSH HL is € plus two, but once BC, DE, and HL
3808 1D 4,08 have been pushed onto the stack the

Bl ADD A,C actual number is C plus eight.

210000 LD HL,0000

44 LD B,H

4F Lb C,A This number is stored in BC.

39 ADD HL,SP HL points to the top of the stack.

54 LD D,H

5D LD E,L

1B IEC DE DE points to one byte below this.

EDBO LDIR Part of the stack is moved down.

3B DEC SP The stack pointer is moved also.

El FOP HL

C LD A,H

12 LD (IE),A The current direction is put in place.
Il FOF DE

cl POP BC The registers are retrieved.

oc INC C € is increased to indicate that we

are now at the next step.
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You'll notice that the segquence LD HL,0000/ADD HL,SP is necessary because
there is no such instruction as LD HL,SP (even though LD SP,HL is allowed).
LDIR is used to shift the required part of the stack down one byte. The
exact number of bytes to be shifted must first be very carefully calculated,
and stored in BC in order that LDIR will work properly. Coincidently LDIR
will leave DE finally pointing to just the right address for ua to store

the current direction. Since HL is at the top of the stack we may remove

it, and load the current direction (H) into position, via A, before we remove
IE and BC.Thus the stack pointer is still where we want it, and none of the
values of any register (except A) have been changed.

The stack now looks like this:

E | priority | initial dlr. ﬂxri} t\-ir. dir. | initial di;j} tdiru &/
C E

square -1 square g
Finally, € is incremented because we are now ready to examine the next step.

} sp

I'he two proceedures involved in the second problem may be solved by careful
study of the above process. To abolish the current move is simple - DE is
popped, the stack pointer is then incremented by the exact number of bytes,
and DE is pushed back again. The second proceedure, that of abolishing the
whole list except for the current move may be achieved by loading HL with
the position within the stack of "direction C", IE with the contents of the
variable LBASE, and then using LDIR, however, you'll have to do scme think-
ing in order to work out BC (the number of bytes to be moved) and the new

position of the stack pointer, If you understand how ADDASTEP works it will
not be all that difficult to do.

With this problem to sclve, I will leave you. It's not impossible I assure
you. Finally, consider the length of this program so far - our addresses
still begin with 4E, and we are allowed to go as far as 4FFF (although we
need some left over for the screen and the stack)., 1K draughts is quite,
guite possible, With thought you may even be able to shorten it Turther.

DOWNLOADING

Although the program is only 1K it is currently stored in the fourth K.
To download it into the first K the proceedure is this.

Change every address beginning with 4C to the corresponding address which
begins 40, Do the same for 4D, changing it to 41, change 4E to 42, and 4F
to 43.

Deleta all lines of BASIC except the following:

OLD ROM NEW_ROM

1 RANDOMISE USR(printboard) 1 INPUT Ag

2 INPUT Ag 2 RAND USR game

3 RANDOMISE USR(game)

4 GOTO 2 (USE ANY FIVE DIGIT NUMBER FOR NOW)

tne word REM occupies exactly Iifty bytes. On the NEW ROM a REM atatement
with 44 characters after the word REM occupies fifty bytes, The machine
code will eventually overwrite not only the characters after the word REM,
but the word REM itself and even the line numbers,
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OLD HOM: type POKE 16463,-1
NEW ROM: type POKE 16535,-1
All of your RFMa should disappear from the listing.

How,using a machine code program, which you should store somewhere in the
third K, copy all of the draughts program {rom address 4C9] onwards, down
to 4097 onwards,

OLD HOM: copy the board printing routine to the point immediately after the
draughts program proper finishes.

NEW ROM: DO NOT copy the board printing routine at all. Instaad, leave it at
AC09, and replace the instruction RFT by the following machine code program.

217040 LD HL,FIRSTLINE Fool the ROM into thinking that the

222940 LD (NXTLIN),HL firast line of program is about to

€30703 JP SAVE be executed, then jump to the SAVE
routine,

Start your cassette recorder up, so that it ia recording, not playing, and
type a3 a direct command RAND USH 19487. Thia should be done in the FAST mode.
The program will then do the following taska. 1) Print the playing board,

?) Specify that line one im about to bhe executed, and 3) SAVE the program,
and the current display file (with the board pre-sst-up) and the fact that
line one ia about to be executed, When you re-load from tape you will be in
mid-program, with the firat move (yours) about to be made.

The label "printboard™ for the OLD ROM refers to the address at which the
board printing routine is to be placed. The label "game" refers to the
addreass 16612,

For the OLD ROM, the address WKBOARD should be changed to that of the

board printing routine throughout. In this way the mame space is effectively
used twice, For the NEW HOM, the addreas WKBOAHD should be left unchanged

at 403%C,
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There are three "levels" at which we may disassemble, each slightly more
sophisticated than the previous. The first two levels are not all that
satisfactory, but they are very easy to program.

The first "level" we have already achieved - the USR routine HLIST which we
saw earlier in the book will do this for us. That is, given an address such
as 0808 it will produce an output like this:

0808 57
0809 ED
080A 4B
080B 39 T
080C 40

and so on., This is not really disassembly, although you can of coursé look
these bytes up in the tables at the back of the book, but it's quite a time
consuming task, and you're also very likely to get lost halfway through. The
second "level" is not much better, but again is quite easy to program. What
I'm talking about is an output something like this:

0808 57

0809 ED4B3940
080D 79

0BOE FE21

“ea

and so on. As you can see, each instruction has its component bytes listed
out to exactly the right length. This produces a very pleasing display,
and there is little or no chance of you "getting lost" when actually looking
these bytes up in tables. The third "level" is the one we are actually
aiming at - the one everybody wants. What we'd really like is an output like
this:

0808 LD D,A

0809 LD BC,(4039)

080D LD A,C

08CE CP 21

and so on. This can be quite easy to program - simply make the computer lock
up the appropriate words from a table instead of doing it ourselves - however
this would take up rather a large amount of space just to store the table.
Arcund 4K in fact. The method I will describe to you will allow such a
program to fit in just 1X, but be warned: it's rather difficult. There is
actually a "fourth level™ of disassembly, which I won't even attempt to
touch, but you may like to think about. Imagine an cutput like this:

PRINT LD D,4

LD BC,(S-POSN)

LD A,C

CF 21

JR Z,EXIT
As I've said, I'm not even going to touch this one. The only extra it involves
is storing yet another table, this time containing all of the labels used. Let's
go back a bit now to something relatively simple. Let's consider a slightly
improved version of HLIST which reaches the "second level™ of disassembly, and
works out the length of each instruction before printing it.
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A1l we need is a table containing just two pieces of information for each
byte. These are a) the number of bytes in an instruction beginning with
this byte, and b) the number of bytes in an instruction beginning with DD
or FD followed by this byte. As you know, some confusion may arise over
those instructions beginning with CB or ED, but we don't actually need any
tables or anything to cope with these provided we remember the following
ruless

All instructions beginning CB are two bytes in length.
411 instructions beginning DDCB or FICB are four bytes in length.

411 instructions beginning ED are two bytes in length, except for

LD BC,(Pq). LD IE,(pq), LD SP,(pq), Ny (Dﬂ.}-BC, LD (pq),DE, and LD (PQ),SP-
The byte immediately after ED for these six instructions is 4B, 5B, 7B,

43, 53, or 73. In binary, all of these numbers have the form O0l-— =011.

No other instructions have this form.

There are no instructions beginning DDED or FDED,

Thus we need a table containing a very small amount of information relating
to each byte. Firstly, those instructions which do not begin DD, ED, or FD
can only be one, two, or three bytes in length. This means that to store
the required information we only need two bits. Secondly those instructions
which begin DD or FD can only be two, three, or four bytee in length, so
ignoring the DD or FD itself this leaves one, two, or three bytes. Again
we need only two bits. This makes four bits altogether, and we can thus
represent the approprizte lengths for each byte by a single hexadecimal
digit. Our program then will make use of the following table, called LENS.
Tt should be stored such that each element of the table has the same high
part of its address:

LENS DEFB 5F 55 55 A5 55 55 55 45
AF 55 55 A5 A5 55 55 AS
AF F5 55 A5 A5 F5 55 A5
AF F5 99 ES A5 F5 55 A5
55 55 55 95 55 55 55 95
55 5555 95 .55 5% 55 95
55.55 55 99 55 55 55 95
99 99 99 59 55 55 55 95
55 55 55 95 55 55 55 95
55 55 55 95 55 55 55 95
55:55 55 95 5555 55 95
5555 55 95 55 B5 55 95
55 FF F5 A5 55 FE FF A5
55 FA F5 A5 55 FA F5 AS
55 F5 FS A5 55 F5 FA A5
55 F5 F5 45 55 F5 F5 A5

As you can see, there are sixteen rows, and sixteen hex digits in each row.
Those instruction beginning with DD or FD which do not exist, such as DDOO,
have simply been assigned the appropriate number of bytes as if the DD/FD
were not there,

The following program will "disassemble" to a string of bytes of the right
length, It assumes that the table LENS exists, and it assumes that a
subroutine HPRINT existe which prints the contents of the A register in
hexadecimal without corrupting the other registers. This subroutine was in
fact given earlier on in the book.
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2B START
23 NEXT
IET6

D7

Tc

Chhprint

TD

Chhprint

LF

D7

0EQOD

TE BYTE
FEDD

2804

FEFD

2007

Chhprint DIFD
25

oc

18F0

FEED NORM
2014

Chhprint

23

TE

E6C3

FE43

2004

0603

1802

0601 ONE
Chhprint THREE
23

TE

10F9

18¢2

ES NOTED
CB2F

F5

C6lens-low

E€F

26lens-high

Fl

3804

193] DIG2

E603 CK

23 NXBYT
7E

Chhprint

10F9

189E

DEC HL

INC HL

LD &,76
RST 10

LD &,H
CALL EPRINT
LD &,L
CALL EPRINT
¥OR &

RST 10

LD C,00

LD 4, (HL)
CP ID

JR Z,DDFD
CF FD

JR NZ,NORM
CALL HPRINT
INC HL

INC C

JE BYTE

CP ED

JR NZ,NOTED
CALL HPRINT
INC HL

LD A,(HL)
AND C3

CP 43

JR NZ,CNE
1D B,03

JRE THREE
1T B,01
CALL HPRINT
INC HL

LD 4,(HL)
DJNZ THREE
JH NEXT
PUSH HL
SRA A

PUSH AF
ADD A,LENS-low
LD L,A

LD H,LENS-high
POF AF

LD A, (HL)
JR C,DIGZ
RRA

RRA

RRA

RRA

DEC C

JR NZ,0K
RRA

RRA

AND 03

LD B,A

POP HL

DEC HL

INC HL

LD A,(HL)
CALL HPFHINT
DJINZ NXBYT
JR NEXT

HL is just the address from which
we are disassembling.

Print a newline.
Print H in hex.
Print L in hex.

Print a space.

C is just a flag to let us know
whether or not an instruction
begins with ID or FD.

Obtain the byte to be disassembled.
Does it begin with either DD or FD?

If so, print "DO" or "FD" and look
at the next byte.

Change the flag € accordingly.
Continue with next byte.

Does the instruction begin ED?

If so0, print "ED" and lock at the next
byte.

Is it of the binary form 0l-- -0117
B counts the number of bytes to be
printed after the byte ED.

Print the next B bytes.

Continue with next byte.

Temporarily store HL.

Divide A by two.

Store the carry flag.

Find the reqired position in the table.

Retrieve the carry flag.

Use the carry flag to decide on which
digit from the table will be used.

Use C to decide which two bits
to use.

Put this number in B to use as

a count.

Fetrieve theaddress of the byte to
be disassembled.

print B bytes in hex.

Continue with next byte.
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Now we ascend to the "third level™ - REAL disassembly in other words. However,
I am not going to write thas program for you this time round = you'll have

to do it by yourself. I will explain precisely what it is you have to do

in order to make a 1K disassembler, but the actual program itself must be
your creation,

DISASSEMBLING THE ROM

The following is an algorithm which will enable you to diesasemble the hex
codes into assembly, that is to change, for example, 69 to LD L,C, or from
CBTE to BIT T,(HL). One way would be to list a vast table - such as I have
included in the appendices - but while alright for human beings it lacks
the elegance of a well thought out computer program, The data alone would
occupy around 4K, This algorithm will enable you to write your own machine
language program occupying significantly less - two or even one K all told
depending on how efficient Your program is.

In this algorithm, the following conventions will be used:

r(0) means B, r(1) means €, r(2) means D, r(3) means E, r(4) means H,
r(5) means L, r(6) means X, r(7) means A.

8(0) means BC, s(1) means DE, s(2) means ¥, 8(3) means SP.

9(0) means BC, q(1) means IE, q(2) means Y, q(3) means AF.
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n(0) means 0, n(1) means 1, n(2) means 2, n(3) means 3, n(4) means 4,
n(9) means 5, n(6) means 6, n(7) means 7.

c(0) means NZ, c(1) means Z, c(2) means NC, c(3) means C, c(4) means PO,
c(5) means PE, c(6) means P, c(7) means M,

x(0) means ADD A,, x%(1) means ADC A,, x(2) means SUB, x(3) means SEC 4A,,
x(4) means AND, x(5) means XOR, x(6) means OR, x(7) means CP.

Define two variables, CLASS and INDEX, and initially let both of them
equal ze=ro,.

Write the byte being disassembled in binary, and split it into three parts;
F, G, and H., F consists of bits 7 and 6, G of bits 5, 4, and 3, and H of
bits 2, 1, and 0. Thus to disassemble the byte 69 (binary 0110 100]) just
split it into three parts thus: 01/101/001. In this particular case F is
one, G is five, and H is one.

Next, split G into two parts; J and K; with J consisting of bits 2 and 1,
and K just bit 0, If G then were binary 101 as above then split it like
this: 10/1. In this case we would define J to be two, and K to be one.

Set aside an area of memory called DIS. This is to contain a STRING of
unknown length, How you store this string is up to you. There are two
different methods you could use - either terminate the data with an end-
of~data charactzr (any character will do, FF is as good as any), or
begin the area DIS with one byte representing the number of characters
of data there are in the string. (You only need one byte since DIS will
never be more than 255 characters in length.) DIS should initially be

an empty string, (ie containing no characters at all.)

The algorithm begins here.....

1) 1f the byte is 76 then complete dissasembled instruction is HALT.
If the byte is CB then let CLASS equal one and start again.

3) If the byte is ED then let CLASS equal two and start again,

ﬁi If the byte is DD then let INDEX equal one and start again.

{ CLASS equals zero then the following applies
z?

5) If the byte is FD then let INDEX equal two and start again.
£) If P equala zero then....

If H equals zero then....
If G greater than three then let DIS equal JR c(G-4),V.
If G less than four choose the Gth item in this list:
NOP/EX AF,AF'/DJNZ ¥/JR V

If H equals one then...
If K is zero then let DIS equal LD 8(J).VV
If K i3 one then let DIS equal ADD Y,s(J)

If H equals two then...
Let DIS equal LD plus the Gth item in this list:
(BC),A/4,(BC)/(TR) A/, (TB)/(VV), ¥/ X, (VV)/(VV) ,4/4, (V).

1f H equals three then...
If X is zero then let DIS equal INC s(J)
If X is one then let DIS equal DEC s(J)

1f H equals foux then let DIS equal INC (G)

Tf H equals five then 124 DIS equal IEC x(G)

1f # equals six then 1=t DIS equal LD =(G),V ]

1f H esquals meven then chooge the gih item from this list:

S1CA/RRCA/RLA/RRA/ DAL/ CPL/SCF/CCE.
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If F equals one then let DIS equal LD r(G),r(H).
If F equals two then let DIS equal x(G) r(H).
If F equale three then....
1f H equals © then let DIS equal RET c(G)
If H equals one then...
If K is zero then let DIS equal POP q(J)
If K is one then choose the Jth item from this list:
RET/EXX/JP (Y)/LD SP,Y.
If H equals two then let DIS equal JP c(G),VV
If H equals three then choose the Gth item from this list:
JP Vv/-fouT (V),A/IN A,(V)/EX (SP),Y/EX IE 31./111/31
If H equals four then let DIS equal CALL ¢(G),VV
If H equals five then...
If K is zero then let DIS equal PUSH q(J).
IF K is one then let DIS equal CALL VV.
If H equals six then let DIS equal x(G) V.
If H equals seven then let DIS equal RST plus the Gth item in
this 1list: 00/08/10/18/20/28/30/38.

If CLASS equals one then the following applies:

If F equals zero then choose the Gth item from this list: RLC/RRC/RL/RR/
SLA/SRA/-/SRL and then add r(H).

If F equals one then let DIS equal BIT n(G),r(H).

If F equals two then let DIS equal RES n(G),r(H).

If F equals three then let DIS equal SET n(G),r(H).

If CLASS equals iwo then the following applies:
F cannot possibly equal zero,
If ¥ equals one then....
If H equals zero then let DIS equal IN r(G),(C).
If H equals one then let DIS equal OUT (C),r(G).
If H equals two then...
If K equals zero then let DIS equal SBC HL,s(J).
If X equals one then let DIS equal ADC HL,s(J).
If H equals three then...
If K equals zero then let DIS equal LD (VV),s(J).
If K equals one then let DIS equal LD s(J),(VV).
If H equals four then let DIS equal NEG.
If H equals five then...
If K equals zerc then let DIS equal RETN.
If X equals one then let DIS equal RETI.
If H equals six then choose the Gth item from this list:
M o/-/IM 1/IM 2/~/-/-/-.
If H equals seven then choose the Gth item from this list:
LD I,A/1D R,A/LD A,I/LD A,R/RRD/RLD/-/-.
If F equals two then choose the Hth item from this list: LD/CP/IN/OT/-/-/-/-
and then add the Gth item from this list: I/D/IR/IR/-/-/-/-.
F cannot possibly be three,

To compute the final output:

If INDEX equals zero replace every Y by HL.
If INDEX equals one replace every Y by IX
If INDEX equals two replace every Y by IY

If INDEX equals zero replace every X by (HL)

If INDEX equals one replace every X by (IXtd) where 4 is defined by the next
byte but one after the byte ID.

If INDEX equals two replace every X by (IY+d) where d is defired by the next
byte but one after the byte FD,

(This does not apply if the X is preceeded by I)

Replace every V by the next byte in sequence (of those being disassembled).

DIS now contains the correctly disassembled instruction. This should now be
printed to the screen. 149



It is possible to write a machine language program whick disassembles
things by using this algorithm. In fact it is possible to write such
a program in just 1K. Surprizing as this may sound I should add that
although it is possible, the program itself is rather complicated, and
involves a complately new programming technique.

What I will do is to not actually write the program for you, but to give
you hints and suggestions as to how it may be done. The program revolves
around eight different subroutines, which are linked together by one
MASTER subroutine which calls them all up in any required order. This

ia achieved a=z follows.

Somewhere in the program there should be a table called SUBTAB which
contains eight different addresses - these are the addresses of the eight
subroutines which control the program. The register-pair HL' (note the
dash) will be pointing to a sequence of data which tells the MASTER
subroutine which order it must call the others in. The data in this
sequence iz terminated by an item in which bit 7 is one. The data consists
simply of numbers zero to seven. Zero calls subroutine zero, one calls
subroutine one, and so on. Thus this number zero to seven determines
exactly which subroutine the MASTER routine is to call.

So any item of data in this sequence looks, in binary, like this: O==— -nmn
for most items, or l--- -nnn for the last item. (The part written nnn means
the appropriate number zero to seven as described,) Now some of these eight
subroutines will need to be supplied with DATA, which by coincidence will
also need to be a number between zerc and seven - if this number in binary
is ddd then it makes sense to save apace by storing this number amongst
some of the unused bits of the subroutine-call, thus making it look, in
binary, like this: 0-dd dnnn or 1-dd dnnn. We have now made use of every
bit except bit 6. This isn't needed, so for sake of argument lets always
make it zero, Any item of data in the sequence can then be 00dd dnnn, but
the last byte mast be 10dd dnnn.

I hope that didn't confuse you, To make things clear, suppose HL' peoints to
an address at which is stored the sequence of data 00 01 22 8%, This means
that first of all subroutine zero is to be called, then subroutine one, then
subroutine two (which will use the data binary 100 somewhere), then finally
subroutine three. I say "finally" because bit 7 is set which means we are

finished,

The master subroutine which will achieve this is as follows:

9 MASTER EXX

TE 1D 4, (HL) Find byte of data, and increment

23 INC HL pointer.

9 EXX

5F LD E,A Store this byte, in case bits 5, 4,
and 3 contain data to be used in the
appropriate subroutine.

E607 AND 07 Isolate bits 2, 1, and O.

17 RLA Multiply by tweo.

4F LD C,A Store this number in the BC register

0600 1D B,00 pair.

21 return LD HL,RETURN Specify the return address from each

E5 PUSH HL of the eight subroutines,

21 mastrads LD HL,MASTRADS Point HL to the atart of the table
which stores the eight subroutine
call addresses.

09 ADD HL,BC Point HL to the required address.

4B 1D ¢, (HL) Store this address in the BC register

23 INC HL pair.

46 1D B, (HL)

c5 FUSH BC Call this subroutine.

9 RET

8B RETURN LD A,E If Bit 7 was not zero then continue

17 RLA with the next byte of data,
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You can learn a lot from studying this MASTER-SUBROUTIRE. Can you see how the
appropriate subroutine (one of eight) is called? First of all the label
RETURN i= pushed onto the stack. This means that if each of the eight routines
ends with a RET instruction then control will jump to the label RETURN - just
as if the subroutine had be accessed normally. To call the subroutine itself,
the address of which was in the register-pair BC, we used PUSH BC followed by
RET. Think carefully about how this works. The required address is pushed onto
the stack, above the address RETURN. Then a RET instruction is executed. RET
has the effect of popping the first number from the stack (the subroutine
address) and jumping to that address. The first address lefi on the stack is
now the address RETURN, which enables control to return correctly. All of this
is necessary because there is no such instruction as CALL (BC) - in BASIC the
statement GOSUB VARIABLE is allowed, but not in machine code. Another way we
could have achieved the same as PUSH BC/RET is by using the sequence LD H,B/
LD L,C/JP (HL). Can you see why this does the same thing?

You may be wondering how the appropriate address came to be in HL' in the
first place. There are two means by which this will be determined. Note
that all of the alternative registers have specific jobs. These are:

BCY The address of the byte to be disassembled.
D' The variable INIEX.

E' The variable CLASS.

HL' Points to subroutine data.

The byte to be disassembled is located and stored in the D register by the
means EXX/LD A,(BC)/INC BC/EXX/LD D,A. From thie the quantities I called
F, G, and H may later be discovered. Somewhere in the program there should
be a table called TABLE containing twelve different addresses. HL' is
simply read from this table, The twelve addresses correspond toc the cases
CLASS equals zero and F equals 0, 1, 2, or 3; CLASS equals one and F
equala 0, 1, 2, or 3; and CLASS equals two and F equals 0, 1, 2, or 3.

The other way in which HL' may be determined is if subroutine zero is
called, Subroutine zero is called by the data-byte 00. This will be
immediately followed by eight different addresses corresponding to the
cases H equals zero, up to H equals seven. Subroutine zero has the task
of locating the appropriate address from this list and siecring it in the
register-pair HL'.

One subroutine you will need, (but not one of the eight central ones,) is

a subroutine to add a single character to the end of the string DIS. Using
the convention that the string begins at address DIS and is terminated by
the byte FF, the string may be emptied by the sequence LD HL,DIS/LD (HL),FF.
To add a character (held in the A register) the subroutine is

c5 ADDDIS PUSH BC Store the registers BC and HL so

E5 PUSH HL that they won't be altered by the
subroutine.

0601 LD B,01 This is so that CPIR wont stop
because of BEC.

21dis LD HL,DIS Find the start of the string.

F5 PUSH AF Temporarily stack A.

3EFF LD A,FF

EDE1 CFIR Find the end of the string.

17 LD (HL),A Insert a new end-of-string marker,

2B IEC HL

Fl POP AF Retrieve A.

71 LD (HL),A Add this character.

E1 PCP HL Retrieve the remaining registers.

C1 POP BC

c9 RET End of subroutine.
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The eight subroutines you will need for this disasrembly program are eo
followsi

SUBROUTINE O - STPLIT

This is the subroutine called by the byte 00. It is always the first subroutine
ecalled, if 1t is u=ed at all. The byte 00 should be followed eight new addresses
within the dicasmembler propram. Located at these addresses are eight different
sequences of datz, which correspond to the canes H equale zero, H eguale one,
and so on up Lo H equals seven. One of these scguences is melected (according

to H) znd the data ured to declde which of the eight subroutines should then
be used.

SUBROUTINE 1 - LITFRAL

The hyte 01 Tbr B1 il it is the last subroutine-call in aequence) is fcllowed
by a series of characters, such sa ¥ O and P, which represent part or all of
the disassembled instruction. The last character should have one of the unused
bits (6 or 7) set, to indicate the fact that it is the lest character. The
subroutine should use one bit of data, with the meaning that if it is called
by the byte 09 (or B9) then the literal data following should have = space
inserted after the last character, This literal data is to be added to the
end of the data storage area czlled DIS.

SUBROUTIME 2 - LIST-G

Means select the Gth item from the following list. The subroutine needs data
to specify how many ltems there are in the following 1ist. If there are four
items the data 011 (3) is required, if there are eight items, the data 111

(7) i®s required, and @o on, the data always being one less than the number
of items in the 1list. For example the byte 3A (in binary 0/0/111/010 -
meening call subroutine 2 and provide it with the data 111) means select

the Gth item from the following list of eight. The 1ist could, for instance,
be R, L, C, inverse A, K, R, C, inverse A, R, L, inverse A, R, R, inverre
A,D, A, inverse A, C, P, inverse L, S, C, inverse F, C, C, inverse F. I've
used "inverse' to indicate the last character in an individual item. You
don't have to do this - you can use any means you choose as long as it works.
Thus if G (That is bits 5, 4, and 3 of the inastruction being disassembled)
were 5, the literal DAA would be added to the end of DIS. The next byte to
be interpreted as data will be the byte after the inverse F.

SUBROUTINE % - LIST-H
Means select the Hth item in the following list. Its explanation is exactly
the same as that of subroutine 2,

SUBROUTINE 4 - SELECT-

Again, three bits of data are required. Interpret as follows. If the
data im 000 select r(G), if the data is 001 select s(G), if the data is
010 select q(G), if the data ias 011 select n(G;. if the data is 100
aelect c(G), and if the data is 110 select x(G). The item selected is
to be added to the end of DIS,

SUBROUTINE 5 - SELFCT-H
As subroutine 4, except that H ie used inatead of G.

SUBROUTINE &6 - SKIP

Resets bit 5 of E ilhe data-byte), and if the previous value of bit 5 was

one skips over n bytes of data. The number n im determined by the immediately
following byte, If bit 5 was zero this immediately following byte (which is
only there to Bpecify n) is ignored, and the next byte after is then inter-
preted as the next item of data.

SUBROUTINE ] - K-SKIP

Replace bit 3 of E by bit 4, replace bit 4 by bit 5, and reset bit 5. Effect-
fvely this is the same ss IFT G equal J. Then if the previous value of bit 3
was one » n bytes are skipped over, ar in subroutine six. This subroutine can
be interpreted as IF K equals zero THEN.... otherwise IF K equals one then....
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With these eight subroutines, which you will have to write yourself,

you can disassemble every instruction. I will give you an example.
Suppose CLASS is zero, and F is three. The first byte it has to interpret
should be 00. This alters the value of HL' according to the gquantity H,
that is, bits 2, 1, and O of the byte being disassembled. Suppose now
that H is one. HL' should now be pointing to the following sequence of
data, listed here along with its meaning.

data binary meaning

07 05 0000 0111 KSKIP 5

09 35 34 BS 0000 1001 LITERAL POP (space)
94 1001 0100 SELECT-G-q (EXIT)
94 1001 1010 LIST-G-4 (EXIT)

37 2A B9 RET

24 3D BD EXX

2F 35 00 16 3B 91 JP (Y)

31 29 00 38 35 1A BE LD SP,Y

To represent strings of data here you can see I've used just the character
codes, with the final character inverased to show that it is the last
character. In other worda EXX is written as 2A 3D BD rather than just

2A 3D 3D, It is of course very important to know where one string ends

and the next begins.

If you follow through which subroutines have been called by the data and
what they are supposed to do you'll see that in a total of only twenty-
seven bytes we have said IF K equals zero then LET DIS equal POP q(J),

IF K equals one then LET DIS equal the Jth item from this list: RET/
EXX/JP (Y)/LD SP,Y. If this proceedure is continued for every instruction,
following the algorithm I gave earlier in the chapter, you'll find that
the data required for disasssmbly is now significantly LESS than 1K.

The entire disassembly program conasista of initialising the variables CLASS
and INIEX, assigning BC' (usually input by the human operator), finding the
address HL' from tables, and then going into the master-routine., On exiting
this it must then replace all V's, X's and Y's as defined earlier in this
chapter, and then PRINT the result computed and go on to the next byte to
be disassembled and treat it in the same way. The rest of the program
consists of the eight subroutines, the table of addresses, and the data

required for disassembly. The whole of this will occupy rather leas than
mt

However simple, or difficult, I may have made this program sound, you will
undoubtedly find writing it a challenge. The vast majority of the program
is data, and each address in every table must point to exactly the right
byte. If you get any of it wrong it will be very difficult to trace.

You can improve the program too. I haven't used bit 6 of the data - you may
be able to think of a use for it, for example it could indicate that a comma
nzeds to be inserted, the choice is yours.

Like draughtse, this program is so vast that even though the machine code
listing itself will fit into 1K, you will need more than 1K in order for

the machine code to be put there. Any editing program, BASIC or machine code,
will take you above the 1K.

Good luck.
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ARITEMETIC ZUFROUTINES

This chapter is divided into two seciions - one for the OLD, and one fer
the KEW RCM. We'll tackle the QLD ROM firat because it's easier.

Numbers are represented in two byltes, and as such is it possible to
store them in register pairs BC, DE, end HL. First of all we shall take
a lock at the five major zrithmetic routines.

1). Additicn. The address to czll is CDIL, or more intellegebly, CALL ADD.
The subroutine adds together the number stored in DE and the number stored
in HL. The result is then placed in FL. This may be demonstrated by the
following program:

113900 ADDDEMO LD DE,0039

211100 1D HL,0011
CD3EID CALL ATD
c9 RET

Here DE is loaded with the number fiftiy-seven, and HL with seventeen. (On
return to BASIC the result stored in FL should be fifty-seven plus seventeen,
so the command PRINT USR(adddemc) should generate the number seventy-four.

2). Subtraction. Just the same — DE is subtrscted from KL and the result
stored in HL. The address is 0D?9, Thus to prove it:

113900 SUBDEMO LD DE,0039

211100 LD HL,0011
€D390D CALL SUB
c9 RET

3). Multiplicetion. Up until now we have igncred maltiplication completely,
since there ie no simple instruction which will multiply twe numbers
together, However, thanks to TUncle €, the RCM will do it for us. Simply
CALL MULT, which is stored at address 0D44, and as if by magic DB will be
miltiplied by EL, the result as usual being stored in HL. Watch cut for
what happens to BC and IE though! They're not unaltered,

4). Division. As you'd by now expect, the instruction CALL DIV will divide
HL by DE (ignoring any remainder of course, since we are dealing in
integers). The address of DIV is OD30

5). Powers, Is raising one number to the power of another going to be any
more difficult? No of course not. With elegant simplicity the instruction
CALL POWER (at ODOC) will de just that, raising HL to the power of DE,

and putting the answer away in HL, using repeated multiplication to compute
the answer.

One very important functien is the RANDOM NUMEER GENERATCR. This is held
at location OBED. To generste = random number between one and six, (say
to simulete the roll of a die,) simply load HL with eix and CALL RND. This
ie of course the szme thing as RND(€). The number in the brackets shculd
be pleced in HL, and the final snswer will end up in HL.

See if you can work out what this program does, What we're interested in
is the number that it returns to EBASIC.

211400 START LD HL,0014
CDEDOB CALL RND
110400 LD DE,O000A
CD440D CALL MULT
116400 LD TE,0064
19 ADD HL,DE
c9 RET
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let's see if you got it right. HL is loaded with 14 and RND is called,so
HL is replaced by 2 new value, RND(20). (Note that 14 (hex) is 20 (dec).)

OA is stored in IE, and the two are then
multiplied together. We then have 10%RND(20). Finally €4 (hex) is added,
giving 10%RND(20)+100.

We could use this routine in a games program. Suppose we needed to jump
to a rendom destination. We could use the by now famous Tim Hartnell
method of GOTO 10%RND(20)+100. Alternatively, if the above machine code
were in a REM statement, say at address 16427, we could instead simply
say GOTO USR(16427). This would do exactly the same job, except just a
little bit faster,

we'll leave the OLD RCM now, and turn to the rather more complex field
of arithmetic on the NEW ROM.

NEW ROM ARITHMETIC

The first and most important point to note is that NEW ROM numbers are
stored as five bytes, not two, and so they can't fit into a register-
pair as they stand. Nor are the numbers in simple form, for while it

is true that zero is, as you'd expect, 00 00 00 00 00, it is not true
that one is 00 00 00 00 01! In fact one is represented by 81 00 00 00 00.
Here is a list of the Sinclair representation of the first few integers.

Decimal Sinclair Form
00 G0 0O 00 00
81 00 00 00 00
82 00 00 00 00
82 40 00 Q0 00
8% 00 00 00 00
20 00 00 00
83 40 00 00 0O
83 60 00 00 00
84 00 00 00 00
84 10 00 00 00
20 00 00 00

HAO M= M Wm0
o
N

o
g

and so on. There is a kind of pattern, but it's not instantly
reccgniseble, Take a look at the negative numbers:

Decimal Sinclair Form
=1 81 80 00 0D 0O
-2 B2 BO 00 00 00
-3 82 CO 00 00 00
-4 83 80 00 00 0O
=5 8% A0 00 0D 00
-6 a3 co 00 00 00
= 8% EO 00 00 00
-8 84 BO 00 00 00
-9 84 90 00 00 00
=10 84 AD 00 00 00

As you can see, you can instantly change a number from positive to
negative just by adding 80 to the second byte. This deesn't apply to
zero by the way - zmerc is represented uniquely to help speed the ROM
up a little.

Knowing how the Sincleir Form is built up will slightly help your under-
standing of the ROM, so T will give here a brief explanation of how to
turn decimal numbers into Sinclair numbers, It only takes a few simple
steps.,
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STEP CNE: If the number is zero, then its Sinclair representation is
00 00 00 00 00.

STEF TWO: Ignoring the sign of the number, write it in binary (but
without any leading zeroes). For example:

7 111
=10 1010
-4,25 100.01
0.325 0.011

Noiice that the binary form has a BINARY point, not a DECIMAL point! )
100.01 means one 4 plus no 2's plus no 1's (here we reach the binary point)
plus no halves plus one quarter. The next column would have been an eighth.

STEF THREE is to work out a guantity called the EXPONENT. This is done as
follows: If the part of the number to the left of the binary poirt is not
zero then the exponent is the number of digits to the lefi of the peint,

if the part of the number to the left of the point is zero and the first
digit after the point is one then the exponent is zero. If the part of the
number to the left of the point is zerc and the first digit after the
peint ie zero, then count the number of zeroes between the point and the
first 1 - the exponent is minue this number. The first byte of the Sinclair
representation is 22 Flus thie exponent.

Decimal  Binary Exponent First byte c¢f Sinclair Form
i ¢ €3
-10 1010 A B84
- 4.25 100,01 3 83
0,325 0,011 -1 F

STEP FOUR: Now we can ignore the binary point altogether - that is what
the exponent is for - to tell the computer where the peint is supposed to
go. So ignoring the point, write the binary form starting with the first 1
and then add sufficient zeroes to the right to make the whole thing
thirty-two binary digite (bits) in length.

7 1110 0000 0000 0000 0000 Q000 0000 0000
=10 1010 0000 0000 0000 0000 0000 G000 0000
-4.25 1000 1000 0000 0000 0000 0000 0000 0000
0.22% 1100 0000 0000 0000 0000 0000 0000 0000

STEF FIVE. It is here that we remember the sign of the original number,
1f the original number was negative then do nothing. If the original
number was positive then replace the first onme by a zerc. Thus:

T 0110 0000 0000 0000 0000 0000 0000 0000
=10 1010 0000 0000 0000 0000 0000 0000 0000
=-4.25 1000 1000 0000 0000 0000 0000 0000 0000

0.325 0100 0000 0000 0000 0000 0000 0000 0000

STEP SIX - Now just change these numbers straight into hex, like 50,
making sure you remember to put the exponent byte at the start:

7 83 60 00 00 00
-10 B84 A0 00 00 00
=4.25 B3 88 00 00 00
0.325 TF 40 00 00 0O
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This is the form in which the ROM will be working. The largest exponent
you may have is FF, so the largest positive number that can be stored is
FF TF FF FF FF. This turns out to ba 1.7014118%38, (If you can't
understand the "E" notation thz E meana "with the decimal point shifted
(in the above case) 38 places to the Tight™ In other words the number
170,141,180,000,000,000,000,000,000,000,000,000,000, which is a pretty
vast quantity. It can still only store ten decimal places accurately
though. The smallest positive nuamber you can have (apart from zero) is
01 00 00 00 00, which happsns to represent 2.93873598-39, To you and me
that's 0,000, 000,000,000,000,000,000,000,000,000,000,000,002,938,735,9
which I'd say was pretty microscopic.

You can check all of this with the following BASIC program.

10 LET 4=0

20 LET B=FEEX 16400+256mPEFK 16401

30 FOR I=1 TO 5

40 INPUT Ag

50 POKE B+T,16=CODE A+CCIR A8(2)-476
60 NEXT I

70 PRINT A

The program sets up a variable A, and then overwrites its previous
contents by POKEing into the variables area, one byte at a time. (That's
a letter T in line 50, not a number 1). If you run it and input "82%/
"40"/"00"/"00" /"00" (where / means newline) you'll find the numbsT three
printed. And =0 on.

An interesting little quirk ias that if you input "QO"/"g0m/mOO"/"00#/"00"
(in theory this is minus-zero) the machine actually prints =C.6E-56 !

The letter € in mid-number, and an exponent of -55! Don't panic! Thia
doesn't really happen in the ROM., We made it happen by POKEing something
that doean't make sense, The ROM does behave elightly mores sensibly than
human beings.

HOW TO USE FLOATING POINT NUMBERS PROPERLY

Having seen that a five byte number is too big to store in the registers
the next question is undoubtedly "Well where does it atore them then?"
Answer - it stores them in an area of RAM called the CALCULATOR STACK,
which works very much like the ordinary stack except for two points, 1)
It can store both floating point numbers and strings, and 2) it is the
right way up, not upside down like the machine stack.

To push a numBer stored in the BC registsr onto the calculator stack all
you need to do is call up a subroutinz in the ROM. CALL STACKBC, as I've
called it,will change BC into five byte form as described above and then
push this number onto the top of the calculator stack. You can do the
same for a number stored in A (ie a number batwsen O and 255) by calling
STACKA. The addresses to call are: 1519 (STACKA) and 151C (STACXKBC)

CALL STACKA €D1915
CALL STACKBC cDIC15

Incidently the first two instructions in the STACKA routine are LD C,A
and LD B,00. It then leaps straight into STACKBC!

Conversely, to retrieve a number from ths calculator stack we can CALL

UNSTACK (address OEA7), which removes a number from the calculstor
stack and stores it in th2 BC register.
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Arithmetic is quite straightforward. The addresses are:

ATD 1754 addition

SUB 174B subtraction
MULT 17Cs multiplication
DIV 1881 division

They work like thisg The five-byte number stored at an address specified
by HL (this means the number is stored in locations (HL),(HL)+1,(dL)+2,
(HL)+3,and (HL)+4) is added to, multiplied by, divided by, or has a
second number subtracted from it. The second number is stored at an
address specified by IE. After the calculation the result is stored

in the five bytes beginning at address HL.

To multiply together the two numbera at the top of the calculator stack
one method would be as follows:

2A1C40 LT HL,(STKEND)
11FEFF LD DE,FFFB

19 ATD HL,DE

ES PUSH HL

221C40 LD (STKEND),HL
19 ATD HL,DE

Dl FOF DE

€DCo1T CALL MULT

Can you follew exactly what is going on? HL is losded with the contente

of the system variable STKEND - which gives the addrese of the first byte
after the end of the calculator stack, DE is loaded with minus five, thus
HL iz decreased by five, This new value is loaded back into STKEND because
we etart off with two items on the stack and want to end up with only one.
Thiz ie the address of one of the numbers to be multiplied., If you follow
the listing through carefully you'll see that IE ends up with this value,
Firet though HL is dscreased by five again, to find the start of the other
number to be multiplied.

To check that it reslly dces work, run this program.

3E0E START 1D A,06
CL1915 CALL STACKA
3ECT LD A,07
CD1915 CALL STACKA
2a1040 LD HL,(STKEND)
11FEFF LD TE,FFF3

19 ADD HL,DE

ES PUSH HL
221040 LD (STKEND),HL
19 ADD HL,TE

Dl POP IE

cesi7 CALL MULT
CDATOR CALL UNSTACK
c9 RET

Run it by typing PHINT USR start. what do you get?

But surely there must be easier ways to multiply six by seven. After all,
the ebove program dees look very complicated, and not something you'd
easily remember. Well it's here that we really do start making full use
of the ROM. The following program does exactly the same job, and I shall
shortly explain whys

3ED6 1D 4,06
€D1915 CALL STACKA
2ECT LD 4,07
€D1915 CALL STACKA
EF RST 28
04 TEFE 04
34 DEFE 34
CDATOR CALL UNSTACK
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In the NEW ROM, RST 28 means "perform floating point arithmetic.™ The
data thet follows tells it precisely what calculations it's supposed to
do. The byte 04 means multiply - all of the shuffling around of the
calculator stack is done automaticelly. The byte 34 is used after a
RST 28 instruction to indicate that there is no more data to come, and
the next machine code instruction should follow.

The RST 28 data codes are ATD: OF, SUB: 03, MULT: 04, and DIV: 05. Don't
forget you'll need a byte 34 as well though, to end the data.

You may be wondering what happens if the number on the top of the calcumlator
stack is not an integer between 0 and 65535 (the maximum value any two

byte register can hold). Well my first answer would be "Ity it for yourself
and find out." Write a program that adds 8001 to B0Ol. Write a program

that divides eight by three, then a program that divides seven by three.
Write a program that subtracts five from zero, and another that subtracts

a thousand from zero. But for those of you who are impatient I'1l tell

you anyway.

If the number at the top of the calculator stack is greater than 65535
then attempting to ™unstack™ it into BC will result in the program
returning to BASIC - returning to command mode in fact - stopping with
error code B (which means out of range)

If the number is a decimal then it will be rounded up or down (not just
INTed} to the nearest whole number, If the decimal part is less than 0.5
it will be rounded down, and if the decimal part is greater than or equal
to 0,5 it will be rounded up.

If the number is negative then error B will result, causing an immediate
return to BASIC and stopping the program, if there is one,

RST 28 allows you to do much, much more than just simple arithmetic. All
of the functions of the ZX81 are available to you. The data code for any
particular function ie just the character code of that function minus AB.
For instance, the character code of SIN is C7. CT minus AB is 1C. (If
you don't believe me we'll do it in decimal - 199 minus 171 is 28,) This
means we can find the SIN of the number at the top of the calculator
stack using the sequence:

EF RST 28
1C IEFB 1C (SIN)
34 IEFB 34 (Exit).

To multiply two numbers (at the top of the calculator stack) together
and then find the square root of the result we can use the segquence

EF RST 28
04 TEFB 04 (MULT)
25 DEFB 25 Esqa)
34 TEFB 34 (EXIT)

If you're not absolutely convinced yet, run this program, which multipliee
five by twenty, and then takes the square root.

3E05 LD 4,05
CD1915 CALL STACKA
3R14 ID 4,14
CD1915 CALL STACKA
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EF RST 28

04 DEFB 04 (MULT)
25 DEFB 25 (SQR)
34 DEFB 34 (EXIT)
CDATOE CALL UNSTACK
c9 RET

You'll notice that this is the first time we've used more than one code in

the RST 28 data. In fact you can use as many a8 you like, provided you end
the 1list with 34.

To save you working it out for yourselves here is a list of the available
functions that we are ready to use, together with their appropriate RST
28 code:

FUNCTION COIE FUNCTION COIE
CODE 19 EXP 23
VAL 1A INT 24
LEN 1B SQR 25
SIN 1c N 26
cos ip ABS 27
TAN 1E PEEK 28
ASN 1F USR 29
ACS 20 STRY 24
ATN 21 CHRE 2B
LN 22 NOT 2c

Some of the entries in that list may surprize you. For instance we have

the uee of USR. This ie very confusing - being allowed to use USR in the
middle of a USR routine - but it's not really. Here's how it works. You've
worked your way through a lot of RST 28 data, done a lot of calsulation,
and now you come acroas the code 29. what happens next is that the number
at the top of the stack should be an integer between O and 65535 - or else
you'll get an error B. This address is treated as a subroutine and CALLed.
Thie subroutine will run exactly as you'd expect it to. When it's over (ie
when a RET instruction is reached) the machine will go back to interpreting
the RST 28 data from the next byte. USR will of course leave a new value

at the top of the stack - the value held by BC at the end of the subroutine.

PEEK works in the same way, finding an address, PEEKing there, then pushing
the result to the caleculator stack.

All of the functions when used in this way will remove the number currently
at the top of the calculator stack and replace it by 2 new one, For instance
If the number at the top of the stack is 3.5 and the function INT is

celled, the 3.5 will be removed and replaced by a new value, 3.

The string functions CODE, VAL, and LENW, also CHRE and STR¥ need a small

amount of explaining. You see, as well as storing numbers, the calculator
stack can also store strings, so if you start off with the number 2000 on
the top of this stack, and you then call STRE (By using code 24 in a RST

28 instruction) then the item at the top of the calculator stack will now
be the string "2000". You can demonstrate this with the following:

01D007 LD BG,O0TDO
CD1C15 CALL STACKBC
EF RST 28

24 DEFB 2A (STRE)
19 DEFB 19 (COIE)
34 DEFB 34 (EXIT)
CDATOE CALL UNSTACK
c9 RET

This should produce the result of CODE STR¥ 2000. Does it?
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USING THE CALCULATOR'S MEMORY

If you take a quick glance at the manual you'll see that one of the
system variables, MEMBOT, is thirty bytes long. This is the calculator's
memory area. A quick calculation involving dividing by five, if you're
up to it, shows that this leaves enough room to store six different

five byte numbers. The six different areas of memory may each be used

by RST 28 to store, or retrieve, numbers (but numbers only) from the top
of the calculator stack. There are twelve different codes to achieve
this - these are

co stores number in memory location O
cl stores number in memory location 1
c2 stores number in memory location 2
Cc3 stores number in memory location 3
c4 stores number in memory location 4
Cc5 stores number in memory location 5
EO recalls number from memory location 0
El recalls number from memory location 1
E2 recalls number from memory location 2
E3 recalls number from memory location 3
E4 recalls number from memory location 4
E5 recalls number from memory location 5

Storing a number copies it from the top of the stack, and recalling a
number simply places it at the end of the stack - it doesn't overwrite
the previous top item.

Let's see how we can use this, Suppose we want to find SIN X+C0S X. We
mist use the following technique. Assume thet X is at the top of the
stack.

EF RST 28

co TEFB CO Es'mngﬁ}
1c DEFB 1C (SIN)
EO DEFE EO (RCALLA)
1n TEFB 1D (COS

oF DEFB OF {AIJD§

34 DEFE 34 (EXIT)

Note that the SIN routine changes X into SIN X. When
we again recall X there are now two items on the stack: SIN X and X.
The CCS routine changes X into COS X, so that the two items on the stack,
are now SIN X, and COS X. The ADD routine will replace both of these by
one single number - the answer we want — SIN X plus CCS X.

We have now performed a fairly complex trigonometric function in just

eight bytes!

Let's see how we can remove a floating point number from the stack
without restricting ourselves to integers less than 65536, The way the
ROM does it is like this:

241€40 LD HL,(STKEND)
2B TEC HL

46 LD B,(HL)

2B IEC EL

4E LD ¢, (HL)

28 DEC HL

56 LD b, (HL)
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2n e HL

5B Lh E,(I'L)

R DIt HL

8 1D A, (HL)
271640 ID (STKEVD),HL

Ao you can probohly ree for yourself, a five byte number is removed from
ihe sisck nnd rtored in the registers A, E, D, C, and B. (In Lhat order.)
You can CALL this routine from addreer 13¥4,

If the first item in the varisable rlore in X then having popped SIN X plus
rCS X from the ptack you can then store the remult back in X as follows

241040 1D HL,(VARS)
27 INC HL

7 Lh (HL),A
23 INC HL

13 LD (HL),E
23 INC HL

T2 Iv (HL),D
23 INC HL

2! 1D (HL),C
23 INC HL
70 b (HL),B
c9 RET

Yon cen mee that it tankes more bytes to store the answer than it does to
find it in the first placel

let's ece what elae we can do with RST 28, We can use the legical functions
AND nnd OR (that is BASIC AMD and BASIC OR). Both of these are available
from BST 2, having byte codea 08 and O7 reapectively. Also you can SWOP
the two numbera at the top of the stack. Code 01 will do this.

The following sequence will raise one number to the power of another. Can
you mee why? After RST 28: 01 22 04 23 34.
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These appendices are designed to give you easy and quick reference to
most of the things you'd want to look up.

A detailed list of the precise effect of each Z80 instruction may be
found in chapter eight. This should be treated as a separate appendix.
The appendices are as follows:

APPENDIX ONE - A listing of the program HEXLD3

APPENDIX TWQO - The system variables

APPENDIX THREE — A conversion table from HEX to ASSEMBLY

APPENDIX FOUR - A conversion table from ASSEMBLY to HEX, including the
effect of each instruction on the flags

APPENDIX FIVE - The ZX character set
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APPENDIX TWO

OLD ROM SYSTEM VARIABLES:
Decimal Hex  Name
16384 4000 ERH.WR
16385 4001 FLAGS
16386 4002 PPC
16388 4004 E.ADDR
16390 4006 E.PPC
16392 4008 VARS
16394 4004 E.LINE
16396  400C D.FILE
16398  400E DF.EA
16400 4010 DF.END
16402 4012 DF.SZ
16403 4013 S.TOP
16405 4015 X.PTR
16407 4017 OLDPPC
16409 4019 FLAGX
16410 4014 T.ADDR
16412  401C SEED
16414  401E FRAMES
16416 4020 V,ADDR
16418 4022 ACC
16420 4024 S.POSN
16422 4026 CH.ADD

NEW ROM MEMORY ORGANISATION

4000 system variables
407D program

D.FILE) screen

VARS) variables

E.LINE) edit line
STKBOT) calculator stack
STKEND) spare

5P machine stack

{ERR.SP) GOSUB stack
tRAMTOP reserved area

OLD HOM MEMORY ORGANISATION

NEW ROM SYSTRM VARIABLES:

Decimal Hex  Name
16384 4000 ERR.NR
16385 4001 FLAGS
16386 4002 FERR.SP
16388 4004 RAMTOP
16390 4006 MODE
16391 4007 PPC
16393 4009 VERSN
16394 4004 E.PPC
16396  400C D.FILE
16398  400E DF.CC
16400 4010 VARS
16402 4012 DEST
16404 4014 E.LINE
16406 4016 CH.ADD
16408 4018 X.PTR
16410 4014 STKBOT
16412 401C STKEND
16414  401E BERG
16415  401F MEM
16417 4021 SPARE1
16418 4022 DF.S%
16419 4023 §,TOP
16421 4025 LAST.K
16423 4027 DB.ST
16424 4028 VARGIN
16425 4029 NXTLIN
16427 4028 OLDPPC
16429 402D FLAGX
16430  402F STRLEN
16432 4030 T.ADDR
16434 4032 SEED
16436 4034 FRAMES
16438 4036 COORDS
16440 4038 PR.CC
16441 4039 S.POSN
16443  403B CDFLAG
16444  403C PRBUFF
16477 405D MEMBOT
16507 407B SPARE2

4000 system variables
4028 program
(VaRs) variables
gE.LINEi edit line
D.FILE} screen
DF.END) spare
3P machine stack
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OLD |NEJ |NO.
SYSTEM |ROM ROM |OF
VAR. ADDR |ADDR |BYI'ES| PURPOSE
ACC 4022 |- 2 Value of last expression
BERG - 401E |1 Used by floating point calculator
CDFLAG |- 403B |1 Flags relating to FASI‘/SLO\-' mode
CH.ADD (4026 (4016 |2 Address of the next character to interpret
COORDS |- 4036 |2 Coordinates of last point PLOTted
D.FILE |400C |400C |2 Address of start of display file
DB.ST - 4027 |1 Debounce status of keyboard
DEST - 4012 |2 Address of variable being assigned
DF.CC |- 400E | 2 Address of print position within display file
DF.EA |400E |~ 2 Address of start of lower part of screen
DF.END |4010 |- 2 Address of end of display file
DF.SZ |4012 4022 |2 Number of lines in lower part of screen
E.ADDR |4004 |- 2 Address of cursor in edit line
E.LINE |4004 |[4014 |2 Address of start of edit line
E.PPC [4006 |4004 |2 Line number of line with cursor
ERR.NR |4000 [4000 |1 Current report code minus one
ERR.SP |- 4002 |2 Address of top of GOSUB stack
FLAGS |4001 4001 |1 Various flags
FLAGX (4019 (402D |1 Various flags
FRAMES |401E (4034 |2 Updated once for every TV frame displayed
LAST.K |- 4025 |2 Keyboard scan taken after the last TV frame
MARGIN |- 4028 (1 Number of blank lines above or below picture
MEM - 401F | 2 Address of start of calculators memory area
MEMBOT |- 405D (1E Area which may be used for calculator memory
MODE - 4006 |1 Current cursor mode
NXTLIN |- 4029 |2 Address of next program line to be executed
OLDPPC |4017 |402B |2 Line number to which CONT/CONTINUE jumps
PPC 4002 14007 |2 Line number of line being executed
PR.CC |~ 4038 |1 Address of LPRINT position (High part assumed 40)
FRBUFF |- 403C | 21h Buffer to store LPRINT output
RAMIOP |- 4004 |2 Address of reserved area (not wiped out by NEW)
S.POSN |4024 |403%9 |2 Coordinates of print position
S.TOP (4013 |4023 |2 Line number of line at top of screen
SEED 401C 4032 |2 Seed for random number generator
SPARE1 |- 4021 {1 One spare byte
SPARE2 |- 14078 |2 Two spare bytes
STKBOT |- 4014 |2 Address of calculator stack
STKEND |- 401 |2 Address of end of calculator stack
STRLEN |- 402E |2 Information concerning assigning of strings
T.ADDR |401A |4030 |2 Address of next item in syntax table
V.ADDR (4020 |- 2 Address of variable name to be assigned
VARS 4008 (4010 |2 Address of start of variables area
VERSN |- 4009 |1 First system variable to be SAVEd
X.PTR 4015 [4018 |2 Address of character preceeding syntax error marker
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APPENDIX THREE

ORDINARY 0 3
0 NOP LD BC,mn 1D (BC),A INC BC
1 DJNZ e LD DE,mn LD (DE),A INC DE
2 JR NZ,e LD HL,mn LD (pg),HL INC HL
3 JR NC,e 1D SP,mn LD (pq),A INC SP
4 LD B,B LD B,C LD B,D LD B,E
5 LD D,B 1D D,C LD 1,D LD D,E
6 LD H,B 1D H,C 1D H,D LD H,E
7 LD (HL),B LD (HL),C LD (EL),D LD (HL),E
8 ADD A,B ADD A,C ADD A,D ADD A,E
9 SUB B SUB C SUB D SUB E
A AND B AND C AND D AND E
B OR B OR C OR D OR E
c RET NZ POP BC JP NZ,pq JP p
D RET NC POP-DE JP NC,pa ouT ?ng,k
E RET PO POP HL JP PO,pq EX (SP),HL
F RET P POP AF JP P,pa DI
4 5 6 1
0 INC B DEC B LD B,n RLCA
1 NG D DEC D LD D,n RLA
2 INC H DEC H LD H,n DAA
3 INC (HL) DEC (HL) LD (HL),n SCF
4 LD B,H LD B,L LD B,%Hl) LD B,A
5 LD D,H LD D,L D D, HL; 1D D,A
6 LD H,H LD H,L LD H,(HL LD H,A
7 LD (HL),H LD (HL),L HALT LD (HL),A
8 ADD A,H ADD A,L ADD A,(HL) ADD A,A
9 SUB H SUB L smimg SUB A
A AND H AND L AND (HL AND A
B OR H OR L oR (HL) OR A
c CALL Nz,pq PUSH BC. ADD A,n RST 00
D CALL NC,pq PUSH DE SUB n RST 10
E CALL PO,pq PUSH HL AND n RST 20
F CALL P,pq PUSH AF OR n RST 30
AFTER CB
[} 1 2 3 4 5 6
0 RLC B RLC C RLC D RLC E RLC H RLC L RLC (HL)
1 RL B RL C RL D RL E RL H RL L RL (HL)
2 SLA B SLA C SLA D SLA E SLA H SLA L SLA (HL)
3 o, S - o - - -
4 - BIT 0,B BIT 0,C BIT 0,0 BIT 0,E BIT O,H BIT 0,L BIT 0,(HL
5 BIT 2,B 'BIT 2,C BIT 2,0 RBIT 2,E BIT 2,H BIT 2,1 BIT 2,(HL
6 BIT 4,B BIT 4,C BIT 4,0 BIT 4,E BIT 4,H BIT 4,L BIT 4,
7 BIT 6,8 BIT 6,C BIT 6,0 BIT 6,E BIT 6,H BIT 6,L BIT 6,(HL
8 RES 0,B RES 0,C RES 0,D RES O,E RES O,H RES O,L RES 0,{
9 RES 2,B RES 2,C RES 2,D RES 2,E RES 2,H RES 2,L RES 2,
A RES 4,B RES 4,C RES 4,0 RES 4,E RES 4,H RES 4,1 RES 4,(
B RES 6,B RES 6,C RES 6,0 RES 6,E RES 6,H RES 6,L RES 6,%
o SET 0,B SET 0,C SET 0,D SET 0,E SET O,H SET Q,L SET O,
D SET 2,B SET 2,C SET 2,D SET 2,E SET 2,H SET 2,L SET 2.E
E SET 4,B SET 4,C SET 4,0 SET 4,E SET 4,H SET 4,1 SET 4,
F SET 6,B SET 6,C SET 6,0 SET 6,E SET 6,H SET 6,L SET 6,(

-
-
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ORDINARY

8 9 A B
0 EX AF,AF! ADD HL,BC LD A,[BC) DEC BC
1 JR e ADD HL,DE LD 4,(DE) DEC DE
2 JR Z,e ADD HL,HL LD HL,(pq) DEC HL
3 JR C,e ADD HL,SP LD A,(pq) DEC SP
4 LD C,B LD ©€,C LD C,D LD C,E
5 LD E,B 1D E,C LD E,D LD E,E
6 LD L,B 1D L,C LD L,D LD L,E
7 LD A,B LD A,C LD A,D LD A,E
8 ADC A,B ADC A,C ADC A,D ADC A,E
9 SBC A,B SBC 4,C SBC A,D SBC A,E
A XOR B XOR C XOR D XOR E
B CP B CP C CP D o CP E
£ RET Z RET JP Z,pq [
D RET C EXX JP C,pq IN A,(n)
E RE! PE JP (HL) JP PE,pg EX DE,HL
F RET M LD SP,HL JP M,pq EI
C D E P
0 INC C DEC C LD C,n RRCA
1 INC E DEC E LD E,n RRA
2 INC L DEC L LD L,n CPL
3 INC A DEC A LD A,n CCF
4 LD C,H LD ¢,L 1D ¢,(HL) 1D C,4
5 LD E,H LD E,L 1D E, Eu.g 1D E,A
6 LD L,H LD L,L LD L,(HL 1D L,A
7 LD A,H LD A,L LD A,(HL) LD A,A
8 ADC A,H ADC A,L ADC A, BL; ADC A,A
9 SBC A,H SBC 4,L SBC A,(HL) SBC 4,A
A XOR H XOR L XOR (HL) XOR A
B CP H CP L CP (HL) CP A
o CALL 7,pg CALL pq ADC A,n RST 08
D CALL C,pq [ ] SBC A,n RST 18
E CALL PE,pq ® XOR n RST 28
F CALL My,pg ® CP n RST 38
AFTER CB
8 9 A B c D E
0 RRC B RRC C RRC D RRC E  RRC H RRC L RRC (HL)
1 HR B RR C RR D RR E RR H RR L RR (HL)
2 SRA B SRA C SRAD SRAE SRAH SFA L SRA (HL
3 SRL B SRELC SRLD SRLE SRLH SRLL SRL (HL
4 BIT 1,B BIT 1,C BIT 1,D BIT 1,E BIT 1,H BIT 1,
5 BIT 3,8 BIT 3,C BIT 3,0 BIT 3,E BIT 3,H BIT 3,
6 BIT 5,B BIT 5,C BIT 5,0 Bfr%S,E BIT 5,8 BIT 5,
7 BIT 7,8 BIT 7,C BIT 7,D BIT 7,E BIT 7,H BIT 7,
8 RES 1,B RES 1,C RES 1,D RES 1,E RES 1,H RES 9,
9 RES 3,B RES 3,C RES 3,D RES 3,E RES 3,H RES 3
A RES 5,B RES 5,C RES 5,D RES 5,E RES 5,H RES 5,
B RES 7,B RES 7,C RES 7,D RES 7,E RES 7,H RES 7,
C SET 1,B SET 1,C SET 1,D SET 1,E SET 1,H SET 1,
D SET 3,B SET 3,¢ SET 3,D SET 3,E SET 3,H SET 3,
E SET 5,B SET 5,C SET 5,D SET 5,E SET 5,H SET 5,
F SET 7,B SET 7,C SET 7,D SET 7,E SET 7,H SET 7,
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AFTER DD

0 1 2 3 4 9
o] - - - - - =
] i i - s = -
2 - LD IX,mn LD (pq),IX INC IX - -
3 - - - - INC (IX+d) DEC (IX+d)
4 - - - - - -
Z - - - - - -
7 1D (IX+d),B LD (IX+d),C LD (I¥+d),D LD (IX+d),E LD (IX#d),H LD (IX+d),L
8 - = = = = =
9 - - - - - &
A - - s - - =
B - - = - - -
c = = - - - -
D s - - = - -
E - POP IX - BX (SP).IX - PUSH IX
F - - - - - -
AFTER DD
6 7 8 9 A B C D E F
= = - ADD IX,BC - - - - - i
- - - ADD IX,DE - - i & v
- - - ADD IX,IX LD IX,(pg) DEC IX - - - -
LD (IX+d),n - -~ ADD IX,5P - A o E & 3
1D B,(IX{-di - - - - - - = LDC,(IX+d) -
LD D,{Ix-n-d - - - - - - = LD E,EIXd-d -
LD H,(IX+d) =~ - - - - - = LD L,(IX+#d) =
- LD (IX+d),A - = - - - - LD A,(IX+d) -
ADD A,(IX+d) - i = = - - ADC A,(1X4d) -
s f”‘"d; = ke " - - - sBC Erxm} E
A0 (IEed) - ™ = - - - XOR (IXsd) =
OR (IX+d) = =5t - - - - cCP(IX+4d) -
- - - JP (IX) - EX DE,IX - - = -
= - - LD SP,IX = - = 3
AFTER ED
8 4 A B c D E F
0 B s - - = - - -
1 - = et = - T = -
2 - - - - = = = i
5 s - - - - - - =
4 i c,(c) our (c),C ADC HL,BC LD BC,qug - REFT - LD R,A
5 IN E,(¢) our (C),E ADC HL,DE LD DE,(pa) = = IM 2 1D A,R
6 v L,(¢c) our (c),L ADC HL,HL - - - - RLD
1 IN A,(c) our (C),A ADC HL,SP LD SP,(pa) - - - -
8 - - - - - = = s
9 s - - - o - - -
A LDD CPD IND OUTD - - - -
B LDDR CPDR INDR OTDR - - - -
C - - - - - - - -
D - - - - o - = -
E - - i - - - - o
F - <3 - - - - - -



AFTER FD

0 1 2 3 4 5
0 - - - ! = i
1 - - - - = RS
2 - 1D IY,mn LD (pq),I¥ INC IY - -
3 - - - - INC (I¥+d) DEC (IY+d)
4 - - - - - e
5 - - - = - -
6 - - = - = =
7 1D (I¥+d),B LD (IY+d),C LD (IY+d),D LD (IY+d),E LD (IY+d),H LD (IY+d),L
8 = AL = i s =
9 = s - - = -
A - - =] s = e
B - e - - = -
c - - = - - -
D = - = - = -
E - POP TY - EX (SP),I¥ - PUSH IY
AFTER FD
6 7 8 9 A B cC D E
0o - - - ADD IY,BC - - - - - -
1 - - - ADD IY,DE - - - - = -
2 = - - ADD IY,IY LD IY,{pg) DEC I¥ - - =~ -
3 LD (I¥+d),n = - ADD IY,SP - - - - =
4 1D B,EIYN) - - - - - - = LD C,(IY4d) =~
5 LD D, IY+d; - - - - - -~ = LD E,(IY4d) =
& LD H,(IY+d - - - - - - = LD L,(IY+d
T - LD (IY+d),A - = - - - = LD A,(IY4d
8  ADD A,(IY+d) - - - - - — = ADC A,(IY+d) =
g SUB gnmg - - - - - - - SBC %n’m} -
A AND (IY+d - - - - - - =  XOR (IYsd
B OR (IY+d) - - - - - - = (P (If4d) =
o = - - - - - - - -
D A =G - - - - - - - -
E - - - Jp (1Y) - EX DE,IY = = =~ -
F - - - LD SP,IY =~ - - - - -
0 1 2 3 4 5 6 7
0 - = aik s P - = A
1 i - - - - - = -
2 s - - - - - - -
3 - = - = - - - -
4 In B,(c) ouT (C),B SBC HL,BC LD (pqg,BC NEG RETN IM O LD I,A
5 IN D,(C) oOUT Ec ,D SBC HL,DE LD (pq),DE - - IM 1 LD A,I
6 IN H,(C) o0UT (C),H SBC HL,HL - - - - RRD
7 - - SBC HL,SP - - - - -
B8 - i o - = - - -
9 - - - =% - - - -
A LDI CPI INT QUTI - - - -
B LDIR CPIR INIR OTIR - - - -
o] s - - - - - = -
D - " - - - - - -
E =y o - - - - o -
T - & = - - - - -
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AFTER DDCBdd AFTER FDCBdd
6 E 6 E
0 RLC (IX+d) RRC (IX+d) RLC (IY+d) RRC (IY+d)
1 RL (IX+d) RR (Ix+d) RL (IY+d) RR (IY+d)
2 SLA (IX+d)  SRA (L‘(+dg SLA (TY+d)  SRA Enmg
3 - SRL (IX+d - SRL (TY+d
4 BIT O, I)(-l-d; BIT 1, I)(+dg BIT O.Enm BIT 1,%1‘(«1
5 BIT 2,(IX+d) BIT 3,(IX+d) BIT 2,(IY+d) BIT 3,(IY+d
6 BIT 4, Ixm} BIT 5, I){+dg BIT 4,(IY+d) BIT 5,En+d
7 BIT 6,(IX+d) BIT 7,(IKsd) BIT 6, IY+d) BIT 7,(I¥+d
8 RES 0,(IX+d) RES 1,(I¥+d) RES 0,(I¥+d) RES 1,(I¥+d
9 RES 2,(IX+d) RES 3,(Ix+d) RES 2,(IY+d) RES 3,(I¥+d
A RES 4,(IX+d) RES 5,(IX+d) RES 4,(IY+d) RES 5,(I¥+d
B RES 6,(IX+d) RES 7,(IX+d) RES 6,(IY+d) RES T,(TY+d
g SET 0,(IX+d) SET 1,(IX+d) SET 0,(IY+d) SET 1,(IY+d
D SET 2,(IX+d) SET 3,(IX+d) SET 2,(IY+d) SET 3,(I¥+d
E SET 4,(IX+d) SET 5,(IX+d) SET 4, {I‘Hdg SET S,EI‘HG)
F SET 6,(IX+d) SET 7,(IX+d) SET 6,(IY+d) SET 7,(I¥+d+
INSTRUCTIONS INSTRUCIIONS FLAGS
Opcode Hexcode S Z -H-FNC Opcode Hexcode S5 Z-H-PNC
ADC A,r tablel @@-@-@0@ HALT 6 @ wEsawoiee
ADC HL,s table?2 @@-@-@0@
ADD A,r table1l @@-@-@O0@ m™m 0 EDf = -~ ===
ADD HL,s table 2 w==-@--0@ M 1 ES6 @ s mmm = =
ADD IX,s table?2 ---@--0@ M2 EDSE =~ === == ===
ADD I¥,s table2 ==-=-@--0@ INC table 1 @@-@-@0 -
AND r table1 @@-1-@00 INC s FAbTE D i e
IN A,Eng DBrn === - = ===
1 -4 IN r,(C) table 1 @@-@-@0 -
BIT byr tablel ?@-1-@00 N7 itike o' F B L
IND EDAA ?7x-7=-71-
giilf ﬁq I e (% becomes 1 if B becomes gzero)
yPg table 3 - - = = - - - -
CCF 3p i R INIR EDB2 ?1-2-71=
. INDR EDBA ?271-%2=71=
(the H flag becomes the previous
value of the C flag) JP pq C3qqpp === == - = =
CP r table 1 @@-@-Q@1@ JP c,pq table 3 = == === -~
CPI EDA1 @x-@-x1- JP (HL B @ me=m————
CPD EDA9 @x=-@-x1-= JP (IX) DDE) - === ===~
CPIR EDB1 @x-@-x1- JP (IY FDE) @ === m == =
CPDR EDBY @x=-@=-x1-= JR e 1ee  — === === =
(Z becomes 1 if BC becomes zero, JR ¢,e table 3 = = = = = = = =
P/V becomes 1 if A = (HI-1))
CPL 2F -_—===1a= LD (BC),A 02 = === = ===~
LD A,(BC) 0OA - === ====
DAA 27 @G@-@-@-@ LD (DE),A 12 = === =--—--=
DEC r table 1 @@-@-@1 - LD A,(DE) 14 =~ ==-===~--~-
DEC s table 2 = = = = = = = =
DI S e LD I,A ED4] @ m === -
DJNZ e 10ee === == === LD R,A EDAF @ == m == ===
. LD A,I ED57 @e@-0-x0-
EI FB = mmm = - - LD 4,R EDSF @@-0-x0 -
EX AP AF' 08 = = - e = = = = = ( /V is set to interrupt storage
EX DE,HL EB =~ === = = = = = flag)
EX (SP),HL E3} == = = = = ==
EX (SP),IX DDE3 = = = = = = = = LD SP,HL F9 = === == ===
EX (SP),IY FDE} === ===~ LD SP,IX DDF9 - === = ===
EXX P = === === LD SP,IY FDFY === == = = -




INSTRUCTIONS FLAGS INSTRUCTIONS FLAGS
Opcode Hexcode SZ-H=-PNC Opcode Hexcode S Z~-~-HPNC
LD v, T table 1 ===-—-— - - = Rg b,r table 1 = = = = = = = =
IDg,mn  table 2 - == === ~= REL 6
LD A.qug 3hQQpp = e mm— = - - RET ¢ table 3 = == = = = — =
LD s, table 2 == ====== RETN E45 2~ = mmm ===
1D qu JA 32qqpp -~ = - - ===~ REPI E4D @ === m === =
LD (pg),s table 2 = = === -~ =
RLCA 07 -—=-=0--0@
LDI EDAO s w Qo Q s DHGA oF SS9
LDD EDAB --=-0-x0- RLA 17 -0 = =03
(P/V becomes 0 if BC becomes 0) RRA 1F ---0--00
LDIR EDBO -=-=0=00 -
LDDR EDB8 ——=0 =00~ RLC r table1 @@-0-@0@
RRC r table 1 @@-0-@0@
NEG D44 @@ -@-@1@ RL r table1 @@-0-@0@
NOP o DR g i~ RR r table 1 @@-0-@0@
OR r table 1 @@-0-@00 RRD EDE7 @@-0-@0 -
our (n;,A Din @0 0o— - === = - RLD ED6F 2@ -0-@0 -
our (C),r table 1 = -=- - ===~
ouUTI EDA3 PEx=T=-71- RST 00 ] @ mmmmm—--
OUTD EDAB ?x—-%-21- RST 08 CF = === = ===
(Z becomes 1 if B becomes zero) RST 10 D] 0 e mm==== -
OTIR EDB3 % ] w4 RST 18 DF — === ===
OI'DR EDBE F1=P=21=- RST 20 E] = ——===--
RST 28 EF @ === = = ===
POP AF ™ X X XX X X XX RST 30 Fj = o wememe =
(Flags are determined by the RST 38 FF == m -
byte at the top of the stack)
POP s table 2 = = = = = = = = SBC A,r table 1 @@-@-@1@
PUSHAF F5 3 === == === SBC HL,s table 2 @@-@0-@1@
PUSH s table 2 = == = = = = = 5CF 5 B?bl -——0==01
SET b,r table 1 = = = = = = = =
RES hym dablecl i« moiwin winse SLA r  tablel @@-0-@00
B o === -=---< SEAr table] @@-0-@00
BEt 5. EIE = SESS se SRL r table! @@-0-@0@
HELH EMS: o ommeme s SUBr tablel @@-@-@1@
RETI E4D @ == = = === =
b4 i ---0--0@ joRr tablel @@-0-@00
RL r table 1 @@-0-@0@
RLCA 07
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TARLE CNE

r L D ¥ f L (HL) & (1X4d) (1v4d) n
ADD A,r |BO Bl B2 B3 B4 B85 86 BT T1NBAAd FDBGd Ccbnn
ATC A,r |PR 89 BA BB AC 6D AE BF DDEFdd F1EFdd Cknn
AND T AD A1 A2 A3 A4 A5 A6 AT DDAbAd FDA6dd Efnn
BIT O,r |CBAD €A1 CR42 CR43 CRA4 CR4A5 CB46 CBAT TDCBAA46 FICDBAd46 -
BIT 1,r |CRAA CPA9 CBAA CRAR CRAC CBAD CBAE CRAF DDCRAd4E FICBId4E -
BIT 2,v |CPS0 CR51 CB52 CB53 €954 CBSS CBS6 CBST DDCBAA56 FIDCRAASG -~
BIT ?,r |CBSB CB59 CBSA CRSB CBSC CASD CBSE CRSF DDCBAdSE FDCBAdSE -
BIT 4,r |CRGO CBE1 CBE2 CB6Y CREA €165 CREF CBAT DDCBAA66 FDCBAd66 -
BIT 5,r |CB6B CRR9 CREA OBEB CBAC CBFD CBEE CREF DNCBAAEF FDCBIAGE -
BIT €,r |CRTO CHT1 CB72 CRT3 CBTA CRT5 CAT6 CRTT DNCBAAT76 FIOBAATE6 -
BIT 7,r |CB7B CB79 CBTA CR7B CB7C CBTD CBTE CBJF DICBAdTE FICBAATE -
CPr B8 B9 BA RB RC BD BE BHF DDBEdd - FDBFAd FEnn
we r 05 Op 15 1 25 2D 35 3D DD35dd FD35dd -
IN r,(c) |FT40 FDAB EDS0 EDS8 RTEO EDAB - D78 - - -
I r 04 OC 14 1c 24 20 3 3 DD34dd FD34dd -
LD B,r 40 A) A2 A3 A4 45 46 AT  DDAGAd FD46dd 06nn
b C,r AB 49 4A AR A AD  AF  4F DDARAd FDAEdd OEnn
Lh b,x %0 5 5 5% 54 55 56 ST DD564d F156dd 1énn
LD B,r 58 5% SA SB S5C 5D S5E SF  DDSEdd FD5Edd 1Enn
IhA,r 60 61 62 63 64 €5 66 67 DDAGAd FD66dd Zénn
ID L,r 68 69 6Ape EB 60 €D 6E  6F  DDSEAd FD6EAd 2Enn
LD (fin),rf70 1. 72 73 4 15 - 11 - - 36nn
b A,r 7 79 7A 1B T T TE JF DDTEdd FDTEdd IFEnn
Ly 1D70 DD71 DD72 DD73 DDT4 D75 -  DOTT - - DD36
(Ix¢d),r |dd dd dd dd dd dd dad ddnn
LD ¥D70 FDT1 ¥D72 FD73 FDT4 FDT5 -  FDIT - “ FD36
{I¥#d),r jdd dd dd dd dd dd dd ddnn
OR r BO Bl B2 B3 B4 BS B6 BT DDBbdd FDn6dd Ffnn
otr (c),r| kD4l EM9 EDSL EDNS9 FDEL EDED - EDT9 - - a
RL r
RES O,r |CBBO CBABL CRB2 CR83 CRS4 CBBS CRB6 CBBT DDCBAdB6 FDCBAARE -
HES 1,r |CRB8 CRB9 CBEA CReB CBON CRBD CBBE CHBF DNCBAdBF. FDCBAABE -
RES 2,r |CRI0 CB91 CR92 CB93 CB94 CB9S CBY6 CBIT DNCBAI96 FICBAA9E -
RES 3,r | CR98 CH99 CR9A CBIB CBIC CRID CHIE CBYF DDCBAd9F. FDCBAASE -
RES 4,r |CBAO CBAl CBA2 CBA3 CBA4 CBAS CBA6 CBAT DDCBddA6 FDCBAdA6 -
RFS 5,r | CBAB CBA9 CBAA CBAB CABC CHAD CBAE CBAF DDCBAdAE FDICBAGAE -
RES é,r | CBBO CRB1 CBB2 CRB3 CRBA CMBS CRK6 CRBT DDCBAABE  FDCRAdBG -
RKS 7.r | CBR8 CBBY CRBA CBUR CBBC CRAD CBBE CHBY DNCBAdBE FICHAdBE -
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T B € D E H L (HL) & (1x44d) (1Y+d) n
RIC T CBOO CBO1 CBO2 CBO3 CBO4 CBOS CBO6 CBO7 DIDCBAdO6 FDCBAAO6 -
RRC r CBOB CBO9 CBOA CBOB CBOC CEOD CBOE CBOF DDCBAdOE FDCBAAOE -
RL CB10 CBll CBl12 CBl13 CBl4 CB15 CB16 CB17 DDCBAddlé FDCBddlé -
R r CB18 CB19 CBlA CBLB CBI1C CBlD CBIE CBIF DDCBAd1E FDCBAA1E -~
SET O,r | CBCO CBCl CBC2 CBC3 CBC4 CBCS CBC6 CBCT DDCBAAC6 FDCBAACE -
SET 1,r | CBC8 CECY CBCA CBCB CBCC CRCD CBCE CECF DDCBAdCE FDCBAACE -
EET 2,r | CBDO CBED1 CED2 CBD3 CBD4 CBDS CBD6 CHD7 DDCBAAD6 FDCBAADE -
SET 3,r | CBED8 CEDY CEDA CBDB CBDC CBDD CBIE CBIF DDCBAdDE FDCBAADE -
SET 4,r | CHEO CBEl CEE2 CBE3 CBE4 CBES CEEf CBE7 DDCBAdE6 FDCBAAE6 -
SET 5,r | CEES CBEY CBEA CBEB CBEC CHED CBEE CBEF DDCBAdEE FDCBAAEE -
SET 6,r | CBFO CEF1 CBF2 CBF3 CBF4 CEF5 CEF6 CBF DDCBAAF6 FDCBAAFE -
SET 7,r | CEFB CBF9 CBFA CEFB CEFC CHFD CBFE CEFF DDCBddFE FDCBAAFE -
SUBA,r | 90 91 92 93 94 95 96 97 TDEdd  FD6Ad  Dénn
SEC Axr |98 99 94 9B 9C 9D 9E 9F ODD9RAd  FDI9EAd  pEnn
SIA T CB20 CB21 CB22 CB23 CBP4 CB25 CB26 CB27 DDCBAAZ6 FDCBAA26 =
SRA T CB28 CB29 CB2A CB2B CB2C CB2D CB2E CB2F DDCBAA2E FDCBAAZE -
SRL T CB38 CB39 CB3A CB3B CB3C CB3D CB3E CB3F IDCBAA3E FDCBAdZE -
XOR T 48 A9 Ak AB AC AD AE AF DDAREAd FDAEdd EEnn
TABLE TWO .
e BC DE HL SP IX 1Y
ADC HL,s |ED4A ED5A ED6A EDTA - -
ADD HL,s |09 19 29 39 = =
ADD IX,s |DDO9 DD19 - D39 DD29 -
ADD IY,s |FDO9 FD19 - FD39 - FD29
IEC s OB 1B 2B 3B ID2B FD2B
INC s 03 13 23 33 D23 FD23
LD s,mn 0lnnmm 11lnnmm 21lnnmm 31nnmm ID21lnnmm FD21lnnmm
I ' 2Aqqpp
LD s,(pa)|ED4Bqqpp EDSBqapp 2Aqgpp  ED7Bqgpp DD2Aqgpp FD
LD (pa),s|ED43qqpp EDS3aqqpp 22qqpp  ED73qapp ID22qqpp FD22qqpp
POP s c1l Dl El - DIEL FIE1
PUSH s c5 D5 ES - IIRS FIES
SBC HL,s |ED42 ED52 RD62 EDT2 = -
TABLE THREE
c NZ Z NC c PO FE P M
CALL c,pq|C4qqpp CCagpp D4qapp ICqgpp E4qqpp ECqapp F4qapp FCaapp
JP c,pq |[C29app CAqapp D2qqpp DAqapp E2qqpp ECqapp F2qapp FAgapp
JR c,e 20ee 2Bee I0ee 38ee - - - -
RET ¢ co” c8 D0 8 EO E8 FO F8
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APPENDIX FIVE

0 1 |z 3 |4 5 6
0 space =] E ™ o
ace ™ | 1]
1 - + * / = >
> < = 4 = *
2 4 5 6 7 8 9 A B
4 5 6 i 8 9 A B
3 K L M N 0 P Q R
K L M N 0 P Q R
4 ? ] ? ? ? ? ? ?
RND PI INKEYE |2 2 7 ? 7
5 7 ? ? ? ? ? ? ?
2 2 ? ? ? ? ? ?
6 ? ? ? 7 ? ? ? 7
? ? ? T ? ? ? ?
up down left Tight HOME EDIT NEWLINE | RUBOUT
up down left right |GRPHCS | EDIT NEWLINE |RUBOUT
8 [ 1) = # 2] [
7] : = E
9 1L
B
c ? ? [k ? ? ? ?
nn AT TAB ? CODE VAL LEN SIN
D 7 7 7 ? " THEN TO ;
SQR »  |SGN ABS PEFX USR STRg CHRg NOT
E AND OR e = < > LIST RETURN
STEP LPRINT _|LLIST STOP SLOW FAST NEW SCROLL
F 7 ? 7 7 ? ? ? ?
LIST LET PAUSE | NEXT POKE PRINT FLOT RUN

First row - OLD ROM characters
Second row — NEW ROM characters.
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a4l

8 A c D E F
0 ] : 7
] " £ 1 i 2
1 F s . ¢ 1 2 3
H 1 B ¢ 1 2 3
2 C D E F G H I J
C D E F G H I J
3 ] 2y U v W X b Z
5 T U v W X Y 2
4 » T 3 T ? ? T ;s
¥ T 7 T T T b ?
5 T 7 T k T 54 5 7
7 ? T T 7 ? T 7
6 ? ? ? ? 7 ? ? ?
L 7 7 7 ? v % i
T T K 3 s T T T T 7
K/L FNCTION |7 7 ? T number |cursor
5 -
9
A
B
i d
c ! k4 ? » T ? ? ?
COs TAN ASN ACS ATN LN EXP INT
D ' ) NOT - + * /
bl OR AND <= >= <> THEN TO
E CLS DIM SAVE FOR GO TO POKE INPUT RANDOMISE
CONT DIM REM FOR GOTO GOSUB INPUT LOAD
F STOP CONTNUE |IF GO SUB LOAD CLEAR REM ?
SAVE RAND IF CLS UNPLOT CLEAR RETURN COPY
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USEFUL ADDRESSES:

NATIONAL zx80 AND zx81 USERS' cLUB, 44 - 46
EARLS COURT ROAD, LONDON, W8 BEJ, PUBLISHES
THE MONTHLY SOFTWARE AND CONTACT MAGAZINE

" INTERFACE"

TIMEDATA, 57 SWALLOWDALE, BASILDON, ESSEX,
puBLIsH THE ZX80 MAGIC BOOK (wiTtH zx81
SUPPLEMENT), ALSO SOFTWARE

MINE OF INFORMATION, 1 FRANCIS AVE., ST
ALBANS, HERTS, MICROCOMPUTER CONSULTANCY AND
BOOKSELLERS. THEIR REGULARLY UPDATED
CATALOGUE CONTAINS AROUND 100 BOOKS ON MICROS
AND RELATED FIELDS. S.A.E. FOR COPY,

LINSAC, 68 BARKER ROAD, MIDDLESBROUGH, TS5 BEs,
PUBLISHERS OF zx80 AND zX81 BOOKS, INCLUDING
“THE zx81 coMPANION"

EZUG, THE EDUCATIONAL ZX USERS GROUP, ERIC
DEESON, HIGHGATE SCHOOL, BIRMINGHAM, B12 9ps,
IN ASSOCIATION WITH MUSE, THE GROUP WORKS TO
SPREAD THE USE OF SINCLAIR COMPUTERS IN
EDUCATION, AND IS BUILDING UP A BANK OF USEFUL
PROGRAMS IN THE MUSE SOFTWARE LIBRARY, THE
GROUP PUBLISHES A BIMONTHLY NEWSLETTER, S.A.E
FOR LATEST ISSUE.

181






Jointhe Users' CIub

| would like to join the club. | have a ( ) XZ80 ) ZX81.
Please register me as a member of the National ZX80 and ZX81
Users’ Club, and send me:

( )The next 12 issues of the monthly ZX magazine INTERFACE. | enclose
£9.50 (UK), £12.50 (Europe), £16.00 (elsewhere)

MAKE THE MOST OF YOUR MICROCOMPUTER WITH OUR
POPULAR RANGE OF PROVEN BOOKS:-

[0 GETTING ACQUAINTED WITH YOUR 2ZX81, by Tim Hartnell. Eighty plus
programsin this 120-page book, including draughts. £5.95
[0 20 SIMPLE ELECTRONIC PROJECTS FOR THE ZX81 and other computers
by Stephen Adams £6.45
[0 SYMPHONY FOR A MELANCHOLY COMPUTER by Tim Hartnell,
20 great Vicgames £6.95
[0 39TESTED PROGRAMSFORTHE ACORN ATOM Bestof Interface £6.45
1 49EXPLOSIVEGAMES FORTHE ZX81, edited by Tim Hartnell. £5.95
[] PASCALFORHUMAN BEINGS by JeremyRuston £4.95
[l 3M4AMAZING GAMES FORTHE 1K ZX81 by Alastair Gourlay £4.95
[] THE GATEWAY GUIDE TO THE ZX81 AND ZX80, by Mark Charlton. Over 60
programs and routines, ZX BASIC explained in detail. £6.45
[J GETTING ACQUAINTED WITH YOUR ACORN ATOM, by Trevor Sharples
and Tim Hartnell. 184 pages, 80 programs, including draughts. £7.95
[] GETTING ACQUAINTED WITH YOUR VIC 20, by Tim Hartnell, with over 60
programs to get your VIC up and running fromday one. £6.95

National ZX80 and ZX81 Users’ Club, 44-46 Earls Court
Road, LONDON, W8 6EJ

Please send me the indicated items. | enclose £

Name

Address

send this page or a copy-----------==-mcmmmmmcacnan
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A FARFWELL PROGRAM

(NEW ROM users only!)

This program looks particularly effective when run in the
SLOW mode. I'm not telling you what it does - feed it in
and find out....

BASIC: 1 REM one hundred and sixty one characters
2 RAND USR 16514

MACHINE CODE: (To be written to address 4082 - decimal 16514):

21B940 LD HL,40BS  O1FFO001 DEFB 01 FF 00 01
TE LD A,(HL) 0100FFFF DEFB 01 00 FF FF
23 INC HL FEO50C4E DEFB FE 05 OC 4E
1F RRA 7054004 E DEFB 7C 54 00 4E
5 PUSH AF TC55B4AE DEFB 7C 55 B4 AE
D7 RST 10 B2B2B1B1 DEFB B2 B2 B1 B1
bl POP AF B1B1B1B1 DEFB B1 B1 B1 B1
30F8 JR NC,F8 B1B1BOB4 DEFE B1 B1 BO B4
0680 LD B,80 B5B5B3B3 DEFB 35 BS5 B3 B3
2D DEC A B3B3B5B3 DEFB B3 B3 BS B3
20FD JR NZ,FD B3BSB3B3 ) DEFB B3 BS B3 B3
10FB BJNZ FB BSB3B3B3 DEFB B5 B3 B3 B3
012404 1D BC,0A24  B3BOBOBO DEFB B3 BO BO EO
c5 PUSH BC BOB1B1B1 DEFB BO B1 B1 B1
155} PUSH HL BOB1BOB1 DEFB BO B1 BO B1
CDBGOB CALL OBB6 B1AEB3B3 DEFE B1 AE B3 B3
c1 POP BE B5AFBOBO DEFB B5 AF BO BO
0A LD A,(BC) B1AEB1BO DEFB B1 AE B1 BO
6F LD L,A B1B3B3B3 DEFE B1 B3 B3 B3
2640 LD H,40 B3BOBOB1 - DEFB B3 BO BO B1
5E LD E,(HL) B1B3B3B3 DEFE B1 B3 B3 B3
2c INC L B1B1BOBO DEFEB B1 B1 BO BO
56 1D D,(HL) AEB2B1B2 DEFB AE B2 B1 B2
E1 POP HL B1B2B1B2 DEFB B1 B2 B1 B2
c8 RET 2 B2B2B4B5 DEFR B2 B2 B4 BS
19 ADD HL,DE B5BSB4BS DEFB BS BS B4 BS
€5 PUSH BC BSB4B5B5 DEFB BS B4 B BS
4D Kt e e BAB5B5B4 DEFB B4 BS BS B4
44 LD B,H BSB5AERT DEFB B5 BS AE B7
B POP HL FF DEFB FF

23 INC HL

1819 JR E9
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Join the Users’ Club

| would like to join the club. | havea ( ) XZ80 ) ZX81.
Please register me as a member of the National ZX80 and ZX81
Users’ Club, and send me:

()The next 12 issues of the monthly ZX magazine INTERFACE. | enclose
£9.50 (UK), £12.50 (Europe), £16.00 (elsewhere)

MAKE THE MOST OF YOUR MICROCOMPUTER WITH OUR
POPULAR RANGE OF PROVEN BOOKS:-

[] GETTING ACQUAINTED WITH YOUR ZX81, by Tim Hartnell. Eighty plus
programsin this 120-page book, including draughts. £5.95
[] 20 SIMPLE ELECTRONIC PROJECTS FOR THE ZX81 and other computers
by Stephen Adams £6.45
[] SYMPHONY FOR A MELANCHOLY COMPUTER by Tim Hartnell,
20 great Vicgames £6.95
[] 39TESTED PROGRAMS FORTHE ACORN ATOM Best of Interface £6.45
[] 49EXPLOSIVEGAMES FOR THE ZX81, edited by Tim Hartnell. £5.95
[ PASCALFORHUMAN BEINGS by Jeremy Ruston £4.95
[] 34AMAZING GAMES FOR THE 1K ZX81by Alastair Gourlay £4.95
[0 THE GATEWAY GUIDE TO THE ZX81 AND ZX80, by Mark Chariton. Over 60
programs and routines, ZX BASIC explained in detail. £6.45
[ GETTING ACQUAINTED WITH YOUR ACORN ATOM, by Trevor Sharples
and Tim Hartnell. 184 pages, 80 programs, including draughts. £7.95
[0 GETTING ACQUAINTED WITH YOUR VIC 20, by Tim Hartnell, with over 60
programs to get your VIC up and running from day one. £6.95

National ZX80 and ZX81 Users’ Club, 44-46 Earls Court
Road, LONDON, W8 6EJ

Please send me the indicated items. | enclose £__

Name

Address

send this page or a copy-------------u--.




TIM HARTNELL, auther of numercus books on computers
including MAKING THE MOST OF YOUR IX80, GETTING
ACQUAINTED WITH YOUR Ix81, STRETCHING YOUR ZX60 OR
Z¥81 TO ITS LIMITS (co-awthor TREVOR SHARPLES) and
GETTING ACQUAINTED WITH YOUR ACORN ATON (co-auther
TREVOR SHARPLES) writes about this book:

+ o TONY HAD GIVEN ME A BROAD IDEA OF THE CONTENTS
OF THE BOOK, BUT UNTIL I HAD THE CHANCE TO READ IT,
[ DID NOT REALISE JUST WHAT A COMPREHENSIVE AND
EASY-TO-UNDERSTAND WORK IT WOULD BE...

v« ME'VE WAITED FOR OVER A YEAR FOR A BOOK LIKE
THIS, AND WOW IT IS HERE,..

... IF YOU'VE DECIDED THAT GUESS MY HUMBER anp SIFON
ARE OK FOR A WHILE, BUT NOW IT'S TIME TO START
EXPLORING THE FULL POTENTIAL OF YOUR COMPUTER,

AND TIME TO BEGIN DEVELOPING ALL YOUR POTENTIAL
PROGRAMMING SKILLS, THEN THIS BOOK MAY WELL FROVE
JUST WHAT YOU'VE BEEN WAITING FOR...

L R I

Chapter titles include: STACKING AND JUMPING, A DICTIONARY
OF MACHINE-CODE, A PROGRAM TO HELP YOU DE-BUG, SCANNING
THE KEYBOARD, DRAUGHTS, A TOUCH OF CULTURE and GRAPHICS GAMES.
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