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Foreword

| was staggered when Toni first brought the manuscript for this book to us
at the National ZX80 and ZX81 Users' Club. We'd talked about it, and Toni had
given me a broad idea of the contents of the book, but until | had the chance to
read it, | did not realize just what a comprehensive and easy-to-understand work
it would be,

The book has been written for those who know BASIC, but haven't much
idea about machine code, and want to get down and master this most useful addi-
tion to one’s programming skills. We've waited for over a year for a book like this,

and now it is here. ;
If you've decided that GUESS MY NUMBER and SIMON are OK for a

while, but now it's time to start exploring the full potential of your computer,
and time to begin developing all your potential programming skills, then this
book may well prove just what you've been waiting for.

When Toni first came to us with the idea for the book, | stressed that it
must be designed to lead ssmeone who knew absolutely nothing about machine
code through from the true basics to the point where they would have a rea| -
knowledge of how to use it. I'm pleased to say that she hasdone just that, and if
you work through the book with your ZX81 or ZX80 turned on, entering the
programs and routines as instructed, you'll certainly end up Mastering Machine
Code on Your ZX81 or ZX80.

Tim Hartnell

Nationagl ZX80 and
ZX81 Users’ Club,

London,

August 1987
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AN INTRODUCTION

This book is designed for those pecple who have a reasonable understanding
of BASIC, but whose knowledge of machine code is zero. Starting at first
principles with BASIC programs, we gradually introduce the concept of a
machine code subroutines, and develop this theory throughout the book,
Bafore long you'll find your understanding of machine language increasing,
and you'll soon begin writing your own routines and programs.

Machine language is no more than a second computer language - very much

like BASIC dia in fact, We start by learning the simplest of instructions,
and become familiar with them by uaing them in BASIC programs. An example
would be a SCROLL program given in chapter four, which moves the soreen
downward instead of upward. Thia effect is rather intaresting, and certainly
surprizing.

Printing strings is the next thing covered, and thia involves making use of
the PRINT subroutine in the ROM. The routine ia demonatrated by printing-a
draughts board which later on in the book we shall make use of,

We explain the machine code eguivalent of the INKEYE function, and use the
technique of acanning the keyboard to write a typéwriter-type program which
uses greatly enlarged versions of the keyboard characiers,

The same keyboard scanning technique is used to generate musical notes in
rather surprizing manner. Two whole cctaves can be produced from your machine,
enabling you to play a wide variety of tures at the touch ef the keyboard,

The computer is made to generate many intricate and fascinating diaplays in
the program LIFE. Tt challenges the skill of an unwary human operator in
graphics games such as SPIRALS, A draughts program is included, with several
interesting features. This is actually a teaching game because you are
angairaged to add your own features to {t as you progress.

Careful study of the listings of these programs will teach you a great deal
about machine code, but of course the biggest steps In learning will come
from sxperiment. By writing your own programs, or by adapting mine - by all
means do - they are intended for this purposs, and some in faci are
deliberately lmprovable for this reason.

To make the best use of this book you are-advised to work through from start
to finish, and vhere asked to alier or improve programs you should make an
attenpt to do Bo., Tt's not difficult, singe the book progresses very slowly,
but will require some thought.

The last two chapters in the book are rather ambitious. An algorithm by wnich
the HOM may be disassembled is given, but only guidelines are given as to how
¥ou may write a program for it. All of the arithmetic subroutines are
explained {n detail, even NEW RCM floating point functions like GIN and COS,
and how the numbers are atored.

The heavily tabulated appendices at the back are designed to be uged as &
source of Teference throughout the book. Any piece of information you need
to know can generally be found in theae appendices, or in chapter eight,
which iz a kind of "catalogue" of machine code.

The first chapter begins on the next page, and startis with an introduction
to the use of "hexadecimal®,...
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0K, o your ZX80/81 is all firved up ind ready, and that ;
g { ; ] : and inpus inverse-K is
sitting there glaring at you from its litt-lay:-.omer s:ﬂ Giieie or {
type something in, What do you do? ANy
Well the first thing i3 to sst up the machine so that
! that it can acce
ﬁqgﬁma :l.n1nl.u.him code instead of in BASIC, This ia not diffieult, but z
b b:uu:_mta_y_rpr us, when Sinclair designed his machine he forgot to include
on saying GO-INTO-MACHIRE-CUDE-MOIE, so the routine for doing this is
going toc have to be a BASIC program.
If you have a NEW RGN machine tyre one of the foll:
oWl
depending on how much memory you have: P s i

1K

TCKE 16388,173
FOKB 16389, 67
NEW

16k
POKE 16388,48
FOKE 16389,117
WEW

AK
TOKE 16388,32
FOKE 16380,78
NEW

The sffect of this iz gquite strat
' ! t ool ti - i ghtforward. The addre 6
and 16389 together hold a ayetem varlabls called RAMTOP. It 00nt::.:: ihzss
addresa of the firat byle which the computer cannot use = at lezsi not for
E}!:SIC_. 'Elndlsr erdinary cirvcumstances this address is ihe one immediately after

g laat by!_;e in memory, #o that the whole of the memory is available for
tmhed. Ean;':xmy . Eg‘;n:‘;m;qufhgw done i to alter that address, so that some of
e ool able for BASIC, and becomes a safe place in which to store

If you have an OLD ROM machine, den't we i
3 TTY - you can still store

machine code in spare areas of th : MOST y i
s i 0 & memory, but you BOT type NEW, or you

Tha best sddresses in which to slore machine cods are best found by

trial end ervor. We shall adopt the following standard mddresses, which ehould worie

perfactly for all of the routines in thias book;

OLD ROM 1K: 17225
KEW HOM 1K: 17325
4K 20000

16K: 30000

Throughout the remainder of this hook I shall use the
" 1 i : address 30000,
Please read this as one of the alternstives above if you have lsse than %6]5:‘
O0Ki~ How we're ready to start. Type in the following BASIC program;
When you have 10 LET %= 30000

: 20 LR Ag=""
:f:‘;m:hi‘; DPTOEYER 36 1y A;!{" TREN INFUT A%
"EELD® and don't {0 gﬂf"ﬁg THER ;’;ﬂ’
Corget to SIVE X,162C0DE A% +CODR AZ(2) =476
e €0 LER X-X+1 {

70 LET AE=A8(3 70 )

B0 GO TO 30
(For the OLD ROM you must replacs linea 50 and 70 as followas)

50 FOKE X,16s +
e i

Can you see how the program works? Or at le
. least what it does? In brief - it will
;Eg;gt 4 machine code program, % will stors it at addresses 30000 anmds.w{ur
s or whatever.) The program will stop when you input en "5", Note that
though it will enfer mechine code, it will NOT attempt to xun it. -
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Now for the bip guestion you've all been dying to ask = what exacily IS mechine code?
well machine code, or meschine language as it'm otherwise known, is another computer
languege — much like BASIC is - only at a much lower level, which means that very
complicated instructions, such ss FOR/NEXT loopa, are simply not available. However
this aleo makea it guite on easy language to learn, Like BASIC it consista of a
set of instTuctions, each of which telle the computer to do a differeni, and
quite specific, task. One such instruction is REF, which is more or lese equiva~
lent to BASIC's RETURN.

Unlike BASIC, however, the computer isn't programmed to understand all
of the various instructicns as we do. If you were to RUN the sbove program and
enter "RETY then this simply would not maks sense to the poor old ZX81 {or '80).
To make life easier for it, every instruction has a numerical code, which it DOES
undarstand directly. For example the code for RET is 201, Every code lies
somewhere in the range 0-255, snd it is usually more convenient to write these
codes in & aystem cmlled HEXATECTMAL.

COUNTING IN HEMATECIMAL

Gur friend Mr. Sinclair briefly covers this obscure system of counting in the ZXE1
fnstruction manual by describing an imaginsry rece of sixtesn fingsred "Martians"
who would regard counting in tens as being equally absurd. In these modern daya of
science we know enough about Mars to realise that it is extremely unlikely to host
sixtesn fingered people, but the principle of counting in aixtaens is =5til1l1 very
very sound.

Briefly, for those who have not read the ZXB1 manunal, hexadecimal, or
hex for short, is & means of counting which uses sixteen symbols instead of "ten.
The first ten symbols are the same as the onea we're used to. These sre

31 1| 2r 3l 411 5l 5l "'l'. BI 9'

There are six new symbols which répresent the numbers 10 to 15. These are:
A, B, €, D, B, F.

The fun really starts when we want to represent numbers bigger than fifteen, for
balieve it or not, sixteen is written as 10! Worse =till, seventeen is written
11. This continues up as far en twenty-fivs, written 19, and then when we come
to twenty=-six we have to etart using the mew symbols againj twenty-six becomes
1-?\!

A complete table of all of the numbers from O to 255 is shown here.
This is intended to help you to underatand tha hexadecimal eystem of countlng.
You sheuld try to refer to it as little sa poseible, but don't worry if you
find yourself using it all the time at first, you'll find you get used to it
mach gquicker than you expact. ) y

The symbols down the left hand side sre the first hex digit, the symbols
along the top are the seocond digit. The leading geros may of course be comittied
if thers are any, but it ls sometimes more convenient to leave hex codes as two
digits rather than one,

1f there is sver any confusion about whether a number is wriiten in hex
or not, you should meke it clesr by writing a smell lettex h (standing for hex)
or a small letter d (for decimal) after the number, sc that 15h meana twenty-
five, and 19d means nineteen. Usually you wont nesd to do this because numbers
like D can only possibly be hexadecimal, and numbera like 118, which are threa
digits long, can only be in decimal, (Computing dces not use hex numbers which
are three digita long, though it dces use ones which ave FOUR digita long).

Knowing at least the fundamentals of counting in hex is virtually
paramount a8 far as machine code is concerned, so don't be afraid to keep coming
back to this =ection, or to kesp refering to the iable - that's what it's there
for,

13



18 I B W |© 3 i ke e b B = O

i | O [~

16 17 18 19 20 21 22 23 24 25 2 2T 2/ 29 I 3
322 33 3 35 36 37 3B 39 40 41 42 43 44 45 46 a7
48 49 ‘5B 51 52 B3 64" 55 56 ‘57 R’ 5§ g4 BY 82 63
54656567686970717273?475?6777879
80 8 82 B8 84 85 8 &7 83 B9 90 91 92 93 G 95
6 97 98 93 100 101 102 103 104 105 106 107 108 109 110 111
112 113 114 115 116 117 118 119 120 121 122 12% 124 125 126 127
128 129 130 131 132 133 134 135 136 137 138 139 240 141 142 143
144 145 146 147 148 149 150 151 152 1S3 154 155 156 157 158 159
160 161 162 163 184 165 166 167 168 169 170 171 172 173 174 175
176 177 178 179 180 181 182 183 184 185 186 187 188 189 190 151
192 193 194 195 196 197 198 199 200 ZOL 202 203 204 205 206 207
208 209 210 211 212 13 214 215 216 217 218 219 220 221 fEp 293
284 205 226 227 228 229 230 231 232 233 234 235 236 237 2% 239
240 241 242 243 244 245 246 247 248 249 250 251 258 253 254 255

Thers are fundamental differences between m ) BAST
8 machine code ogrammnl
TEAMiNng, Oi: qf t: moat fundamental differsnces i '(-I'lafrd% LINE“;JU:QERS R
. L you know, every BASIQ instruction in a '_&m .

: i . gram must be prece
;1;?;l:t‘ﬁg;; ;iv;:k:h:h: .¢-‘R!’l11]=|‘-l‘t texr ﬁlm in which order to execute Eﬁm.sizdn:y
| | i omputer wi ¥

Bl oo, 1mdiat§;.ly. wi interpret the inetruction as a COMMAND
In machine code, thers are no line numbers ‘th
; « Also, the o/8
:11qw y;u t;‘h use machine code instructions as commands, they mmgoimlp::ilﬁ?nt
“5315‘:: m.i'.f t; instructions are executsd in the order that they are stored For
et ;ﬂ 2 :icom‘ter had just finished execuling the instruction 'uhich‘ma
Boxed 4 3060; ;: zgggoéo:tix:l‘: t::n go on to execute the instruction held in
e ) -{)th.er\.'j‘_ae. T this way until it recleved an instruction
Unlike BASIC, it will NOT automaticl:
: 3 ! ¥ Btop when it reaches t
:?:dsmn m;EI‘t will plough right on through the addresses, and :v::y :gm:nitur
e 1nn2$ut:n:h::: i:y n:‘t zero it will simply treat that number as a sode for
e ) ; o execute it. Usually this will result in what is

ABOUT CRASHING
Crashing is the name we give to what heppens when your {up until now at least

moderately well-behaved) Sinelair machi 3
; ne unwittiingly tries to
it shouldn't, or if there is & drastic mistaks in your mchim-c!:;;‘r:;cw;g‘:;tﬂﬁ
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confuse the poor machine and give it a rather nasiy ‘headache. The effect of a
orash is very unmistakable- The soreen will either go blank or will go into itas
LETY S PROPUCE-SOME-MODERN-ART® mode. If thie happens you will get pretiy (or
otheryise) patterns 'en your TV not uniike those produced during SAVE.

When this happsne you will undoubtedly try io break out, by using the
EREAK key, and will discover io your horror that the FREAX key doesn't workl In
fact NONE of the keys will work after a crash, except poseibly to produce slight
variations in the TV plcture. This is the prime Teason why we dislike crashes,
for THE ONLY WAY T¢ THEN GET BACK TC NCRMAL 15 T0 DISCONNECT THE POWER SUPPLYL

when you reconnect you will of course have lost all of your program and will

have to TelOAD it.
If = BASIC program contains & mistake it will usually WOT WORK.
1f a machine-code projrem contains a mistake 11 will usually CRASHL

HOW TQ PREVERT CRASHES

We have already stated that a machine code program will not automaticly stop at
the end of a am ~ 1t must be told to do so by a speeific instruction. For
The 7X80/81, that instruction is RET, (Return - is return to BASIC).

There is an instruction similar to STOP in BASIC, that instruction is
HALT. HOT THIS IRCTRUCTION: On other computers you can use HALT to end &
program, but not on the ZX's. HALT produces a condition similar to a erash, for
it means "Do nothing whetsoever until somsbody breaka out." The problem is of course
that you CAN'T break out because you'll find that the keyboard no longer worka,
To summarise: To end g machine code program AIWAYS use RET, NEVER use HALT.

A program must have &t least one return instruction in it somevhere,
otherwise 1t will never return to BASIC, unlesa you actually disconnecl the power
supply, and this is not usually a desirsble thing to do,

how to reserve space for machine code programa, and
has given you a program with which to lead it, It has not teld you how 1o make

use of thi= progranm, nor has it explained how to run mechine code programs once
they have been loaded. The fundamentals of counting in hex have been introduced,

and the notion of & crash has been mentioned.
Once you have underatood this chapter, you may turn to chapter thres

for your first lesson in machine language programming.

This chapter hes dealt with

15
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You remember the progrem I asked you to suve in chapter two? Well now it' time
to break it out, wipe the dust from it, and after you've reserved yourasli some
machine code apace ps desoribed at the start of the previous chapter, you can
LOAD it.

Now presa RUN, and newline.

The program ia waiting for a string input. What it in fact wants is
some kind of HEXADECIMAL input, This means that every time you want to input
& machine language inatruction you have o know 1ts mumericel code, ard you have
to krow it in hex. :

i The code for RET is, sa we have already stated, 201, What ia this in

hexadecimal? Divide it by sixteen and you get twelve remainder nine. Now the
Hex symbol for twelve is C, the hex symbol for nine is 9. If you look 201 up
in the table in chepter two you'll find that it is written €9. Is this & co-
incidenca?

Tnput €9, You have now told the computer that the first instruction
of you machine language program is RET.

The computer is now walting for another input. Break out of the program
by inputting "sh. /

Your program is now complete, It consists of the single instruction RET. This is
ugually written
c9 RET

to remind you that the hex-cede for RET is C%. The machine language inatuctions

are sometimes called OPCODES to distinguish them from their corrssponding HEX~-CODES,

€9 is 2 hg{-_gi_:da. RET is an Qpcode. Hex-codea are used by the machine = it will
not underatiand opcodes. Conversely, opcedes are used by humans, because we would
find it extremely difficult te work in hex-codes.

If you new look st the screen you'll see that the computer has gone
back to commend mode. It is weiting for an instruction. Suppese we now wish to
Tun the machine code program that we've just typed in, We can da this either ass
part of a BASIC program, or, as we are going to do, as & direct command. If your
routing was loaded to address 30000 then the compand is' i { |

PHTWD USR 30000

If your routine began at some other adiress simply use this i{igure instead of the

30000 in the above command. Note that OLD ROM users will need
number following the word USH. A L4 b

You will have found that the computer has printed 30000 in the top left
hand corner of the screen. Can you see why thia is sof It sterted off with the
rumber 30000 - this iam the addrees you gave it when you typed FPRINT USR 30000,
The program told it to RET, or return to BASIC, having dona nothing at all to
this number, so thatls exasotly what it did - i1 returned to BASIC and it returned
the number 30000 with it,

Before we carn agvance to learning any more instructions, we are going
to have to bresk for a while and explore tha concept of RECTSTERS. A Register is
lilca_a variable, in that i% hes a name - usually & letter of the alphabet = and
it ean store numbers in much the same way that BASIC vaviables can. The big
difference is that registers can only store numbers in the range 0 to 255. (or
in hex, 00 to FF). 1 ;

18
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Thers are seven registers which ave most commonly used for machine code
contines. Their names are A, 3, C, D; B, H, L. To give a larger degree of
flexibility it ia also possible to use the resisters in pairs. When this
is donme you can alternatively store numbers either in the range -32T6B to
30767 or in the range O to 65535, using the register-pairs, as they are
known, B, TE,and HL.

alue 2, and register L
To make thia clear, if register H _cmta.ins the v: )

containa the value"&‘}, the Tegister-pair HL is said to contain the value
cw256+2%, wnich is 535. If H were to contzin a value of 128 or more, then
HL could instead be thougnt of as containing & negative velue, equal to

{F-256)=256 L.

TR INSTRUCTION LD

der the BASIC instruction IET A=42. In machine lénguage ve assign varibles
'(;:-en:iutsm) using the inatruction LD, We could, for example write ID A, 425 Note
there is no equals nymbol aa there is in BASIC, instead a comma {.) is used to
separate the A from the number. The effect of this instructlon is exactly what
yould expect it to be - the previous value of A is overwritien, and a new value,

‘ga=e 42, is zssigned in itse place.
wh caam: n;iffaren{mm'imtmct?on has g different code. For example the
code for 1D A, is 3E. The number 42 is 24 in hex, 80 the full instruction i-nbh:x}
is 3EZA. Note that this is TWO BYTES in length (every two hex digita 12. one byte).
pompare this with the number of bytes in the RASIC inatruction IET A=42.
Tha remaining codes are as follows:

ID A, JB

1D 8, 06 pee, O

LD C, 0B

D o, 16 e, 1

D E, 1E

1D H, 26 ID FL, 2
i

Lk L,

¢ inputting the symbolas
Using the program "HEXID" enter the following program, by !
in ge yaft hand column, Once the whole program has: besn entersd, break out by

inputting "S".

2600 LD H,00h
TR2A LD L,2ah
[} RET

New that the program is leaded you can run it by typing as a diresct command
PRINT DUSR 30000. What happens?

Mow try entering this programi

00O LD B,00
OE2A Ih C,24
c9 RET

If you posseas an OLD ROM then the firsl prosren sghonld retum a value of
forty-two, and the second program should retiurn a value of 30000, Howevar
the WEW ROM will work the other way round, and return 30000 for the fivst
program, and ferty-twe for the second, The reason ie the fact that SR
worka differently for the two ROMa. For the CLD RCM, USR something means
losd HL with that something and them Tun the machine code. On the NEW ROM
it meens load BC with that something before running the machine code. Wnen

19



BASIC returna the number you are left with is the value of HL (OLD KOM)
or BC (MEW ROM). The first program leaves BC unchanged (on the KEW ROM it
will have baen assigned 30000) but will load HL with 42, The (LD ROM will
return BL (42) and the NEW ROM will retum BC (30000). The second program
ia the reverse, It will leéave HL unchanged. (On the OLD ROM HL will have
been sasigned 30000) BC will then be loaded with 42, Which ROM will
return which number? Which HOM do you have? Try it and see.

HL, by the way, stands for High/Low. Because any number in HIL is atored
in two parts the part that is stored in H i= called the HICH part, and the part
that is stored in L im called the I.OW part, BC and IE alao have high 'and low

:‘:ﬂa. ®ith the first letter for the high part, and the second letter for the low

What is 42 in hexadecimal to FOUR digiia® Anaweri= DO2A. What d
think the following program will do? Try it and find out. s

OLD RON HE ROM
210024 010024
ce cY

You may be surpriszed to discover that when you type FRINT USK 30000
to Tun it you get the anawer 10752 - NOT 42! Now run this program:

OLD ROM NEW ROM
212400 012460
c3 {4}

around. Although this is rather strange it is in fact USH

}hi:k of ita numbers 2a having the low part FIRST, and th?hi;: ;::tz{t.&%::} t;n

faot uith the exception of line mumbers, and in POR/NEKT loope the ZXB0/81 will

rir:irebator: its numbers "fhe wrong way around.” In the instmction LD HL, the

g ise 8 always 21h, The second byte ia the new value of L, end the last byte
¥ value of H. Not# that this is alwvaya three bytes leng. ;

oW you will get 42, Wotice the way the 24 and the 00 have been swapped

To summariss: The LD instTuctions which ¢perate on register paira, vather

than on single registers, use values mtored "the wrong way round,n
LDi m One Variable To another

If we were restricted in BASIC to onl

: Y using LET ipstructions of the f =
:. n:m'har we would be a bt stuck. We need to be a hit mors Llexable tn:zmtﬁ LF::
natance something like LET A=B would be useful, Well we can certainl m&nage. 3
that in machine code. The codes are: !

ID A i c T E i L

A = 78 79 TA T8 e o
B 47 40 41 42 43 44 45
C 4F 48 49 A4 43 4T 4D
D 51 50 51 52 53 54 55
E 5F 58 59 oA 5B 5C 5D
i1 a7 60 €1 62 &3 &4 65
L &F 68 £9 EA 3 &C 6D

20

In the above table you read the leFt=hand-colurn registeare firet, and

the top-row regiatars second, so that the code for LD D,A is 57, and the code
for LD A,D is TA. Notice how sach of theae is a mers ONE BYTE in length. Compare
this with the equivalent BASIC instruction LET A=D, whichk takes a total of ten
bytes in 1l (eight on the old ROM) if you include the line number, the line
length, end the end of line character.

ind now for some aimple arithmetic. These of you who have been thinking ahead may
have been wondering hew we can add and subiraci registers like we can in HASIC.
After all, the single=byte representation of LD A,B, for example, doesn't leave
a lot of room for manoeuvre.

In fact, we use a different instruction sliogether to edd vegistera
together, The instruction is ADD, You ean think of an ADD inetructicn o8 being
a LED statement with an expression involving "plua" on the right hand side of
the equala. A ussful example would be

ADD HL,IE
which has tha affect LEP HL=HL*TE

The instruction ADD HL,IK will take the contents of the register-peir DIE, and will
add this number to the contents of register-pair HL. The result of this caleculatio:
will than be stored in register—pair HL. As you can see, if we were working in
BASIC and we wers desling in variables instead of register-paira then we would
have performed the operation LET HL=HL+DE,

Well almost, but not oulte, There is in fact one small difference - the
difference is what happens when you get what is called an overflow. You
see Tegister pairs can store all of the (hexadscimal} numbers between 0000
and FFFF, Those from 0000 to 7FFF are the integers 0 to 32767 in decimal,
those from 8000 to FFFF can elther represent numbers from 32768 to £5535,
or numbers in the range -32768 to -1. You can use either form, but when
the USR function returns & decimal number to BASIC the ODD ROM will use
-32768 to 32767 and the WEW ROM will return & number between O and 65535.
An OVERFLOW is what happena when you go beyond these ranges. In BASIC any
everflow will simply stop the program and give you en error message. What
do you suppose will heppen in machine code?

OLD ROM first them: the BASIC for the OLD ROM deals with numbers from
-32768 to 32767. What is the number 32767 in hexadecimal? Dividing by 256
to split it Into two bytes pives 127 remainder 255, so the first byle is
127 (7F) and the second byte is 255 (FF). Now enter this program:

QLD ROM CHLY: 110100 LD IE,1

A S 21FF TR 1D HL,32767
19 ATD HL,TE
cI HETD

The ram will eimply attempt to add one to the number 32767, Run it
[mi?ﬁ:a direct command FRINT USR(30000)) and the result may asicni:hﬂ
you. By the way, did you notice how the 00 and 01, and elso the TF an "
had besn swopped around in the sbove listing? You muet always remember io
do this in machine code, Did you notice also that the code for a_@dlng the_.
repisters (ADD HI,TE) was only one byte long? In fact the byte 1%h. All of
the ATD codes are one byte in lemgth.

If you want to add one to BC for instance then you must do something like
this

210100 LD HL,1

Qg AT HLDBC

44 Ih B,H

4D ¢ C,L
21



Notice how B and C have to be loaded sepatately since there is no such
instruction &5 LD BC,HL. If you have a NEW ROM and you went to ses what
happene on en overflow load and run this program;

HEW ROM ONLY: 210100 LD FL,1
OIFFFF LD BQ,6R5%5
03 ADD HI,BC
a4 LD B,H
4D LD C,1
cg RED

Another thing you should notice 1= that only register-pairs may be added

to register pairs, and that only gingle-regintars may be added to ai
You may MOT add a single-regioter t ’ b

o & regi
WROMS . gister pair, or vice versa, ADD A,HL is
ATD HL,BC 09 ADD Ak 87
ALD HL,3E 19 ADD A,B 80
ADD HL,HL 29 ADD &,C Bl
ADD A, D a2
AID A,B a3
ADD A,H 84
ATD A,L 85

If overflowing register~PAIRS had you thinking, then think about over-
flowing SINGLE registers, for they ocan only hold numbers from 0 to 255. What
happens when they overflow? Well yea, they simply start again at zero, but the
question ia can we do enything ebout this? In fact we can. Whenever we add two
nunbers, sometimes thers ia an overflow, or CARRY, and sometimes there iant, The
computer sets aside a NEW register, called F (which we cannot use directly) to
8tors various bita of information. Cne of these bite of information is called
the CAHRY BIT,

An ADD instruction will always reassign the CAFRY BIT. If there is no
carry, it will be =mat to zerc, If there is & carry, it will be set to cne. We
¢an use the value of the CARRY BIT by using the machine code inmtruciion ADG,
which mesns "ATD with CARRY". ’

It worke like this. Suppcss the machine comes meroEs the instruction
ADC A,B. It will take the contenis of register B, and it will add the contente of
vegioter A, as in the previous instruction ADD A,B, and then it will add the
CARRY BIT to this new number. Having done this it will store the result in register
Ay overflowing if necessary. The carry bit will alwaye be reassigned to either
zeTo Or one, depending on whether or not there is an overflow.

So ADD A,B effectively means [LET A=A+B
followed by LET CARRY=IWT((A+B)}/256)

wheras ADC A\B  effectively means LEP A=A+B+CANRY
followad by LET CARRY=IRT((A+BtCARRY)/256)
Study the programs that follew. If the value of the A register is

irrelevant, then arg these programs equivalent (ie do they both do the same
thing?) or nct? Can yon understand why?

The first program ia

118533 1D DE,13189
21C778 1D HL, %1687
19 ADD HL,TE
5:; IL-J; g:z NEW FOM only
G9 RET
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and the second program 1s
1633
1R65
2678
ZECT
T
&3
6F
Tc
BA
&7
(44
(4D
c3

EEEER

=
o

ﬂ.tdm

3- WEW HOM only
vl

BEESEEEE
2

In actual fact they are exactly the same. You cen learn two thinga from
this; firstly that the instruction LD does not in sny way affect or alter the
value of CARRY, fer if it did the two ID instructiions between ADD A,B and ATC A.D
would really mess things up; secondly thet the ingtruction ADD HL,DE is much
ahorter, and much neater, than going all round the housea by adding each byte
separately. And never forget to swop the order of the bytes round in LD instructiona
on pairs - compare the first two lines of program onme with the first four linea

of program two,

Fow run both of the above programe just to verify that they are the
sames What would happen if the ADC A,D in program two Were replaced by ADD A,D7

Now thet you understapd the @ifference between ADD and ADC We shall go
on to cover some pther ways of adding. First though, the codea for ATC:

ATIC HI, 5O ED4A
ALC HL,IE ED5A
ADC HI,HL ED6A

ADC 4,4 &
ADC A,B a8
ARC A,C a9
ADE A,D BA
ATC A 8B
ATC 4,8 BC
ADC AL ED

¢ bytes long, rather than
Notice how the codes for ADC HL, ere sll TWO by _ :
one. The first byte ia ED, and the second byte depends on what you are edding,. Do

g6t think of ED as meaning ADC HL, though, eince it may have many other poanible
meenings as well, dependling on what follows it.

ATDIIG CORSITANTS

We can also use the ATD and ADC instructiona to add numerical Bﬂnﬂ‘ll..an‘t.a d-ira:;;y
to the A register. An example would be ADD A,3 wnich would, &= you'd expect,

three to the current velue of A.

Tt would als=o assign CARRY to one oT 28To,

depending on whether or not this addition ceused A to overflow beyond 255.

The eode for ADD A, is C6, end the code for ADC 4, is CH. Note that we cennot
add tants to any regiater other than A, ;
i Suppose we wished to add 57 to HL. Ona wey would be as followa:

113900
19

LD I®,57d
ADD HL,IE

but this method has the disadvaniage that 1t requires the use of DE,

which may be needed for other things.

Anotner way of achieving the same thing,

but this time only bringing the & register into une, is thusg

™
C639
EF
7

CEOO
67

LD &,%
ATID A, 57d
ID LA
LD 4,H
ADC 4,0
LD H,A
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Wotice how tha instricti
may have beesn from adding 57 to L.

AND FINALLY,.,.

There is one more way that we can add constants to a register, and that 1a by
using the imatruction INC.
ING A means add one to the value of A. Unlike ADD, INC may be used on

?"ﬂ' Teglster, so statements like TNC D {add one to the velue of D) or INC IR
add cne to the value of register-pzir TE) mre allowed,

If A contained the value 235, then INC A will set A to zero, but
WITHOUT seiting CARRY equal to one, In fact INC will not alter the value of
CARRY at all. If it wea 6ne before an INC inetruction, it will be one after such
an imstructicn. It 1t was zere befove an ING, 1t will be zero after an Inc,

In short;

IN B is equivalent to LET B=B+l

INC BC Q3 ING & 30
INC IE 13 INC B 04
INCG HL 23 IN ¢ oc
INC D 14
e E 1c
INC H 24
ING T a0

Remember, the difference between ADD A,1 and INC A is that ADD A,1 will
assign a new value to CARRY, whereas INC A will leave it unaltered, INC, by the
¥BY, ig short for 1mmm_r.

The valué of CARRY can be altersd directly without any of the other
Tegleters being affected, There ir an instruction SCF, which stands for CARRY
PLAG, and ita job is to assign to OARRY a value of one. The coda for this insi=
ruction is 3Th. Mternatively, it is possible to resst CARRY to #ero, although
there ia no specific instruction to do this. One way would be to say ADD A,0 for
example, Adding zero will of course leave the value of 4 unchanged, but an ATD
inatyuction will alwaya reassign CAFRY.

CARRY 15 called a FLAG Tather than a register, because it ean only
store the numbers one and zerc. It is net posaible to- assigzn 2 value of two o
CARHY, nor any other number im fact, only ona and ZETO,

There is one other way to directly change the value of the carry flag,
that is by uaing the instruction ECFy vhich stands fer COMPIEMENT CAREY FLAG.
It will change the value of DARRY from ope to zers, or from zero to ome. In BASIC
terms these three instructiors mey be listed thus,

3 =s) LET CARRY=1
cH00 ATD 4,0 LET CARRY-0
3F cep LET CARRY=1-CARRY

SUBTRACTION

In machine language, there ave codes for subtragtion, which are used in exaotly
the same way as the sdditlon codes. The inatruction ie SUB, for SUBTRACT, and
in exactly the esame way as ALD, there is also an instruction 8BC, for SUBTRACT
WITH CARRY.

It works like this, SUB A,B will tske the value of régister B, and
will subtract 1t from the value of register A. The result of thie calculation
is atored in reglater A, The carry flag is repasigned to zere if there is ne
overflow, or to one if the result overflows to below zers (in which case the
value of A will have 256 added to it,)

SUB A,B may alse be written as simply SUB B, because it is only the A
register which may have things subtracted from it., Do not get confused
by this convention - the two terms mean exactly the same thing,
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on ADG A,0 was used to add any carry digit there

The codes for SUB are:

SUB A,A 97
SUB A,B 90
SUR A,C 71
‘SUB A,D 92
SUB A,E 93
SUB A,H 94
SUB A,L 95

{ i the 4 register.
t is mlso poasible to aubtract mumerical constante rrom
For exampli the inetruction SUB A,100 will subtract mﬂt.ﬁ:ouathe Imlgzuiﬂs::fad
in register A. The result is etored in register A, and t:! c ::Inn s Y
sssigned to sero if there ia ro overflow, or to one if 'ier'r}ﬁﬁd Fbe
code for subtracting constents is D6, so that SUB 4,100 ie

written as &4 in hexadecimal)
SUB 4, Dé

You should note the faet that slthough there are instmuctions such es
ADE HL,BC, there are NO instructions to subtract register-pairs,

UBTRACT LL work for register pairs,
WITH CARRY (SBC) on the other hand, WI r X
but as wl'tE ADD and ADC, only the valus of HL may be altered. For single ragistera
cof A that may be changed, .

i Bnlysg;eﬁ.v;l::l; subtract the value of C from the velue of i.i ‘a}endszgidtiin
subtract the velue of CARRY from this resuli. The final anawer wi i
register A. CARRY will be reassigned as befors.

The codes for SBC are:

: AA IF
HL, 30 042 She- &,y
= s 2 i 3
L]
SR ALl SBC 4,D LY
SBC A,E 98
SBC A,H 9c
SBC AL o0

"o SUBTRACT WITH CARRY a numericel conatant trom the & register the code
ii-: IE foi]w&d by the number itaelf in hex. What ia the code for SBC A, 2007
What precisely does thie instruction do?

TEC im short for DECREMENT. T4 is, a3 you may heve githered from 1ts wierd a;un&im;
nams, the opposite of ING (Increment), Its pupcme is to decrease the \ra_l':n oth:n:r
register by one without changing the value of the carry flag., 5o IEC 1E has /]
effect of LEP TE=IE-l, remembering of course that if you decrement zero you get
255. :

Compare thece two routines:

ohoo ADD 4,0
DEO2 508 A,2
EDG2 SEC HL,DE
and

cE00 ATD 4,0
in TEC

3D TEC A
EDS2 SEC HL,IE

hese two routines will
Are they the same? And if not, why not? One of 4

subtract two from A, and will subtract IE from HL = The other routine is wrong.
Wnich 18 which? 25



In fact it im the firet example which i wrong. The instruction She HL, D%

will subtract bath DR and the carry flag, so the carry Flag muat fiyet bs reset
to zero. This ia what ADD A,0 is for. Put having dene that, Lhe firat arample will
aller the carry flag AGAIN with the instruction SUB A,2. The chances pre that it
will be resct Lo 7ero, but if A happens to equal one or mero then the SUB will

not only change A te 255 or 254, it will slno met Lue carry flsg to OME, So that
the effect of SPC HL,IE would then be to ns8isn HL & value of HI~DE~1, MOT HL~IE:,
In the second example, the instruetion TEC A ia used twice, MC will not

chanse the carry-flaeg, so it will still be zevs when the inatrustion £BC

HL,TF Ia reached, and tha subtraction will then go ahead oorrectly.

Got it7? IIC and IEC do not alter the value of the carry flag - the other

arithmetio instructicns do. The other instructions we've coversd are KET and LD,
Neither of thess will alier CARRY at all.

DEC BC 0B DEC A 3D
DEC' TR 18 DEC B 05
DEG HL 28 e ¢ 0D
IEC D 13
IEC B 1
DEC R 25
IEC L Fo

In this chepter we have dealt with how to load machine language programa, and how
to run them, The use of the ipstructions RET and LD were explalned, and the
orithmetic inatructions ADD, ADC, SUB and SBC wers iniroduced along with IHC and
TEC. The purpoas of the carry flag ham been coversd, snd the instructions SCF
(Set Carry Plag) and CCP (Complement Carry Flag) have been mentioned,

You are pot expected to remember any of the hex-codes which the computer

uses - not even the experts do that! All of the codes are printed in an nppendix
in the back of the book. All you have te know are the worda we use for them -
the OPCODES' = and what theay do,

Before you procesd to chapter four, ses i you can tackle scme of the
following excercimes, IT you find some of them difficuli don't worry about it,
Just take them alowly, and think clearly.

Fnter the following machine Janguoge progrem using HEXLD: You will have to look
up ihe varicus hex-codes yourself!l

Now use tha direct command FRINT USR 30000 to run it, Wha

. . t did you
If you gob zers well done, If, on the other hand, you got -31004,31- ?:;;2
then you did something fundamentally wrong. The instructions LD BC, and
LD HI, both need THRER bytas altogether Yo make them work, not two, What

instructionn did you reall
or 34532% And how exactly
you get zero,

¥ give the computer to make it come up with 31004
did it arrive at that anower? How try again until
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Deleie HEXLD by typing NEW (or on the old ROM by dsleting each line
individuelly) The machine code program will STIIL BE THERE. Type in the following
BASIC programs

10 IREUT A

20 INFUT B

30 POKE 3000, A-INT(A/256)e256
40 POKE 30002,INT(4/256)

50 POKE 30004, B-INT(B/256)=256
60 TOKE 30005, INT(B/256)

70 FRINT AR

BO FRINT USR 30000

90 PRINT
100 G0 TO 10

This BASIC pregrem will replace the second, third, fifth, and sixth bytes of the
machine code routine by the valuss you input in linss 10 and 20, Run the program
mﬁﬁinput Bome values to see what happens. Try going ocutside the range -32768 to
32767,

Now see if you can write a similar program, includdng s COMPLETELY HEW
mechine code routine, which will print & TABLE of values of A and B on the screen,
and the result of subt A from B in esch case. Let A and B both teke on ell
of the valuea from 1 te 10 inclusive.

write a machine code routine which will produce a one if BO is greater
than or equal to DR, and & zeroc otherwise. How could you test this? (HINT: ses
previous excercises on this page) Do so.

Write a short machine code routine which will set the carry fleg egual

to one, but without altering any of the registers. Do it WITHODT using the
ipstructions SC¥, CCF, cr ADD 4,0,
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Por thome of you who thought maybe seven registers might mot be snough, it's
Just aa well we can PEEX and FOKE, and thus make use of all the addresses

in the BAM. (The RAM, which standa for Random Access Memory by the way,

i8 the portion of memoxy which we are allowed %o alter - the sddrsasea

numbared from 16384 upwards. The add-on 16K pack ia RAM for instance.)

If there's any number we have to stors somewhere, aither permanantly

or temporarily, then it makes sense to just POKE that number momewhera -
(almost anywhere will do) then when we naed it sgain all wa have to do
is to PEEK at that address and volla - there it iam!

A LESSON IN FPEEKING

If you've ever se'ep any machine languege printed anywhere, you may have
wondered why obscure brackets kapt turning up here and there. What, for
exampla, is the differsnce batween LD HL,16396, and LD HL,(16396)%

\ It'a not just for variety, or to make it look pretiy, they
do actually mean something: brackets around a numbar or register-pair
will refer to the contents of the ATIRESS in the bracketa, So

LD HL,16396 meana LEP HI=16396 i)
and 1D HL,{16396) means LET HL=PREK 163964256#PEEK 16397

The sscond sxample may have confused you. The only address in brackets ia
16396, m0 how does 16397 coms inuto it? What happened ia a kind of side-
effect. H and L can each hold ONE BYTE, mo the pair HL atores TWO BYTES
altogether. The address 16396 only holds ONE byts, 8o mnother one has

to come in from somewhers. Tn prectice this other byte comes from the

next possible address, in the above case; 16397, The real sifsct of the
instruction ID HL,(16396) ia LEM L=FEEK 16356, followed by LET H=PEEK 16397.

Thers is alec a reverse instruction, which ia
1D (16396),HL

This is effectively POKEing, The Tesult of the instruction im

POKE. 16366, HL~IRT(HL/256 )u256
POKE 16397, INT (HL/256)

or if you think of H and I, separately:

FOKE 16396 ,L
POKE 16397,8

In BASIC, thie partioular pair of instructicna
I'11 give you an example. Suppose you've just
and you want to know hew long it

im used quite fraquently.
writien a BASIC program,
At i8, You eamn find out the nunber of bytes
your program occuples by using the expression PEEK 16404+256uFEEK 16405
to find the addrees of the END of your program (including the screen

and n.‘l._l)ofr:m: varizblea) and then subtract 16509 (the START of your
Progran m this number. Thers is a similar expression for the OLD ROM
which is PEEK(16394)4+256mPRER(16395)-16424, 4 very simple machine code
program to calculate this value would bag

30

QLD ROM NEW_ROM

40 1D IE, 16424 117040 1D 1%, 16509
ﬁgﬁo LD HL, (16394) 241440 LD HI,,(16404)
600 ADD 4,0 600 ADD A,0
ED52 SBC HL,IE ED52 sz .18
® i ﬁ; ID C.L

€9 HET

instruction ADD A,0 is used to set the carry flag to zero, so that
Z:: immediately following instruction will slways produce the I;omc:f
anawer. Remember that there is no such instruction as SUB %,1 A t::d
we ever need to subtract HL from IE we are forced to use 3 ns .
Thia won't subtract properly unless CARRY equals pero.

f ta ia

hex-code for LD HL,(16404) is tullt up. The first by
E:u;:uhu:].:z:ughuy::'m not e:qssr‘;tad to remember this, the last ﬁ:l.?e we
used & LD AL, instruction the cods was 21 (hex). The _dii'_ie:‘emaniu he
R B e ol v i U T i S

. The mext two bytea are lih and 40hi- s

E hexadecimal = if you divide 16404 by 256 you get sixty-four (46&:)1‘&9.‘
remainder twenty (14h). In the HEX-COIE these two bytes have bean sw tobe
sround to give 1440 rather than 4014. You must always remember to do
in machine code.

1f you store this machine code program above RAMIOP (This ia something
that only NEW ROM usera can do easily) am I've deacribed then you can .
type in or LOAD any BASIC program and find its length in bytes simply by
the by now familisr direct command FRINT USR 30000

i the variables in
WAYS contain the address of the end of all
;gﬁg“p:igmf - this is its job. It im ona of the SYSTEM VA.IRH.BLEB whtnh are
used to help the ROM know whet it is doing. If you slter this "'-1‘:; ¥
POKEing or LDing then the poor machine will get very confused, although,
a5 we shall sea later, thia im aometimes an adventage.

ke, and why
Make pura understand exactly how the above program works, ;

every llne:‘r:: needed. The most importent instruction is etill thsi{lk!tt
one we learmed = RET. If any of the others are mimaing then you will ge
the wrong answer, but at lemst you'll get AN answer, Without RET the
program will CRASH,

drgases. The
regiatera) can be LDed from ad
E:t:ttt?ﬁ;h;azaizuﬁzoswﬂgiu use, together with their codes, and a

breakdown of exactly what they do, are listed here.

Bk e
1D B2, (pa) LET B=FEEK(m+1)
LET E-FEEK W
1D T8, (pq) EDSR LED D=PEEK(pq+l)
IET L=-PEEK pq
1D HL, (7q) k4 LED HPEEK(pq+l)
A POXEIIG:
1D (m%& 32 gggﬂ':
W) R0 L POKE pa+1,B
POKE pa E
ID (p1); 28 = POKE pat1,D
ID (), HL 20 POEE pq,L

3 POKE pg+l,H



You will notice that only the variable A may be esaigned = FEEK value, or
POKEd snywhere, by itmslf = all of the other Tegisters may be used in pairs.
Usually this is quits & useful featurs, but there are times when you'll
want to assign a single register (a usual choice is 1) without dimturbing
the value of A. There isn't really any wey around this I'm afraid, but

what you cen do is to assign both halves of a regiater pair as described
sbove, and then reset one of the registers to zero aftervards,

Suppose you needed to know how far down the screen the FRINT position wes.
1f you look in your imstruction manual you'll find that PEEXing 16442 will
tell you exacily that. (On the OLD ROM you'll need 16421 instead) The

Pproblem is to LD this into HL, becsuse the number ve're alter is ONE BYTE

long - 4t ISN'T stored in either 16441 or 16443 = and one way of doing it
1a this:

LD

REW ROM
242540 LD HL, (16421 BIA40 i
2z T ) gzdmm 1D 8¢, (16442)
9 RET 9 RET |

4B you can see, the [irat instructien will succesefully load the contents
of 16421/16442 into the L or C register as required, but it will alao ‘J...oad
Hoor B with 16422/16443, so H or B muat be reset to zero bafors we return

to BASIC, otherwise the figure printed by & :
meaningless. B by the routine will be virtually

The other way of Eetting PREK 16442 into BC 1s o ; h
8ince this register can he LDed dire S

etly all by itself. But as you will
this offera no adventages, since we still have {o reset B 1o neia a_nwgyfee
QLD ROM NEW_ROM
52%4& LD 4,(18421) 343240 1D 4, (16442)
2600 LD H,0 0600 LD B,0
£F LD L, A 4F LD C,A
£3 RET co RET

IT you sti11 aren's convinced that the second instruction i
]  Bo { ; 1 8 necessary t

omitting it to see what happens. You'll find you get the number 2995; Gl

added to ths real answer, Oan you see why? You atarted off with the number

gxﬂggﬂ and only N;{J;e.rgd/thzjnjw part. The HIGH part was unchanged. (The

part is I 0000/256).) Tt ha ens to be 117. 24

comea in because 117w256 & 29952, 2 LA ot b =t

Both of the abhove programs, as they are written, will have the same

effect - they will tell you the line number of the FRINT position, that

im, they will {ell you how far down the screen the next character o be
printed will be,

Try feeding in ONE of the above two programs, and then type in this BASTC
Program:

10 FOR 1=0 10 20

30 FRINT USE 30000

50 WENT I

Remember, only MEW ROM users may type NEW without wiping out %he machine
code, Run it and see what happens, Now insert more lines,

20 FOR J=0 T0 3
30 PRINT TAB(8%J);USK 30000;
40 NEXT J

and again, RUN it snd mes what happens, OLD ROM users should replace the
naw iino 30 by FRINT USR 30000, (ie with & comma &t the end of the state—
ment ).
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KEING 1N MACHIME COTE

at the top
uat ae easy, To put line 50 of your mﬂgumg’m. cPhia N
it gn at the next automatic 1listing you ca.:B B 143,30 {0
qi])thll::;:eia FOKE 1640%,50.) You must make sure & B cure
o) 3 F /

aore First though. In machine code:

12 R L 4,50 3E32 g %igim),;
L ID (16403),4 322340 ol
333340 o s

NEW ROM

per veturns to BASIC - (in
14 petually matter what num s
!\’qi& ;h;;a:tii?:;:?l be }{}DOG - the important :gigg j;h *;l:a:a uhatytt':ia
i:r::.‘ble called S-TOP (Sereen Top) is FOKEd wi ‘

doea.
prce‘:m : . .
« Thizs is
100k at the FEX-COTE of LD (16419),A. The fimn;hli}::-zrisjil;ea':.:.?ha

i cgde for IR o i e 16419 in hexadecimal
meaindar of the code is 2340, which is tae numbaram,und} G,
s { course the firet and last bytem awitched B e e
{with o "":'nu‘ld write our OPCOIE with the (1£419) firs :; 21"5‘1&3{' -
B hum::;ne lenguage code always puts the 1mtruct§1c:n i ﬁ:zipo:ﬂt&h i
- m-: the fact that the instruction iteall autg.\,ap,ylmt g
i e S gt o et B Sl
fi ; 2 would mean something ! et
lm&?ﬁiﬁ:&?ﬂiﬂ up ecrashing, because it would take it to
WO

NG HL
ig LD B,B
P LD (7777),A

i machine code.
with the (7727) address nade up of your next two bytes of ne o

Thepe are some other PEEK and POKE instructions which use register names
throwghout, These are:

LET A*PEEK BC
LD 4,(BC) A ~PEEK
LD ﬁ‘im) 1a % i-_PEEK g
LD 4, (HL) ™ LET B«PEEK HIL
Lb B, (HL) 46 LEF C-PEEK HL
LD G, {HL 4B D=PEEK HL
D ‘D.EBI- 56 Ioh etk i
Ib E, (HL b H-PEEX HL
D H, (HL 66 ) PEEK HL
ID L, (FL 6B it
n (3{:)1‘ 02 POKE ?J)g.:
1D Im%-'* 12 i HL‘j
0 (HL), 4 n KE HL,B
1D (HL),B 0 ﬁm HLC
LD (HL),C mn HI.lIJ'
D {FL).D 72 FOKE HI,"E
1D (HL),B 73 i
s 24 FOKE i
B EBI.}.I- 75 FOKE HL,
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If you study the codes of the instructions that have (HL) in them you'll
see that they form a regular pattern. In fact it looks very mich like there
ought to be an instruction LD (HL),(HL) with code 76 just to £ill up &
amall hole in the regular pattern. In mctual fact there is no such
instruction, and code 76 correaponda to an fnstruction called HAIT,

To demonstrate what I mean, hera is & small table of all of the LD codes
which use registers A to L, and address (HL): 4

Ib|[B € D E H L (HL) &
B 40 41 42 43 44 45 46 47
c 48 49 4A 4B 4C 4D 4E 4F
: gg g; gi gi Sl ias— L5 L URY
y B 5
H |60 61 62 65 64 2]5) E? ?;
L 68 63 €1 6B 6C ED BE 6F
(m) |70 11 72 7% M 75 —~ M
A T 79 T4 7B W T TR TR

Do you see what I mean about a regulax pattern with LD (HLY, (HL missi
Of eourse; it's mot an instruction you'll ever want to qu'ém«ze it (ﬁ:
sbemolutely nothing, but it's worth peinting out that you must never even
ATTEMPT %o use it becmuse, as I've said, 76 i the code for HALT,

Why is any veriable in brackets a register pair rather than s =ingle
regiater? Why is any variable NOT in brackets a single register rather
than a register pair? If HL contained a vmlue of 16434, what is the diff-
erence between LD B,(HL) and LD BC,(16434)7 What ia the precise effect of
each? See if you can write a program in machine language which will assign
to HL a value of PEEK 16442 ONLY, using one of the 1D ,(HL) instructions.

We have now covered all of the bmsic LD instructions which operate on the
regiatera A, B, C, D, E, H, L. We shall now teke a look at some of the
other ways of lpading thesa variables.

HOW TO LOAD BLOCKS

Loading BIOGHS meens loading huge chunlks of memory all in one go. For
example, if you had & machine code routine atored begimning at location
30000 and you wented to move it completely to lscation 20000, then if
you were really really patient you could wriie a new machine code routine
along the linea of

11204% ID IE,20000
213075 LD HL, 30000
TE 11 .\\.E-HI.}
12 1D (IE),A
23 ING HL
13 INC DE
TE LD 4, (HL)
12 LD (IE),4
23 INC HL

and so0 on,

You could shorten things a bit if you knew sbout the Anstruction LDI, which
means LOAD WITH INCHEMENT. This is = very special instruction which doea
four thingm all in one go. Firat of all it will transfer the contents of
thg ANTHESS stored in HL into the ADDRESS stored in DE, then it will
increment both HL and IE, and it will decrement BC. It will not alter the
value of regimter A. To summsrisze:

34

Lo EDAD POKE DE,PEEK KL
IET HL=HL+1
LET IE=TE+1l
LET BC=BO-1

The above program could therefore have been completely rewritten as

11204E 1D T, 20000
213075 1D HL, 30000
EDAO LII
EDAD 11
EDAQ LDI

and B0 on.

There im no 1list of variables after the opcode LDI, because the instruction
will ALWAYS load from (HL) to (IB). You must not write LDI (DB),(HL) becsuse
this does not make mense, Further, it is impossible to losd in thim manner
in any other combination. Leading from (HL) to (BC) for example aimply
cannot be done in & single instriction.

There is also an instruction LDD, or LOAD WITH DECHEMEND, which has the

same effect as LDl except that DE and HL sre decremented and not incremented,
Meither of these instructions, as with all LD ipstructions, will in any

way alter the value of CARRY. The code for LID is EDAB,

REFEATING THINGS
Fven with LDI aod LDD st our disposal, it would still be & very tedious
affair to move something from, say, 30000 to 20000 if that something ware
around fifty bytes long. If 1t were a hundred ve'd probably give up in
dispair, Fortunately for us both LDI and LDD have & REPEAT facility. If,
instead of writing IDI we wrote LDIR, with the extra R standing for REFEAT,
then the instruction IDT would be ¢arried out cver and over again, and
wonld mot stop until the value of BC was zero. Ba if the routine we
wanted to move wes in fact 100 bytes long then we could move At ueing the

routine

016400 LD BG, 100
11204E LI} DE, 20000
213075 13 HL,30000
EDBO LDIR

When the machine reaches the imatruction LDIR, BC will contein & vdlue of
100, After LII haé been carried out once, the firet byte would have been
transfered, TF would be incressed to 20001, HL would be inoreased to 30001,
and BC would be decreesed to 99, After & second mtiempt, the aecond byte
would have been transfered, and BC would contain a valua 98, After LDI

had beer sarried out one hundred times, the whole routine would have been
succesafully tranaferred, and BC would comtain & value zero &nd so the
program would contimue with the next instruction. If this routine were the
entire program then the next instrustion should of course be HET,

The four instructions LDI, LDD, IDIR, LIDR each do slightly different things.
Meke sure you understand the diiferences between them. They also each have

a different code, all beginning with ED. The codés ars

LBI EDAD
10D EDAB
LDIR EDBO
LDTR EDB8
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I shall now give you a prosrem which will enable you to SCROLY the screen
BACKWARTS, 8o that the soresn moves downwards, not upwards, and thé print
position i8 moved to the top of the screen. It will work on the OLD ROM
provided 1)all twenty-iwe lines of the screen ave full, ie contain thirty-
two characters plus a newline character, 2)you do not attempt to PRINT
anytning agein (however you can alter the screen by FOKEing the display
file). It will work on the NEW ROM providsd 1}RAMIOP is at least 19712
(effectively thie meana if you have 4K or more plugped in) 2)every time
you use the statement SCROLL you fill the bottom line (for exampls by
using the statement FRINT "thirty-two spaces", your next FRINT should be
& PRINT AT.

A complete explanation of the program will also be given,

011602 LD BG, 726
240040 LD HL,{16396)
09 ATD HL,BC

54 ID D,H

5D 1o BE,L
018502 1D BC,693
2A0C40 LD HL,(16356)
03 ADD HL, BC
FDE8 LIDR

€9 RET

The screen may now be acrolled BACKWARDS by using the NEW ROM sistement
PRINT AT U3R 30000,0; On the OLD RCM the corresponding etatement is

LET L USE{30000) tut remember that on the OLD RCM once the screen is
full you can only "PRINT" by POKBing into the display {ile. The machine
code routine will leave a value of zero in B (See the description of the
laet instruction, LITR) so having executed the machine code it will then
FRINT AT 0,0 ie it will move the NEW RCM print position to the top of
the acreen, This is precigely the opposite of SCROLL.

The first dnstruction is LD BC,72€. This is the number of characters in
the ecreen. There ara tweniy-two lines and esch line contains tnirty-three
characters éthirty—twa plus one new-line character) hence the total mimber
is 22w33=726. The address 16396 (togetner with 16397) comtains the address
of the START of the diplay file, (The firet character in the display file
is & new-line, so the screen itself actually starts one cherecter further
on,) This address is LDed into HL. Remember that LB HL,(16396) will load
TWC bytes into HL, not one. The ADD instruction will then calculate the
address of the LAST byte of the screen, ;

:a? order for LDIR to work, we need thie addrees in IE, not in HL, and so
since LD IE,HL is not a valid instmiction it needs TWO instructions,

LB L, and LI E,L to sccomplish this. We can now use HL for something
else.

We need tne address of what WILL BE the last charactsr of the screen after
v¥e've finished sorclling (or antiscrolling if you want to call it that).
Since it is the bottom line that will be loat, then this will be the laat
character of what is currently the TWENIY-FIRST line. So we need ine start
addxese plus 21%%3, or £93.

The next three instructions in the program: LD BC,693; LD HL,(16396); ang
ADD HL,BC will achisve this, and the result will be leit in HL. Thia is

precisely what we need for LDER to work, LDDR will tranafer from the address

contained in HL to the sddress contained in IB, ie it will move the luat
character of the twenty-firet line to the last cheracter of the twenty-
gecend line, before HL and IE are both decremented, or decreased by orm.
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How many times do we need to make such a _ti-sm,a_f-lt‘r We have to mva-twant;_a—
one lines sltogether, 8o we have to make surs that we do not wse LIDR
until BC contains & value of 2133, or 693. As it heppens, it already does,
gince we assigned it to £93 earlier on _in the program. We may new quite
happily use the instruction LUDE to BLOCK LOAD the firat twenty-one lines
of screen down to their new position occupying the LAST twanty-one linss
of screen. Note that the eld soreen will be co letely overwritten by the
new screen with the exception of the first (top) lime, which will be left
unchanged. This is why the BASIC etlatement FRINT AT 0,05 "thizty=two
spaces" is needed after every antiscroll.

The following NEM ROM BASIC program is designed to demonstirate the
AVTISCROLL Feature at work. It isn't a terrificly exciting game, oT 2
pattern making artistic genius, or anything, but i"n will show you qmi]y
what the machine code we've just been working on will do. You can of course
ineert the routine into any program = there are some graphica games which
would be immensely enhanced by the ability to SCROLL in either direction.
This program sets up a striped pattern sccross the screen, with each stripe
cemposed of a random character chosen from the whole ZX81 set, The pattern
on the sereen will then wait for you to tell it what to do. Pressing the
typ" key will move the pattern upwards, and pressing the "down® key will
move the pattern downwards. These are of course the standard cursor control
keys I'm refering to, except that you don't need to vse SHIFT.

: : - 110 should
The listing ia written for both FAST and SLOW modes. In FAST, line 11 -
read PAUSE 40000, but in SLOW it should be changed to IF INKEYgSs"* THEN GOTO
110, Otherwise enter the program as listed,

10 bW Ad(22,32)

20 FOR I=0 TC 22

30 LET Bﬁ:c_m;s(éshm-muza*{ﬁmf.f.})
4D TOR J=1 10 5

50 LEP H¥=Bg+Bg

60 NIKT J

70 LET sﬁ(r%fﬁ#
80" PRIND AB(I)

90 MEXT T

100 LET A=1

110 PAUSE 40000

120 LET B=a+

130 IF B=23 THEN LE? B=1

140° LED C=d=1

150 TF C=0 THEN ;m (=22

160 LET B@=INKEY

170 17 u?i"'é" THIN PRINT AT TSR 30000,0748(C)
180 1F Bg="7" THIN SCROLL

190" TF Bg="7" [TiH PRIND AZ(B)

200 IF Bg="6" THEN LED A=0

210 1P BF=t7" THEN LD A=H

2206070 110
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Thia chapter has tried to develop n desper understanding of the LD
inatruction, ond hes explained how LD can be used to access the memoxry
addreeces of the computer. The specialised load instructions LDI (Load
vith Increment), LDD (Load with Decrement), LDIR (Load with Increment and
Repeat, or BIOCK LOAD with Increment), LDIR (Load with Decrement and Repest,
or BLOCK LOAT with Decremsnt) have besn covered,

EXERCISES

Based on the Antiscroll program in this chespter, write a machine language
program to BCROLL forvarde, s the keyboard SCROLL dosa. (This sxsrcise
is ®specially ueeful if you do not have SCROLL on your keyboard,) Then
sge I you can write & machine languspe program which scrolls forward, but
wnich will ONLY SCROLL THE BOTTCM HALF OF THE BCRKER, so that the top ten
lines are unaltered, the eleventh lime is lost, and the twelfth to twenty
firat linea are all moved up one line.

B

H :

g CHAPTER FIVE
£A
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Write m BASIC program making use of the routine, You will need the BASIC
statement PRINT AT 21,03"thirty-two apaces™ avery times the machine code
routine ia used. Try leaving thie cut just to sea what happens,

If you can't cope with the challenge of writing such a SCHOLL program,
then I'11 pive you a hint or two. You will need to use LDIR instesd of
LDIR, otherwies all you'll get is a pretty pattern, mnd you'll need to
frtart block loading at the BEGINNING of the screen, NOT the end. The
instruction LD HL.?‘IEB%} will always give you the addrees at whioh the
nereen baming, Don't forget that a full line conteins thirty-thres
charactera; not thirty-two, since there ia always a new-line character
ithere as well,

MORE PLACES
TO STORE
MACHINE CODE

ﬂ\@
- ﬁ.////]

2
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How there are two very important differences between using 16514 and using
30000, TFirstly, SAVE will store the machine cede am well as the BASIC
program - this is something you cannot do in upper memory. Secondly, the
command NEW will ermse it. It ie tnue an integral part of the program,

and cam only be used with that one HASIC program and no other (unless you
delete it line by line and then type in a new program line by line). If
you have written = machine code routine speciiically to accompany some
BASIC program then thia method is an obvious cheice, but it does have one
big disadvantage - on the OLD ROM the command LIST will usually cause a
aystem crash.

There is another very very good place to store machine code, that is immediately
after the program area. This has several advantagea: 1) The BASIC surrounding
program can be mafely listed - even on the OLD ROM. 2) The MACHINE COIE can

be SAVED. 3) Dsing RUN, as opposed to GOTC 1, will not wipe it cut. To load

B machine code routine that is, say, 20 bytes long, type the following

FEFCEE you fype in eny PBASTO:

&
O ROM1 1 REM 45678901234567630
HEW RCM: 1 RFM 678901234567890
7 Ther ag o direct sommand type:
. OLD HCv: FORE 16424,-1
SOME NEW PLACES TO STORE MACHINE YEW ROM: PORE 16509,-1

CODE

Storing mechine code abeve RAMIOP will proteci it from being erased by
HEM, or overvritten by a program, but it has the dieadvantage that you
oan never save it, There are seversl slternative locations in which we
can Store machine language programs, and wa shall explore & few of the
poseibilites in this chapter,

You Héwe now reserved a space of twenty bytes in which to store whatever
pashine code you like. The starting nddress is a little more complicated
though = it is on the OLD ROM PH';EIBEB?H'EEE’H’FH‘?‘U:15393}‘2‘3- snd on the
VEW TOM TREK 16396+ DSAwFEEK 16297-20 . The PEEK expressicn is the end of
the machise code, and the mirus twenty is there to find the start, This is
£f excellent way of storing machine language routines. You begin loading

Using HEM.
To stere a machine lengusge routine that ie [ifty bytes long, make the
first line of your program

1 REM 1234567890123456789012345678901234567890123456 7890

ie a REM statement with fifty characters after it. If your veutine was
sixty bytea long then you'd need sixty characters after the word REM.

If it were ooly three bytes long you would cnly need three characters
after the word REM. It doesn®t actually matter what these characters
actually are, but counting upwards in ones, aa I have dons, will ensure
that you don't losme gount halfway through. You will need to LOAD "HERLD"
before you add this new line one, and then change lime 10 to

10 LET X=16514 {or 16427 on the QLD ROM)

‘OLD ROM users should ensure that line one dees not appear on the automatic
I15Ting. You can use the command POKE 16403,10 to remove it. If this has
no effect try moving the cureor to line 10 and try sgain.

BOW you can enter a machine code program exactly as before, except that

to execute it you must say USR 16514 instead of USR 30000. On the QLD ROM
you must say USR(16427). BUT you MUST BOT type NEW. Delete HEXLD by entering
the line numbers one at & time, and do mot delete line one! On the OLD ROM
you muet not even attempt to list line cme or you may cause a crash.
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it from address FRFK 1€396+25F%FERK 1£397-1sngth-of-routine, and you can
exscute 1t with the expression USR (FEEC 16396+256wPEEK 16397-length-olf-
routine). First though, there i one disadventege to get round. is I've
ey 1pined things o far there in no way you can actuslly load en editing
propram 1i%e HEXID: I you LOAD before you apply the above technique then
MHIT will fim=eppear along with the RiX statement 6 soon as you POKE
1€509, I you try to LOAD after yeu've recerved a space then the very

ret of ICADIng will overwrite this apace.

Fers then ie s =tep by step method of reserving o space for machine code
in & pleee thet iz 1)editable, #)EATEable, and 3)unLISTzble.

STUP OVE, TCAD an editing program such es HEXLD.

STEI TN, AAA A rew line st the EFD.of the program: $93% REN followed by

o vumber of arhitrary characters., On the OID ROM you'll need thres charac=
ters leer then the number of bytes in the machine code routine, on the
new ROM you'll need f£ive bytes less than the machine code, The beat wey of
foing thic 8 fo £111 the BEY statement with digits, snd simply start
counting from 4 (0ID ReM) or & (¥IW ROM). Like this - for a fifteen byte

routine: A :
OLD RCM: 9999 REM 456789012345
NEW RO 9999 R 6789012345

OF pourse 4t doesn’t gctnally matier il you have too meny characters, but
it iz 5 waste of apece if you reserve area and then don't use it.
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STEF THRER. Add the following lines. anywhere in the program, I've put them
at 9000, but it dseen't matier. If you use BOND thén just remember to resd
BODD every time you see 9000 written on thie pepe.

OLD ROM 9000 1UT X=PEEK(16392 W 256MFREL(16397)

NEW ‘HOM 9000 LET X=PHEEK 1F 396+ 2EAwFEEE 17397

OLD: ROM an10 POKE X—(four more then the nurber of
characters in the REM statement),-1

WEW RCM 9010 FOKE ]’.—(51‘! more than the number of

characters in the REM statement),-1
BOTH 9020 STCP

If you ceunted up to fifteen in line 9999 {as ahove} then 9010 should be
FOKE X-16,-1. If you counted up to twenty then line 9010 should instead
be POKE X=21,=1; and ao on. Remember though to start counting at four or
a8ix though, as above,

%{!ﬁz Run the progrem from line 9000, snd then delete lines 9000, 5010,
an 0.

STEP FIVE, Replace all references to the machine-code-starting-address on
your editing program by the expression FEEK 16796475E»FrLK 16397 minus the
number you counted up to in the REM statement, OLD ROM wsers should instead
use PEEK({16392+256%FEEX(16393) minus the number you counted up to in the
REM etatemant, '

You are now complete. The only thing you must not do ia type NEM, since
thia will erase the machine code, Other than that you are in complete
command . :

BEM STATEMENTS

For the purposes of storing machine code, OLD and NEW ROM REM statements are
completely different. Let's examine them one at a time. Firat of all for the
01d 'ROMs

There are seversl important points about OLD ROM REM statements. Moat people
already know that & "blank" REM statement - that is a statemeni consisting
of the work REM and nothing else = has the effect of ensuring thet the next
1ine is not exesuted, It is therefors the same as GOUTO the-line-after-next,
and can be used in BASIC programs deliberately with this meaning.

The biggest limitation of an OLD ROM REM statement is the fact that you may
not atore tha byts 76 {kex) in the line, except in extremely limited cases,
which I shall sxplain. The reason is that a character 76 is interpreted by
the ROM as &n end of line marker. The two bytes immadiately after such a
character will be interpreted as representing the line mumber of the next
BASIC program line, and the following byte will ba the [first character in

that 1ine, Thus if ths following data were POKEA into a REM stmtement in line

one the following would happent
DATA: 39 76 01 O1 F8 B4 D5
RESULTY 1HEM T

257 LET { THEN
? next line of DProgram...
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[f you trisd to RUN this program you would get a syntax error in "line 257",
Typing RUN 2 would be uselees, becsuse the program searches for line numbera
from top te bottom, and as soon me it hit the #line rumbex® 257 it would
{nink to itself "sh - there obvicualy ian't a line 2 in the program = I'll
have to RUN it from here ipstead." The same applies to all GG TO's in the
program which have destinationa between 2 and 257. You must only allow

76's in your data IF the next two bytes form a ™line number" less than the
next line pumber in the program, and IF you never try to execute this “new
1ine™.

on the other hand - this treatment does offer one or two advantages. For
inatance, if you made your REM statement too long and you want to shorten
it, if your machine code data ends at address A just type

POKE A+2,2
POKE A+1,0
POKE 4,118

then simply delete "line 2" by typing in it's line number. It doesn't matter
if there ia already a line numbered 2 in the program - typing the line number
alone will only delete the Tirat "line 2" in the program - all your excess
REM characters in other words,

genversely, if you find you don't have enough charactera after the word REM
just type in a line 2 consisling of a second REM statement full of arbitrary
characters. In this way as soon as the "real" end of line marker is over—
writen line 2 will become part of line 1, with enough characters for whatever

you need,

Alag, the NEW ROM doea not fit any of these descriptions, WEW ROM REMa are
quite, quite different.

The first, and most important difference, is that you can put character 76's
into the REM dats and the machine won't notice, BUT if you do ao be prepared
to be confused by the LISTing = even the ROM gets confused over it = but you
don't need to worry because even with supposed new=line markers in mid-line
the program will RUN quite amoothly, and will not interpret the remainder

of the line as a different line.

On the other hand, its a little more difficult to extend the length of a
REM statement, If you want to overrun into line two you'll have to do some
very clever POKEing first, but I'll explain how to get round that in = minute,
The obvious way of making a line longer is simply to use EDIT and add more
shavacters, Unfortunately for us this ia usually not a very wise thing to do.

If the data in the line does not contain & byte TE then by all means go ahead
and use EDIT - you are quite safe, and nothing will go wrong.

If the data in the line does contain a byte TE then IO _ROT use EDIT. In the
listing, a byts JE is inyisible, and the five bytes of data that follow
immediately after it will aleo be inviaible, but they are mtill therel if

an the other hand you usa EDIT, all aix of these invisible bytea will simply

Vanlan without a trace.

TE i3 uged by Sinclair to mean "This is a (floating point) number™. Wnenever
¥ou yse a decimal number in a program listing the ROM will automatically
follow this number with a byte TE, followed by five more bytes which contain
the nupber itself in floating-point-binary-form. Both the byte TE and the
five bytes that follow will be invisible from the listing, This is what
CRuses all the problems in editing REM statementa. Now although I agree that
thia 45 a very very efficient meana of storing floating poini numbers in

a program, it is alsoc true that Sinclair Research could have used ANY byte
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for this purpose = they didn't specifically have to use TE. Tt is of course
the purest of c¢oincidences thal TE happens to be one of the most commonly
used machine language inatructions of all.

The only practical means of adding more characters to a REM statement
containing machine code on the NEW ROM is to let the data overrun inte line
two, but there are problems ‘even there, thanks to our kind friends at Sinclair
Reaearch, You see the start of every line of program is preceeded by two
invisible bytes which store the length of the line, 8o that even if you
overwrite the end-of-line-marker, the ROM will still try to interpret the
second line from the same point. To get round thia you have to actually

POKE these invisible bytes with different valuea. The following is & small
routine which will enable you to increase the length of a REM statement at
line one,

Step one is to insert a new lins 2 to your BASIC program consiating
? ng of the
word REM followed by a number of arbitrary characters. Then, at ANY point

in the program insert the following five lines = (They will shortly be
deleted anyway): '

LET A=16515+PEEK 16511+256wPEEK 16512
LET A=A+PEFK A+256%PEEK (A+1)-16511
FOKE 16511,A-256uINT (A/256)

POKE 16512, INT (A/256)

STOF

Simply run this routine and line 2 will automatically be a part of line 1,
You can delete thia foutine now - ita job has been done, LIS line one -
you'll see that line twe still leoks quite separate, but try moving tha
eursor down - you'll find it skips over line twe altogather. Try deleting
line 2 by typing in ita line rumber - it won't work because riow the computer
doesn't know that line 2 is there! Whatever the listing may look like, the
ROM will now ignore line 2 altogether, taking it to be part of line one,

You may now quite happily overwrite the end-of-line-marker at the end of
line ome with no 111 effects, .

Conversely, the following routine will shorten a REM statement by a mi imum
of six bytes, g

IET A=the address of the last byte which you wish to preserve
in the REM statement of line 1.

1ET BrA-16511

LET C=PEEK 165114256mFEEK 16512-B-4

POKE 16511, B-256%INT (B/256)

POKE 16512,INT (B/256)

POKE 4+1,118

POKE A+2,0

POKE At3,2

POKE A+4,C-256%INT (C/256)

POKE &+5,IND (C/256)

STOP

Again you simply RUN the routine once, and then delete it. New LIST the

program and you'll find a new line 2 has appeared, Delete thia by $yping its
line number and your REM statement will mow be as short as you need it,
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USING THE VARIABLES AREA

i : i igbles area.
other place where machine code may be stored is in the var v ¢
;ﬁ do th:s you must firast of all reserve the space. To store a machine code
routine of n bytes (n ia the length) OLD ROM users should type LIM 0(n/2),
and NEW ROM usera should type DIM Of(n). You may now write your machine

code.

] 2 2

the OLD ROM the starting sddress will be FEEK(16392)4256%PEEK(16393)42,
g::o'-ri:éd the array 0 is the first item in the variables area, This will be
the case if the DIM was the first DIM, FOR, INPUT, or LET statement executed
gince the last time you used RUN or Cm.flf {oufﬂ[ﬂaminneﬁlo a3 a direct

d you should remember to type CLEAR firsi. You can aay in your

;:mm ﬁmthing: along the lines of LET A=PEEK(16392)¥256mPEEK(16393)+2
right at the very start, and this value will not change throughout the program,

On the NEW ROM thé starting address is PEEX 16400+256#FEEK 1640146, provided
the character array Of is the first item in the variables ares. This will be
true if the DIM was the first DIM, FCR, INPUT, or LET statement executed
since the laat time you used RUN or CLEAR, You can dimension Op ms & direct
command, but you must remember to type CLEAR first, There is however one

big differerice between the OLD and NEW ROMs here. On the NEW ROM the value
PEEK 1640042562TEEK 16401+6 will change during the running of your program
if you have less than 33K plugged in. If you have more than 3K then you
don't need to worry, but otherwise you must recaleculate the expreasion every
time you wish to access the machine eode,

he variables
One last important point is that having stored mechine-code in #

area, any future use of either RUN or CLEAR will completely wipe it a.'_lll cut,
never to be seen again, For this Teason I do not advise using it for machine
code storage. It WILL SAVE and RE-LOAD, again provided you never type RUN or
CLEAR .
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THE STACK

There in an area of RAM that ie eet aside for storing various pieces of
information to help the machine know what it's doing. 1t works 1like this:

The word "slack" In something that the compuler people have got straight
out of a dictionary. It meann exsctly what ia scunds 1lke! Imegine & stack
of cardboard boxes. Fach box is really & memory location, so each has an
addrees, but i{f you weant to know what's in spy particular cerdboard box
then the only one you can eacily look at is the top one. If you tried to
mull one of the boxes from momewhere in the middle then all the boxes
above it waould fall down. Conversely, to add A new box to the stack, the
only place you can essily put it is at the top.

The memory locationa in the stack are just like that. You can put thingas
on top of it, but ONLY at the top, and you can take thingas FROM THE TOP,
There are two mpecial words that go with the stack - one word which means

"atacking a new number onto the top®, =nd & mecond werd that means "removing

8 number from the top". The firat word is PUSH, snd the mecond word is
TOP, 2o if you FUSH the number five onto the asteck, and then you PUSH the
bex one=thousand, and then you PUSH amy 16425, the first number
you can POP is 16426, because this bar is at the top einoe It was put

there 1ast. The next number to be POPped will be 1000, and then five.

The stack is stored very very high in the address, so that there is less
chance of programa “ecolliding™ with the atack ms either one or the other
is built up. In the old ROM the bottem of the stsck is at the very top of
memory - 17407 for 1K, 20479 for 4K, and 32767 for 16K. In the new ROM the
whole stack moves mround - the bottom of the stack is at an sddrenss atorad
in one of the syatem veriables — HIR-8F - to be found at 16386 and 16387,
The stack i# actually very peculiar, becauss it's UPSIDE DOWN. The BOTTOM
of the stack is at the T0F of available memory, and the TOP of the atack
i BRLOW itl Tt turns out to be more efficicnt this way. It's not sotuslly
a deliberats plot to confuse the whole human race so that the world may
be. taken over by ZX computers, wven if it does at times mesm like it. So
Temember - the simck, or the MACHINE STACK as it's sometimes called, is
1ike @ stack of cardboard boxes piled up on & mhop floor, except that in
& dering feat of defiance of Newton's lawe thim atack instead decides to
reside on the ceiling and build up downwarda, The top - the only part you
can easily get at - is lower down then the bottoml )

The stack ia so important to the computer that a special REGISTER ia set
aside just to store the ponition of the TOP of the atmck. (The part with
the loweat address - the part we can get to.) That register im called 8P,
which stands for STACK FOINTER. It Iz actuslly s regieter-PAIN, becausa
it can elore two separate bytes, but unlike the other register-paira BC,
IE, snd HL, we CANNOT ireat the two halves indapendently - they just won't
Baperate. .

Here's how the Instruciions FUSH and POP work. Suppose HL contained a value
12345, This means that H contains a value of INT(12345/256), or 48, and

L containa a value of 12345-256wINT(12345/256), or 57. Now the instruction
PUSH HL would store the mumber 12345 at the top of the mtack. It would do
it by firet of all stackings the HIGH part, and then atacking the LOW part.
It would slao alter the valus of SP mccordingly since two more bytes have
been sddad to the atack, and the position of the top will therefore have
soved (down) by two addresses.

It 1s unfortunately not posaible to PUSH ningle resisters onto the Btaok,
you may only PUSH repister-paire, me BC may be PUSHed but B on ito own may
tot. It i worth noting Lhat the instruction PUSH BC will not ip BNy WAy

mlter the value of BC, it will simpl copy it without changing 1t. This
of course goes for all PR inctructions,

48

PUSH can be thought ef in BASIC as a sequence of three statemanto:
PUSH HL POEE 8P-1,H

POKE SP-2,1
1ET SPSP-2

firat of mll remove
ree worke the other way round. POP HL will ]
iﬂl;;; :.:: stack, and will then remove H. SP will be changed, since the

top of the stack will have moved.

HL LEP L'BEEH{ESE}
RE LET H-PEEX(SF+1)
LET SP-SP+2

yerify by using the BASIC equivalenta given, that PUBH HL followsd by
FOP TE ia the same thing as LD D,H followed by LD E,L.

FUSH

Here are the codes for the instruction PUSH. One of them will require
a small degree of explanation.

PUSH AF F5
PUSH BC €5
PUSH TR 5
PUSH HL E3

The register-pair AF, which camnot normally be used in this way, is made i
up of smaller single regiaters A end F, in the same way that BC im composs
of H and C. A is the register which we've besn using throughout the book
so far, but F is something completely different. The F standa for FLAGS,
and is €0 called because it storea the valus of all the FLAGS used. .(4 FLAG
is a memory that can only store zero or one). One of these FLAGS we've
glready seen = the DARRY flag. The F register has the capnbility_ to store
eight flage altogether, but im fact only six of them are used. We shall
see what these ara, end how to use them, later on.

P

The ¢odes for the POP inatruction are very similer to the codea for FUSH,
They are:

FOF AF Fl
FOP BC &l
FOP IE nl
FOP HL El

One of the major uses of PUSH AP and POP AF is simply to put the value of
A onto the stack, The fact that ¥ has been stacked with it is irrelevant.
PUSH AF will conveniently store the value of A until it's needed agzin,
2t which point its value may be recovered by the uss of POP AF. This can
be useful if you have to use the A register te perform calculations of
Some kind that couldn't be performed by any other register, but when the
¥alue of A will Btill be needed later on in the program.

For example, to add twenty-five to the value of B without altering the
Yalue of any other register:

F5 FUSH AF

78 LD A,B

c619 ATD A,25d

AT LD B,A

F1 POP AF
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Why will only B and no other regicter be altersd? (Not even the CARRY

flag!) See if you can work out 1v wh : : 0000 1D (BL),A
before you read on. REER T s ey, §§ g'cocu INC HL
c33075 30002 L&y

ALTERING SP

lumm. Usually this isn't
iye written the actusl addresses in the middle co
gons. and important lines are markad with LABELS, or words which tell us

We cen actually use SP in much the BANE Wa
¥ that we use DE and BC. We can
Shich lines do what. Theee LABELS do not appesr in the hex, and wa only

add and subtract it, and wé can losd it., The hex codes are

i + write them for our own convenience. If for instance we decided to

1D b > I he Fizet line START then our gretty bed progrem could be written
-S5%,mn 3

ID () o ol 17 START 1D (HL),A
il i1 23 ING EL
A1C 1 a0 i €33075 TP START
AIC HL,SF EDTA
i e Thers is snother instuctlon similax to JP, called JR or JUMP RELATIVE.
DS oo o It means jump forward a given rumber of bytes. In many ways it is better
S - than JP because it im only two bytes long instead of three, and becsuse

s whole Toutine may be RELOCATED without changing JP destinations all over
the plece, JR O has no effect whatsoever, and the next inatmnti_u:iuiu

be execuied in sequence, however JH 1 will cause the next imstruc ;:;
{assuming it to be a single byts instruction) te be skipped, To skip

This is very powerful, and very useful. Supposie you wanted to exchange the

values of D and E without alteri t :
WY 6 ittt ng anything else. The following routine

D3 FUSH DE over ® two byte inetructiom, or two single-byte imstructions, you will

05 PUSH DE need to use JR 2.

33 IND SP ,
0 FOR TE 1t is aleo pomsible to jump backwards using JR, since there is a convention
k) NG sp thet any hex rumber greater than 7F will be treated as a negative number;

obtained by subtracting 256 from the number it would normelly represent,
To make life easier I have included a eecond table of hexedecimal mumbers,
only this itime using the negative sign convention.

THe final instruction INC SP was necessary in order to restore the Stack

Pointer to its original walue, IT this is net done wvou 15
Sty e you may cause a pretJ_s_y

0 A B c D E ¥
SP 18 not the only very specialisad register in use. There is another two 1 2 3 4 5 B8 i %8 9

byte register called PO, or PROCRAM COUNTER, Its job is to remember
Eer&abm__t? ¥e are in the program, Every time it hes to execute an instruction
& will take a look mt what PG says, If it saya 30004 then it will execute
the instruction at locaticn 50004, and then it will inorement the value

of PC by the number of bytes in' that inatruction, ao that NEXT time round

1t will be looking at the next instruction in sequence. For exampls, if

30004 cottained the instruction LD A,B then this would he osrried ant

:.nd IC would be incramsed to 30005, If the instruction at 30005 was 1D 4.2

hen ‘onge this was carried out FC would be increased by TW0, since 1D A,é

is & TWO-BYTE instruction, PO would th
e en be reading 30007 where the next

<128 -127 =126 -125 -124 -123 -122 =121 -120 -119 =118 -117 -116 -115 -114 -113
=112 -111 -110 -109 -108 -107 -106 -105 -104 -103 -102 -101 -100 -39 =98 =97
-96 -95 -94 -93 =92 -91 =90 -89 -88 -B7 =86 -B5 -84 =83 -B2 -8l
=80 =79 =78 =77 =76 =75 =74 =73 =72 =71 =70 =69 -6B =67 =6 =65
~b4 =63 =62 -61 -60 -59 =58 =57 =56 =55 =54 =53 =H2 =51 =50 =49
=48 =47 =46 =45 =44 =43 =42 =41 =40 =39 =38 =37 =F6 =35 =F4 =33

If you mlter the value of Fg then the effect is like a BASIC GO TO, The -12 =31 =30 =29 2B =27 -26 -25 24 2% 22 21 20 -19 =18 -17

only difference is that machine coda Aoes not use lime numbers y
have £0 GO 10 the right ADDRESS rather that the right line mamber. M.
machine language inatruction that does this job 18 JP, which of ocourae is
:hnn for JUMP. JP 30000 means G0 TO address 30000 and continus executing
his machine code program from thers. Of course all this instruction
111}:.&“.1;[.“:82::& is to lead the number 30000 inte register PO (but without
Lomcen ing it at the spnd of the inatruction), so that it thinks 30000

5 the next addreas in the program. It is far more useful for us human

::i:g:ntn think of it as kind of GO TO though, because that's what wve're

=16 =15 =14 =13 =12 =11 =10 =9 =B =7 =6 w§ = =3 =2 -l

Here the number -5 is represented im hex by FB, and so it is therefore

poasible to use the inatruction JR -5, but note that because of this convention
we are unable to say JR 129 for instance, because 129 in hex is Bl, which
would here ba teken te mean =127, and would be a jump backwards. The range

we are limited to is therefore from =128 to 127,

JR 0, ms we have ssid, does absclutely nothimg, It will continue with the
next instruction. It is important to remember that all relative jumps are
counted from the NEXT instructiom, JR 0 means execute the NEXT PLUS ZEROQ
instruciion, JR 1 means execute the NEXT PLUS OME instructien. Censequently
if we were to say JR -2 thenm you must count backwards for two bytes, atarting
2t zero with the NEXT instruction. You will find that two byteas leads you

to exactly the instruction we have just executed - the instructien JR -2,

JR =2 is therefore an infinate loop, and ie not & recommended instructiom

to uee in a program.

Be careful with JP though. If you create an infinite loop in machine cods
then TOUCH! You're astuck with it, and what's more ¥ou can never bresk

out unleas you actually switch the machine off at the mains., Some other
computers will let you break out of machine code, but the ZX81 will pot
neither will the ZX80. An example of an infinite loep would be y
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The rather silly (infinite loop aa f ]
FRIITiAL 1o e T usi::i- e 8 2;91.];.0 pagee back can now be

17 START 1D (HL),A
23 ING HL
ierg JR =4 or JR START

You have probably by mow realised that JP and JR are more or less useless
on their own, in the same way that the BASIC statement GOTO would be useleas
if it weren't for IF/THEN statements and GOTO N, We need some kind of a
CONDITIONAL jump, ao that we can say IF some conditicn is true THEN jump

to a new address pg, otherwise we gre virtually certain to produce an
infinite loop. Although machine language doean't have gquite the same kind

of flexibility 88 an IF/THEN statement, there are four conditioms we can
check for using JR, and eight conditions we can check for using JP. These
are; . i
18 JUMP RELATIVE by e bytes,

JR e
JR Z e 2e IF the last result caloulated was zero
then JUMP RELATIVE by e bytes.

JR WZ e 20 IF ‘the last result calculated was non-zero
; then JUMP RELATIVE by e bytes.

JACe 38 IF CARRY=1 THEN JUMP HELATIVE by e bytes,

JENC & 30 IF CARRY=0 THEN JUMP RELATIVE by e bytes.

and for JP:

JP pq c3 JUMP to address pq.

JPZ pg CA IF the last result caleulated waa zero

[ THEN JIMP to pa.

JP W2 pg €2 IF the last result calculated was non-zero

THEN JUMP to 4.

JEC pg DA IF CARRY=1 THEN JUMP to pq.

JE HC pg D2 IF CARRY"0 THEN JUMP to pq.

JP FE pq EA B2 below,

JP PO pqg E2 see below,

JPMpg TFA IF the last result calcy

A (Hime) i m.h‘ted was negative
P F2 IF the last result celculated was poeitive

(Plus) THEN JUMP to pq.

Now although thia is a Far ory from IF A@ THELLO™ THEN PRINT "GOCDEYEY
asairuu‘re used to, you'll 2oon mee that even this horrendous task -.r.a;,: be
:; 1;3':.:«:1 in machine code, Firast though T think I ought to explatn sbout
ﬂ:ie natructions JP FE and JP F0. Te P actuslly stands for PARITY ard
the H and @ mean Even and 0dd. What we are doing is testing ane orltha

fage ~ a flag called P/V. T47 £
o N /Ve It's not all that Gifficult o understend —

rﬁ' fz;gnds_f:{ Parity/Overflow, V stands for Overflow because O is' ton
il u;.fd could mean =mevo or it ceuld mean 0dd (as in JP P0), d6 in
i OR and expartise at epelling, the computing bods decided Lo
e .ahae :ﬂr flag is a rather overwerked little beast becouse it
S ca}li. av once. The first job im to check the PARITY of the loat
Erane culated. Thia means you simply count the number of 1's (cr Ofe
alinl: ::ry_ forn of the last result. (The binery form is slways written
S ol Eit;:v:: égn tﬁ: means adding several leading zeroes,) If

is EVEN then the par'it:r ia E;E;l.m e R e s o
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do ie to check for en overflow, I_'E‘ wir
~nsitive, ané from 80 %o IF s negative
T 7 ¥ if the
¢ Aescrihed in the senticn on JR) Then ar overflow heppens
‘":imn im chapoed sceidently. For exomple 41 (qositlw) plus A1 (pgaitive)
eouals B2 (which is nepetive). This is an cverilow, but note this ie
nd'r o QARY. JP PE in this case means JUMF if there has been an overflow,

and JF FC mearic JUMP if there hoe not been an overflowv.

The various tests, if combined with other instructions properly, can really
check for any situstion conceivable, In fact there's only one other kind
of inetruction you need in order to make JP and JR as powerful as IF,

GOTO - that instruction is CF, or COMPARE.

The second job this flag has te
regard pumhers from 00 ta TF es

CP will compare the register A with any other register, or with any constant
number. It will do thie by working out what would happen if that regisier

or number were to be subtracted from A. It will not alter the value of any

of the registers, but it will alter all of the FLAGS. The conditional JP

arid JR instructicns work by checking the value ef the flags. Apart lrom

tne cexrry flag, sowe of the other flags are the sign flag, which stores
= one if the last caloulation wes negetive, and a zero if the last caloulation
was positive; the zern flag, which stores a one if the resylt of the last
colculation was zern, and a gera otherwise; and the parity flag, which

atores a one for parity-even, and & zexo for parity-odd. Although this

way sound complicated you don't actually remember any of it, as long as

you know how to use CP.

If 4=B THEY GOTC po die quite easy to represent in machine code, It ia CP B
followed by JR Zs8. OF B will compere B with 4 (CP slways compares with 4,
&0 that CF A is meaningless) which is does by working out A=-B. The result
isn't stored in any of the registers, so 4 and B both remain unchanged. The
noxt instruction JR 2,6, will only Jump if the result A-B is zero - in other
worde if A eouals B,

IF A<B THEN GOTO pg may he achieved in machine code in two waye, The firat
instruction is CF B which will compare B with A by performing A=B. Now if

A is less than B then A-B will be negative, and so you could well use

JP M pq, but you could alao do it in another way which will allow you to
use JR instead of JP, since if A ia positive, and A-B is negative, then
tnere will be a carry, and So you may use the instruction JR C e,

Of course this will not work if A wes "negative" (ie in the range BO~FF)
te start with unless subtracting B caused another overflow by going through
G0. This could not happen unless B was in the range B0-FF as well.

NG. .

Even in machine code we ¢an have subroutines. GOSUB the routine starting

at address pq is CALL pq. RETURN is RET. This particular instruction shonld
look very familiar, since it is the wery same REI that we've been using to
get back to BASIC at the end of a routine., This is Dbecauss every USR routine
is Teally m SUBROUTINE, even though we consider it as a program in it& own
right, Unfortunately there's no such thing &z a CALL RELATIVE insiruction,
as there im with JUMP, soc CALL must always be a three byte instruction. In
exactly the same way as with JP we can impose IF/THEN conditiens, which
work in precisely the same way and are writien with the same latiers to
define the conditions. These are:

CALL pa oD RET co
CALL 2 pq (] RET Z c8
CALL NZ pg c4 RED HZ co
CALL € pq 5 RET o8
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CALL RC 4 RET NC o
CALL PE L RET. PE e
CAILL PO £ RET FO B
CALL M FC EET M re
CALL P b 7 EET P ¥

As you may ox may mot have guessed, instructicna 1like RED % (return if zerc)
¢en also ba used to end & machine code Ioutine, ie I¥ RESULT 0 THEN RETurn
to BASIC,

It is very important however that the value of 8P is not altered during

a subroutine, since the instructions CALL and RET both use the stack.
CALL works by PUSHing what would have been the next addreas to be executed
onto the stack, and RET works by POPping the first item on the staok.
Thereafter both of thess instructions aot exactly like JP. Therefore it

iz possible to alter the RED address, should you need to, by FOPping the
firat item on the stack (the previous RET address) and then FUSHing a

new address, For example, to change the HED addresa to 20000 you could
use the sequence

El FOP HIL
21204 1D HL,2000
ES FUSH HL

Another useful trick is ig store the value of the stack pointsr m

at the start of g subroutine, and then retrieve it at thz end, 0:19:;?1:::
HOM a good place to stors this value is the address 16507 becouse neither
thie nor 16508 are used at all by the HOM - it im tha twe "apare" bytes
between the system variables and the Frogram, On the old ROM you dontt
have this spars space, but you can overwrite mome of the

At the start of g subroutine;

EDT57840 1D (16507),

and &t the end of & aubroutine; i T) 7
EDTR7B40 LD 5P, (16507)
c3 RED

To make sure you have understood using the stack, and conditional Jumps,
write a program which will PUsH every number between one and fifty onto
the stack Euaing PUSH A¥) and then scmehow manare to successfully return
to BASIC, (HINT: CP 32 (Compare with 32 (hex) (50 decimal)) is cuite a
useful instruction hers.

Tou'll need to know the various codes for CP. These ars as follows:

CF A BF CPE B
CF B B8 CP H B
CP ¢ B9 P L BD
CP D BA CP (HL) EE

CF n FEnn

In the next chapter we'll begin loading a program which 1= designed to
play a geme of draughts. Now don't worry if this sdunds rather complicated-
I did say we'd begin leading it. I'm afraid you wen't get the whole
program until you've nearly completed the whole hoo » 8o keep a cogsette
handy reserved just for this program, and you can TeSAVE it at esch new
stage. You'll need at lemat AK fow this.
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A HTS

::»::?:I ;::i;;"“ ® program b extenslve as draughts, we'll need a fairly
ke III-J;LDM' in order Lo help us load it. The following is & second
A :Whnllnd HERLDZ2 - whieh has a couple of improvements over [la
i L l.-pru:nunt is the ability to Input strings of characters
it not to be" which will then be incorporated in the machi
aracter at a time. To achieve this you must input "TO BE OR Nlt;.r T0

HEL"™ = that is, ¢ ;
e v the text muat bs surrounded by memicolons - thim la Very

HEXLD2 1ists sa follows, OLD ROM users should use the

NFW BOM uners the vereToh ah Ve ttt version on tha left, and

OLD KoM HEW_ROM

10 THINT "WHITE 70 " 10

20 INPUT AH 20 im ;:ﬂlﬂ gt
puny By
Al 40 GosuR 200

60 uill Aff=mn 65“ FRINT

e PP o m 0 LET mm

10 IF A=W TURY INPUT
80 TP Kgonss ity

. N Srop
90 IF COTR AB=25 11N GOTO 300

gOD i:' nﬁ-*?:ﬂ THEN STOP'
0 IF COTR(AR)=215 TikN Goo
100 FHINT CIO/E(CODR(A#)) s s

CIK(COIR(TLE(48))) 100 FINT. AB( 10 2);"tvo apacesn
N0 Apacans]

110 POKE X ,168C0

18 el DE(ABHCODR(TLA(AL) )+ 36 i‘zl-g FOKE X, 16%COTE AR+COIE AS(2)~476
MOldont o ey 130 151 AbA

40 1:0T0 70 ET AB-AB(3 T0 )

200 LET %0 HO L0 0

210 e 200 LET X~4096nCOTE Ag+256n00NE
9204.”5; ;-‘5“ mar e +16%CODE A;‘fﬁ}acuns ;ﬁf’m
230 1rn Aty 028 sAizane 4
el #iag) 210 RETURN i

250 RETIHN

300 LET MATIACAR)

310 BRTNT . vicHIg(CoreAg) )1 S o kgt

"two Bpaces"; 310 IRINT *."AZ(1);"two mpacea™;

320 POXE X,CODR( Ag)
% R 320 FOKE X,COIR A
;ig i::rmm(‘a#) 226 THEN POKE X,118 330 1F7 Gbm.ﬁﬁ'll’lg THEN POXE X,118
240 1w AgTLE () 340 LT AgA(2 10 ) :
: 350 1T XX+l

;gg :FE:'z- HOT r:m:s:(g)—?i_s THEN GOTO 310 360 IF CODR A$<»25 THEN COTO %10
200 b G 370 LET Af=Ag(2 10 ) 3

- 380 GUTO 70
Thia propi
bl “r:nf;::l::db:eicly the rame sa HEXLD except for two fertures, Firstl
T e O input the starting addresa (in hexadeoimal) n;. which 3
S el d:E 13 1: to be loaded, and secondly it will allow you to input
Ak ,““ ti. us ne_'_thel.r charscter codem, rather then hex - this “F*-l
Wiy 1::: ne starting at line 300 18 for. If you input *CDOBOBCG™ it
wHTe ot :Bm_ted An CALL 0808 followed by RET = thia ia exacily th
s Id.;]. = however i you inAtead input "iLN graphic A mw{.lc :
s m;u: exactly the eame thing. IT you compare character cods
e mal by lonicing 4t up in the mamial you'll find the hex T :

s hex for graphic A {a OR, and hex for T, The Nl

) AN {8 :
15 uaed to ta1l the nrogram where the data sterts ang woge T 018N
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STRRUUTINES WITH DATA

ret's loeck at some uses for this, Perhaps the moet useful subroutine we
could imamine would be ons which prints.a atring of characters to the
~sreen, There is already a subroutine in the RCM which will print a
single character. Try this prorram. Toad it tc addreas AEOD. (1f you only
heve 1K yem'll have to find some other suitable pddresas).

CLD H%E NEW ROM
ODECO START CALL FRPCS (OLD ROM only)

3u34 IE9T LD A,inverse asterisk

CT2007 oposns CALL FRINT

342940 LD A,(5.POSN) )

3D 0 A - (OLD HOM CNLY)
CB HET Z

18¥1 18¥9 JR START

you'll discover uwpon running it that the screen fills up with inverse
asterisks, and that it fills up very, Very fast, (Much faster than FRINT
vinverse saterisk®/RUN). The ROM subroutine PRINT will place th= character
whose code im stored in the A register at the current FRINT pesition on the
soreen. In the new ROM, locating the print position is automatic, but in the
old ROM you have to call up a completely different subroutine - PRFOS (Print
positlon) = first, in order that the second subroutine, FRINT, knows wheres to
place the image on the screen, FRPOS wipes out the value of the A regiater,
but FRINT does not. Mote that OLD-ROM=FRINT, and NEW-ROM-PRINT, work by two
completely different methods, even though we are using them in precisely the
same way, except that for the OLD ROM we have %o check for end=of-scrcen.

it is in fact poesible to put this entire program into & hkM statement.
NEW HOM users with only 1K might like to try cleering the mechine with
¥EW and then typing line 1 REM Y inverse aaterisk LN graphic A graphic A
/ RAND (You'll need to type THEN RAND and delete the word THEN fo gel the
word RAND in pomition) Thie is precisely the above propram, but entered
dirsct from the keyhosrd instead of loaded via & separate program, Now the
command RAYD USE 16514 will almost instantly £111 the screen! Shock -
Horrer - A full sereen in 1K117?

What we want though ig a subroutine wnich gan print any message, from
nYESH 4o "OH WHAT A BRAUTIFUL MORNING", Suppose such a subroutine exists
and it's called SPRINT (String Print) We want to be able to use an inst-

ruction Bemethiny along tne lines of GALL SFRINT WITH ™OH WHAT A BEAUTIFUL
MORNING™. Here's how it will work:

pETRT CALL SFRINT
SDZAR1ZL34 DEVM HELLO
F¥ DEFB FF

Here DEFM means Define Message. It's not asctually a machine language
instruction, but is used to specify deta within a progrem. If you look

2t the hex eguivalent you'll see that 2D is hexadecimal for the character
coda of H, 2A for E, 31 for L and 34 for 0. TFFB is also deta - it means
define byte. We could have put TEFB C9 and it would nave meant the byte
(9. Here we are using it to apecify the end of the data to be used by
SPRINT. We muet ensure, however, that the machine does not try to execute
these bytes, since in machine languaze terms they don't make a great deal
of fenmse. Let's take & look at how we could go aboutb writing such &
subreutine as STRINT which at the sgme time ersures that we don't iry

to execute the data (ie the word "HELLO" and the byte FF)

You may remember from the last chapter that CALL works by PUSHing the
return address onto the stack and then jumping to the required address.
RET worke similarly - it POPs an address from the stack snd then jumps
%o it. Therefore if the woré "HELIO" immediately follows = CALL instruc=
tion tnen the sddress at the top of the stack will be the address of the
first charseter of data — tha "H" - we can obtain this with the single
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instruction POP HL. If we then increment AL by one and PUSH it back onte
the stack then the effect of the naxt RETURN will be to jump back to the
NEXT addresa in line = the "EM., We dan test for the end of the data by
locking for' the byte FF (which 1a not a printable character). Follow
this subroutine through,

OLD ROM  NEW

El SPRINT  POP HL

= B LD A, (HL)
23 23 INC HL

E5 ES PUSH HL
FEFF FEFF CP FP

ca c8 RET Z

F5 PUSH AF
CDEOOS CALL PRPOS) OLD ROM ONLY
Fl POP AF
CD2007 cooeos CALL PRINT
188F 1874 JR SFRINT

The firat four linea are designed to look at the character stored

current return address and then inerement the raturn address. The ::xzh:\m
lines will enly return from the subroutine if the byte FF has been found,
Note that CP FF will compare A with FF, not HL whicl was the last thing
referred to, 0P will ‘always compare A with something = in'this case tha
Nex value FF: The KEF instruction (actually a RED 7. AL 2z

it works in precisely the same way) will, if you examine the listing
olosely enough, Teturn you to the byte ARTER the FP, not to the FFP Ltmelr,
Ploally, if FF hes not yet been found, the subrowtine FRINT will b

and the single character now in the A register will be printed to the

Boreen., The whole routine will then be repeated over and over agai
%he end of the meseage i&s found. St

Enter the program HENLTZ to enable you to load machine code. Add an
8dditional line to it - line one = which should be a REM siatement with
Tifty axbitrary charsaters after the word REM, OLD ROM users must ensure
that this line is never listed, LIST 9999 followsd by LIST 2 will ensura
thie. Now RUN the progran. The message WRITE 10 will greet you. Input
402" for the OLD HOM, or "4082% for tHe NEW ROM. This is the addresa,
in HEX, of the firet character after the word REM. When promted type in
the following = (here / means newline) - EL/TE/23/85/FESF/C8/ {014 RoM
Usera only should type F5/CIEO06/F1 ) CD2007 or CIO808/18EF or 18W4/
CD2B40 or CDB240/;CH WHAT A EEAUITFUL MORNING3/FF/C9, The iast four lines
wera CALL SFRINT (Notice how the two bytes of the address have been
switched around), DEFM OF WHAT A BEAUTTFUL MORNING, DEFB FF, and RET.

How do you see the purpese of the BASIC routine in HEXLD? which begina at
line 300, Imagine how tedioua it would have been to have had to type in
J42B003C21263900. ., and o on {nstead of jOH WHAT A BEAUTIFUL MORNINGj It
has exactly the same effect, Now type in as a direct command RANDOMISE USR
(16444) (OLD ROM) or RAND USR 14526 (NEW ROM) and what happens?

We shall use thia routine to print a draughts bosrd for we. You'll need
at least 4K to load this program, but once loaded it will quite happily
fit and run in 1K. If you only have 1K altogether it might be an idea to
try and borrow aome memory from somewhers, end then give it back only once
you've got the whole of draughts in = but be warned — the lleting ia
spread very thinly throughout the whole of the book.
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a look at line 330 of HEXLD2 you'll aee that every time you
i::p?::“ at:};:hle-au terisk (sm) it will automatically be ch::mg& ;n:n : n;:iina.
This is & point of convenience. We can input a mulinaai wa wmcﬁﬂ.’fl’m]
deleting the gquote marks at the input prompt and inste t;rph:g < shif‘:.--ﬂ
but it is far simpler, and far more cunwe?!.ent. to only have to {pﬂ M
If of eourse you ever need two asterisks in & row you can always type a
single asterisk twice.

The next machine code program forms the very ﬁ_.rst part of TRAUGHTS. ;;Hiﬂ
the routine which enables u=z to print the playing board. For thedOi.D | ve
shall begin lcading this program such that the firsi address used is 4{204.]3“
For the NEW ROM the firet address will be 4C09. NEW ROM users should remem
{or write down) the sequence of BASIC commands

POKE 16389,76
NEW

which should be typed in BEFORE HEXLDZ ia entersd. Now enter the following
machine code. WRITE TO 4C04 (OLD) or 4C03 (NEW).

El SFRINT POP HL Increrent the return

TE LD A, (HL) address.

23 ING HL

ES PHSH HL

TEFF CP FF Return if no more text.

ca RET Z

F5 PUSH AF

CIEODS CALL PRPOS) OLDL ROM ONLY

F1 POF AF .

CD2O0T/CD0808 CALL FRINT Print one character of

1687 /1874 JR SPRINT the text at a time.
ALL SFRINT Print the draughts

CI044C/CT094C c Lo b

OO1D1ELIR2021 28242476 ERY 12 Datae for

1500BC00BCODRCO0BCIDTE 1W WY W the SFRINT

1EBCOOBCCORCO0BCOOIETE W WW 2 gubroutine.

1F00RCO0BIODBC00B0LIRT6 SHE MW

2080008000800080002076 4 ___4

2100800080008000802176 2 2o _B_E

22AT00ATOOATOOATOD2276 B BB B

2300A700ATOOATOOAT23 76 TBBE R

244 TOONTO0ATOOR TOOR4 16 ﬂ?ﬁ@ 6’:?’33

001DIEIF2021222%2476

76

T4

76 !

D000O0DO0C000R00000O0000000

FF End of data,

c9 Return to Basic,

The command RAND USR 19477 (The address of the CALL STRINT inatruction)
will produce & complete draughts board picture on your screen elmost
instently, Try it.

There is now one thing left te rectify - that is, we cannot as yet SAVE

machine code thet ies astored high in memory. We shall now lsarn how to do
8o, Add the following lines:
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OLD ROM

500 PRINT "4CO0 TO "y

510 INPUT AF

£20 FRINT A%

530 GOSUR 200

540 TET TE(X-19454)/2

550 pIM O(Y)

560 FCR ¥=1 0¥

570 LET A=PEEK(19455+2x)

573 IF A>127 THEN LET A=A-75E
STE LET O(X)=FEEX (19454 +20)+256%4
580 NEXT X

590 SAVE

600 FCR X=1 TQ Y

€10 POKE 19454+2%,0(X)

615 POKE 19455+2wx,0{%) /256
620 WEXT X

630 CLEAR

640 STOP

NEW RO¥

500 FHINT M4C00 TC "3

510 INFUT Ag

520 FRINT AZ

520 GOSUR 200

540 LET YeX-19456

550 TIM 0ACY)

560 FCH X=1 T¢ Y

570 LET B(X1)=CHRE PEEK (194%F+X)

580 NEXT X
590 SAVE "inverse npacen
600 FCR X1 7€ Y

F1D FCXE 194564%,00DE 0f(x)

620 NEXT X
630 CIEAR
E40 STCP:

Now, to SAVE your machine code type RUN 500, At this stape enter 4CAO,
It doesn't actuslly metter which address you give it, so long as this
address is larper than the last address of machine code, (Se far the last

address happens to be 4096).

The program will then SAVE sutomaticelly (line
590). Incidently if you're wonderire why I've put SAVE ™inverse apace™
in the NEW ROM version try inatead using SAVE "space" and see what happens
to the line, Wnen you LOAD the program back, OLD ROM usors will need to
type GOTO 600 before doine anything else, NEW ROM users won't because the
program will continue automatically. Here's now the program worka: An
array of sufficient size tc hold all the bytes to be saved is dimensicned
in line 550, after which the machine code is copled into this array and
SAVED, The routine at 600 does the reverse - it copies the machine code
from the array up to the required addresa,

Ve leave draughte for the moment in order to introduce a few more machine

language instructions which we'll nead in order to continue with the progrem.

The firat of these 1s AND, Unfortunatel i
) 1 e 1 ¥y for sanity the word AND dosan't
mean quite the same thing as it does in BASIC. We're all used to seeing

expresaions like IF X=1 AND Y=1 THEN
word in a cempletely different conte

»»: In machine code howsVer we use the
xt. For example AND B is & complete

machine cddu_iuatmct_.{_on. So is AND (HL) or AND FO, In order to ses how
it worke it is necessary to take o brief look at mumbsrs in BINARY.

BINARY ip yet another form of counting - like decimal or hex, Pecimal mekes
use of the Aigits 0, 1, 2, 3, 4, 5, 6, 7, 8 and 9. hex uses A, B, C, D,

E and F as well. Binary on the hand uses only tne digits O and 1,
fms.u hex to binary is very eimple - mich simpler than changing from
decimal to hex - eimply convert each

HEXATECTMAL
EEKATECTMAL BINARY
0000
0001
0010
no11
0100
)|
0110
o111

I e

digit one at & time from this table;

BINARY

HEX ADECTMAL NARY
8 1000
9 1001
& 1010
B 1011
H 1100
I 1101
E 1110
F 1111
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Converting

Therefore 09 (hex) is the same as 11001001 (binary). Can you see how the
binary splits up into two halves, 1100 (C) and 1001 (9)7 The same is true
of 811 numbers. What is 1E (hex) in binary? What is 01100111 in hex? Now
see if you can work out what 123 (decimal) is in binary. (Hint: convert
ta hex first) i

AND assigne a new value to the A register, This new value is determined by
a) the previous value of the A register, and b) the value written after the
word AYD in the instruction. Suppose & contain= SA, and B contains 1F, and
the computer then comes acrosa the instruction AND B. Here's how the new
value ia calculated:
A 01011010
B 00011111
new value 00011010
as you can see, the digitas of the new value
are zerc if there is a zero in the corresponding position of either or
both of the old values, and a one if both the 0ld valuea contained a cne
in that position. To make this clear just look at the columna - you'll see
that in all cases two zerces lead to a zero, two ones lead to a one, and
a mixture of zerces and ones lead to a merc, The function is called AND
since a one is only obtmined if A AND B have a coyrcaponding one. It may
appeer to you to be rather a useless function, but it is in fact one of
the moet widely used machine language instructions there is. Some examples
of ita use are:
AND A leaves A unchanged, but resets the carry fleg.
y AND TF if A contains a printable character, preventa
it from being inverse < both of these examples we shall make use of.

OR.ee

Uit is pretty similar. The rules are that two zerce= lsad to a zero, two ones
lead to a one, The difference here is that a mixture of zerpes end ones
lead to a one rather than s szero. Instesd of AND A then we could have uaed
CR A to reset the carry flag. The function ie called OR since a one is
obtained if 4 OR B have 3 correspending ons, Cne uss for the OR function
could be OR 80 which, if A is a printable charecter, will ensure that it

1s an inverse character. This also we shall use. There is one other function
we need to kmow - it ia called XOR,

XCR....

X0R is not a character out of ¥lash Gordon, despite its sound, it is in
Fact short for Exclusive-OR, which is & variation on ordinary OR. Ita
difference is that two ones will lead to a zero, Everything else is the
same A8 in ordinary OR, ie two zerces equals zero, a mixture eguals one.
It followa then that XOR FF will change every single binary digit of A
(this 18 called "complementing") from e zero to a one or vice versa. Alao
note that XOR 4 will combine A4 with iteelf and henca come up With eight
zeroes, It in effect resets both A and the carry flag to sers, having the
same effect a8 SUB A,A. This too ie useful,

The reason we are interested in these functions is the mamner in which we
shall represent kings in our draughts game, As you have seen from the
initial pleying board erdinary pleces are inverse B or inversme W (for
Black or White), Kirge however shall be ORDINARY B or CRIINARY W. Thue a
human's piece can either be 27 hex (the cheracter code of 8) or AT (the
character code of inver=e B), so to check whether or not we've found

one wa just put it into the A register, use OR 80, and compare it with
AT, This eaves us from meking two sepavate comparisons.
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SPECIAL RECISTERS

The 280 hae two special registers which can be made use of. The first is
called IX.

It i= special because #e well as just assipning Y, as it cap bBe wsed
Just like any other register pair with ID TX,0000 for instance, we can
use it to find the contente of an addrese — using (IX) - just like we
can with (HL). IX is different becanze we car add a conatznt to the
address, Thus LD B, (IX+478) worke! If IX were 0DOO then 1D B, (IX+7B) will
load B with the contents of memery location 0O0TB. In no other way can
we gssign a single register from an zddress in one instruetion.

There is a warning that goes with using IX though. If you are using SLOW
then you must not alter the values of TX 2t all, otheryiee you might
oauss a crash, ;

The other special repiater 1e called IY. It i& zed in expctly the seme
way as IX, except that the ROM iteelf wives us an added advantsge. When
you Jump into 2 machine languare routine, IY starts off as 4000 (hex), &n
that all of the system vdrigbles may be accessed directly, (The system
variables start off at 4000.) For example, LD L,(IY+0C) will load L with
the low part of the address at which the display file begins,

Changing the value of IY will not ceuse a crash. It will he reset to
4000 as soon as you'return to BASIC. This ie done avtomatically by the
ROM.

To find the hex code of any instruction invelving IX or IY pretend you
are using HL insterd and look up the code for that, Then preceed it by
D for IX, or FD for IY. If the IX or IY is in brackets then it must
have a diaplecement, even if that displacement is 00. (For instance, in
LD B,(IY+04) the displacement is 04.) This byte should be zdded to the
hex ecode, and should be the third byte of the code, even if this meana
splitting the original cede in two,

Thus if the code of LD (HL),44 is 3644, then tha code of LD (T¥+20),44
is DDIE2044. Wote how the diaplacement 20 has been inserted inte the
niddle of the original code in order to make it the third byte. we have
now reached the etape of using four byte instruction codes. This is the
longest 2 ZB0 instruction can posaibly be, {

THE FLAGS REGISTER

Anoi:her speici_a.‘l, register is the FLAGS register, sometimes called the STATUS
register, Usually it abbreviates itself to just F, and cohabltatea with A
in the hope that no-one will notice it, Tts purpose ia to store various bita
of information about the remults of celeulations. Some inatructions will
alter all of the flags, some will alter only some of them, and some won't
actually alter any flage at all. 4 complete 1ist of what instruction dees
what is included in an appendix at the back of this book.

A5 for the register itself: it is, like any other register, eight bita in
length, but each bit has s different purpose {although two of them aren't
used). These bits are each used as an individual flag which can store a value
of either zero or one. The flags are, from left to right; Sign, Zero, not-
used, Half-carry, not-used, Parity/Overflow, Subtract, and Carry. The twe

unused flage are both more or less random, but the rest are quite apecific.
They work like thia:
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The SIGN [lag atores the sign (positive or negative) of the last rasult, A
poaitive rumber resets this flag to zero, and a negative number seta it to
ane. For the purposes of this flag, zerd is counted as positive. The value
of the § flag is therefore always equal to the leftmost bit 1?1‘ the reasult.
7t may be tested vsing instructions like JF P {Jump if positive) of JP M
(Jump if negative {¥inus)).

\ 0 f1ag checks whether or not the last result was actually zera, If so
?ﬁ: ﬂ:\:g iaaget to one, but otherwise it is reset. Watch out for this flag
though - it can be very deceiving - many of the register-palr inatructions
simply do not change it as you'd expect: instructions like DEC or .mn for
instance will only change the zero flag if applied to single regiatern. You
are advised to check with the mppendix if you are unaure.

~CARRY [lag is set if there is a carry from bit 3 into bit 4, or, in
r]‘::: E::Fe of mgis:gr-mrp. from bit 11 into bit 12, It is used internally by
the 780 for such instructions as DAA, but cannot easily be. tested by the
programmer. It is possible to examine it using the sequence PUSH AF/POP BC/
BIT 4,C and then testing the zero flag, but thie is rarely dome.

The PARITY/OVERFLOW flag does two joba at once. The PARITY of a result is
either odd or even, depending on the mumber of ones in the reault (when
writien in binary). The Parity flag is assigned in exactly the oppoaite
marner to that which you'd expect. If the parity is even, the flag is one

(an odd number), and if the parity is odd, the flag ia zero {an even number),
The follewing instructions asaign this flag according to the parity of the
rasultt AND r, OR =, ¥OR r, RL r, RIC T, RR r, BRC r, SLA r, SRA 1, SRL 1,
RLD, BRD, DAA, and IN ¥,(C). An OVERLOW representa an "accidental® change of
sign of the result = a carry from bit 6 into bit 7 effectively. The following
{instructions seaign this flag according to whether or not we have an overflow!
ALD A,r, ADC A,z, ADC HL,s, SUB A,r, SBC A,r, SBC HL,a, CP r, NEG, INC Ty and
IEC r.

The subtract flag, also called the N flag, aimply lete the machine know
whether or not the last instruction was an additisn, or a subtraction. You
can't get hold of this flag unless you make use of PUSH and POP as I've
described under HALF-CARRY, but in general you'll know what the last inst-
ruction was anyway. This flag is primarily used internally by the Z80 for
instructions such as DAA.

The CARRY ilag you know about, It detects a carry from bit 7 into (the non-
existart) bit 8, or in the case of register-pairs, from bit 15 into what
would have been bit 16, It ia also assigned by shift and rotate instructiona,
in which one bit is "lost" from a register and moves into the carry. This is
probably the momt frequently accessed flag of all,

ALL THE INSTRUCTIONS

BY now we've seen a fair number of 780 instructions, soc you'll be wanting

to expand your vocabulary of these. Here now is a detailed 1ist of all of
the inetructions that ere available to you. I shall cover them in alpha-
betical order eo that you may uee this chapter as e kind of dictiopary of
inatructiona, For precisely the same reason I shell re-cover the anes you've
a:l:oaéy seen, You ahould reread them anyway since it will prove a useful
memory aid, ¢ s



ADC Starting with ADC. It comes in two forms: ADC A,T and ALC HL,a.
Here we are using T to stand for either &, B, €, I, E, H, L, & numeriecal
constant, or an address pointed to by either (HL), (m'ai or (Iy+d). 8
stands for one of the register pairs BC, I®, HL, 5P, IX, or IY, ATC A,r
is a single byte instruction. It celculates the sum A plua T plus the
carry flag, The result is stored in A. ADC HL,s is a two byte instruction
which evaluates HL plus s plus the carry flag, and storea the result in
HL. Can you see why (ignoring the flagag ADC A, A does precisely the same
Job az RLA? ADC alters all of the flags.

ADD Very similar to ADC except that the carry flag is not used in
the initinl calewlation, It is however atill altered by the final Tesult.
There are one or two important differences between ATD and ATC however,
Firstly the set of instructions ATD HL,s (where s means the same as it dia
in ADC) are one byte instructions rather than two, and secondly it ia
permissable to ume two further sets of instructions AID IX,S and ADD TY,s.
Altsring the value of IX however is not advis=able if you sve using SEOW
IY may be safely altered but will always be Temet to 4000 (hex) on retiurn
to BASIC.

ARD Only cne form hers — AND r. The value of the A regiater is
altered cne bit at 'a time. If such a bit is zero it will be unaltered.
If a bit is cne 1t will teke on the value of the corresponding bit of

r. Thus AND 00 is always zero, AND FF will leave A unchanged. AND altera

all of the flags - specifically the carry flag will always be reset to
26T0,

BIT Now this is & new one. What happens is that from time to time
youtll want to lmow whether an individual bit of acme register is one

or nu-t_, but for some reason or other it becomes impractical to try and
rotete or shift it into the cerry. BIT is spacially designed to halp

you out here, Suppose you wanted to know the value of HIT 5 of B. The
instruction dis simply BIT 5,8 - the result is then elther zero' or non—
zeroy which you cen exploit using JR 2 for inetance, or RET NZ, BIT does
not alter the value of ANY of the registers, nor doea it chenge the value
of the carry fleg, Its hex codea are 1isted in'a table at the end of this
boolk -4t is & two-byte inmtruction. I tend to find it's not used very
often, but when it is used it comes in very handy indeed.

CALL You've seen thie ons bafore - it's rather like GOSUB. Ite exact
function is an follows: PUSH the return address onte the stack, and JUMP
te the call address, The return addrese im ussd by the RET instruction
so it is witally important that a subreutine should not alter the atack.
You may only push things onto the stack in a subroutine if you pop them
of f pgain bafore you attempt to return. CALL may also be used with
conditiona - for example CALL Z,pq (pa ia an absolute address) which

means CALL pq if the last calculation was sero, otherwise continue with
the next instructicn.

CCF Complement carry flag. If the carry flag was zero then changs
it to one. If it was one then change it to zero,

: In the form CP r it will calculate the result of subtracting
r from A, however the anawer NOT stored anywhere, nor is the previguas
value of either A or r altered. It will on the other hand alter all of
the flags, soc conditions like jump if zerc, or jump if carry, will still
work, CP r fcllowed by JR & will jump if A equals T.
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e} Imagine this as ¢ (WD), followsd by DEC HL, followed by IEC BC,
':[ifh'_a ZETH 1’1_::;!13 ‘alterad as 15‘ a single OP (HL) instruction had been
executed. Another flag altered is the P/V Ilag, which works as follows:

if BO decrements to zere then the F/V flag is also zexrp, If IC does mot
jecrement to zere then the B/V flag ia set to one. Thus JP FO will jump
only if BC now =quals zero. JP PE will jump only if BC is not now equal
to zero. The carry flag is not elteved at all by this inatruction.

iz is the same as CPFD except that the inatruction ls
%;Pguted oﬁii:ﬁg :ﬁ;: pgain - a kind of automatic loop. CFIR stands for
compare with pecrement and Repeat, The loop will m.:ui in cne of twg cﬁes.
a) if 4 equals (AL) - in which case the zero fiag will be ae;. or b) z
50 reaches zero - this will affect the P/V flag s in CPD. If neither o
these conditions iz true the instruction is re-executed.

oPL j5 CPD except that HL is incremented instead of decremented.

CFIR 48 CPIR except that HL is incremented instead of decremented.

An abbreviatien for complement. The register A is altered bit
%%bit. If any particulsr bit starts off as zerc it is changed to one and
vice wersa, In other words if A starts off as 11010101 (binary) the
instruction CFL will change it to 00101010 (binary). The flags are not
#ltered, nor are eny of the other registers.

ThA Suppose you wanted to add 16 (decimal) to 26 (decimal) without
eonverting them to hex, The following meems plausibles LD A,16 then

ADD 4,26, Unfortunately, because the machine works in hex the final value
of A will be 3C, not 42, The instruction DAA (Decimal Adjust accumulator)
will change A from 3C to 42. How it works is rather complicated - it makes
a note of what's been oerried whers and whether you've added or subtracted
and sc on - but i does always work. For instance the seguence LD 4,42
then SUR 4,06 will agein leave A with 3C, but this time round DAA will _
change A to 36, eince 42 (decimal) minus 6 (decimal) is 36 (decimel). The
instruction changes every flag appropriately.

IEC Thias is apother ene of those instructions that comes in tvo
Torms. Tt can be dec r (& eingle resister) or dec a (a register pair).
dee r im very simple to understand - the value of the xegister r is
decressed by one, the carry flag ie unaltered, and the zero Tlag is
changed appropriately. Dec & is the ome you wenit to watch for, because
the zero {lag is NOT ALTERED! Nor are any of the other flage! Thus IEC BC
fsllowed by JR NZ,-3 is either an infinite loop or has no effact] You'll
have to be very careful to remember this — a lot of my earlier programs
crashed because I didn't.

jug Hot a Welsh name, nor ia it short for Diane or Diana, It ie in
fact an abbrevistion (surprize! surprizel) It stands for Disable Interrupts,
and although this sounds pretty confusing its use is immensely simple. An
interrupt iz what yon get if you send little bleepe into the pina of the
280 chip, DISABLING the interrupte means that if such a fthing happens in
future it is to be ignored. That's about all I can tell you I'm afraid -
¥ou'll have to comsult the hardware boffs for a more detalled eéxplanation.

Yet apnother abbreviation - this time for Decrement B and Jump-
Telative if Wot Zero. So if B is T, IJNZ will reduce it to 6, If B is zero,
DINZ will change it to FF, If A is one However, TJNZ will change it tn
2ero, and will then Jump to & new destination, The form of the instruction
ls DMZ e, where & is & single byte. If B is not decremented to zerc the
2 i8 jenored, if it is then e specifies how far to jump. If e is between
09 and T then the jump is FORWARDS, if e is between 80 and FF then the
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Jump is BACKWARDS (with FI' -1, ¥E -2, and =& on). Start counting from the
next instruction, so that DUNZ 00 ia just the same as IED B, except that
DINZ doss not alisr any of the flags,

ET Guess what? Arother abbreviation. ET atands for Enable Interupts,
and is the opposite of BI. From now on, If the 70 recieves an interrupt,
then execution of the current instruetion is completed, and control then
Jumps to an interrupt routine. For a slightly better explanetion look
under IM,

EX At last - an instruction with & sensible name. Ex meaus exchznge.
There are five different EX ipetructions - these are EX AF,AF', EX DE, NI,
EX (SP),HL, EX (8F),TX, and EX (SP),TY. They den't alter any of the flags.
What they do is, an you'd expect, swop the valuss over = thus EX DR ,RL
replaces DE by the value FL used to contain, and HL by the value DE used
to contain. The last three are rather interesting - the old value of HL
(or IX or 1Y) is pushed onto the stack, tut aimultaneously the old valpe
at the top of the stack is popped and loaded into HL. The position of

the stack pointer ie therefore unchanged. AF' (Pronounced AF dash) is

& register pair distinet from the real AP, and this is the only instruction
which uses it, It is used by the SLOW hardware, so don't use EX AR, AF'
while you're in SLOW.

4s well @s AF' there are also BC', IB' and HL'!, which are just
a set of six new registers (or three new register pairs) which can enly
be accessed by this one single Instruction. EX is an exchange instruction,
1% means exchange BC with BC' (ie 3 with B' and C with G'), TE with DE',
and HL with HL' - all in the same go. This is quite safe, and does not
affect SIOW in the way that AF' doea, It is useful for preserving the values
of the registers when calling a RGM subroutine which relies upon A but
wipes cut the other registers, ep RXX/CALL ROM-SUEROUTINE/EXX. The previcus
values of BC, TE, and HL are now unchanged. Some of the programs later on
in thia book will make uae of this technigue,

HAaLT Ton't be fooled by your own intuition - this lsn't the same as
STOP. It means do nothing, or walt forever. Once you hit a EALT instruction
it will just sit there, effectively executing NOP instructione, over and
over again, In fact the enly way you can get out of it, once you're stuck
there, is by sending the little chip an interrupt signal, sc I followed

by HALT is safe eince the herdware ensuxes that interrupts turn up pretty
frequently, wheras DI fnllowed by HALT is rather disastercus, i

IM There are three forms of this inetruction, These are IM 0, IM 1,
and IM 2, They are there to change the Interrupt Mode (yes, ancther
abbreviation) te either zero, ome, or two. What this means is that the
next time an interrupt is detected the following will happen, IF THE
IKTERRUPT MOTE IS ZERQ:; The interrupt device itself must supply an
instruction to be executed, IT THE INTERRUFT MOIE IS ONE: The instruction
RST 38 is executed, IF THE INTERRUPT MODE IS TWO: The interrupt device
muatisupply one byte of data, This is used ss tHe low part of an address,
There is a vegister called I (which we so far haven't ueed) and the
value of this register Is used as the high part of an address, The
machine then looks up this address and should find a second address
stored there. Confusing isn't it? This second address is used as a
subroutine call.

IN Shert for ipput, but nothing like tha INPUT we sre umed to
in BASIC. It ie thie instruction from which Sinclalr builds the I0AD
routine snd a keyboard scan., It has two forms - the firat is IN &,(n)
where n is & numerical conatant, n refers to an external device - a

different n for each diffarent device. One byte of data is Tead from
devige n, and leaded into A. IN 4,(n) has no effect ¢n the flags. The

second Form DOES alter the flags = it is IN r,(C). The nuaber held by
the € Tegister is ussd to specify the device, The number input is loaded
inte register r.

IND Input with decrement. This is a deliberate digression from
Slphabeticel order so that all of the input instructions can go together,
IND can be thought of aa IN (HL)(C) followed by DEC B followed by DEC HL.
The earry flar ia not altersd, but the zero flag is altered to shoy
whether or not B has decremented to zero.

1 As IND but the inatruction re—executes over and over again,
stopping only when B reaches zero.

1nr A8 IND except that HL ia incremented instesd of decremented.
INIR A8 IMIR except that AL is incremented instead of decremented,
IHe Don't Panicl At long last we're back to senaible instructions

we can all understand. INC r increases the value &6f register r by one.
Every flag except the carry fleg is altered. INC = on the other hand
(where & iz a register-pair rather then a single repister) will not change
ANY of the flags. It still dces the same job of course, increasing the
value of register-pair s by one and zooming back reund to 0000 if & starts
off at FFFF, but don't use a check for gerc after an ING & instruction
pecause it simply won't work, INC HL/JR Z memns jump if the inetruction
before INC HI, came to zero, NOT if HI has reached zero. INC H/JR Z does
works

JP 1f you can underatand GOTO 10 you can understand JP 4300. The
‘Jestination ia an address, not a line number, but the principla ia exactly
the same. JP is the machine langusge GOTO. We can also have conditional
jumps, for example JF ¥2,4300 means jump to 4300 IF NOT ZFRO. (In other
worde if the zero flag is not set.) There is another form of JF which

aleo has an enalogy in BASIO - varisble destinations. If you underatand
GOTO W you'll understand JP (HL). In this form you can't have conditiona,
JP WG, (HL) for instance is not allowed. Also only three reglsters may

be used as variables - these ere HL, IX, and IY. Even 8¢ these are very
powerful ipstructions - HL can be the resull of & calculation, possibly
even generated at random,

IR The eame sa JP but slightly lesa powerful, and one byte shorter.
Only four of the elght conditions may be used - JA Z, JR NZ, JR C, and

JR WG. It is impossible to say JR PO. It is elac impossible to sey JR (HL}.
JP does not use an absolute address = the R stands for relative. You
write the instruction as JR e (or JR Z,e or whetever) where the e is

2 single byte which specifies how far we muat jump, JR O has no effect,
and JR FE is an infinite loop, since FE represents minus two, The jump

is forward if e is between O and 7F, and backward if e is between 80 and
LD The most used instruction in the whole of machine language.

W11 it does im to tranafer data from one place to another. It has many,
many. forms, the simpleat being LD Tl,T2, that is 1o tranefer data from
one tegiater to another. LD A, (20) is also le?al and 18 a one byte code,
=0 i= 1D A,(IE}. These are reverasble, ie LD (BC),A and ID (IE),A are
also legal. Remember that the brackets msan the contents of the a.ddrea?
B (or IB). Two special registers R (the memory refresh register as a
called which is used in outputting te the soreen) and T (see IM) may be
loaded to and from A (but only A) &= in ID A,I, ID AR, LD I,A, and LD
R,A. The register psirs may all be loaded with either numerical constenta
or the cantents of absolute sddresses - LD s,mn or LD s,(pa). Conversely
any address may be loaded with the contents of one of the register pairs
- 1D (pq).s. Note that register-paira hold two bytes not one, and these



are tranaferred to and from pq and pa+l. You cén do the same with A on
its own - LD 4,(pa) and LD (pq),A are both allowed, but no other register
tan do this on its own. Pinelly the regiater pair SF - the stack pointer
= may be loaded directly with either HL, IX, or IY.

In other words there's'a lot you can do and a lot you can't do.
You can't say ID HL,SP for inatance, even though LD SP,HL is allowable,
Fortunately, asince IT 1s used sc very, very often it is extremely easy
to become familiar with.

1D Load with decrement. Effectively ID (IE),(HL) followed by
DPC HL, DEC IE, and TBC BO all in one go. The carry flag and zere flag
are uneliered, as is the Bign flag, but the P/V flag becomes zero if

BC beccmee zero, one otherwise, thus JP PO will jump only if i
after the instruction, 45 e B

LIi‘!_}R Ae LDD, but the inatruction ie repeated continually until HO
Tesches gero.

phi)g Ae IDT, except that IE and HL are both ineremented instesd of
decrementad. i '

LOTR 48 LIIR except that DE and HL are both ineremented instead of
decremented,

NEG Neg alters the accumulaior snd all of the flege. A= you may

have gathersd from the name it negates A. IF A containa 1 then NEG will
change it to minue one (FF). If A conteins minus six (PA) then MEG will
slter it to plus six (06). The same effact may be achieved using CPFL
fellowed by THE 4 = this alternative means of negating a number does not
alfect the carry fleg as NID dees, but NEG is fester.

NOP This wonderons 1itils inatruetion (which incidently is short
f-‘t_:r No Operation) has a very simple purpose - its purpose is to waste
time, for it doea nothing at alll T+'s almost like a REM statement in
fact, except that you can't put messages after it. It has two major- usesy
1) == a delay, and 2) to overwrite previcus machine coding when debugging.
I'd esy it was virtually indispensable. ' ;

OR In the form OR r this instruction ia practically the

of AND r. Bit by bit, the value of tha 4 ragist.g:; is ohan;ed. Igpgoﬁ:a
is one then it will be unaltered, but if it is zero it will take on the
Velue of the cerresponding bit in . If A cortains OO then OR T s the
seme as LD A,r (except for the flaga). If A conteinm FF them CR v will

not change it. All of the flags ave changed as you'd expect the d
the carry flag ie reset to RETO, X . k|

our A2 with IN, OUT is nothing like the BASIC understanding of output.

The instruction OUT (n),A, where n is a one<b

1 0 A 3! : ~byte numerical conatant, will
trensfer the contents of & to external device n. Similarly QUT (c),:‘: will
transfer the contents of register v to the device pointed to by register

El;_eogfa;:.med in the RCM to SAVE things. QUT hes no effect whatasoever on

OUTD Output with Decrement. The carry flag is unchanged, but the zero

flsg depends on the final reeult of B, OUID i equivalent t
followed by DEC HL followed by IEC B, S e

OTDR A slightly different spelling in no way slters the faot that
ia still an Quiput with Decrement and oo b
P A bR nt and Repeat instruction - all it does is

Equivalent to OUTD repeated until B is ZETD,

OTTT A= OUTD except that HL is incramented instesd of desremented.
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phabetical order in order to maintain conaistancy.

OTIR A5 OTTR except that HL is incremented instead of decremanted.

P Remove tws bytes of data from the top of the stack and load them
Tnto a register pair. iny register pair may be used except for SP. In
addition the flags register may be combined with A, allowing the instruc-
tion POP AF. Specifically, the low part of the register pair is popped
{irst, and then the high part. The machine remembers thai the stack ia
now two hytes shorter by altering the value of SP automatically.

PUSH FUSH & is the opposite of POP s. It stores the contents of any
Tegiater pair (except 5P, tut including AF) &t the top'of the stack. It
nremembers™ that it has done this by altering the value of SP. The high
part of s is pushed first, then the low part, sao that the low part is &t
the top. After a PUSH instruction SP will point to the address of thia
low part.

RES With this instruction you can actually alter individual bits
of any register. In computing circles "set™ means change to one, and
“reset™ means change to zero, o RES is the instruction that changes the
required bit to wero. For instance, to roeet bit 3 of D the reguired
iretruction is RES 3,D. RES has no effect on any of the flags,

HET RET is used to return from & subrputine, It works by popping
an addrese from the top of the stack, and them jumping to that address.
It is possible io alter the address to which .a subroutine will return by
altering the value nt the top of the stack. For example POF HL/IRC ML/
PUSH HL will incrsase the return addryess by one, You could for inetance
atore one byte of data immediately after the CALL inetruction, then

FOP HL/LD A,(HL)/IM HL/PUSH HL will store that byte in A while at the
same time ensuring that the subroutine will return to the address afier
that data. Another trick ia to push an "artifiecial"™ return address onto
the stack and then JP (or .J'.R) to a subroutine instead of calling it. Now
it will "return" to wherever you want it to go! Return may be used with
conditions if needed. It does not alter the flegs.

Tsed to end an interrupt subroutine (see IM). Tte Tunctien is
the same as RET, but RETI must be used instead of REP becausa the chip
does clever things if you get & sscond interrupt in the middle of an
interrupt subroutine! As scon az an interrupt subroutine is called a TT
instruction is automatically executed, but there are such things as
non-maskable interrupts, that it almighty superhigh-powered interrupta
that ovarride even DI, these can cause confusion if you don't use RETI.

RETH Used to end a non-maskable interrupt subroutine. Its function
is the same as RETI except that the Interrupt Mode (which was altered
by the non-maskable interrupt in the first plece) is almo restorsd to
its previous value, ]

RLA An sbbreviation for Rotate Teft Accumlator, Each bit of A
12 moved one position to the left. The leftmest bit is moved into the
carry, and the rightmost bit takes on the previous value of the carry.
¥or example, if A contained 10010101 (binery) and the carxy contained
0 then after & RLA instruction A will comtain 00101010 and the carry
will centain one. Only the cerry flag is altered by thie inatruction.

RL On the other hand, there is snother instruction which may be
Eplied to any register. It is RL r. In fact every mow and again the
inatruction RL A tends to disguise itself as RLA - dus posaibly to printing
errors or bad hendwriting. Cn the face of it they seem tu_ﬂn the same
thing - RL means Rotate Left ang its function is exacily as described

in RLA., The difference however, is in what heppens to the flage, for RL
will alter ALL of them, RLA will only slter the cerry. RL may of sourse

be applied to any register, not just A.
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Innidently = RL A doen precisely Lhe same thing as AIC A A,
dewn tn the Tart Plap — except one — ene yon can't et at — colled the
H flop. The only way yon can pornibly tell the difference 18 by following
T4 with n DAK instructien, ADG A,A, hy the way, is twice sa famt.

RICA Almort the sema ar REA, but nol nuite. Bach bit of A f= maved
onn poeftion fo dhe 1eft. The leftmost bit in moved BOTH into the enorry,
AN into the righimost position of A. If, an before, A ntarted off with
1001MOL And the narry was zers, then after RICA it will be OO101011.
The carry will alan be one. Only the earry flag is changed - the previous
value af which {s loal frrever,

RIC TG v will Hotate Teft with Carry the repister r in the sams
uay that RICA dore with A, RIC A is a valfd inatruction, which is not the
smne na RICA. RIC B is o valid instructinon, but plense note there is no
roch inetruction as RICH., The spacing ia very impertant here. RIM r will
nlter all of the {lagn.

RLD Kot to he confuesd with RL D, this ia a COMILETELY DIFFENTAT
inatruction which worke am follews: Write the walue of A and the vnlue
of sddresn (HL) in hex. The aecond hex-digit of (NL) ia shifted lart An
that {1 hecomem the firat dipit. The irat digit overwrites the Becond
digdt of A, The zecond digit of A moves to the mecond digit of (IIL). Thuo
1f A containe 25 (hex) snd (HL) containe ER then after sn BLD hra been
carried out A will contain 2B and (HL) will contain BS. RID, ineidently,
atande for Rotate Lelt Teoimel,

ERA As TLA except that the bits ave moved Tight inetead of left.
HR Aa RL except that the bita are moved righi inatend of left.

RRCA As RICA except that the bits axre moved right instead of left,
Lne Ae BIC except that the bits are moved right instasd of 1aft.

Rib The contenta of (L) are moved one hex-digit to the right, tha
rightmeet digit moving into the rightmost digit of Ay which in turn
beconen the left digit of (HL). If A equals 25 and (HL) equals EB then
after RED A %111 equal 2B and (HL) will egual 5E. Note that RAD twice
im the anme a® RID once, and vice versa. All of the flogs except carry
Bre altered.,

RST The asme no CALL, except that it is only one byts long
ALTOGETHER! Tt in much less powerful thongh for two Tersonsy 1) you may
nat uae conditionn., RST O im legel but RST HZ,0 fe not. 2) only cne of
aight specific addrarses may be cplled, There ave 0, 8, 10, 1R, 20, 28,
30, or 38. On the OLD ROM, ROT O im the rame ar NEW. On the MW ROM
hovever RSP 0 will move RAMTOP to its highest poseible location, which
the PASIC inmiruction NEW will not do. RST O im the same thing as pulling
out the mains lead and then reconneating it. i ’

SBC ORC; like ATC, ocmes in two forma, The first is Sp° A,x, which
will firat of all subtreet T from A, and will then subtrant the ecarry
digit. Similarly SRC HI,r will subiract both A fnd the carry [lag from
Hl, 5AC A, A i quite useful = i the earry 1s zero both A and the carry
will end up goro — Lf the carry {a one then A will be reaseigned M and
the coxry will still be ane.

SET The opronite of MES. M 4,H will change the value of bit 4 of

H to ons. Any bit of sny regirter may be set.

BLA Shift Laft Arithmetic, The form ia SLA r. It i oigdler to RL r
Fxcept that the rightmest bit in automntically replaced by zoro. It altera
Rl of the flace. Note thal BLA A doen the mame thing as AL A,A, except
that ADD AyA La faster, 72

Shift Right Avithmetic., Any register may be shifted right using

% format SHA T. The rightmost bit falls into the ecarry, but the left-

; bit 6 will
most bit remaina unaltered, Thus after a SRA 1-natruuti?n - ;
always be the same as bit 7. The effect of SRA is to divide both positive
and negative rumbera by twor FC (minua four) becomes FE (minus two).
What happens if the number is odd?

SRL Shift Right Légical, As SLA except that the biils are ahifted
Tight inetead of 1left, and the leftmest bit becomes zero,

i SUR A,T, both mean the
SOR Sometime written as SUB r, Sometimes as 3T
Tame thing. The value of r is subtracted from the A register. Hote that
unlike ADD, there iz no corresponding instruction SUB HL,s. If you wiahr
1o do this you must first of all reset the carry flaz (ususlly by use o
AYD A) and then use SBC HL,s.

XCR v alters all of the flags, reaetting the carry to zero, and
% A register alone, T is not altered, What hsppen‘s ia that A ia allt_ce_raﬂ
bit by bit, in the same manner ss AND and (R, If a bit is zero it tekes
on the value of the correaponding bit of r. If on the other hend & bit is
one then its new value is the complemsnt of the appropriate bit of r.
XOR & {a very useful since in one byte it zevoes both the sccumulator and
the ‘carry flag. Incidently so does SUB A.
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re oF lesa know what machine langusge is, it's about time
E:-“i::r:::; = Bit more abeut how to handle it. What we chell do now
{s to writs a new program = FEXID3 — which will allow us to do five
things. 1) Input machine code. 2) Ineert mechine code in betueen >
previous routines, but without overwriting anything. 3) Delete m: ine
code, closing up the gap that it occupied. 4) List m_.ac.h_ine code.t,th
SAVE machine code. The important point about this progrem ig tha : a;l
principle parts of it will themselves be in méchine code, althougl :
of the surrounding fabric will be RASIC. To work it all you will nee
to do is enter one of the following.

RUN To List your atqred mechine code.
RUN 100 To Write new machine code.
ROUN 200 To Insert new mechine code.

RON 300 To Deleie previcus machine code.

RUN 400 To Save machine code. :
GOTO 500 To Relpad seved machine code {OLD ROM only)

Mere io the point = you'll need HEXLDZ in prder to help you load 1t.

The addresses used in this chapter assume that the machine code is being
loaded into a HEM statément in line one of & NEW ROM machine. If this ie
850 you'll actually need 255 characters after the word HEM. However, you
don't have to use the same addresses as me if you don't want to. OLD ROM
folk are specifically advised NOT to use a REM statement, since the

machine code oantains newline characters. To atore machine code at different
addresses to thoss 1've used simply change the listed addresses to yours.

Let's create it one part at a time, First of all a special subroutine for
OLD ROM people - designed to AUTOMATICALLY print a character to the seraen,
in much the same way that the NEW ROM PRINT routine does. The routine will
aleo protect all of the registers, Study this listing:

FOR OLD ROM. PEOPLE ONLY
BS APRINT PUSH HL ‘Store the value of' HL.

9 EX Store the remaining registers.

F5 FUSH AF And the A register.
CIECOS ‘CALL FRPOS ¥ind print-position.
b= TV POP AF Retrieve A.

) Aol CALL FRINT Print character A.
9 EXK Retrieve B0 and IE.
El POP HL Retrieve HL.

[o3] RET End of subroutine.

Fote that HL needs to be stacked, since CALL FRINT changes the value of HL'.
The next subroutine we'll need ia a mechanism for printing to the screen
the value of the A register in hexadecimal. This subroutine will INCLUDE
a subroutine-call to APRINT, at least for OLD ROM people. Naw ROM peaple
in fact already have an automstic print routine which protects all of
the Tegisters, since there ia one in the ROM itself, It is not gquite the
same am the PRINT routine, aince it also preserves the values of all the
registers - this is something that CALL FRINT will not do. CALL PRINT
will erase the values of B, C, D, B, H, and L, The address at which
APRINT begins in the NEW ROM is 0010, and so CALL 0010 would print a
character without changing any register. This is very useful indeed,

One of the 280 instructions designed to speed things up a bit ia RST. 1t
is in effect the same ss CALL except that only one of eight ad,ﬂras_ana
may be called. It just so happens that 0010 is one of these possible
addresses. RST is better than CALL for 4wo xeasonsi 1) it is faster to
axecute, and 2) it is only one byte in length. The code for RST 10 is
T7. D7 then has precisely the samé effect as CD1O0O0, that is, to print

g character. OLD ROM usera should note that although DT still produces a

call 4o 0010, it will mot print a character, since in the OLD KOM there
S mo DRINT subroutine Tocated at this points RST ia short for AESTART.
' 76

F5 HFRINT FUSH AF Store A for later use.

EAFO AND FO This isclates the first digit,

1F RRA Move this firat digit to

1F RRA its proper pomition within

1F RRA the A register.

1F RRA

célc ATD A,1C Add twenty-eight to the character
code, making it a hex-digit,

7 RST 10 Print this hex-digit. OLD ROM
users should of course replace
RST 10 by CALL APRINT.

Fl POP AF Retrieve the original value of A.

BAOF AND CF Isolate the msscond digit.

célc ADD 1C Add twenty-eight.

1 RST 10 Print it. OLD ROM users should
instesd use CALL APRINT,

c9 RET,

By the way, 4id you understend all those ANDs and RRAs? If you didn't
1111 explain exactly whzt's going on.

In binary, FO is 1111 0000, This mears that when you apply AND to ¥0 and
ancther mumber, then the firet four binary digits of A will be unchanged,
and ‘the second four binary digits will all beconme zaro, Do you Temember
how to change from 'bins_ry' to hex? You have to lock at it four bites at a
time., The first four representing the first digit, and the second four
the second digit. Thue all we have done is to charge the eecond digit to
TET0,

If A were 36 then it would become 30, If it were 99 it would become 90, If
it were D5 it would become DO, And a0 on. This 18 not what we want. We muat
shift A four bits to the right.

RRA moves 4 one bit to the right, replacing bit 7 (the leftmosnt bit) by the
value of the carry, In this csze the carry ia zero, since we have just done
an AND instruction, The new velue of the carry will be the previous wvalue
of bit O (the rightmost bit). This will also be zero since there are now
four zerces at the right of A,

HRA then, repeated four timee, will change A from 30 to 03, from 90 to 03,
end from DO to OD. All that remaine now is to add 28 (ﬂe_cimal} to thise
number snd print it. We print 1t using the inatruction RST 10,

Back to our new program. The BASIC part of the List routine will look like
this:

10 FRINT “keyword LIST"

20 GOSUB 600

30 RAND USR 16539

to obtain the kayword LIST in lins 10 eith

o ] ¥ ey type THEN LIST (NEW ROM onl
zm] §algt& the word THEN, or type the whole line as lt; LIST q_fmte ke
ackapace backspace PRINT quote newline, !

600 LET A = 16533

610 PRINT "ADDRESS apacen;

£20 INPUT Ag

630 PRINT A%

£40 Pg% 41, 16%CODE ag+CODE AZ(2)
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£50 POKE A,16xCODE 48(3)*CODE 1

(4)-476
660 CLEAR
670 RETURN

What about this USR routine at 16539 then? What will that do? And what about
this business of POKEing 16533 and 165347 What's that all about? Well using
my addresses, 16539 is the start of a routine called HLIST, which we haven't
yet written. It ia designed to actually LIST a machine code program in
hexadecimal (hence H-List). The address 16533 is the number I've used to
hold a "vardable" called ADIRESS, That is to say, it is a place at which

we can store a two-byte number, Any address may be used for this purpose
provided that BASIC will not change that two-byte number,

This program demands four such “variablea", or twa=byte memory lecations,
They will be called BEGIN, ADDRESS, ADDZ, and LIMIT. They will be used by
the program as followst

BEGIN The addresa at which the subject-program begins.
ADTRESS The addresa we are currently looking at,

ADD2 The address beyond which we must not progresa.
LIMIT Theé address at which the subject-program ends.

I ought to explain here what is meant by "subject-program". The program we
are writing is a replacement for HEXLD2. As such it is to be called HEXID3.
This ia the "object—program" - the one we are writing now. But the purpose
of HEALD3 ie to enable us to be ‘able to creata and examine machine code
programs. The program that HERLD? will be used to examine is called the
“aubjent-program”. These distinctions are clearly necessary in order to
avoid confusion between the two different concepta. It ia of course possible
to use HEKLD3 to examine itmelf, in which case it becomes both the object
and the subject, but for the time being keep these iwo ideas separate in
your mind.

The addressea which I've used to store the "variables™ BEGIN, ADTRESS, ADDZ,
and LIMIT are as followa:

Decimal  Hex Explanation

135_1_4_ 4082 The start of the subroutine HERINT
16531 4093 The variable BEGIN

16533 4095 The variable ADIRESS

16535 4097 The variable ADDZ.

16537 4099 The variable LIMIT V

16519 4098 The atart of the USR routine HLIST.

Lines 40 and 650 POKE into the yariable ADIRESS - Giving the address

at which out listing (input in hex as Ag) ie to begin, This idea of using
part of the RAM in machine-code-area to store numbers is a very useful
ong. You can use it in many different progrems. The numbers will be szfe
11_1&1".13. even after the program ends and you are in commend mode. You can
tyg;;ﬁﬂ or CLEAR end they won't be wiped out. They will even SAVE and
TE :

¥ow for the subroutine HLIST (Short for Hexadecimal List). It iz a very
very simple routine indeed, and should be no trouble for you to follow.
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2h9940 HLIST LD WL, { LIMIT) Ensure that we don't progress beyond
229740 LD (ADD2),EL the end of the subject-program,
54 LDh D, H

50 LD E,L

289540 LD HL.(ADTRESS) Compare the current addresa with
0klé LD B,16 (OLD ROM ONLY) final address.

AT HXTAD AND A

ED52 SEC HL,DE

19 AID HL,LE

IF JR WC,I0NE

€ 1D AH Frint the high-part of the current
chez4o CALL HFRIKT address in hex.

a1} LD AL Print the low-part of the current
cpazao CALL HFRINT address in hex.

AF XOR A Reset A to zero.

o7 RST 10 Print a space.

TE LD A,fHL) Print the contents of the current
CDB240 CALL HFRINT address in hex.

[3: 413 BIT 6,(HL If this character is unprintable
2004 JR NZ,NOPRINT then do not print it,

AF XOR A Reset A to zera,

o7 BRST 10 Frint a space.

B 1D A,(HL) Load A with this character

o7 RST 10 and PRINT it.

3ET6 NOFRINT LD A,76 Toad A with a newline character.
T RST 10 Print newline.

23 INC HL Look at the next address.

229540 LD (ADIRESS),HL Store the current addreas.

1808 JR NATAD (NEW ROM ONLY)

10DE DINZ NXTAD (OLD ROM ONLY)

o DONE  RST 08 See below.

oo TEFE 00 :

Tha above program will run as listed on a KeW HUM machine, OLD ROM users
should replace every RST 10 instruction by CALL APRINT as before, end are
reminded that the JR byte-count must be changed accordingly at two pointa
in the program.

There ars several things we can note about this program, Firstly, iwo new
instruction= have been used — BIT §,(HL) and RST 08, Here's what they do,

BIT f,(HL) teats tha value of bit 6 of the address (HL). The result will
either be 1 (if bit 6 4s 1) or O (if bit 6 is 0). This result is not
stored in any of the Tegisters, but we can still check it with the next
line JR NZ,WOPRINT, which saye jump to NOFRINT if the laet vesult (that
is bit & of (HL)) is not zero.

Why do we meed to do this? Teke a lock at the cheracter eet. In particular
look at their character codes in hex, Motice that zll of the expandable
characters lie between CO and FF (except for RND, INkEYd, and PI on the
NEW ROM - these are treated slightly differenily by the ROM) and that all
of the characters between 40 and TF are not printable at all (again.
except for RND, INKEY¥, and FI on the NEW ROM, The machine has to make a
special check for these.) (You could argue that ths NEW ROM curasor (7F)
was printable, but of course it looks different depending on what mode

the machine is in.) In fact all of the printable charscters are either
between 00 and 3F, or between 80 and BY, and conversely every character
between 00 and 3F, or 80 end BF, is printable, What have all these in
common? The fact that BIT 6 of the character cede iz zero. In binary these
codea run between 0000 0000 and 0011 1111, &nd then from 1000 0000 to

1011 1111, So all we have to do to find out whether or not a character

in the set is printable, all we have to do is to look at BIT 6. The

above program won'it atiempt to print them unless BIT 6 is zero, This is
because the BST 10 routine won't expand the expandable characters, nor
will it replace the others by question marks. It will crash thoughl
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The other new instruction ia RST 08. This will cause an immediats return
to BASIC, stopping the program with an error code, The byte immediately
aftar the RST 08 instruction tells it which error code to use. An error
code 1 needs the data 00, ®ince this byte has to be onm less than the
report code. If we wanted to be really flash we could have used 1C apd
got an error code of T!

Now follow the program through carefully and see what it does, Note the
way we check whether or not the address ADD2 heas been reached (it is
atored in DE) - especially the use of AND A to reset the cevry flag.

You ecan check that this program works by FOKEing the address at which
HPRINT atarts into both BEGIN and ADIRESS, and by FOKEing the address at
which HPRINT ends into LIMIT. Then, if you type RAND USR HLIST (this is
the location 16539 using my addresses) you should end up with a more or
less instant liating of the subroutine HPRINT,

Now if you simply type RUN and enter 4082 the program will instantly liat
out the start of this program. In other words we are using it to examine
itgelf, Tyning CONT or CONTINUE repeatedly will contimue the listing until
the end of the program is reached, when you will get a report code of 9.

gnw for the second part of our program, HEXLDF. The BASIC part is to look
ike this:

100 FRINT "WRITE®
110 GOsUY &00

120 INPUT Ag

130 PRINT A#;"two spaces";
140 RAND USR 16589

150 GOTO 120

This part caleulates the length of the etring Ap, which because of the
CLEAR Statement in subroutine 600 is the first (and only) item in the
variable atore,

OLD ROM OMLY:

240840 WRITE LD HL,(YARS)
ES PUSH HL
OEFF b 5,FF

23 ANUTHER INC HL

TE LD A4,{HL)

04 ING B

3D IEC A

28FA JR 7, ABUCHES
El FPOP HL

CB28 SRA B

This Toutine leaves the length of the string divided by two (since it
needs two characters to specify one byte of machine code) in the B
register and leaves HL pointing to the byte immediately before the
start of the contente of the string. Motice how LD A, (HL)/INC B/TBC A/
JR Z is used to check for a character 1 (a quote mark, or end of string
character) as well as counting the number of characters so far (im B).
Can you also sae how SRA 8 will divide B By iwe?

Strings are storsd differently in the NEW ROM. his actually makes things
easier, not harvder! Look at the corresponding HEW ROM routine which does
the same Job.

NEW ROM ONLY:
; 16589 241040  WRLTE LD HL,(VARS)
23 INC HL
46 LD B, (HL)
23 ING HL
CB28 SRA B
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This works because the NEW ROM works by storing the length of a string
immedistely before the string itself. It takes two bytes for this, but
notiee that in both of cur versions we are only using one byte for the
length, so don't input more than 255 characters in ope go.

Here's the rest of the routine.

2874 JH Z,DONE
EL5B9540 LD IE,( ADDRESS)
23 INC HL

= LD A, (HL)

87 ATD AgA

a7 ATD ALA

87 ADD A,A

a7 ADD A, A

23 ING HL

86 ADD A, (HL)

cé24 ADD A, 24

12 1D (DE} 4

135 INC TR
ED539540 LD (ADDRESS),DE
ES PUSH HL

249940 LD HL, (LIMIT)
ED52 SEC HL,IR

El POP HL

3004 JR NC,CHECK
ED539340 LD (LIMIT),IE
1081 CHECK IVNZ, NEXTBYTE
€9 RET

You can learn several things from this routine. Firstly, notice that if you
input the empty string the program will jump back to the RS® 08 instruction
in the previous section, This is so that you can end the program without
aotually having to break out.

Wow loak at the first few lines from CHECK onvards. What they do ias this =
if the end of the program (the program that WRITE is editing) is greater
than the current address, do nothing, otherwise make a note of the fact
that the program has got longer by altering our variable LIMIT.

You now have two segmenta of machine code which, if you've ty_pnd them in
properly, will work first go. Now delete the WHOLE of HEXLDZ {except of
course for 1ine 1) but be wvery careful not to attempt to list line cne.
The first line now containa more characters, when the keywords in the REM
are expanded, than will fit on the sereen, In this circumstance the ROM
will go into an infinite loop if it tries to list it - this is a design
fault - the ROM should not be capable of moking infinite loops, You won't
be able to break out if it happens. To avoid it, type POKE 16403,10 (OLD)
or POKE 16419,10 (NEW). Then type in lines 10 to 30, then delete the rest
of the program cne line at a time, lowest line number first. Now type in
the rest of the program and SAVE it before you do anything else.

For NEM ROM uaers; it should be made clear that the REM statement will,
when keywords are expanded, be longer than will fit on the screen, thus
although the command LIST is acceptable (the result of which ia that part
of line ore s limted and an error 4 message displayed), if you LIST 10,
to ensure that line 10 ia always at the top of the screen (sometimes this
doean't work — if not type FOKE 16419,10 which always works) be warnad
never to delete line 10, If you do the ROM will go into an infinite loop
trying to reshuffle the lines so that it can list them, In SLOW this can
be guite amuzing to watch, but it is always irritating because the only
way you ean get out of it is by pulling the plug.
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Hn'_u to complete the l_.rnmliti,m from HFEALD? to NEXLD3 let's rewrite the
section that will SAVE thinga in upper memory. The BASIC: .

QLD RON MEM_ROM

400 nIM 0{USH{ ARRAY)) 400 DIM OF(USR AHRAY)
410 RANTOMISE USR(SVORE) 410 RAND USR SYORE
420 SAVE 420 SAVE "HEXLD3®
500 RANDOMISE USH(RETRIEVE) 500 HAND USR RETRIEVE
510 CLEAR 510 CLRAR

520 sTOP 520 STOP

AS you can see there are thres different parts of machine code. The firsti,
in 1ine 400, alters nothing, but returns a numerical value to ASI(:, whizh
ia then used by RASIC to reserve the correct amount of space using & LIM
sintement. Let 8 look at that part first:

Uning my addresaes, AHRAY im 16635, STORE is 16651, and RETRIKVE la 16669.

249940 ARRAY LD HL,(LIMIT

FT5B3340 LD DE,( BEGIN
A AND A
ED52 SBEC HL,DE
22970 /LD (ADDZ), HL
for the OLD KOM only:
CcB2C SRA H
CB1D AR L
Tor the NEW ROM only:
44 LD B,H
4n LD Gyl
Tor boths
c9 RET

The firsi part is obvicus. The beginning address is subtracted from the
end addrens,Again ve sea AND A being used to zerc the carry fleg so that
SBC glven the rignt anawer. Now, for OLD ROM users, this number is divided
by two, because arrays upe two bytes por elsment. For NEW ROM usora we
move the answer into the BC regiater becauss this is what will return to
BASIC. How for the machine code that mccompanies line 410. Uame HUN 100
to load it in the firat place,

You may be wondering why ADD2 was loaded with the number of bytes i
the code to be SAVEd. Well ADDZ 1 § ey
Sl el 4:0?““ a convenient place to store it,

21040  STORE LD HL, (VARS)
110600 1D BE, 0006
19 ADD HL,IE

EB EX IE,HL
249340 LD HL,(EEGIN)
ED4B3T740 L B¢, (ADD2)
Enio LIIR

Ly N Elney RET

241040  RETRIEVE LD HL,{VARS)
110600 LD T, 0006

19 ADD HL,DE
ED5B9340 LD IE,(BEGIN)
ED4B5740 LD BC,(ADD2)
EDBO LDIR

cy RET,

82

In case you're beginning to lome track, hera's a guick round up of all
the addresses wa've used go far:

Decimal  Hex Routine/Variable
16514 4082 HFRINT

16531 4093 BEGIN
16533 4095 ADIRESS
16535 4097 ADD2
16537 4099 LIMIT

16539 4098 HLIST
16589 40CD WRITE
16635 40FB ARRAY

16651 4108 STORE
16669 411D RETRIEVE
16687 412F next spare byte,

Briefly, STORE moves machine-code from upper memory and stores in an
array. RETRIEVE moves it back from the array to its previous poeition.
Foth of the routines atart off by working out the address of the first
{ree byte in the array, The array ia the first item in the variable
store, but bstause the OLD and NEW ROMs think differently, we have te add
two to this location in the OLD ROM, end six on the NEW ROM. Can you
spot the different ways in which this is done?

This is alsc the firat time we've used the instruction LDIR. Whai is does
is to automatically move a block of elementis frem address (HL) to address
(DE), assuming thai the number of elements contained in this block is BC.
This ie of course precisely what we want to do. LDIR does alter the wvalue
of each of the register pairs BC, DE, and HL, but that doesn't concern
us since the next thing we do is RET,

LDIR is very, very useful indeed, but you must rémamber which way round
it goes. It loads frem (HL) into (IE). Have you ever premsed 'record'
instead of 'play' when trying to load programs from tape? Well that's
exactly what will happen to your machine code if you get IE and HL the
wrong way round for LDIR - it will just be wiped out - and there's no
going back.

A8 long as you can see exactly what's heppening you're OK. If you can't
then get a plece of paper and write down the values of each register at
each atage, work through until you're convinced you lmow exacily what'as
happening all the way through.

We now have a BASIC program called HEXLD3 which contains & fair number of
machine code subroutines. As i4 stands it will both LIST and WRITE machine
code, and can also be used to SAVE any machine code or data yhich la
atored in spare RAM space high in memory. This is a1l that HEXLD2 did.
You now have the ability to enter your own machine code programs very
easily, but what you can't yet do is edit them if you make a mistake.

That ls what the next section is for - it ia called INSERT, and will
insert whatesver you input between the surrcunding code, without over-

writing it. The pasic part of the routine is this

200 PRINT "INSERT™

210 GCSUB 600

220 INFUT Ag

230 PRINT A$:"two spaces"
240 RAMD USR 16687

250 GUIO 220
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And the machine code which goes with it which NEW ROM users should write to
address 16687) is as follows: :

OLD_ROM HEW ROM
240840  INSERT LD HL,(VARS) 2A1040  INSERT LD HL,(VARS)
E5 PUSH HL 2% INC HL
O1FIFF LD BC,FFFF 4E 1L C,(HL)
23 MORE INC HL 23 INC HL
i LD A, (HL) 46 LD B, (HL)
03 INC X
iD DEC. A
28FA JR Z,MRE
El POP HL
cB28 COPYUP SHEA B
CHL9 KRR C
2002 JR N2, NOTEMPTY
CF RST 08
o8 DEFB 0B
€5 NOTEMPTY PUSH BC
249940 1D HL, (LIMIT)
EDSBY540 LD IE, (ADDRESS)
AT AND A
ED52 SEC HL,DE
23 ING HL
a4 LD B,H
4D LD C,L
FOP HL
RD559940 LD IE, (LIMIT)
) ATD HL,DE
229940 LD (LIMIT},BL
X IE,HL
CDED40 CALL WRLTR
oy RET

Now exactly how thie works is guite complicated, so think carefully. The

part between INSERT and COPYUP finds the length of the string Ag, As you

can 8ee it required a completely different methed for each ROM. See WRITE
on this, since it is very aimilar hera.

Between COPYUP and NOTEMPTY the length of the string ia divided by two,
and if it is gero returna to BASIC with error code 9. Thims ia the job of
the RST 08/IEFB 08 sequence. From then on we are concerned with moving
part of the program baing sdited. Look at the diagram below.

HEFORE3

'
begin addresa 1imit
AFTER Kreg
begin address 14mit

A2 you can see, we need to load a complete block of elementa from one point
to ancther, but unlike before the new end old positions overlap, This is a
slight problem, and we have to be very careiul how we load it, If we were to
aimply assign HL to ADIRESS(before) and DE with m(ﬂtar). and then use
LDIR as before (having amsigned BC to the number of elements in the block
first} then since LDITR moves thinga one byte at e time the first few elementa
vould end up in the middle of the block, only to be copied up for a second
time, The program would be completely corTupted,

84

We can get round this flsw by enesking up on the problem sideways while it's
not looking. What we do is we block load it from the other end! This means
loading HL with LIMIT{before) and DE with LIMIT(after) and use LITR instead
of LDIR.

Having found the length of the new section, this length is pushed onto the
stack. BC is thenm loaded with the length of the block to be moved. Bee how
this is worked ocut, Then HL and TE are correctly assigned, making use of the
fact that the length of the new section is at the top of the stack, and the
new limit is stored in our "wariable" LIMIT.

After the block load is sueccessfully carried out we call the WRITE subroutine
to fil1l the sheded area in the diagram with the contents of the input string.
ynis will work because the above program does not change the velue of the
variable ADDHESS. WHITE will simply overwrite the shaded region, moving the
current address pointer to its new position. We then return to BASIC for the
next input.

To test the program, use wRITE to write "9DGEIPAOALAZASA4AS"™ to the point
juat beyond where our program currently enda. This will list s

Now uge INSERT. Give it the address of the lnverse five, and input “00"
#201R"/"00", Here [ means newline. When you list it you'll find four new
characters have been inserted. Hotioce that the routine allows you to lnput

as many characters as you like in one go, and that it allews you to press
newline as many times as you like, Newline on ita own (ie inputting 'the empty
string)will braak out of the program.

The final section to add to our program is IELETE. ®his will loock (in BASIC)
1ike thia

500 FRINT "DELETE"
310 GOSUB 600

390 BT A 16535
330 GOSUB 610

340 RUN USk 16732

The first four linea load the initisl and final addresses into the variables
ADDRESS and ADD2. Line five calls the machine lsnguage routine that will do
the task for us.

Here's what the machine code lias to do. Look at the diagram below. Here the
shaded region must be removed.

BEFORE: v/ 7/

bn;in ad;:'mm add2 1imit
AFTER: I

begin Bﬂ;ﬂﬂa limit

This is quite simple - we just use LDTR quite straightforwardly. You might
think there would be some effort involved in calculating the new limit, but
not so. LIIR alters the value of HL and IE for us in quite an advantageous
way - as we shall see.
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249940  DELETE LD HL,(LIMIT) .
ED5BI740 LD DE, (ADD2)

L5 PUSH IE

AT AND A s

ED52 SEC HL,IE .

44 LD B,H ‘

4D LD C,L 3 CHAPTER TEN

El POP HL Z

23 INC HL 0)

ENSB9540 1D DE, ( ATDRESS) ~ S

EDRO LDIR 0

1B DEC IE 0-~010 0

ED53994C ID (1IMIT),DE 0 . f
CF ST 08

08 TFFE 08

Aa ILDIR movea from one end of the blocks being shifted to the other, HL and
IE move with it, so HL ends up to the right of the original block, amd IE
ends up to the right of the copy. Thue & simple IEC IE after the LDIR will
aet it to exsoctly the right place for our naw limit. Load thia routine to
addresa 410D (OLD)/415A (NEW), using INSERT. You should now have cne or two
spare characters after the end of the program, Use IELETE to wipe them out

= this will of course teat whether or not you have typed in DELETE correctly.

‘ J'///r///////’/”. i1
i R _. .

Now SAYE this program permanently. This is the final version. A1l you have
to do in order to use it in future is to type RUN 100 mnd enter the address
of the variable EFGIN. (403C or 4093). Then input the address to which the

program you are abdut to write will begin, then simply newline on its own. ; , »
RUN 100 a second time to actually begin inputting a program. SCANNI NG a 2¥a
@
THE . - =
KEYBOARD s
o ®
&

;\{@?y
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Now it's time to explore how we can meke use of aome of the cther
gubroutinea that are remarkably well-hidden within the ROM, Specifically
we'll cover two of these subroutines, which between them will enable
48 ie scan the keyboard and locate which, if any, of the keys on the
keyboard are being depressed. On the NEW ROM we can make use of these
subroutines just by calling them, but we can't on the OLD ROM because
they're aimply not there. For the benifit of the people with OLD BOMa I
shall include a section at the end of this chapter explaining how these
programs may be made to work by actually inputting these subroutines
yourselves, This section will alaoc be of interest to those of you with
NEW ROMs, since it will give you an insight into how the subroutines
actuglly work.

The first such subroutine is an amazing little keyboard scen, which

begins at addrese 02BB. Tt may be accessed eimply by calling that addrees,

ie CALL XSCAN, or CDRBO2 in hex, It desan't aotually preduce a very
useable answer though, Let's sse exactly what it does do.

It retums a valua 1o the HL registex pair. Actually it returrs separate
and independent values = one to H and one to L. Here's how the value of
L is interpreted:

sections, eazch containing five keys [E:i_tcept for section zero which only
contains four, beomuse SHIFD is ommitted). Notice how esch segtion
has a corresponding number between zers and seven, Now, if there is no
key depressed then L will return a value FF. Howaver, if one or more

Keys are depressed, then the appropriate BIT (of L) will be raset to mero,
In other words, if you sre preseing Q, W, E, R, ox T then bit 2 will be
resei = if you are pressing B, N, M, full-atop, or epace, then bit 7

will be reset, This means that L emn return the following:

Inagine the keyboard (excluding SHIFT) divided up into eight horizental

b § HEX
If no key is depressed 1111111 FF
If a section 0 key is depressad 11111110 PE
If ‘a section 1 key is depressed 11111101 Fp
If a section 2 key is depressed 11111011 ¥B
If a section 3 key is depressed 11110111 P7
If & section 4 key is depressed 11101111 =F
If a section 5 key is depressed 11011111 IF
If a section 6 key 1s depresmed 10111111 BF
If a ssction 7 key is depressed 01111111 7@

SECTION 3 SECTION 4

LJ2)EIMAE)E)@(E)E) (@)

X VEN MO

SECTION & SECTION 7
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SOWEETVNOOOE
SAEDEEHDRLDO)S

As an exercise see if' you could work out what L would return if both
5 and P were depressed at the same time.

value returned by H is determined by a similar principle, but 1;;1-1-‘:&.
e xeyhoard is divided up here - not horizontally but vert.‘..m_a ¥
. th_s lg? that the SHIFT key has s secticn all %o itself = section 0.
uotlt_:? . :.D ase key 5 for imstance then H will return FB (in ':}‘i.ma\r:rt
5 1011; 5.: have already seen that L would give FB aa \_nall, 8o tha
luﬁtumﬁ'r FEFB. Can you see why it is impoesible for this value to be
am‘btn.ined from any other key?

T NOIL235

¥ NOLIH

S NOUJIS

£ NOILO3S
T NOULOE
1 NOILO35

Now let's see what would happen if you pressed SHIFT 8. Both bite zero
and two would be reset giving, in binary, 11111010. In hex this is FA,
80 HL would return as FAFB — which is different to the value produced
without shift. We can see the precige effect of SHIFPT from this table:

WITHOUT SHIFT WITH SHIFT

e L E
£y d egaed 11111111 FP
If :os::fii: lg‘ﬁ:}' is dapreassed 11111101 FD 11111100 F'C
If a section 2 key is depreased 11111011 FB 11111010 P
If a section 3 key is depreased 11110111 F7 11110110 P76
If g seotion 4 key 1s depresasd 11101111 EF 11101110 EE
If a section 5 key is depreseed 11011111 IF 11011110 IE

ow be reasponably clear how esch individusl key, with or
::t?zﬂ:l:hgt]: produces its ozn unigque code in the HL register .p_nir. If
two keys are both in the same horizontal sectlon they eannot possibly
both be in the same vertical section. Note that SHIFT on its own returns
a value of FEFF which is not the same as no key depression at all.

The subroutine which I've called KSCAN does have one big disadvantage
though - it will completely wipe out the previcus walues of all the
Tepiaters! If you want to preserve them you'll have to make use of the
Btack as follows:



F5
(]
D5
CDEBOZ
Dl
ClL
Fl

Now we want to turn thess rath
It just so happens that all of

TUSH AP
FUSH BC
FUSH IR
CALL KSCAN
FOF IE
FOF BC
FOP AF

er obscurs numbers inte real character codes,

these codes are rather claverly stored in
the ROM beginning at sddress 0OTE. By "rather cleverly"

convenient order. as followa; Firat the straightforward

I mean in a moat
characters:

00TE ZXCV ASIFC QWERT 12345 09876 POTUY newline LKJH space .MNB

(Thera ark_a no spaces between the characters - they are printed here to
make the ordering more obvious,) Then the shift characters;

D0AS 237/ STOP LPRINT SLOW FAST LLIST "% GR STEP <= <> EDIT AMD THEN

10 curscr-left RUBOUT GRAPHIOS cursor—vight ocurscr—
"}& > FUNCTION =+- sm £,3¢»

Can you, see how the ordering relates to which sscti
We conld quite easily write a subrouting now t

P cursor-down

ons the key lies in?
o convert from the strange

number we already have in ZL 1o an address between 00TE znd 00CH (the

last item in the table - the m) but it turns out that

because that nice man Tno
subroutine which I shall o
pecple probably have their
mystery. The subroutine per

ve don't nead to

cle Clive has already done it for us with a

all FINDCHR beginning at address OTED« The ROW
own neme for it but they keep i1 shrouded in
Torme the following tesk — given a value am

defined above, in the RO register, it will work cut the addrese at which

the appropriate character is stored - the I

It does have a problem though, If yo
you shouldn't end up with & characte
this yourself. One way would be as
result from the firat subroutine int

inal result endipg up in HL,

u're not pressing a key then surely
T to printl You'll have to prevent
ollowe, Netice though how we move the

o the BC regpister before calling the
Becond. )

vas HOCHR

There are several thip

CALL KSCAN
LD B,H

D C,L

LD D,
N0 D

LD 4,00

JB 2, KOCHR
GALL ¥INT:CHR
LD &,(HL)

rest of program

ings to note about this example. Pirstly that two
BepaTate instructions, LD B,H and LD C,L,are

aince there is no single instruction LD BCHL

needed to transfer HL to B
+ Secondly that the condition

D v 00T A = ID does not 2lter any of the flags, If

which meana that I muat have been
subroutine. This is the check

then it must have been FF beforehand,
T after it came out of the first
that a key ie being pressed, A is loaded

with zerc and if ne key 18 preceed it remains zero, otherwise it takes

on the code of

whichever character you're touching on the keyboard,

: biguity in that zero is also produced if you ;

Ther: iiatzmT:;lofvﬁ; ua:l;eigl.; A::ﬂl instead of LD 4,00 since th:n:l;am:zter
BE::B code is one (=) is not available from the keybea.;:;aﬁ:r iar;e.*ms
no ambiguity since zerc meens space and one means na. (- e

ed. If you have SIOW &t your disposal you could omit i kb
g & IR T,9TART inatead of JF %,NOCHR. Now ‘the program will WAT ; t
s pressed before continuing, Without SLOW it will still wait bu
3Du'fl nave to suffer a blank screen in the meantime.

TeFl i to the function
i contains a value corresponding pa:'acd.ual‘._(

;;;Eéﬁ Ina.};ﬁigna:, real time games are just =8 feasable in machine code

as they are in BASIC.

other interesting part of the ROM is the very last ‘bf:t - :h:lz.ﬂ;r‘nia:yx
:nhat runs from 1B00 to 1¥FF. It's not a subroutine, it's a ta el
1 table - actually the longest table in the ROM. It stores .t'h ST
Difém of every symbol used by the computer - that is all of ;D {r :
E:arncta:l.‘ﬂ. It takes eight bytes to store a single character symbol, S0
for example, the characters A, B and C are vepresented, in binary, by:

00000 coo0O000 00000000
gg?llloa 08 e s s ) 00111123
01000010 01000010 010000
01000010 01111109 alouocog
01111110 D1000010 01000300
nl1000010 01000010 alooouéo
01000010 01111100 00111100
co000000 00000000 gooo000

: bove? The pattern is
“the letters A, B end ¢ from the diglts a
E:gﬂy:; f:;zkpnnitium af tl;.e "ones' amonget the "zerces'. When they finally
appear on your TV screen they look Iike this:

Suppose we now wished to reconstruct these letters in an :niarg:; izﬂs;“r
ot L it e g e i e b o
we print should be a graphics gharacter (space ! ¢
an ;iaphica chaxal:tera} chesen so that the correct guarters sre black

Thare gre two ways of doing this. One is to meka bfe of the Nﬂzlgglgr
charseter codes, in which the graphics are arranged 1; & veri i
order - unfortunately we would not be able to adapt t‘t“ui{thi: R
old ROM. The second is to inolude sixteen bytes of da at \nfa Sus /gy
l'ejsreaenting the graphics eymbols in any order: we care to i

take a look at the {irst method firat,

Suppose the bottom right corner is WHITE. IT we give ;_‘ne otbuI: agi::i:acter
numbers 1, 2 and 4 then simply adding them up gives the rﬂh el
code, You can check this by comparing the diagram below w

et in the Sinclair manual,
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If the botiom right hend corner is BLACK then we need to give the sther
pixels the numbers -1, -2, and -4. To work out the code of eny graphics
symbol here we start off with the number 135 (decimal) and subtract
appropriately the required number for esch black pixel, Again you can
check this by comparing the disgram below with the Sinclatr Menual,

Incidently it i= worth pointing out here that many copies of the Sinclair
Manual incorrectly give the character of 135 as B, Thim is a misprint -

it should of course be[d. Try typing FRINT CHRE 135 to check. Character
seven is [ - the manusl gives thia correctly.

4 white

The chargcter code of the QLD ROM graphica mymbola are unfortimat

rather random, so thers is no simple system ﬁp working out theacn:é:. given
'Hhi_nh pixels should be black and which should ba white. In order that the
Program to follow should work on both ROMa we shall adopt a slightly
different method. Inmatezd of distinguishing two different oazes (that is
the colour of the bottom right=hand pixel) we shall treat every quarter-
Bguare the same, and code them as follows;

We would then have to include in our program a DATA gection which lista
the graphice symbols in the order space

Move RAMIOP to addresa 4380 (this is a hex addresa) by typi KE 16388
POKE 16389,67 then WEW. Now load the f’omwi:_pg pro;rai t?aﬁxﬁga 4382‘“ B
(In decimal this is 17280, meaning 1K wsers will still be able to run it.)
As it stands thie program is beat run in SLOW. We ehall see how to alter

it so that it will run in FASD later. '

00870483 DATA DEFM This is the table of
gf:gg«gg; IEFM graphics symbols in
- TEFM % i .
R he reguired order
geBBBDE START CALL KSCAN Wait for human to take
( INC L finger off of key,
20FA JR NZ,START ¥
92

ChRBO2 WAIT CALL KSCaM Weit for nmew key to be
44 LD B,H pressed.
4D LD G,L
51 Lo n,C
14 ING D
28F7 JR Z,WATT
CDEDOT CALL FINDOHR Locate appropriate
TE LD 4, {HL) character coda,
AT AND A
17 RLA Multiply by eight, but
17 ‘RLA return to BASIC if a non-
s ] RET C printable character is
17 REA pressed .
1600 Lt 1,00
£B12 RL D
58 IDFA
21001E 1D HL,CTARIR Find start of dot pattern.
19 ADD HL,IE
DEO4 LD C,04
0604 QUTERLIOCE LD B,04
56 ID D, (HL) Tranefer two lines of dots
23 INC EEL into D and E
SE 12 F,(HL)
23 INC HL
E3 PUSH HL
AR INMERLOOF XCR A Compute which graphica
cpl2 RL D character is to be
17 RLA printed.
CB12 RL D
17 RILA
CRL3 RL B
17 RLA
o813 RL E
17 RLA -
218043 1D HL,DATA get thia cheracter from
a5 ADD A,L the tsble of graphice
EF LD 1.,? . symbole.
LD A, (HL
]?; BEX ! Frint this aymbol
CTo80e CALL PRINT
4 B
1086 TNZ INNERLOOP Mext print position.
Bl POP HL | I
IRTE 1D 4,76 End of current line.
2 FXX
crO808 CALL PRINT
m EXX
oD IEC C
2004 JR WZ,0UTERLOOP Next line begina.
184F JH START Stert again.

The program is now complete. Mebc eure vou ave in SLOW rode and start the
progrem off by typing RAFND USR 17296. DO _KOT type RAND USR 17260 since thia
is purely data and will not run. You should see & completely blank screem.
Press "M, and watch what happens. Now press "A", Interesting isn't 1t?

Ty experimenting with different keys to see what happena - and what happens
wher you rup cut of screen?

You may have been confused by the use of the inetruction EXX which wes used

four times in the above program., Ite function ie very easy to e:cpl?.inv.
A5 you know, the registers B, C, D, E, H, L, and A can be very easily
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manfpulated, biut Vhere pre elne Asven other repfetera, anolled 0, 1Y, u0,
Efy HYy 1Y, and A'. (Promounced A-desh o A=priwe.) Thene are pok-so

ey to manipulate and cen in prachice only he used for atorage pirpases,
The instruction ¥XX reanc exchence Boand ', € apd €Y, D and D, E and BY,
Haend 0, L nnd L'. Thus all the registern except A lose their provicuns
valuns but bake on the values of their aliernative registera. Likewiss the
altemetive repinters take on the original valuer of the usual registera.

The veanon we peed to do thin is baceuse the KOM nubroutine IRINT destroys
the previour velues of BC, 1E, and HL. We could have preoerved them by
pushing them onlo the mtack, but FAX works just se well here mnd ir only
one inatmiction.

Leta take a cloger look #t the above program and mort out exmctly what each
bit does, Virvat of »11 we find the tight charmcter code, which gets atorad
in the A repister, The inciruction AND A reseta the cerry flag to zero.
BIA will then multiply A by two. Now we know thet this cheracter is on the
keybonrd and can be obtained in oné touch, so it ia not an inverse
character. Folnting left then will move the leftmoat bit, which must be

8 7zero, Into the corry flag. LA & necond time will again multiply by

twn (mince we know the carry ia sero), however, if the charscter im NOT
FRINTARLE (such pa newline or STOF) then bit & of the original value

will be 2 cone. This will now be moved ints cerry. The inatruetion RET C
ennures that Lf this cirecumstance ever occurs the progrem will terminate.

Knowing ihen that the carry is still mero we con use RLA once more to
wultiply by two. Here however, bit 5, which a necessery part of the
charscter code, will be moved Into the carry flag. To move the ¢

digit into D we nme two instructions LD 1,00 and KL D. D will then contaln
either zero or one. LD B,A ensures that reglater-pair DE now contalns
eight tipes the original valum of A.

The other intereating pert ism the first nine lines of the INNER-LOOP.

A ir loaded with the firet two bits of D and the first two bits of E.

This givea m numher between zerc end fifteen which corresponda to the
required graphics symbol. It is MOT the character code, it ia the specially
denignnd code we worked out earlier on. FNotlice how the ¥PUT bitm of D and
E are now automatically in place at the extreme laft.

For theae of you who do not have SIOW I suggest replacing the last
instruction, JR START by RET. You could then have a eurrounding BASIC
program aa followsy

10 RAVD MSR 17296

20 FAUSF. 40000

30 RN

THE SUBROUT

01d ROM unere will by now be feeling quite envious ot NFW ROM people for
having thrse subrouiines at their dlaposal. Of course there im a keyborrd
scan in the OLN KCM, but it ian't a subroutine - ie it dcean't end in

RET. Cne cull to il and you're stuck there forsver! What we'll have to

do 1a rewrite them ourselves. We can do this by taking all of the important
bite from the aubrontinen in the NEW ROW.

Firat of all KSCAN. Thin ia the required subroutine. Don't worry if there
Bre parta of it you don't understand = all will become clear in due courae.

84

PIFFFE  KSCAN LD HL,FFFR
O1FEFE LD BC,FEFE
EDTE 1N 4;(C)
F601 OR 01
FEED LOGP R EO

57 ID DA

P CFL

FEOL CP 01

9F SEC A, A
BO OR B

AS AND L

£F LD L, A
TC LD AR

A2 AND

&7 LD H,4
QBOO RIC B
EDTE N Au(C)
385D JR 0,LOCP
¥ RRA

cBl4 RL H

cg

now = if you enter this subroutine into RAM you oan then raplace gvery
CDREOZ2 in the chapter by = call to the appropriate sddress in RAM. The
other subroutine you'll need to be able to emuléte 1& FINDCHR. This may be
dore as follows,

1600 FINECER 1D 0,00
CH28 SRA B

9p SHO A, A
FeZ6 CR 26
IROS LD L,05

95 SUB L

a5 LOOP ATD AL

37 8CF

CR19 HR C

38FA JR G,LOOP
00 NG ¢

co RET NZ

48 LD C,B

2D DEC L
ZEOL b L,01
20F2 JR NZ,I00P
217000 LD HL,KTABLE-1
5F LD E,A

19 ADD HL,DE
c9 RET

The address 007D, referred to in my listing me KTABIE-1, i= for the NEW
ROM only. THE ADDRESS OF KTARLE IN THE OLD ROM IS 006C, _a'mi gc thie line
ghould be changed to LD HL,006B. This is far easier %o understand than

the firet subroutine. The second and third lines are rather interesting.

1If you remembar BC should contain a code corresponding to one of the keys
at the start of the subroutine, Now bit zers of § is a one if SHIFT is
not premsed, and zero if shift is pressed, SRA B will shift B to the
right, will set bit 7 4o one (Do you remember the difference batween SRA
and SRL?), and will et the oarry flag equal to the previous value of

bit zero.

= 1y reseting it to
SBC A, A will first of 211 subtract A from A effective

2ero - and will then subtract the cerry flag. In other words, if SHIFT is
pressed A will end up as 00, if SHIFT is not pressed A will end up as FF.

96



The fourth line, OR 26, will ensure that A is 26 fer a shifted character,

¥or the motual printing process itself, the instruction CALL PRINT for the
FF for a non-shifted character, tual

NEW ROM should be replaced by PUSH AP/CALL PRPOS/POP AF/CALL FRINT. In HEX

this is F5/CHECO6/F1/CD2007. AR
TH! i + patterns for the character

ter Table (CTABLE) which gives the dot

rmglE::i:: in the DI.E'E:I ROM &t address OEOD, rather than 1EOO, A.gni;&t i

i:m-aa at the very end of the ROM. All of the characters are slightly

B

different.

You should recall here thnat B contains informetion about which VERTICAL
esction the key is in, and C about which RCRIZONTAL section. If you take

8 closer look at the order the characters are stored in the keyboard

table  (KTABLE) which was shown a few pages back you'll ses that the
horizontal-section-number needs to be multiplied by five, snd the vertiesi-
section-number added to it, in order to find a specific key in the table.

i
This is what the next part does: ane data for the table of graphics symbola in the cnaracter printing

j 18 0 83 86 A7 BO if
00 07 06 03.05 82 08 84 04 88 02 85
ff;g;:-:gf;:uig lt-.:nn_e used with an OLD ROM. Replace the PAUSE 40000 BASIC
statement given in the following text by INPUT AR

GRAFFITTT

requires a slight modification to the original ve_:_re_linn in order
:: ;ﬁg B géa‘l‘l:{ excellent program, demonatrating the immense :p::gozh:uh
poklve fe G O 'B!;ASIE.ﬂ];n :m:lﬁgg:;:iugnﬁ?rﬁ'ogothe screen.

v on of the

!;:h‘:e:;g :nmgi:r%;: .-ug:;:.n soreen is :ged {even the botiom twg Rmalnt‘huﬂ
sllowing a totel of forty-eight symbol on the screen. i: ]..o_a " b:odo“
RAMIOP to any address not less than 4D00 and NEW (ie th af::?,ilowg
in 1K = at least not in this versien), The program is as .

L is losded with 5 = the multiplying factor. Notice hew the next twe linea
cancel each other out the firat time round the loop. This is one wey of
adding L nought times should we read to. The next two lines are SCF and

RR C. This is not the same thing as SHA €, aince bit 7 could be zere, (ias
1f a horizontal-section-7 key is pressed.) Apart from shifting C to the
right it also movee cne bit into the earry, If this bit ie a one we haven't
found the right section yet end the loop is re-executed. Note that five is
added each time round the loap: Note alsc thet if A starts off as FF it is
Just ae esay, if nct essier, to think of it ss minus=-one,

Now that we'lre sut of the loop, € should be 211 ones, that is, it should be
FF, 50 that INC C should ensure that it becomes zero, so what's this RET ¥z
inatruetion for? Of couvee this condition is simply to check that you're
not holding down two keys at once, What would ¢ contain if you were?

240040  GRAFFITTI LD HL,(D-FILE) Eettzhe Eﬁ?o?:ﬂl::men
y : HL o the star 1 .
LD C,B moves the vertical-section-data into the B Tegister, ‘=0 that the gg o EIIC TF=CC) AL
same loop mey be used over pain, ﬁggd STARD LD Elﬂr}..ﬂﬂ Print a cursor
gmﬁaz PAUSE CALL HSCAN Wait for human to take
DEC L followed by LB 1,1 looks confusing. Actually ft's not. At the moment o0 ; e I finger off of key,
L ie five, and so DEC L makes it four, which iz NOT ZERC. 1D L,1 dcesn't DORA JR WZ,PAUSE ) :
alter the gzero flag, =c JR NE,LOCP sends it back threugh the same loop, cDﬂ'ED? WATT CALL KSCAN Wait for new key to
tut this time checking the vertical sections, and only incrementing by one a4 Lb B, be pressed.
instesd of five, 4D 0L
y 1 LD Db,C
When it comes cut of the loop IEC L will reduce to zerp, eo after reloading ]5_4 mc_j’)
L wilh one JR NZ will not be satisfied and the program will comtinue. 287 JR Z,WATT T Nty
: : D07 CALL FINDCHR pRLe
LD HL KTABLE-1. Why minus cne? Well if thers was a "real key™ in the position %E!JB 1D A, (HL) charecter code.
where SEITT ia and you were preassing it then A would end up @8 zers. Since AT AN A
there isn't the emallest value A can end up a8 is ong, which happenr if you 17 RLA Multiply by eight, but
held down "3", hence LD HL,KTABLE-1 lekes this into account, 17 RIA ;t_a-l.urnitz g;‘SIS ﬁ'a:‘tér
: RET © non-printabls ;
LD E,A is effectivély loading A Into IE. Thie worke because T fe already J.D'? RIA is pressed.
zero = eee the first line of the program. Then ATD AL,DE will find the 1600 1D 1,00
correct address. Notice that we could have réplaced these twe instructione op12 RL D
by AID A,L followed by LD L,A. This has the sdvantage that the first 5 ID B,A
inatruction (LD D,00) becomes unnecessary, and that IE i= not at all P1001E LD HI,CTABLE Find start of dot
altered by the subroutine. The ROM however uses the veraion as listed. 19 ATD HL,DE pattern.
: OR04 . ‘Lpe,04
KTABLE in the OLD ROM locks Iike thisg DEO4 QUTERLCOP LD B,?'ﬂ ) e s Thies ne
; ; b b, (HL Trans .
DoE0 X0V ASDIG 17345 09876 PCIUY newline LKJH apace MNB 56 i dota into D and B
QUERT 21 ING HL .
0053 117/ ISIPIRPTR K0T AND THEN TO cursor=laft RUBODT HOME 5B LD B, (HL)
cursor=right eursor-up cursor-down »)(#" edit =+- e 24 O} 23 INC HL
B PUSH HL
AR INNERLOCE XOR A Computa which _g:raph:lus
b character is to be
CH12 RL T
17 RLA printed,
CBL2 RL D
17 RLA
CB13 RL B
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5
CBl3

17
2l-data-address
a5

BF

TE
2A0E40
77

23
220840
1083
5
111900
13
220E40
m

El

oD
20CF
11BOFP
2A0B40
19
220E40
TE
FETH
2093
116400
19
220B40
23
EDSBE1040
EDS2

LD (DF-co),HL
DINZ IMMERLOOP
PUSH TE

LD IE,001D
ALD HL,TE

LD (mF-cc), HL
POP TR

POP HIL

EE C

JR NZ,0UTERLOOP
ID DE,FF80

LD HL, (DF-0C)
ATD HE, IE

LD (DF-CC),HL
1D 4, (HL)

ep 76

JH FZ,START
LD TE,0064
ADD HL,IE

LD (DF-0C),HL
% HL

LD D%, (VARS)
SBC HL,DE
ADD HL,DE

JR C,START
RET

Get this onaracter from
the table of graphice
symbols,

Print this character
in required positien.
Store new print
position.

Move print poaition
ready for next row
of symbols,

Move print position
ready for next' enlarged
character,

Check for end of lina.
Mave print pesition to
left of screen ready for

next enlarged character,

Check for and of screen.

This program is intended to be run on a 2X81 in the SLOW mode, See if
you can work out how to adapt it ao that it will print inverse characters
inatead of crdinary ones. 11 may even be posaible to offer s cholce!
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UGHTS

Now that we can enter and edit machine code, it's about time we started
using it for something useful, and hopefully interesting. Draughts is a
progrem we have to be very careful with, Here's what 1t will look like
in BASIC:

1 INPUT ag

2 RAND/RANDOMISE USR(something)

As you can see, the vast, vast majority of it will be entirely in machine
code, The machine code will begin immediately after the BASIC program ends.
However, in order that we may sdit it we shall temporarily store it a little
higher up in memory than that - in the fourth K. f

4180, in order that we may have the BASIC part of the program at the right
location it will be necemsary to MOVE the machine code part of HEXLD3, Hew
ROM users should start typing POKE 16389,74, and then NEW, and then load
the program HEXLDZ. :

How, to move it, write the following program to the few apara characters at
the end of ths REM statement

010002 MOVE LD BC,0200

110044 LD DE,4A00

210040 LD HL,4000

ETEO {LDIR

[+:] RET Run this.

Now for the tedious bit, Every address used in the machine code part either
bogins with 40 or 41, You'll have to go through the listing and change each
40 to u 44, and each 41 to a 4B, (The changes are to be mads in the copied
version, not the original version.) That done, change every address in the
BASIC parts fhat calls a DSR routine. To make a change you must add 2560 1o
each number. Now dalete line one by typing its line number. The Program
shonld atill work, but now you:ll need to type RUN 400 in order to SAVE it,
Make sure that the variable BEGIN (Now at 4A3C or 4A93) containe & value of
4400, Mew ROM users change 1ine 500 to:

500 HAND USR (PEEX 16400+256wPERK 16401#161) =In this way RETRIEVE is

called from within tne variables area, is address (VARS )+al.
Now type RUN 100 to start the WRITE routine and re-enter the board or
routine. Again you'll neesd to load it to address 4C09. The listing falz::na

::';:g' as it was befors, Turn to chapter aeven and 8imply retype the whole

The instruction RAND USR 19477 should now print a picture of & dr

uction BA aughts board
in the top left hand corner of the acreen, Try it and ses. Now mhmpa.:t of
this program will be explained in great detail, so dant worry if a program

thie size seema a daunting prospect. Right now we are onl t t
the fizet part. It starts off with some data, YT = e

497 FAFBOGOS TABLE IEFE FA ¥B 06 05

This represents the dirvections in which wE &are
numbera in the dats are - » =5, 6 and 5, which,
the compuler will use, are aimply the mun
another,

about to allew moves. The
in the board mumbering syaten
bers we add to one Bquare to reach

The first, and simplest thing to do, is to make a copy of
Rppears on the screen. The copy is called WKBOARD,
BAM on which the computer will do ita working out,
is-to ba 403C. That'a not a miaprint, it real
For OLD ROM users this is just beyond the end
progrenm, but for NEW ROM users it im slap b
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the board as it
for it is the part of
The address of WKBOARD
1y doss say four zerc three ¢,
of the BASIC part of the

ang in the middle of the aystem

yariablea. Is this wise?

' BIFF f the
fact ba overwriting the 33 byte area FHBUFF and part o
”L:ﬂit::g u;:ra MEMHBOT. This doesn’t matter since we .ui._!.; not be using
;_pnxﬂr. not be attempting to use floating point calculatioms, and in fact
not using this area st all, This will not cause a crash.

i uld use the addresa
i the construction of this Q usersa sho
; instead, aince 403 is in mid-program. You can alweys change it when
the program is complete.

fere's the copying routine. You should load thie to address 4CE4.

Y LD HL,(D-FILE) Meke a copy of the board
ﬂﬁg R LD IIB:OOO])( from the sereen to the
13 AUD HL,TE working area.
113C40/4B LD IE,WKBOARD
0624 LD B,2A
EDAO WSCOPY  LbI
3 INC HL
10FB DINZ, NSCOPY
c9 HET

e the LDI was used instead of LDIR. Thia is a vur:.r_ua_uf_ul way of
:::i:g aisan:iwﬁhat we are doing ls incrementing .m. .gsch time round, =0 1h:td
only the black sguares are copied, not the white ones. This loop 1s repeate
24 (rnrt,y-tun) times, since in addition to the squares on the board, f.%; or
iwo characters from the border are also copied, Notice that although
decrements BC, it is € that is decremented, not B, so that the IUNZ instruction
¥will still count correctly.

OLD ROM users can emsily check that the routine is working by llztiigb?bu
| ROM users can chec

4B3C using HEXLD3, after the program ia xun. NEW

repﬁcla.cin.g the RET instruction to LD HL,WKBOARD/LD (ADIRESS),HL/JP HLIST.

You must not return to basic (NEW ROM users that is) since Hinm i1l be

wiped out by doing sc. You can guite safely return after you've liasted.

of the program is just as simple, If you take a look at the
Eg:r:up:‘!.z:ri:g program, you'll age't-hat the last thing printed is & row of
fourtesn spaces, What this is is & "window" in which our machine clgﬂethp::ogram
can display messages to the user, so the next thing to do is to fi11 :
window with apaces in order to wipe out any error mesaage that may have been
thers.

4C¥5 000000  MEXTLINE six NCP's
:gg gicoggg CLWIND LD HL,(D~FILE) Find start of window.
ACFE 117000 LD 1€, 0070

i okoE 0 B;nz.m.:nn Pill it with fourteen
4104 3600 WIFEOUT LD (HL),00 Bpaces .

4106 23 0 m.mw

33; égFB g{wm HReturn to BASIC.

Notice that we have actually overwritten the previous routine's RET instr-
uction, 8o that it will automaticelly continue IIIltD this one, The next part
is for NEW ROM usera only., OLD ROM users please ignore it.
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The following will cause line one (that is BASIC line one) to be re-executed
a8 scon B8 the next RET instruction is recieved. Note that thia overwrites
ghe aix NOPs in the previous section.

ACFS 217040  WEXTLINE LD HL,FIRSTLINE
ACFB 292940 LD (MXTLIN),HL

Thia fools the ROM into thinking that the next lina to be executed begina
at asddress 407D, which ie the first byte of the program. 1t doesn't reiurn
to BASIC immediately however, it will centinue with draughts until a HET
instruction is reached,

How the program seriously starts. We assume that a move has been input as
A2, which is the first item in the variable atore.

Here's how to input a move. Look at the diagram of the board, There
are sixty-four squares, but only thirty-two of them are playable, Each
square has a-coordinate from 11 to 88, Notice that these are printed without
separation, The first digit refers to the number down the left (ana rignt)
hand aide of the board, and the second digit refera to the number along the
top ox bottom of the board. ¥

Thers are four different directions you may move in. These are callad A {up-
left), B (up-right), C (down-right) and D(down-left). This i= indicated on
the disgram. To input a move aimply type in the coordinates and a letter (A,
B € or D). There should be no gpaces in this input. For instance, to move
from square 61 to square 52 you should input HE1B™.

Now for a program to interpret this input. Pollow this carefully

4109 241040 (NEW ROM) MOVE
2A0840 (OLD ROM) LD HL, (VARS)
23 INC HL
TE LD A, (HL)
3D IEC A
3D DEC A
I DEC A
2001 JR NZ,ROTZERD
2F CPL
4114 5F ROTZEKO LD E,A

A small amount of additional explanation econcerning the input here,which applizs

to OLD ROM users only. To input a simple move, such as from &l to 52, you in
fact need to input "shift W space 61B%, A simple move must always be preceeded
by shift W space, and thia also applies to single jumps. Double jumps, triple
jumps ete are a little different, and we shall cover them latex. As I have
said, this is for OLD ROM users only.

The above routine initially leada A with the length of the input siring, end
then subtracts three, so that for an ordinary move A ends up as zeTro, for a
double jump A ends up as one, for a iriple jump A ends up as two, and 80 on.
Then IF A is 00 it ia changed to FF. Thia is so that we can check up on
whether or not a player has made a move, or a jump, later on in the game,

This guantity, which is ordinarily FF, is siored in the register E. We then
continue,
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4DLS 23 INC HL The first character of the

23 INC HE coordinat, ‘ound
o is £
= LD 4, (HL) s
;‘}' Ll B4 This number im multiplied
T ALD A, A by eleven, since the board
;I LhC,A on acreen is eleven char-
1 ATID A,A acters mcross,.
g’? ATD ALA
sg INC HL The poaition within the
FUSH HL string is atored,
80 ADD A,B
g% ADD A,C
% ATD A, (HL) The next coordinate is added.
RRA Divide by two, Bince the
copy contains only the black
e Bguares,
JR ©, NOERROR1 If the coordinate points to
a black squars there is no
cheating.

In the abave routine the first coordinate is multi \
plied by eleven making

iu;e_nf regiat.:ru B and €, and then the aecond coordinate L adﬂad: ::te-thut
thayw input "127 as your Square then because of the Sinclair character codes

p:pgrm thinks that the firet coordinate ia actually 1D, and that the
second coordinate is 1E, This actually leads to a Tesult of 5D. Rotating
rlj;ght_ gives 2B, together with a carry indicating that the player has not
cheated by giving a vhits square instead of a black one. The next five bytes
deel with what nappens if the player has cheated, These are

4125 EL ERRORY POP HL
- } Restore the atack pointer.
i;gl'?d-ﬂ CALL ERROR Call to an error message
TEFM 1 subroutine,

The subroutine ERROR, whi X
X \ERaiae B “1""} M:I;:‘;ﬁmtgj::e byte of data (here the byte 1D, the

4093 gcﬂgégigs IMOVE IEFM ILLE These are the words "ILLEGAL
2 4 DEFM GAL MOVE" = data to be printed
o 3234380 TEFM MOVE :
ERROR FOP HL Fetch tha byte
Tafm4o 1D A, (81) yte of data
LD HL, (D= 2
ot 18 m:{ﬁgxm) Find ‘the start of the window,
9 AID HL,DE
91!4-(: EX DE,HL
: LD HL,IMOVE Copy the words onto th
010c00 LD Be,C00C scraen., i
%EBO LIIR
INC DE Frint the byte of data ont
ég LD (DE),A the acreen. o
RET Return to BASIC,

Notice what happens. The message "ILLEGAL MOVE 10

: appears on the scree
and no piece is moved. The player is then required to re-input her nov:,
which will then be checked in exactly the same way.

If np error is found (yet) the program continues,

4D2A CE0E NOERROR1 - ADD A,OE Find the position of the

square in WKBOARD.
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(E is simply the required factor to exactly match A %o the low part of the
address of the working-board square. For inatance, adding OE 1o ZE gives
%C, and 403C ia the start of W{BOARD,

A4D2C EF LD L,A
2640/4B LD H ,WKBOART-high
4E LD ¢, (HL) Pind wnich piece is on
that square.
0EBO LD B,B0 Replace that square by a
70 LD ém.g.n black empty square.

AD33 B3 LOOP EX (SP),HL Store the square position,
and retrieve the pointer
to the input string.

23 INC HL

227B40 LD (POINTER),HL Store this valus.

TE LD A, (HL)

0AT1 AID A, 71 Find the direction being

£F LD L,A moved from the TABLE.

264C LD H,TABLE-high

56 1D D, (HL)

El FOP HL Retriave square position.
T8 1D A,B Check whether ths player is
AZ AND D moving one of her own plecas,
ZF CPL and in a legal direction,
Al AND C

FE27 oP 27

20TE JR NZ,ERRORL

A brief explanation of the last six lines here. A is loaded by 80, D is the
direction to be moved, which will be FA, FB, 0%, or 0. AND D will therefore
vroduce 00 for a backward direction, and B0 for a forward direction, CPL
will change thia to FF or TF. C is the piece to be moved. If it ia & black
king it will be 27, if it im a black plece it will ba AT, S0 AND D will
produce a value of 27 if EITHER the piece being moved im a king, OH if the
piece is meving forwards, If you try to move a piece backwards, or give a
sguara which doea not contain one of your own pleves, than a value of 27
will WOT be produced. In this case the program will send an "ILLEGAL MOVE 1"
ETTOT MESSAZE.

4D48 D LD AL Find destination square,
82 ADD A,D
6F LD T, A
& LD A, (HL) Check the contents of that sq,
B8 CP B Ia it an empty mquare?
2008 JR NZ,NEXT
™ LD AE If 8o, is this a aingle
ic INC A move?
2815 JR 2,CONTINUE
CDATAC CALL ERROR If not a single move, give -
1B TEFM 2 “ILLEGAL MOVE 2" message,
4D57 BO NEXT OR B ¥
FEBC CP BC Toes Bquare contain a comp=
2804 JR Z,NOERROR3 uter's piece?
CDAT4C ERRCR3 CALL ERHOR Give message "ILLEGAL MOVE
1r TEFM 3 " if not.
4060 70 NOEFRCR3 LD (HL),B Overwrite computer's piece
with & black empty square.
™ LD A,L Find next destination
82 ADD A,D HQUATE.
&¥ LD L,A
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4164 ki CONTENT LD A,(HL) Find the contents of the
new agquare,
nlaém g :a EHROR le MU
4 -
e g , 3 Give "ILLEGAL MOVE 3" {f nat.

At this stage the program will Jump or move ma the case

may be (in other
it will decide lor itoelf - you don‘t nesd a special input) md(uill 80 r::rda
check for three types of srror, These are;

1) Attempting to move = piacs that is not
your own
2 nf your own non-king pieces backwards, St
Attempting to make & non-jump move in th id
e P e middle of a multiple
3) Attempiing to move to a aquars which is non ompty,

You may like to check all of thess things. This lan't too d
1 . ifficult to do.
Simply write JP 4DDE to the end of the program and add the following m:l.m.

4DDE 2A0CA0  BOPRINT LD HL,{D~FILE
110000 LD II:‘-!}DOD !
19 ADD nL, DR
EB EX DE,HL
213040/48 LD HL, WKBOARD
0624 LD B,2A
EDAQ LDL LDI
i e

DiNZ LDI

c9 RET

This will copy the computer'a workin
” rking=board back onto the screen ao that
:::t:;: u:,;: ::a'-];:p‘pmu ;u‘.r:: ;;‘m n;allm alter the data for the hun-d-n:in{m
il pa n mid-game in oxd soms '
error checka if you want. ¢ i i

To make the program run, add the following BANIC program lines,

QLD ROM HEW_FOM

1 INPUT Ay 1 INFUT Ag

g :Wumuss USR(19663) 2 RAND USR 19683
3 S0P

4 RANDOMISE USR(19477) 4 RAND UR 15477

5 RUW 5 RUN

The program ia activated by the command RUM 4. Don't for

1 . orget you can mtill
use HEXLD3 to list, but you munt now wse RUN 10 to bring thi: into npeﬁuun-
If you type RUN on its own accidently you will get sn input prompt.

out ﬁ%ﬂhll:; If you don't the resulte will be unpredictab
n ' - le, I don'
1 t will crash, but juat to be on thes safe ul.d:f‘.-.. a5t
And now a check to determins uhethrnr or not the human player has reached

the other end of the board. If so, thi ;
: il Ao ey . 8 next Foutinlo ¥ill automatically

4D68 ;’:40 CONTINUE LD 1.61. If the low part of the

ot CP 4 lau'rrlql addreae is lesa than

JR WO, NOKLM; 40hex then the other side
has been reached.

TSG! 1D A\, If this im not the laat

e InC A move then give an “JLLEGAL
CP 02 MOVE 4" meapage.

3804 JR C,MUERRORE

CDATAC CALL FRROR

20 DEFM 4
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aR2T NOERROR4 LD C,27 Make plece a king.
71 HOKING LD (HL),C Put back on board.
ES FUSH HI Store currant position on

board,

Noiice the new error check. If a playsr attempts to make a king in mid-move,
that is, il she jumps to the back row and intends to jump out again in the
same go, then an error will be detected and “ILLEGAL MOVE 4" printed to the
screen. This is because according to official Tules a piece does not become
s king until after you remove your fingera from it. Of course in this game
your Tingera are never on the piece in the first place, but we presume that
thia ia what the rules are intended to mean.

Remember that E contains F¥ for a single jump, and 01 for a double jump. LD
A,B/INC A/CP 02 will only give an error if E 1a one or more, If E ia 00,
{which if you've input a multiple jump it will eventually be) the move will
go ahead successfully.

1D HL,(POINTER) Retrieve the position pointed

4DTB 2ATB40
to in the input string.
1n IEC E Decrease the number of movea
left in & multi-jump seq.
7B 1D AE Check whether last move
E3 EX (SF),HL has been made.
a7 RLA
30AE JR RC,LOOP The Input pointer is replaced
at the top of the stack
ready for the next time
round the loop.
Fl POP HL
4D85 C3DR4D JP BBPRINT Exit.

Well, all of the pomsible orror checks have been made, apd the program
contains 2 loop which will allow for the inputting of multiple jumpa, Here's
how & multiple jump should be input. To jump from eguare 63 firat in dirsction
A, then in dizrection B, then finally in direction C, just input MATABCH - it's
that aimple. OLD ROM users need to nots the following convention though:

OLD single moves or single jumps should be preceeded by ahift W space.
ROM double jumps should be preceeded by shift E apace,
ONLY tripls jumps should be preceeded by shift R space.

d=ply jumps should be preceeded by shift D apace.

And s¢ on,.. The sequence is W, E, R, I, F, §, A, T, G. I doubt very much
whether you'll ever need a 4-ply jump though., Even using a triple jump seems
rather unlikely. ;

The next thing that should happen is that the computer should make a move

in response, but we'll leave that tc anuther chapter, since it has a bit of
decision making to do. But there is one gueation to be answered first, What
if it now hess no pieces left to moveT What if the player's la.ﬂ_’r. move removed
ita laat piece? This has to be checked for. If thia iz the case then the
player has won, and we must somehow indicate thisa.

Here ia the final check:

4p85  OEEC b 0 0
@BT mdc CALL GCAMEOY ER
418A C3DE4D JP EDFRINT
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And the subrouting.... \'——‘ —— h
4CHC  213040/43 GAMEDVER ID HL,MKSOARD Lok st firet square, N Y
28 1D B, 2 . N
7B POSSIELY 1D A, (HL) Find contents of square, . \\\\‘\
FERD OR B Make it an' inverse graphic. §
B9 CP € Is it vhat ve're looking CHAPTER TWELVE \
ca HRET 2 for? If so we're OK and
can return to draughts.
23 INC HL Look ‘at next equare, AN SANANRSNRNY ‘ 3 S
lo,s WRZ POSSIZLY iy again, AR R R T RRARRRRRER
4Cc9 the next six bytes ave for the new rom only. 0ld Rom users should 2 N
replace them with six NOPs (00), SRR \
219740 STOFFROG LD HL,STOPLINE Fool the ROM into thinking : ~ )
222940 LD (NXTLIN),HL that line 3 is to be carvied : N s R /
out next.

Fow we reach the exciting bit. What happena if the player HAS won? I'm not
actually going to tell you - just input it and find out, To test it you:ll
have to alter the data that sets up the initial board, and arrange it so that

I
o /

¥you can take all of the computer's pieces.

v,
4CCF 200040  INVERT LD HL,(D-FILE) ‘7%:\{\3&{'\'\:\%"&'\@&}@ ///’//7///2 o
[0/

"l'lllllljl;
IHmEp=

OB6C LD B,6C i i'."'i
2-5 SOTER St E RS S E e e e— -
325 @ NN E RN TN Ta N nanee
3006 JR RO, NOINY \ \‘
AT AND &

2803 JR Z,NOINV .
F6E0 OR BO :\‘
77 LD (HL),4

10r2 WOINV DJINZ COVER

m POPHL - o q gt 3 N T LN Y W L
i S A R R R A R

Il

D

Notice how, in the last two lines the return address is removed from the atack, (K B R W N | L

80 that the next item on the stack 1s the return to BASIC address. The next "',,/l,,/ ]

Rl will of course do just that. g 1l
O

) Ry 1O

\
L %
5-§;"~:¢.w‘-;¢ |
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MUSIC

Music from your TV spesker? Ia it possible? More to the point - ia it
possible on a ZX? The answer is yes!

As you kmow, your machine is desigmed to work without sound, It doea make
a kind of horrible buszing noise, but hardly snything you'd want to make
music out of. The manual iteelf tells us to turn the volume right down so
ag to cut the noise cut completely.

The little computer; on the other hand, has e mind of ita own. Completely
ignoring its own design specifications it thinks to itself MAnything a
bigger computer can do, I cen do better", and as a result of this
rebellion you'll find that REAL NUSICAL NOTES can be produced with just

& tiny apeck of machine code,

Those of you who have tried the music routines in Interface are undoubtedly
thinking to yourself "Huhl I've heard this so called 'music! - it's
rubbishi" Well I assure you this is not the same thing. The reason? Well
one big advantage machine code does have over BASIC is precision = and

this program is in machine code, not BASIC. The mueic is muaical, You

cEn ‘even tune it if you have a ‘hm.{ng fork handy.

This is called CATHY'S PROGRAM, dedicated to =omeone who believes computers
ahould be artful, not just attack you with space invaders, The machine
code 48 best stored in a REM atatement. The addresses given in the listing
assume you have a NEW ROM machine. If you have an OLD ROM machine all you
have to change i= the addresses (mlthough you will have to supply two of
the subroutines yourself - see chapter ten)

Cadhys Pooprom

9B897369  NOTES C D EF Thiz dats represents
00937E0Q5E - o¥pr _ the various notea that
0038312824 - ¢ B E ¥ are ayailable from the
0000362000 - - otk o keyboard.
0CO00R161E - = pAgrps
000A0C121A - € B AG
000000414C - - - g
0038304653 o T
T8 PAUSE LD 4,B Subroutine canaing a
3D HOLD TEC A delay of a precise
20FD JH MZ,HOLD length.

call [o3°] RET

Horo CImEd2 START CALL HSCAN wait until & key ia
44 LD B,H pressed,
4D 1D C,L
51 D 3,C
14 iNc D
267 JR' NZ.,START
CDBEIOT GALL FINDGHR Find which key is being
110440 LD DE, HOTES-TE prassed.
12 ATD HL,DE

LD ‘8, (HL) Select note.
XOR

B8 CF B Check that this note is
2BEB JR Z,START not & "pause",
DEFF IN A,(FF) Play this note,
CLA940 CALL PAUSE
D3FF oUT (FF),A
CDA940 CALL PAUSE
18E0 JH START Go round loep agsin.

If you stors the whole machine code routine in a single REM statement in
line one, then you only need one more line of BASIC to make the program
complete, This is line 2 RUN USR 16558, which calls the machine code
from the esddress labelled START, Delete any extra 11;::_33 you may have,
and SAVE the progrem a couple of times before you RUN it.

You now have two octaves at your disposal - the keyboard below shows
where the notes are. A fair number of tunes mey be played quite
successfully.

Always Tun the program in the FPAST mode - it's not that the spesd makea

the notea sound different — it'a simply that the program doean't work AT
ALL when in SLOW.

The notes as listed in the program are roughly right, but exactly how they
seund will depend mainly on your television set, (i.rmidentl;\r you may have
to alter the tuning 8lightly to get the best sound quality,) =o in case
you need to "re-tune™ the notes, here's how you do its

The data at the start of the program (labelled NOTES) contains one byte
for each note. A zero indicatea there ia no note on that key. The data is
in the following order: :

R a0 O 0 | o D
0 | O O G | O [ OO O | R [
OEEOFEEIOO0]
CIEIeJEIE]EIR ]I

data key note

38 89 73 69 Z xcv T D E F lower octave
00 9% TE 00 5E A S DFG - ¢® D" - F* lower octave
00 %H 31 28 24 A W ERT = G D*E F upper octave
00 00 36 2¢ 00 G £RE I - - " 1" ~ upper octave
Q0 00 OF 16 1E Q-9 8..7.:46 = = A* ¢ ¥ upper octave
DO DA 0C 12 1A PO I DY - € B A G upper octave
00 00 00 41 4C ML kK JEH = = = A* G lower ootave
0038 3C 46 53 ap. M N B - C B A G lower ootave

to slter the frequency of any note just change the byte of date that
represents it. To make a note higher you must decrease the number, and
to make it lower you must increase the number.
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THE FROGRAM'S DISATVANTAGES
{And how you can cure them)

The biggest disadvantzge ia the lack of a RET instruction anywhere in
the program, wnich means that once you enter the program you cen never
leave, You can cure this by adding a few lines somewhere near the START
label. As an exercise, mee if you cen adjust the program so that it
raturna to BASTC whenever the key SHTFT-ZERC (rubout) is pressed, (HINT:
AL equale FOEF when it returns from KSCAN)

The secend disedvantage is that if you press SHIFT while playing notes
=aome very random thinge seem to happen. See if you cen meke the shift
key inactive (except for hreaking ouf as described above) by adding a
SET 0, instruction somewhere in the program.

7X Music is a fescinating subject, =nd it is possible to store in data &
1ist of notes to be played, and how long esch note is to be played - a
tune in other words. I'll lsave that one to you though, because the only
Teal way to learn is by experiment. We'll leave the subject of muaic
altogether now and turn to semething slipghtly different: pictures....

PICTURES

This is yet another program which relies on the artistic ability of' the
human pperator, It im strictly for NEW ROM uaers ONLY, but it is intended
to be run in the FAST mode. You will require at least four-K for thias.

The program siores in memory thres or more differvent piotures, and cycles
through them one at a time, displaying each on the screen for as long as
you want. A "picture" can be anything whatsoevér - you can compose it out
of graphics symhola, letters, spacea, inverse ssterisks - whatever.

The firat thing you do is to reserve some memory in which to atore thess
pictures, If you have 4K type POKE 16388,182/POKE 16389, 70/NEW for three
pictures, or POKE 16388,206/POKE 16389,73/HEW for two pictures, If you
have 16% you can find enough room for about twenty pletures. To work out
how far down you have to move RAMTOP with 18K just start off with 32768 and
subtract T893 for sach plciure.

How you're ready: wWrite the following machine code to a REM statement in
line ones
2A0C40 STORE LD HL, (D-FIIE)

118646 ID IE,PICTUREL
011903 1D BC,0319
EDBO LDIR

(] RET

The address labelled FICTUREL refers to those people using 4K. For those same
pecple PIOTURE? would be 49CE and PICTURE3 would be 4CE7. If omly two pictures
will be used you should omit PICTUREl, not PICTURE3. If you have 16K you have
more or less limitless freedom. In the interesta of aimplicity you could uae
addresses 5000, 5400, 5800, 5C00, and ac on.
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Now type POKE 16389,77 followed by CLS if you are using 4K, or if you are
using 16K bat ml_i;r'mn'd 16389 with a number lese than TT.

Now write & BASIC program (without deleting line one) which prints a ploture.
The last line of thim program should be RARD USR 16514, 4K users may find
themsslves running out of space. If thias is s0 you'll just have to give up
and make do with two pictures instead of thres. b

A useful fact to know is that if you maks the first line of your program
(first apart from the REM that is) POKR 16418,0 then you can primt to all
twenty-four lines of the screen, Even PRINT AT 23,03 workal

Now delete all the !'IIIM‘ lines, DO ROT TYPE HEW. Change the address in the
machine code to that of a different piciure, and write a new BASIC program
printing a different picture, again ending in RAND USR 16514. Do thia until
every picture you wish to cyele through has been stored.

Now move RAMIUP back %o the mddress described in paragraph three
Type NEW, How you are readya...

For the first time in the book we are going to make use of the FAUSE

facility. the inatruction CALL PAUSE will diasplay the TV picture indefinately,
or until & Rey is pressed, To PAUSE for a specific number of TV frames it ia
necessary to LD (FRAMES) with the required mumber first. Euter this machine
language programt 3 f ]

0602 PICTORES ID B,rumber of pictures
218646 LD HL,address of first picture
L5 NEXTPIC  FUSH BC

EISBOC40 1D IE,(D-FILE)

011903 ID BC,0319

EDBO LILR

ES PUSH HL

210001 1D HL,length of paume
223440 1D (FRAMES),HL

co2902 CALL PAUSE

El POP HL

cL FOP BC

10ER DINZ NEXTPIC

c9 RET

This im the complete program. See how it works - the first picture ia copied
into the display file using LDIR, and the PAUSE subroutine is called from the
ROM. Then when the PAUSE is over the next picture ia copied cnto the scresn,
and mo on. The value of HL is not changed between each icture, since they
ars stored in memory immediately after each other. If thay are not (for
instance if you are using easy to remember addresses) you'll need to alter
the program slightly . HL should point to the start of a new picture each
time round the loop.

The BASIC program to go with this im

10 RAND USR pictures
20 RUN

In this way you can bresk out of the program at the end of the sequence.
Alternatively you could replace the last RET instruction by JR PICTURES,
which would eliminate the need for a second BASIC instruction. You can of
course always break out during a PAUSE.
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LIFE

In the last program in this chapter we turn the tables slightly. We humans
have been artistic for long enough = now it's time to let the computers
take their turn.... =

This program is called LIPE - it is supposed to represent the birth/growth/
death ecycle of a colony of cella living on & square grid, It produces rather
fascinating results, Before your very eyes you see a constantly evolving
pattern - starting off totally randem - which finishes sometimes with the
ultimate death of the cell colony, sometimes with a fixed and wmmeving cell
structure which haa reached equilibrium, and sometimes with a continuocus
cycle of patterns, called dynamic equilibrium. It really is amazing to watch.

LIFE was invented in 1970 by a man called John Conway of Cambridge University,
and it's rather surprizing that the Tate Gallery hasn't yet got a copy of

it. Although it ie in fact about the growth of cells which follow hard and
fast mathematical rules it in Teality becomes a rather effective pattern
generating algorithm,

The principle of LIFE is very aimple., A grid - usually sguare - is dotted
with approximately one quarter of its available squares {illed with cells,
Thesa poaitions are usually chosen entirely at random. This configuration
of the grid is called CENERATIDN ZERO.

Successive generationa are then worked out by a fairly simple to understand
principle. Each square on the grid has eight neighbouring squarea. These
squares either contain another cell or they are empty. Every cell with two
neighhouring cells; or with three neighbouring cells, will survive to the
next generation, but no other cella will survive, A new cell is born in every
empty space which has precisely three neighbouring cells, but no other cella
are borm, With these fairly simple rules it is rather surprizing that the
gama should produce the rather impressive results that it does.

In this version of LIFE our grid is sixteen by sixteen, because of course
sixteen is a fairly easy number to work with in hexadecimal, Further, our
grid is rather strangely conatructed in a curved space continuum, meaning
that every sguare on the left hand edge ia connected to the corresponding
Bquare on the right hand edge, and vice versa, also every square on tha top
edge i connected io the corresponding square on the bottom edge and vice
VETER.

The program is best run in SLOW, although of course it will run in FAST if
you add a PAUSE or INFUT atatement.

NEW ROM people are advised to store the mashine code in a REM statement.
OLD ROM people ave advised to store the machine code anywhere but a REM
statement, since it centains characters T6h, The machine code containa
exactly one hundred and thirty nine bytea,

The surrcunding BASIC program is

2 HAND USR START
3 RAND USR NEXTGEN

(4 PAUSE 25 or INFUT g - optional extra for FAST users)
5 GOTO 3

- where START and NEXTGEN are addresses in the
machine code program. In the fellowing listing we assume that the firat
address is 4082, You can quite easily change it if you wish.
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EF010110
10FFFFFO

tall here

OE10
0610
213240
54

5D

29

29

19

29

29

29

19
223240

TABLE

START
NEWROW
NEXT

BLACK
CHAR

NEXTGEN

COPY

NEXTCELL

VALID

DEFB EF 01 01 10
IEFB 10 FF FF FO

-

_HCI
[
oo

(SEED)

EEEEE
S

EBEEEE
EEEEEEE
HEEEREE

_,ﬁ
i
:

2

BES5335E
Jaiscsss
Egzg

o
=3 %

 2BBE
How
g
2

RET
1D B,00
LD IE,DUMP

LD HL, (D-FILE)

LD DE,DUMP
FUSH DE
1D €,00

POP IR

FOP HL

LD 4,{HL)
CP 76

JR NZ,VALID
INC HL
PUSH HL

EX TE, 1L
PUSH HL

Data represtenting the displacements
of the neighbouring sguarea,

C counts the number of rows printed.
B counts the number of columna.
This next seciion generates a
random number.

The new random-number—seed ia stored.

TDecide which character to print, based
on choice of random number,

Print this charactar.
Same for the next character in the row,

Print a newline symbol at the end
of the row.
Same for next Tow.

Ceneration zero printed completely.

B counts the number of cell pomitions.
TE stozes the start of the working-
area used to compute the next gen.

Stack the start of the display-file.
Copy the current generation (but not
newlinea) to the working space.

Stack the start of the dump,

€ Counts the number of neighbours a
particular cell has.

Skip over the next character in the
display file if it is & newline.

Store the position within the dump of
the cell being examined in HL, and
also steck 1%,
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118240

280B

El COUNTED

3BA0  NOCELL

c9

9555858
SeBfeRED
= E &

GrEr@rscmpogs

ot e 5 )
-

-

ERESESESQ58353E

g

L ——
Fesl
| ]

B2y
B *E

&g
=

HE39EEIEN
HElis-
g

Point IE to table of displacementa.
Find displacement.

If this "displacement” is OE we have
reached the end of the table,

Point TE to next item in table.
Find reighbouring cell-position.

Is there a cell there?

Inorease count if so,
Retrieve cell position.

Are there less than two neighbours?
If so no cell appearsa.

Are there four or more?

If so no cell appears,

Are there precisely three?

if a0, a cell doea appear.

A now containa the right character.
Retrieve print position.

Frint character,

Move print pesitien aleng one,
Retrieve call-position.

Look at next cell=position.

Stack this positien,

Check the value of L to find cut
whether or not we have printed the
last cell-position.

Reatore the stack to its original
atate and return to BASIC

If you used tha same addresses as in the listing then START is 16522 and
NEXTGEN is 15562- SAYE the program, Do not RUN it yet because if you do it

will crash! NEMW

NEW ROM usera MUST first of all type POKE 16389,67 followed by

. and OLD ROM users should ensure that they have at least 2K of memory.
You will then have to reLOAD the program from tape.

The first thing you should type is RAND/RANDOMISE. You may now type RUN.

An interesting point about thia program is that it is capable of producing
ita own random numbers. The part lsbelled NENT does this = you should atudy
hew this is achieved, and by all means use the same principle in your own

ProgTams .

LIFE will print out & randomly conmtructad generation zero in juat ONE SECOND
when in the SLOW mode, The successive generations will then be produced at
the staggering rate of three and a half generaticna per second! If you find
this is much too rapid you can slow it down by adding a few more linea of
BASIC - I suggest LET X=O/LET X=X+1/PRINT AT 17,0;X with the last two being
inside the loop = this has the added advantage of telling you how many
generationa have been shown.
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Finally you should follow the manner in which this program , unliks some
other LIFE programs, calculates each new generation en‘sirely on the basis of
the previous one, It does not work out the new first row and then calculate
the gecond row by counting the neighbours in the now-changed new first row,

the second row is determined by the previcus status of the first row, (this
is what the area of memory laballed % in the machine code listing is
for}, thus each new generation ia correctly mel up.

There are many other pattern generating programs, some much simpler, but none
with the elegance of LIFE. If you own 16K you might like to try writing a

24 by 24 LIFE, or even a 24 by 32 version - remember, in machine code thers
is nothing to stop you printing on the very bottom two lines,

The biggest LIFE you could possibly hope to achieve ia 48 by 64 using white
quarter-squares for cells, but that would be quite a complicated program, If
you feel really enthusiastic you might like to have a bash at ihis monumental
tasks I will let that decision rest with your sanity.

The next chapter completes the discussion on mAII:}H'I'S and leaves you with
the horrifying proapect of complating the program,...
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This is the ssciion which decides upon vhich is the "best" move the computer
can make, after the human's move.

You may have to follow this thinking we are about to embark upon very care=
fully. Here in brief is a systematic breakdown of the way in which the move
is chosen.

We scan the board, one (black) square at a time, and whenever we find a
computer's piece we sit and think about it for a bit. To each move we find
possible we asmign a numerical value, such that the bigger the number, the
better wa think the move is. It then follows that to select a move we merely
have to choose the one with the highest pomzible value,

0f course this idea won't let the computer plan ahead - it can only think one
move at a time. In order to comstruct this liat of moves, and accompanying
numerical values we don't actuslly have to ‘astore every single move we find.
Having located a possible move, and worked out its acore, what happens is
“thist

If the score is LOWER than those on the 1ist, the move is ignored.
If the socore is HEQUAL to those on the liat, it ia added to the end,

If the score ia HIGHER than those on the list, then the list ia abolished
and a new one started.

In this way the liat iz always as short as it can possibly be. When the final
decision time actually errives the computer now merely has to selsct one of
these moves et random. Mext question = where will the list be stored? Answer
The Stack, This aimplifiea things, but it does mean that we must keep a
Tecord of where the start of the list is. We shall store this at addreass
4078 (OLD ROM 4022) and call this quantity LBASE. You will notice that in

an earlier part of the program we used 4078/4022 to ntore a guantity called
POINTER. Don't worry = this is quite alright. POINTER is not used in the
previcus section, and it's value does not need to be preserved. LEASE was
not used in the last section, and again its wvalue does not nead to be preserved.
Using the same space twice for two diffevent things is a space-saving trick
you should get to kmnow,.

The decision making of the computer begina et address 4DAA. The first instr-
uction is LD (LBASE),SP. The start of the 1ist is now preserved., we can play
around with the stack now as much as we like, as long ss we remember to restore
its value before we return %o BASIC. The second and’ third instructions are

LD BO,0000 and PUSH BC, which will indicate that there is nothing at all in
the curvent list.

The checking locp thus looks like this. Notice that & new variable SQCHK is
used, 1t is listed as residing at 4077, but OLD ROM owners should replace
this addresa by 401C, .

4184 EDT3TB40 BOARDSCAN LD (LBASE),SP Initialise the list.

010000 LD BC,0000
G5 PUSH BC
213640 L HL,WEBOARD Scan the board, one square
B HXTCHE 1D L.IERL) at a time.
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FoRO OR BCG

FEEC CP EC Have we found & computer's
. plece?

227740, LD (SQCHK) ,HL

CA434E JP Z,EVALUATE

247740 KPCHKNG LD HL,(SQCHK)

20 INC L Have we reached the end

i LD &,L of the board yet?

FREG CP 6

2080 JR K2, NXTCHK Loop back if not.

A2 you can see, this particular bit is quite straightforward. You only need
to (temporarily) add a few extra instructions to avoid crashing. These are:

AE43 C3D54D EVALUATE JP 4DD5 These additional lines
4DAT C3D54D  CHOOSE  JP ADDS are temporary only. They
4105 EDTRTB40 LD SP,(LBASE) will stop the program
ATD9 DEAT LD C,AT crashing, but will not
4LDB CDBECAC CALL CAMEDVER Tun it.

Can you see that loading SP with (LBASE) eliminates the need to POP everything
from the stack before returning. LDing 5P will fool the machine into thinking
that the stack hasn't changed since we went into the loop.

Now we need to think sbout what form we want the liast to take. I.&!‘-‘B examine
the problem in reverse. What form would we like the ligt to take, in order
to make removing items from the stack easier,

The firat item on the stack should be the rumber of steps involved in the
move - that is one for a single move/jump, two for a double jump, three for
a triple jump, and =0 on. The second item should be the numerical value which
the items in the list have been assigned - the priority as we shall call it.
Following these items of information we should have the list iteelf, starting
with the square to be moved from, followed by a meguence of one or more
directions in which to be moved. Immedimtely after this the second item in
the list in the same form, then the third, and sc on...

You*ll notice that each thing we need on the stack will only need to be one
byte in length. The number of stepa cannoi poesibly be more than 255, The
priority cen be chesen however we like - we can alwaeys make it one byte if
we wish. The initial square can be stored by only stacking the low part of
its address in WKBOARD. The directions to be moved can be stored in the same
mariner as before - 05, 06, FA, or FB for plus or minus five or six. In order
to make this program as space efficient as we can it makes sepse to do just
that.

To make = random decision let's assume there are B possible choices. We want
therefore to choose a random riuumber batween 1 and B - or as we shall do between
0 and B-1. We shall do this by the following meansa:

ATAY 343440  CHOOSE LD A,(FRAMES)low  gelect a random mumber
90 REFEAT SUB B between O and B-1. This

I0FD JR NC,REFEAT number to be stored in
BO ATD A,B the A register.
C3D54D JP 41D5

OLD ROM users should replace the address 4034 by 401E. The final JP 4105 is
merely a means of exiting the program.

121



Imagine the liat is complete and we are about to remove one item from it.
The stack now looka like thiar:

b

mo. of | priority | initisl direction|initial direction]d  § direction
ateps sgquare one Bguare ane one
lbase

1f we now use the instruction FOP BC, B will contain the priority, and C the
no, of steps, The priority is now & redundant piece of information, since it
was only needed to construct the list in the first place. C however is very
important. In the disgram above C would be one, but it doesn't have to be.

The atack now looks like this - but let's generalise a bit more by assuming
there are two stepas per move, not onet

initial direction direction|initial direction direction direction
sSguare one two square one two two

Bp l‘bs.ae’

If A i® an indication of which of these moves we are to choose then it seems
logical that we must remove A of them from the stack. Then the required move
would be at the top of the stack. Thus if A is zero we do nothing, otherwise
we must use some kind of loup, Can you see that FPOP HL followed by DEC SP
will remove one byte from the stack rather than twe, and that INC SP cen be
used to skip over one of the bytes.

The required loop is this:

ATBO cl FOP BC Find the number of ateps
41 LD B,C PEY MOve,
2808 JR 2, FIRSTOFF Do nothing if A is zero.
3 HEROFP e sp Remove a total of A
33 NEXTOFF  INC SP |complete moves from the
10FD DINZ HEXTOFF stack.
41 LD B,C
3 TEC &
20FB JR NZ,HSQOFF

The selécted move is now st the top of the atack. To carry it out let's first
take a lock at what the stack is now like:

initial direction direction
squars one two saaen

Fe

To find the initial square the sequence is POP HL followed by LD H,WKBOART-high.
You see "initial equare" is the low part of the address, By asaigning H with
the high part we ensure that the register pair HL containa the absclute

addresa of the square from which we must move. H must be asaigned after the

POP HL instruction though, since there is no resl woy we can manage to remove

L on its own. Finally the instruction LT B,C cnce more will a=ssign B with the
number of stepas we have to make. The procesdure for carrying out these ateps

is mueh simpler than before pince we ‘don®t have to check for cheating - we
shall write the program such that the computer cannot cheat.

A4DBA El FIRSTOFF FPOF HL Tind the abaolute address
2640 LD H,WKBOARD-high from which we must move,
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To Temove one direction at a time from the stack we shall use the sequence
DES SP}PUP_IE. In this way E will be assigned with the required dirsction.
p will contain useless information.

4DEF 41 1D 8,C
3B NEXTSTEF IEC SF Find which direction the
nm POP IE computar is to move.
4E LD ¢, (HL) Get computer's piace.
3680 LD (HL),BO Overwrite with black sq,
™D LD A, L Find destination squars.
83 ADD AE
&F LD L&
TE LD A,{HL) Is this square empty?
FEE0 CP 80
2805 JR 7,SQUARE If 80, move,
3600 LD {HL),80 If not, jump.
D LD A,L
83 ADD A,E
&R LD L,A
71 SQUARE LD (HL),C Put piece in position.
10ER DJINZ NEXTSTEP Same for next direction.
You should now be at address 4DD5, at which is stored the mequence
4105 EDTETB40 LD SP,(LBASE)

OEAT LD C,AT
‘ CDBCAC CALL GAMEOVER

4DDE 240C40  EIPRINT LD HL,(D-~FILE)

anc:ll 80 on down to
4TFQ cy RET.

This memna that provided the stack is correctly % up we can motually see
this whole mechanism working. What 1 want you to now is to write a short
routine to eet up the stack so that all of the possible opening moves are
stored. You should be able to do thia all by yourself, I will tell you though
that the routine should be placed at addreas 4B43 (what will eventually be
the EVALUATE routine) and should be terminated by the instruction JP CHOOSE
(C3A94D). Ons way of doing this bit would be LD HL,something/PUSH HL/LD HI,
something/PUSH HL/mnd so cn, but if you can think of a betier way by all
means use it,

You mey now RUN the draughts program by typing RUN 4. You will be asked for
an input - make your move as you have been doing in the peat. Now wateh what
happens to the computer's side = one of the pieces should move) Bresk out of
the program, since as yet it can cnly decide upon the first move of the
game,

Now RUN it again - again by typing RUN 4, Does the computer make the same
move? If it doea it's purely coincidemce, since choosing from the list is
done at random. Try again, end again, remembering te break ocut of the program
gach time and re-run, You ahould get & different result each time.

We'll leave the program et this stage and continue later on with the mechanism
of metting up the stack correctly in the first place, and actuslly deciding
which moves are better than others.

In the next chapter we'll look at some complets (and short) games designed

to demonstrate what machine code can achieve in terms of speed, and in very
few bytes compared with BASIC.
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SPIRALS

In this fani movinz real-time graphics game (intendsd for use with SLOW)
you are placed at the start of a sguare apiral and must reach the and of
it in the minumum possible time. Your score is copatantly displayed - it
atarta of at 99900 and decrements continucuely, but you can't cheat by
breaking out early with a high score = the program won't allow that.Now
and again the score will reach zero befors you reach the and of the spiral,
If that happens you obviously need more practicsl

This Tascinating and highly amuming game is unfortunaiely for NEW ROM users
with S1OW only, Lt will not work in FAST becaune although the program will
8til]l consider iiselfl to be running perfectly smoothly, the average human
operator won't know what's going on because of ths fact that the acreen in
front of them im completely black.

Thia is a fascinating game to watch - witnessing the scors decrease bafore
your very eyes is surprizingly effective. You can make the game a8 diflicult
as you ike by altering the initial value of the Mtiming” = held in BC. I've
given it 0400, but you could use 0800 for a slower gnme, 0200 for a fastsr
game, and mo on. n

There ia one difficulty built in though = If you hit a wall you don't just
bounce off, you mctually become embeddad in it, mnd the only way you can
gat out is to exactly reverss your direction.It can be quite tricky.

Well good luck on your rmce = keap a Tecord of the high scores (ne cheating)
and ses if you can master it,

The keys will move you ms follows: Any key on the botiom row will move you
downwards (except for ahift, which has no effect), any key on the top row
moves you up,. The middle two rowa move yon left and right, with the lefi-
hand ten keys (QVFRTASIFG) moving you to the left, and the ten righthand
keys (YUIOPHIKIn/1) moving you to the right. This aystem was adopted instemd
of using the cursor controls 5, 6, 7, and B for two reasons.

1) It ia essier for people to understand snd becoms familiar with,

2) It ia easler to program, since we only need io test one register after
the keyboard scan inatead of two.

The program lists as follows, and can be Telocated to any deaired location

by changing just one address, The program should be called fro the point
labelled START, ' A A

El SFRINT POP HL This subroutine printa
TR LD A(AL) out a pleture of the board,
23 INC HL along with your initial
E3 FUSH HL, seors, 1t must howsver be
FEFF CP FF provided with a 1ist of
ce RET z data terminated by FF.
T RST 10
1876 JR SPRINT
CD-sprint START CALL SFRINT Calls the subroutine, The
following im dats For the
pubroutine.

DEFB 80 80 B0 80 BO B0 80 8O BO BO 80 76
WJSBOOQOOOQOGNOOOODO?G
8000 B0 00 BO B0 80 80 BO 00 80 76
80 00 80 00'BO'00 0O 00 BO 00 80 76
BODOBOOU'EDDDNDOEOOUEOTG
80 00 BO 00 B0 80 80 00 80 0O 8O 76
80 0O B0 0O 00 00 0O 00 B0 00 8 76
80 00 B0 BO 80 BO BO B0 B0 00 BO 76
m.nummmmmmmmmm
ggauauanmaneouuaounau;rﬁ
5E 34 3a 37 00 38 28 34 37 2A 00.33 34 3C 00 25 25 25 1C 1C FP
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This section initislises the
two "variables™ used in our
ProgTam,

Decrement the score.

A timed delay. Altering the
initial velue of BC changes
the apeed of the game.

Scan keyboard. L now containa
8 valus correaponding to the
direction raquired.

Find direction.

Is player embedded in wall?

1f so, is player revereing?
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2ATB40 HOVE 1D HL, (POSTTION) Reasmign square with black
TE 1D A.ilnl) or white space as required.
E&80 AND 80 ;
s LD (BL), A
19 ADD HL.DE Find new poasition.
= LD A, (HL) Iraw black or white crosa
F615 oR 1% as appropriate.
i LD EHL}.JA
227840 LD (POSITION),HL
210000 LD HL,0000 Store direction moved if
17 RIA a wall haa been hit.
3002 JR NC,NOTHIT
62 ID H,D
&8 ID LB
227940  NOTHIT LD ( )HL
2A0C40 LD HL, (D-FILE) Check to see whether the
113600 1D I®,0036 finishing square has besen
19 ADD HL,TE reached.
EDSBTB40 LD IE, | POSITION)
ED52 SBEC HL,
c8 HET Z
C¢3-loep JP loop
BREAKOUT

In this veraion of HREAKOUT, which incidently may only be run on a NEW ROM

in SLOW, you move the bat with any of the keys on the keyboard - thoss on

the left will move you to the left, and those on the right will move you

to the right. The game is intended to be played only by those people with

mirugo::;h:ut 1t.d'nnn baadpgr:u:deih:u Tun in leas if the following faw
ine| schine code are & - e q

i by 0 program = thess should preceed the

FD362200 EXTRA LD (IY+22),00

210003 ID #L,0300
AP SPACES  XOR 4

o7 HET 10

2B DEC HL

e LD 4K

5 OR L

2079 JR Nz, 8PACES

The reason for this is that the main BREAXOUT program assumes that the scresn
ia initially completely full - that is, that it contains twenty-four rows,
each consisting of thirty-two spaces followed by a newline. If your machine
haa less than 31K on board then this will not be so, because of the way that
the ROM setm up the screen. To rectify this we first LD (I‘HQE} with 00, IY
is always 4000 at the start of any USR routine, so IY+22 is 4022, which ia
the systema variable TF-S5Z. This represents the number of rows in the bottom
helf of the acreen (the part we cannot Print to) — by telling the machine that
this number is gero it follows that the number of rows that we cannot print
%o is also zero, thus the whole screen is at our disposal. HIL counts the
number of mpaces to be printed to ensure that we do not try to run off the
end of the screen.

EREAKOUT is a program in four parts, These parts are 1), Initialise every-
thing. 2). Restart the game for each new ball. 3). Move the ball. 4). Move
the bat. We will go over each of thease stepa in scrutinous detail.

Firstly to initialisme everything. This involves a) printing the playing board,
b) defining the initisl ball position, and c) setting the initial speed of the
game. To print the board: 128

20002200 TARLESTART LFFW Q020 o022

EOFFDEFY 1MW FFED FRDR

240040  BREAKOUT 1D HL,(D-FILE) Load all of the bricks into pesition.

118500 LD D&, 0085

19 ADD HL,DE _

018080 LD BC,BOBO B is the number of bricks, C is a

23 WXERK INC HL constant used quite frequently in

TE 1D A,(HL) this section.

FET6 CP 76

28FA JR %, RKBERK

3608 I (HL),08

1076 TUNZ NXERK i

280040 L0 HL, (D-FILE) Put top wall in position.

061E LD B,1E This part puts in the first thirty

23 WXBL ING ML blocks.

n LD (HL),C

1OFC TUNZ NKBL

23 INC HL ; o O

3690 Lb (HL),9C The current score — z&rc = ia enterad.
HL

?f?. LD (HL),C The last bleck is set in place.

23 INC HL

23 INC HL ;

111F00 LD DE,COLF IE is one more than the number of

0617 LD B,17 spaces between the walla.

71 SIDES LD (HL),C Both side walls are loaded into

19 ADD HL,DE positien.

mn LD (HL),C

23 INC HL

23 INC HL

10F9 TJNZ SIIES

0620 LD 8,20 Now the base=line is drawn in.

3618 BASE LD (HL),1B

23 INC HL

10VB TJRZ BASE

vou'll notice that in this version of the game I've epsured that a row of
full stops is printed below the very bottom of the screen. This provides a
convenient test for whether or not the ball h_aa hit the base. Finally, to
set the ball position end speed, the proceadure is:

this 1a the displacement from the
I L iu;ant prirt ygﬁitibn to the ball's
starting point,
19 ADD HL,TE Losate this starting point.
223040 LD (BALLINIT),HL  Store it.
210009 LD HEL,0900 This is the initial sypeed.
224640 LD (SFEED).HL Store it.

This ia actually all the initialisation we need. You'll notice several thinpgs
missing - for example although the ball is located it is not actually printed.
The bat im not mentioned at alll The reason is that the bat is redrawn every
time the game is restarted, and So im the ball. Why bother to find the initial
position then? Well in this version, the ball atarts off In a slightly diff=
erent position eaeh time. This ensures that it is possible to wipe out all of
the bricks.

The variable SPEED has a dual purpose. Firstly it determines the speed of the
game - that is, the speed at which the bat and ball will move (the bat movea
at precisely twice the ball apeed), but secondly it determines when tha game
{g over, When SPEED decrements to zero (the lower the number, the faster the
game) we knov that the game is over,
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Section two of the game doss the following tasks,

pomsition, whilst also noting the current ball position and.
b) Seti the :

—— T

initial direction of movement of the ball to up/right. c) change

a) change the initial ball
Printing the ball,

the speed of the game and check for end of game. d) print the bat
ame . d and at th
same time delete any previous bat symbol that may have been thgr'p: e) g;ve 2

the human player a chance to recever from the 1

she won't want one ball to leap into

vanishes. The section is this. Look at the manner in which the bat is
printed and the previcus bat overwritten.

ast pession, since presumably

the game immediately the last one

243040  RESTART LD HL,(BALLINIT) Change the starting position of
23 INC HL the ball.

223C40 LD (BALLINIT) HL

224040 LD Emmﬂ},m. Start the ball here,

3634 LD (HL),34 Print the ball.

21ECFF LD HL,FFEQ Set the initial direction,

224440 LD (DIRECTION) ,HL

04740 ID A,{SPEED)high Increase the apeed

3D TEC A

ca HET & Return to BASIC if lives have ran
324740 LD (SPEED)}high,d  out,

2A0C40 LD HL,(D-FLLE) Reprint the bat in its starting
11B702 LD IE, 0287 position

19 ADD HL,DE

3600 LD (HL},00 ,

3E03 1D A,03 A contains tha bat symbol.

23 ING HI

17 LD (HL),A

23 INC HL

17 1D (HL),A

23 ING HL

T 1D Em.) A

224240 LD (BATFOS),HL Store the initial bat position. (This
25 INC HL is the poasition of the cemtre of the
77 1D (HL), A bat.

23 INC HL

17 LD (HL),A
0618 LD B, Now ermse the reat of the row, in
23 ERASE ING HL case a previous bat symbol remains
3600 LD (HL},00 thexe.

10FB TJNZ ERASE

210000 LD HL,0000 Set a very long delay, for the player
1803 JR IELAY to recover for the next ball.

The last two lines, which cause a short pause betwsen sessions, will become
clear when the start of the next section is given.

To move the ball we firat ef all go through a timed delay loop (controlled by
SPEED - the speed of the game) and then unprint the previous position of the
ball, The contents of the pext square in the direction the ball is travelling
are examined, and one of the following will happen:

If a full stop has been reached then the ball has gone off the bottom of the
ascreen - the game is restarted, Y

If either a space (ie nothing hit) or a brick is looated, the ball is
reprinted, at this new position,

If anything other than a space is reached, the direction of mévement of the
ball is changed =zt Tandom.

If the ball was not reprinted then find the contents of the next square in
this new direction and re-examine the situation.

If a brick was hit, the score is increased by 1.
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Now, in order that we may chooss s new random direction validly we require
a table of directions to choose from. These valid directions are 0020, 0022,
FFEO, and FFDE, You should store these numbers, low part first, at any
address in RAM, snd call the start of thim table TABLESTART. The program
wnich will then achieve all of thia is as follows:

2a4640  LOOP
2B DELAY

54

5D

23

23

19

29

29

25

18

223240

T

06
Cétablestartlow
F
26tablestarthizh

B CARRY

3a DIGIT

1D HL,(SPEED)
IEC HL
B

L

+DELAY

258
zzvﬂ

fBow

B
JMOVEBAT
+ ( BALLPOS)

00
LD DE,( DIRECTION)
1y DB

EEEEERH
TakE
E-

4+
JR Z,RESTART

LD C, A

AND ET

JR Nz ,DONTMOVE
1D EKL_).M

1D BALLPOS),EI.
OR G

JH . MOVEBAT

Ly
i
e

EEB
m

SEEREEEREE

=
m

AND 06

ADD A, TABLESTARTLow

This is a short delay loop which
controls the speed of the game.

The ball is only moved every other
time round the loop, 3o that the
bat movea twice as fast as the ball.
The current ball position ia found.
Erase the ball.

Find the next poaition of the ball.

Find the contents of this new
position,

Has the ball hit the base?
Start next ball if so.

Only reprint the ball if the new
position is eithar empty or containa
a brick.

Retrieve previous contents

Change direction if not a space.

Generate new direction at random,

Chcose thia direction from a
table.

LD &,C If the contents of the square is
CP 08 not a brieck, then move sgain.

JR WZ,MOVEBALL

LD HL,(D-FILE) Heving established that a brick has
LD DE,001F been hit, the score ia increased by
ADD HL,IE one,

LD A, (HL)

CP 80

JR NZ,DIGIT

LD A,9%C

INC &

CP A6

JR NZ,INCREASHED

I (KL}, %€

IEC HL

JR. CARRY 131

17 INCREASED LD (HL),A



An interesting point to watch for is the way in which tha score is inereased.
Compare the mechanism to that used in SPTRALS to decrease the geore, There
are one or two differences between this and the last. Firstly of course we
are here using INVERSE digits instead of ordinary digits, though this
diffarence ie rather trivial. Secondly the BREAKOUT score {ncreases instead
of decreases. Thirdly, the SPIRALS score would terminate at zero, wheras

the BREAKOUT score can increase indef inately.

To move the bat, first of all the keyboard is scanned; and if a left~hand
key is pressed the bat ia moved to the left, provided of course there ia not
a wall in the way, and if a right-hand key is pressed then the bat is moved
to the right, if possible. Note that if a left and right key are pressed
simultanecusly the bat should not move at all. In our program auch a
ciroumatance would cause the bat to move first ta the left, and then to the
right.

Study this, the final part of the program, and watch the way the bat is
actually moved, Remember that the variable BATPOS stores the ppaition of
the middle of the bat.

c5 MOVEBAT  PUSH BG Preserve the value of B.
CDBEBO2 CALL KSCAN Scan the keyboard.
€1 FOP BC
m ID AL
IE"FE CPL

PUSH AF Stack containa a value corres
ggg# gnzﬂiﬂ the key pressed. i

» NOTLEFT If the player moves left....

244240 LD HL, (BATPOS) Locate :hey:at.
2B DEC HL
2B TEC HL
TE LD A,{HL) Is there a wall to our left?
FES0 CF A If so, don't move,
2829 JR Z,CYCLEL
ggoa LD (HL),03 Extend the bat to the left,

Store new bat position,

Decrease bat ta the right.

If the player moves right...,
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AUGHTS

The story so far... Once upon a time a human being input a move to a 2X
computer. The computer checked this move to maka sure that no cheating was
golng on, mnd cast a wicked apell on the poor human If it vas which meant
that the whole move had to be typed in all over again. Tha move was made,
The computer startad to mearch through the board for pleces that it could
move. Having found a plece, but not knowing whether or not it could move,

it ‘then miraculously found itself at an address called EVALUATE. Whare do
we go from here?

Let's start off by saying that a neutral move - that ls a move which mchieves
nothing, but alao loses nothing - has a "priority" of 80. (hex).

The fimt point worth noting ia that if a plece is in imminent danger of being
captured then it atands to resson that we ought’ to move it out of the way -
unless momething more important crops up. Secondly, if a plece ia preventing
another pirce from belng captured, then we should be lesa likely to move it.
Both of these conditions apply regardlesa of which direction we consider

moving the piecm, It Bimnds to reason then that we should work out this

part of the prioriiy firat, bafore we atart analysing each of the different
directions.

We must therefore work out a numerical value that corresponds
to the sguare that we are looking at, Thia value will then be added io 80,
after which each direction in turn will be anslynsa,

EVALUATE will therefore start off

4E43 CDF14D  EVALUATE CALL SQUAREVAL
GEBD ADD A,BO
522140 1D (INITIAL),A

The laat instruction atores the value we've found for use later on in the
#ame. On the OLD ROM the addreas of INITIAL should be changed to 4019, Now
let's take n clnger look at the subroutine SQUAREVAL. It will sssign a value
a8 follows ~ atarting with sero, if a plece ia in danger it will add five,
or meven for a king, If it is proteeting & plece it will subtract five, or
#evan for a king. Further, the subroutine, as with 81] subroutines from now
on, ‘muet not be allowed to alter the valuss of any reglater excapt A. One
way of doing thi= la to begin the subroutine

4BF1 c5 SQUAREVAL PUSH 7O
: FUSH IR
ES PUSH HI,

Here ia the complete subroutine. Follow it through carefully. It should be
sufficiently annotated fer you to make sense of exactly what it's doing.

c5 SQUAREVAL PUSH BC Store the current value of the

5 FUSH IR rogintera on the atack, Lo be

E5 FUSH HL Tetrieved at the end of the subroutina,
0600 LD B,00

B is being used ms a flag hers., Ths
first time round the loop it will be
zero, the second time round it will be one. Wateh the checks on B
carefully, The loop will check for
for danger the second time round.

11974¢ STARTUFF LD DE,TABLE I¥ is & polnter, vhich points to the

4 table of directions of movement.

14 HONT LD A,{DE)

4F LD A € now contains auch a direction,

D62R §U8 2R '

282\ JR Z,EXIT If thie Mdirection” is 2E we have pasned
the end of the table. We nhould exit
with value rero,

1c INC E

Move pointer to next direction in table.
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‘protection the firat time round, but

2006
FET9
2007

FEBL

2006

LB

EXIT

Enugaﬂfm L contsina the low part of the c—u.!‘ml:lt
1D H,40 square. We retrieve it withnu_tl altering
i the stack, and veassign H to the high
part of this address.
g thi
ADD A,C Pind square to be looked at in ]
BIT ﬂ’.a direction. Watch how B affects what
JR NZ,LA happens.
ADD A,C
% i.!f‘l? Watch how A is constructed here, IT
R C' a human's piece is present A will end
up as 27 UNLESS that piece is a non-
ég'n?{rm} king which can't move toward us. Then
JR NZ,NOWT it will produce AT. No other piece can
] genexate the result 27.
AL
;:‘Bé Lock at next square toward us. If B is
LT L,A gero we are looking at a pou:l.lqla plece
: being protected. ITf B 18 one we are
looking at ouraslves.
LD A, {EL
SOF rAps This is another way of checking for \
RLA a computer's plece rgardleas of whether
BIT O,B or not it is a king, but watch the
JH ¥Z,LB carry flag.
cP 19
JR ‘NZ, NOWT
1D A, {KL)
CCF Now notice the clever way we decide
LD A,81 en 5 for a pleee, or 7 for a king.
gLLi A now containa 5 or T as needed.
BIT 0,8 The loop is now ended,
JR NZ,IC
INC B' This ie what happens if B was zero.
ID H, A The value 5, T, or O is stored on the
EX (SP),HL stack behind HL.
PUSH HL
JR STARTOFF ;
LD DA This is what happens if B waa one.
! D now contains the current value
0, 5, or T. '
LD AL The square behind us is located.
SUB €
LD L,A
LD .Iu‘(HI.] The contents of this sguare are
! examined.
CP B0 if it is not a blank square we are
WT not in danger.
JI} fim The current value is retrieved.
HL
g“‘; E T now conteins the previous value
0y 5y 0r 7,
SUE D The final equare-value is caloulated.
POP IE The remaining registers are removed
POP BC from the stack.
RET End of subroutine,
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This works because if you take a look at the dimgram below you'

; : 0 : “you'll s 5
oleu'-htr t.':f. conditions under which we define a piece as be'i?in uin d::g:::h'
or protecting. Compare carefully what the subroutin ! s o
with each of the diagrams. T ot S Bl

humanta
| plece
FROTECTING
computer's h ig
pioce plece
Sauake Bguare
being being
valued valued
v -
blank IN DANGER
Sguare

Now for the rest of that decision making routine EVALUTE. It contains &
deliberate mistake - see if you can find i1l (The program will still run
pexrfectly amoothly even with the mistake still in.) If you can't sms it out
on your own I'11 tell you later on. .

This routine is designed to compute a numerical value - a “priority" - fer
any inﬂivii?-lusl move. Having done so it will compare this priority with those
moves stored on the stack. If the new priority is less, it will forget thia
move and go on to explore a new one, If the new move 1s equal in priority
it will be stored on the stack, If the new priority is more than those on the
atack then the list will be abolished, and a new 1list atarted, y

The regiaters in the routine have the following jobsi

A=~ & general purpoas working register,

B~ counta the number of items in the list. You may remember the CHOOSE routine
earlier on relied on B containing this number of items, i

C- a general purpose working rezister.

IE- a pointer which looks at the table of allowabls directions of movement.

H- the direction being moved, § \

L= the low part of the address of the current sguare.

The routine begina at address 4E43:

CIF14D EVALUATE CALL SQUAREVAL check for danger and/or protection
cés0 ADD 80 at current sguare, :
322140 LD (INITIAL),A
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11974C LD IE,TABLE Set pointer to start of table.

45 LD c,L Remember low part of the address of
the current square for later use.

£9 WTMND LD L,C fetrieve this value, ;

2640 LD H,40 Aseign high part of this address.

1A NXTDIR LD A, (TE) Select direction of movement.

1c INC E Move table pointer.

CATE BIT T,(HL) Check whether or not we are looking
at a king.

2804 JR %, ARYDIR 1f 8o we can move in any dirsction.

CBTF BIT T,A Check whether current direction is
forward or backward.

20F6 JR NZ,NXTDIR If backward, pick a new direction.

FE2E ANYDIR CP 2B I7 this divection is 2E then we have

CAADMD JE 2, KPCHNG coverad mll four directions.

€5 PUSH BC Temporarily stack B = the number of
items in the list of moves.

47 LP B, A Store current direction temporarily.

Bl ATD A,C Find the address of the deatination

bF LD L,A square in this direction. _

TE LD &, (HL) Find the coptents of this aguare.

60 1D H,B The direction being moved is now
stored in H, as required.

ol POF EC The number of choices of moves on the
stack - B = 1a recovered.

YEA0 CP 80 Ia this destination square empty?

20E% TEST JR NZ, \CTMEND If not, pick a new direction to examine.

ED537940 1D (SCANSGR),IE Temporarily store the value of IE.

Note that while we need to temporarily store IE somewhere, we musi not stack
it, since wa are shortly about to use the stack to examine our list. OLD ROM
gwners should interpret the sddress (SCANSQR) as 4020,

CIF14D CALL SQUAREVAL Gheck for danger and/or protection at
: destination aguare.

This is necessary because a move into danger is bad, and moving to protect
ancther piece is good. Notice that by deaign the subroutine SQUAREVAL will
not change tha value of any register except A. One unfortunate {law Iin the
eubroubine means that moving & king inte denger will only generate the value
five, rather than seven. Can you see why? ‘Follow the subroutine through if
you can’t. Finally you should note thai SQUAREVAL only requires L to be

asgigned initially, not HL. Thie is deliberate.

57 NEWFRI LD D, A Fegate this quantity, eince we do
42140 LI A, (INITIAL) not want to move into danger, and we

92 SUB.D do want to move o protact another

57 LD D4 piece. Add in the original square-—
value and store the result in D, j

1101 LD E,01 The number one is the number of stepa

69 LD I,C involved in thie move.

We now have D containing the computed priority of thia move, mnd E containing
the number of steps in this move,

B3 EX (SF) HL We now have H eontaining the priority

of the 1ist, and L containing the no.
of steps for each mave on the list.
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AT AND A
EDS2 SHC HL;IE Compare these two smets of guantities.
280D JR Z,EQUAL
19 ADD HL,IE Restore HL and the atack-top
E3 EX (SP),HL
3013 JR NC,FORGETIT If computed priority is less, then
: do nothing.
EDTBTB40 LD SP, (LBASE) Otherwise begin naw list.
0600 LD B,00 Zero items on list so far.
D5 PUSH DE Statk the priority and mo. of steps.
1802 JH NEWITEM ]
19 EQUAL ADD. HL,IE Hestore HL and the stack-top.
04 NEWITEM 1INC B Increase no. of items in liat.
E5 PUSH HL

Now H containa the direction moved, and L the low part of the initial square.
The tep of the astack therefore now looka like this:

initial direction|no. of priority
Bsquare one stapa

‘a'p

Thiz is not quite what we want = we want it to look like this:

steps square

Tap

So we noy vant to swop the firat and sscond bytes at the top of the stack
with the third and fourth bytes. We want to do this without aliering the
position of the stack pointer, and without altsring any of the registers.
The following will achieve this - follow it through carafully -

no. of priority |initial ﬁirectim?
one .

33 INC SP Move the stack pointer to the

13 ING 8P initial square. (final position)

E3 EX (5P),HL store initial equare and direction 1.
3B TDEC SP Move the stack pointer back where it
3B IEC SP came from.

B3 EX (8P),HL Store the number of steps and pricrity.

Hote that even HL remains unchanged by thia method, EVALUATE needs only
two more instructions to complete it. These are

ED5B7940 FORGBTIT LD DE,(SCANSGR)
' JR MXTMRND

Restore the previous valuee of D
1880

and E, and do the same for next
direction.

As it atands the program will not test whather or not a computer's piece has
reached the back row (and thus become a king). This is not a programming
error, this is guite deliberate. The reason is that this i= something 1'd
like you to do for yourself. Study the way in which the check on a human's
piece is made - the low part of the destination address is comparsd with
the low part of the address of the boundry between the back row and the
second row - and make a similar test. You should find thia a very simple
addition to the program.
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The EVALUATE routine isa now complete. The whole program is now a closed
structure — there are no holes in it now, no RED statements temporarily
taking the place of subroutines that aren't there. If you now RUN the progrem
(by typing RUN 4) it will actually make moves! OF eourse it won't do much
else, but you should now be able to see how far we've ‘progressed,

Oh - there is of courae that deliberate mistake to think about. If you didn't
notice it in the listing you probably noticed it by playing it. The problem
is that the computer won't JE..“E‘ As you can imegine this leads to 2 Vary poor

game on ita part.

The mistake is in the line labelled TEST. It currently says JR NZ,NXTMRND,
which means that if a square in any particular direction is simply not empty
then it will try a different direction. The line should read JR NZ,WHAT,
where WHAT is a routine (which we haven't yet vritteni which is designed

to decide whether the destination square contains a human'e plece, whether
a jump is possible - even whether or not a multiple jump is possible = and
to evaluate the priority of whatever it finda,

Here is one such subroutine. It is not the only possible cne, but a suggestion
of one means of doing it. This particular veraion will cope only with single
Jumpa, not with multiple jumpa: The routine begins at 4E9B:

EB537940 WHAT
87

BETF

FE27

2806

EDHBT940

1899

IR0l FOUND
CEl12

2807

ED537940
C34F4E

CDF14D  JUMP

92
18A2

LD (SCANSGR) DB
LD D,4

AND TE

P 27

JR %, FOUND

LD DE, (SCANSQR)
JR NXTMRND

LD &,B1

RL D

CoP

EBERE
AR
b-;nr'tﬂb

$59SEEEE

MXTMRND

E
2
:

SUB D
JR NEWFRI

Temporarily store the value of IE
Store the contents of the aquare
we are now looking at in D.

I= it g human's piece?

If not, retrieve the original value
of IE and resume the search.

Assign A with either five or seven
depending on whether or not we have
found & king.

giore: this in D.
Store the current direction in E.
Find the next sguare in this direction.

Find the contents of this aguare.
Reatore H to its previoua value.
Is this sguare empty?

If not, restore the original value

of DE and resume the mearch.

Check for danger and/or protection

at destination agquare.

Take contents of square into account.
Check this new priority to see if it's
worth stacking.

A8 you can see, the prineiple for finding a single jump is relatively
siraightforward. With this routine in place the computer will now play an
adequate game of draughts, but although ithe human player is allewed to make

multiple jumps, the computer will not. This addition I leave you to write
yourself. I will, however give you 2 couple of hints.
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First of all, the registers all have specifia uses. A1l that im, except for
A and C. These are as follows: s g

B = The number of cheices of move available.

D - The priority of the current move.

E = The ril_mh_e: of ateps in the current move,

H = The direction being moved this step.

L = The low part of the address of the current square (within WKBOARD)

I suggeat giving C a use too - it should be used to store which step of a
multiple-step move we are currently examining, In other words, on the second
atep C will be two, on the third step © will be three, and 50 on. It is

fairly easy to preserve the values of all of tha reristers b
o = L Bolla | B ¥ making proper

Nesting the subroutines and loops properly, so that the same routine is used
to check for a third move as is used to check for a second move, is not as
difficult as you might think - it merely requires a bit of positive thinking.
It also has the advantage that, in theory, the computer can actually make

twe‘ﬂ'e-fnid Jumps with no exira progremming. The looping is not the biggest
problem,

There are two problems which will face you. These arét

1) Having stored C-1 steps of the current move on the stack, how do we store
atep C? (ie how do we insert it into the middle of the stack)

2) Having established that the current move now stands at C stepe, and can
be increased no more, one of the following must happen: If € ia less than
E then the current move is abolished; if C is egual to B, the stack is
left unchanged; if C is greater than E then the whole list of moves on
the atack except the current move ia abolished,

Let's take a look at the first problem first. Assuming C-1 steps are stacked
the situation we now have is this: o i

E | priovity | tnitial atr. mf gdh' initial dir. dirg R air.
aguare d 24 _f €-1 |Bguare 1 2 E

bp

We wish to insert "direction C" between 'direction C-1" and the initial
aquare of the second move, The following subroutine will do Just that, but
follow it through very carafully because its mechanism is quite intricate,

€5 ADDASTEP FPUSH BC The number of bytes at the top of the
D5 PUSH TR stack which need to be shiftsd down
E5 PIBH HL is C plus two, but once BC, DE, and HL
JECH 1D 4,08 ‘have been pushed onto the stack the
L) ATD A,C actual number is C plus eight.

216000 LD HL,0000

44 LD B,H .

47 LD C,A This number is stored in BC.

39 ATD HL,SP HL points to the top of the stack,

54 LD D,H

5D LD E,L

1B IEC DE DE points to one byta below this,
EDBO LDIR Part of the stack ia moved down.

3B TDEC SP The stack pointer is moved also.

El POP HL

¢ ID &,H

12 LD (TE),A The current dirsction is put in place.
1 FOP DE

c1 POP BC The registers are retrieved.

0c INC C C is increased to indicate that we

are now at the next step.
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You'll notice that the sequence LD HL,D000/ATD HL,SP is necessary because
there is no such instruction as LD HL,SP (even though LD SP,HL is allowed).
LDIR i used to shift the reguired part of the stack down one byte, The
exact number of bytes to be shifted must first be very carefully calculated,
and stored in BC in order that LDIR will work properly. Coincidently LDIR
will leave DE Tinally pointing to just the right address for us to store

the current direction. Since HL is at the top of the stack we may remove

it, and load the current direction (H) into position, via A, before we remove
IE and BC.Thus the stack pointer is still where we want ii, and none of the
values of any register (except A) have been changed.

The stack now looks like this:

& | priority | initial dir. dir.? t.d:ir. air. | initial dirs tdir.
Bguare 1 2 ( __MmE-l c square 1 E 4§

T

Bp
Finally, O is incremented because we are now ready to examine the next step.

The two proceedures involved in the second problem may be solved by careful
study of the abave process. To abolish the current move is simple - DE is
popped, the stack pointer is then incremented by the exact number of bytes,
and DE {s pushed back again. The second proceedure, that of abolishing the
whole list except for the current move may be achieved by loading HL with
the position within the stack of "direction €, IE with the contents of the
variable LBASE;, and then using LITR, however, you'll have to do mome think=
ing in order to work out BC (the number of bytes to be moved) and the new
position of the stack pointer. If you understand how ADDASTEP works it will
not be all that difficult to do.

With this problem to solve, I will leave you. It's not imaa;‘bls I aBaure
you, Pinally, consider the length of this program so far - sur addresses
still begin with 4E, and we are allowed to go as far ms 4FFF (slthough we
need some left over fer the screen and the stack). 1K draughts is quite,
quite possible. With thought wou may even be able to sheorten it further,

DOWHLOADTNG

Although the program ie only 1K it is currently atored in the fourth K.
To download it into the firat K the proceedure is this.

Change every addrese beginning with 4C to the corresponding address which
vegins 40, Do the same for 4D, changing it to 41, change 4E to 42, and 4F
to 43.

Delete all linea of BASIC except the following:

OLD ROM NEW_ROM
1 RANDOMISE USR(printboard) 1 INPUT AY

2 INFUT A 2 RAND USR gane

3 RANDOMISE USR(game)

4 COTO 2 (USE 4NY FIVE DIGIT NUMBER FCR NOW)

Reserve enough spase for the machine code using a series of REM statements
from 1ine 5 onwards. On the OLD ROM a REM statement with 46 charactera after
the word HEM opcupies exactly fifty bytes. On the NEMW ROM a REM statement
with 44 characters after the word REM occupies fifty bytes, The machine
code will eventually overwrite not only the characters after the word KEM,
but the word REM itself and even the line numbers.
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OLD RUMi type POKE 16463,~1
NEW RGMz type POKE 16535,-1
All of your REMs should disappear from the listing.

Now,using a machine code program, which you should ptore momewhers in the
third K, copy all of the drauphte program from address 4C97 onwards, down
to 4097 enwards,

OLD HOM: copy the board printing routine to the point immediately after ths
draughts program proper finishes.

NEW ROMx ID NOT copy the board printing routine at all, Instesd, leave It at
ACC3, and replace the insatruction RET by the followlng machine code program,

217p40 LD HL,FIRGTLINE Fool the HOM into thinking that the

222940 LD {NXTLIN),HL first line of program i=m about to

C3070% JP BAVE be execoted, then jump to the SAVE
routine,

Start your canrette recorder up, so that it ia recording, not playing, and
type no a divect command RAND UsR 19487. This should be done in the FAST mnde.
The program will then do the following taska. 1) Print the playing board,

2) Specify that line one ks about to be executed, and 3) SAVE the program,
And the current diaplay file (with the board pre-aset-up) snd the fact that
line one in about to be executed. When you re-load from taps you will be in
mid-program, with the firat move (yours) about to be made,

The 1abel "printboard™ for the OLD ROM refers o the addreas at which the
board priniing routine f= to be placed. The labal "game™ rafers to the
sddresa 16612,

For the OLD ROM, the address WKBOARD mhould be changed to that of the

board printing routine throughout. In thim way the mame opace is effectively
usned twice. For the HEW HOM, the address WKBOARD should be left unchanged

at 403%C,
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There are three "levela" at which we may disassemble, each slightly more
sophisticated than the previocus. The first two lavels are not all that
aatisfactory, but they are very easy to program.

The first "level" we have already achieved = the USR routine HLIST which we
pay earlier in the bock will do this for us. That is, given an addresa such
as 0808 it will produce an output like this:

0B0& 57
0BOS ED
OBDA 4B
0808 39 T
0BoC. 40

e

and so on, This ja not really disassembly, although you can of course leck
these bytes up in the tables at the back of the book, but it's quite a time
consuming task, and you're alsp very likely to get lost halfway througn, The
second "level" is not much better, bul again is quite essy to program. What
I'm talking about ia an output momething like this; )

osoa 57

0809 ED4B3940
080D 79
O80E FE21

Y

and 80 on. AS you can'see, each instruction has ita component bytes listed
out to exactly the right length. This preduces & very pleasing display,
and there ia little or no chance of you "getting lost" when actually looking
these bytes up in tables. The third "level" is the one we are actually
aiming al - the one everybody wants. What we'd really like is an output like
thia:

0808 1D D, A

0809 LD BC,(403%)

‘0BOD LD A,C

QBOE CP 21

and #o on, This can be quite easy to program - simply make the computer look
up the appropriate words from a table instead of doing it ouraelves - however
thia would take up rather a large amount of Space just to store the table.
Arcund 4K in fact. The method T will describe to you will allew such a
-program to fit in just 1%, but be warned: it's rather difficult, There is
actually a "fourth level" of disassembly, which I won't even attempt to
toueh, but you may like to think about, Imagine an output like this:

PRINT LD D, A
LD BC,(S-FOSN)
cp 21
JR 2 ,BXIT

Az I've said, I'm not even going to touch this one, The only extra it involves
is storing yet another table, this time containing all of the labels used, Let's

£0 back a bit now to something relatively simple. Let's consider a slightly

improved version of HLIST which reaches the "second level" of disamsembly, and

works out the length of each instruction before printing it.
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we niced is a table containing just two pieces of i‘.ni‘on'ng.l-inn for each
';irie. Theme are a) the number of bytes in an indtruction beginning with
this byte, and b) the number of byles in an instruction beginning with TD
or FD followed by this byte, As you know, some confusion may arise over
those instructions beginning with CB or ED, but we don't actually need any
tables or anything to cope with theae provided we remember the following
ruless:

All instructions beginning CB are two bytes in length.
A1l instrictions beginning DDCB or FICE are four bytes in length.

a1l instructions beginning ED are two bytes in length, except for

LD BC,(pa), LD TE,(pa), LD SP,(pa), LD (m),H, LD (pa),DE, and LD (pq),SP.
The byte immediately after ED for these six instructions i= 4B, 58, 7B,

4%, 5%, or 73, In binary, all of these numbers have the form Ole= =011.
No other instructions have this form,

There are no instructions beginning DDED or FDED.

Thus we néed & table containing a very small amount of information relating
to each byte. Firstly, those instructions which do not begin DD, ED, or BD
can only be one, two, or thres bytes in length. This meana that to Btori
the required information we only need two bits. Secondly those instructiona
which begin ID or FD can only be two, three, or four bytes in length, 20
ignoring the DD or FD itselfl this leaves one, twe, or three bytea. Again
wa need only two bits. This makes four bits altogether, and we can {:hus
represent the appropriate lengtha for each byte by a single hexadecimal
digit. Our program then will maks use of the following table, called LENS.
Tt should be stored such that esch element of the table has the same high
part of its addrees:

LERS DEFR FF 55 59 A5 55 55 55 A%
AF 55 55 A5 A5 53 55 45
AF F5 55 A5 A5 F3 5545
AR F5 99 BS A5 F5 55 43
55 55 55.95 55 55 55 95
55 55 55 9555 55 55 95
55 55 5595 55 55 55 95

99 99 99 53 55 55 55 95
55°55 5595 55 5% 55 25
55 55 5595 55 55 55 25
55 55 55 95 59 35 55 35
55 5555 99 55 55 85 95
55 FF F5 A5 55 FE FFP A5
55 FA P5 45 55 FA F5 &5

55 F5 F5 A5 55 F5 FA A5
55 F5 FH A5 55 F5 F5 A5

A= you can see, there are sixteen rows, and sixteen hex digits in each TowW.
Thome instruction beginning with DD or FD which do not exist, such as DDOO,
have simply been assigned the appropriate number of bytes as if the DD_!P‘D
were not there.

The folloving program will "disessemble" to a siring of bytes of the right
length, It assumes that the table LENS exists, and it assumes that a
subroutine HPRINT exists which prints the contents of the A register in
hexadecimal without corrupting the other registers. This asubroutine was in
fact given earlier on in the book.
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28 HTART
23 NEXT
3ET76

o7

Tc
COhprint
7
Chhprint
g

7

OR0O

TE BYTE
FERD
2804
FEFD
2007
Chhprint TOFD

23

oc

18F0

FEED NORM
2014

Clhprint

23

1
EEC3

FE43

2004

0E03

1802

0601 ONE
Cohprint THEEE
23

TE

10F9

18c2

ES BOTED
CB2F

F5

CElena-low

(3%

26ens=high

Fl

™=

3804

1F

1F

1F

1F

oD DGz
2002

1F

1F¥

E&03 0K
47

El

28

23 NXEYT
TE

Chhprint

10FS

1898

DEG HE

INC HL

LD A, 76
RST 10

ID AH
CALL HPRINT
ID AL
CALL HPRINT
XOR A

RST 10

1L ¢,00

1D A,(HL)
CP D

JR Z,DEFD
CF FD

JR N, NORM
CALL HPRINT
INC HL

INC €

JR BYTE

CP ED

JR NZ,NOTED
CALL HFRINT
INC HL

LD A, (HL)
AND C3

CP 43

JR NZ,GNE
LB B,0%

JH THREE
1D B,01
CALL HPRINT
INC HL

ID A,(HL)
TJRE THRER
JR NEXT
PUSH HL
SRA A

PUSH AF
ADD A,LENS-low
LD L,A

LD H,LENS-high
POF AF

ID A,(HL)
JR C;DIC2
RRA

RRA

HRA

HEA

TEG O

JR NZ,0K
HRA

REA

AND 03

LD B,A

FOP HL

TBC HL

IRC HL

LD &, (HL)
CALL HPRINT
DJINZ ‘HXBYT
Ji NEXT

HL is Just  the address from which
we are disasssembling.

Print a newlins.
Print H in hex.
Print L in hex,

Print a apace.

C is just a Tlag to let us know
whether or not an instruction
begins with ID or FD.

Obtain the byte to be disassembled.
Toea it begin with either ID or FD?

If so0, print "DID" or "FD" and look
at the next byte.

Change the flag C accordingly.
Continue with next byte.

Does the instruction begin ED?

If so, print "ED" and look et the next
byte.

s it of the binary form Ol— =0112

B counts the number of bytes to be
printed after the byte ED,

Print the next B bytes,

Continue with next byte.

Temporarily store HL.

Divide A by two.

Store the carry flag.

Pind the regired position in the table.

Retrieve the carry flag.

Dae the carry flag te decide on which
digit from the table will be used.

Use € to decide which two bita
to use.

Fut this number in B to use aa

a count.

Retrieve theaddress of the byte to
be disassembled.

print B bytes in hex,

Continue with next byte.
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Now wa amcend to' the "third level" - REAL disamaembly in other words. However,
1 am not going to write the program for you this time round - you'll have

to do it by yourself. I will explain precisely what it is you have to do

in order to make a 1K dissssembler, but the actual program itself must be
your creation.

The following is an algorithm which will enable you to dissasemble the hex
codes into assembly, that is to change, for example, 69 to LD L,8, or from
CR7E to BIT 7,(HL). One way would be to 1ist a vast table = such as I have
included in the appendicea - but while alright for human beinga it lacks
the elegance of a well thought out computer program, The data alome would
cccupy arcund 4K. Thia mlgorithm will enable you to write your own machine
lenguage program cecupying signifieantly less — two or even one K all told
depending on how efficient your program is.

In this algorithm, the following conventions will be used:s

r(0) means B, r(lg means €, rE?) means D, r(3) means E, r(4) means H,
(5) means L, T(€) means X, T T). means A.

8(0) meana B0, a(l) meana TE, s(2) meuns Y, a(3) means SE.

q(0) means BC, q(1) means TR, q(2) means Y, q(3) meana AF.
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n(0) means' 0, nfl) means 1} n(2 ol 4 :
n(5) means 5, ngﬁg means E! :E?; ;:g 7o SC3) masm 3y mCR L amiin 4

c(0) means NZ, c{1) meane Z, ¢ 2} means NG, & - l.‘-
Gfﬁg meana PE, ¢E53 means P, c(7) means M, (3) means €, o(4) means PO,

x(D) meana ADD A,, x(1) means 4TC &,, x(2) means 5U8, x(3) means SBC A,,
3{4 means AND, x(s) meana m| X(S] means 'OH. l{?} means CP.

Define two variables, CLASS and INDEX, and initially let both of them
equal zero.

Write the byte being disassembled in binary, ard s it i L

! d split it into three parts;
F, G, and H. F consista of bits 7 and 6, G ;.‘I‘ bita 5, 4, and 3, and I:lp:f :
bits 2, 1, and 0, Thus to disasgemble the byte 69 (binary 0110 1001) just
split it into three parts thus: 01/101/001. In this particular case F is
one, G is five, and H is one,

Next, split G into two parts; J and Kj with J consisti

e ng of bits 2 and 1
and K just bit 0, If G then were binary 101 gs above then split it like
this: 10/1. In thia case we would define J to be two, and K to be one.

Set aside an area of memory called DIS. This is to contain a SIRING of
unkncwn length, How you store this string is up to you. There are tua
different methods you could use - either terminate the dats with an end-
qi‘-c__la-ta character {any character will do, FF is as good as any). or
begin the area DIS with one byle representing the number of charactera
of data there are in the string. (You only need one byte since DIS will
never bé more than 255 charactera in length.) DIS should initially be

an pmpty string, (ie containing no charactérs at all.)

The algorithm begins here.,...

1) If the byte is Tb then complete dissasembled inatruction is HALT.
2) If the byte ias CB then let CLASS equal one and start again.
3) If the byte ia ED then let CLASS equal two and start again.
4) If the byte is DD then let INDEX equal one and start again,
5) If the byte im FD then let INIEX equal two and start again.
6) If F equals gero then.,.. p
If H equals zero then....
If G greater than three then let DIS equal JR o{G=4),V.
If C less than four choose the Gth item in thiam list;
NOB/EX AF,AV*/DINZ V/IR V
If H.equalas one then,..
If K is zeTo then let DIS equal LD a(J),VV
If K ia one then let DIS egual ATD Y,s(J)
If B equale two then...
Let DIS equal LD plus the Gth item in this listy
£ (Bﬂ).AJ#,(E.)!{IS?.MA.(IE}/(W}-YH- GABVARADE VS A A
I H equals three then...
If K is zero then let DIS equal INC s{J)
If K is one then let DIS equal DEC &(J)
If H equals four then let DIS equal IRC r%G
If H equals {ive then let DIS equal DEC x(G
I H equals six then let DIS equal LD r(G),V
If H equals seven then chooge the Gth item from this list:

RLCA/RRCA/RLA/RRA/DAA/CPL/SCF/CEF,
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If F equals one then let DIS equal LD z(G),r(H).
If F equala two then let DIS equal x(G) r(H).
If F equals three then....
1T H equals O then lat DIS equal RED e(G)
If H equals one then... i
If K is zero then let DIS equal FOP q(J)
If K is one then chacse the Jth item from this list:
RET/EXX/JP (Y)/LD 8P, Y.
If H equals two then let DIS equal JP c(G),VV
If H equals three then chooss the Gth item from this listy
JP Vv/-four (V),A/I8 A (V)/EX (SP),Y/EX DE,HL/DI/KI.
1f H equals four then let DIS equal CALL ¢{G),VV
If H equals five then...
If K is zerc then let DIS equal FUSH q(J).
IF K is one then let DIS egual CALL YV,
If H equals six then let DIS equal x(G) V.
I1f H equals seven then let DIS equal RST plus tha Gth item in
this list: 00/08/10/18/20/28/30/38.

If CLASS equals one then the following spplies: o

If ¥ equals zero then choose the Gth item from this list: RLC/RRC/RL/RR/
SLA/SRA/-/SRL and then add r(H).

If P equals ons then let DIS equal BIT nicg,riﬁg-
If F equals two then let DIS equal RES n(G),r(H).

If F equals three then let DIS egual SET n(G),r(H).

If CLASS equals two then the following applies:
¥ cannot possibly equal zero.

If F eguals one thenu... ;
If H equals zero then let DIS equal IN r(G),(€).
If H equala one then let DIS equal OUT (C),z(C).
If H equals two then.,.
If K equals zero then let DIS equal SBC HL,s(J).
If X équals one then let DIS equal ADC HEL,a(J)}.
If H equals thres then... , ]
If ¥ equals zero then let DIS equal LD (VV),s(J).
If ¥ aquala one then lat DIS egual LD a{J),(VV).
If H equals four then let DIS egual NEG,
I1f H equals five them... -
If ¥ equals zero then let DIS equal RETH.
If X eguale one then let DIS equal RETI.
If H aquals six then choose the Gth item from this liats
IM O/=/IM /TN 2/=/=/=/-.
If H equals seven then cho%ﬂ};&}h}itam from this liat:
1D 1, R,A/LD &4,I/LD &, D f=s
If F squals two then choose the Hth item from this list: LD/CP/INJOT/-/~/-/-
and then edd the Gih itam from this list: I/D/IR/IR/-/=/-/-.
F cannot posaibly be three.

To compute the final output:
If INDEX equals zero replace every ¥ by HL.

1f INDEX equals cne replace every Y by IX
If INDEX equals two replace every ¥ by IY

If INDEX equels zero replace every X by (HL) : .

If INDEX equals one replace every X by (IXtd) where d is defined by the next
byte but one after the byte ID.

If INDEX equals two replace every X by (1Ytd) where d ia defired by the next
byte but one after the byte FD.

(Thia does not apply if the X is preceeded by 1)

Replece every V by the next byte in sequence (of those being disassembled).

TIS now contains the correctly dimassembled instruction. This should now be
printad to the screen. 149



It is poseible to write a machine language program which disassembles
things by uaing thia algorithm, In faot it is poesihle- to write such
a program in just 1K. Surprizing as this may sound I should add that
although it is possible, the program itself is rather complicated, and
involves a completely new programming technigue.

What I will do is to not actually write the program for you, but to give
you hints and suggestions as to how it may be done. The program revolves
around eight different subroutines, which are linked together by cne
MASTER subroutine which calls them all up in any required order. This

is pechiesved as followa,

Somewhere in the program there should be a table called SUBTAB which
containe eight different addresses = these are the addressesa of the eight
Bubroutines which sontrol the program. The register-pair HL' (note the
dash) will be pointing to a sequence of data which tells the MASTER
subroutine which order it musi call the others in, The data in this
sequence is terminated by an item in which bit 7 i= one. The data consists
simply of numbers gero tp seven. Zero calls subroutine zero, one calls
subroutine one, and so on, 'I'hl_.]s thie number zero to =even determines
exactly which subroutine the MASTER routine {s to call.

S0 any item of data in this sequence looks, in binary, like this: O——= -rinn
for most items, or 1--- -nnn for the lagst item. (The part written non means
the appropriate number zero to seven as described.) Now some of these eight
subroutines will need to be supplied with DATA, which by coincidence will
also need to be a number between zero and seven - if this number in binary
is ddd then it makes mense to save space by storing this number emongst
come of the unuaed bits of the subroutine-call, thus making it lock, in
h.i.nm,, 1ike this: 0-dd dnnn or 1-4d dnnn, We have now made use of every
bit except bit 6, This lan't needed, s0 for sake of argument lets always
make it zero. Any item of data in the sequence can then be 00dd dnnn, but
the last byte must be 1044 dnnn, ! ,

I hope that didn't confuse you, To make things clear, suppose HL' pointa to

an address at vhich is stored the sequence of data 00 01 22 83%. This meana

that first of all subroutine zero is to be called, then subroutine one, then

subrouting two (which will use the data binary 100 somewhere), then finally

;:b:::tém three, I say "finally" because bit 7 ia set which means we are
nished.

The master subroutine which will achieve this is as follows:
9 MASTER EXX

TR LD 4, (HL) Find byte of data, and increment

23 INC HL pointer,

9 EXX

SE LD B A Btore this byte, in case bits 5, 4,
and 3 contaln data to be used in the
appropriate subroutine.

E60T AND OT Iaol&{: bita 2, 1, and 0.

17 RLA Multiply by twa,

4F ID E,A Store this number in the BC register

0E0O LD B,00 pair.

21 retumn LD HL,RETTURN Specify the Teturn address from each

ES PUSH HL of the eight subroutines.

21 mastrads LD HL,MASTRADS Point HL to the start of the table
which stores the eight subroutine
call addreszes,

a9 AZD HL,BC Point HL to the required address,

4E LD €,(HL) Store this address in the BC register

23 INC HL pair.

46 LD B, (HL)

G5 PUSH BC Call this subroutine.

co RET

i} HETURN LD &,E If Bit 7 was net zero then continue

;gm RLA with the next byte of data.,

JR NC,MASTER

You can learn a lot from studying this MASTER-SUEROUTINE. Can you age how the
appropriate subroutine (one of eight) is called? Firat of all the label
RETTURN is pushed onto the stack, This means that if each of the eight routines
ends with a RET instruction then control will jump to the label RETURN - juat
as if the subroutine had be acceased normally. To call the subroutine itself,
the address of which wae in the register-pair BC, we used PISH BC followed by
RET. Think carefully about how this works. The required address ls.puhed onto
the stack, above the address RETURN, Then a RET instruction is executed. RET
has the effect of popping the first number from the stack (the subroutine
address) and jumping to that address; The firat address left on the stack is
now the addréss RETURN, which enablea control to return correctly. All of this
is necesaary because there is no such instruction es CALL (BC) - in BASIC the
statement GOSUB VARIABLE is allowed, but not in machine code. Another way we
could have achieved the same as FUSH BO/RET is by using the sequence LD H,B/
1D L,C/JP (HL). Can you see why this does the same thing?

i HL' in the
You may be wondering how the appropriate addrese came to be in
first place. There are two means by which thia will be determined, Note
that all of the alternative registers have specific joba. These are:

BC!? The address of the byte o be disassembled.
o' The variable INIEX,

E! The wvariable CLASS,

HL! Points to subroutine data.

The byte to be disasgembled iz located and atored in the D register by the
means EXX/LD A,(BC)/ING BG/EXX/LD D;A. From this the quantities I eallad
F, G, and H may later be discovered, Somewhere in the program therse should
be a table called TABLE conteining twelve different addresses. HL' ia
simply read from this table, The twelve addresses correapond to the cases
CLASS equals zerc.and ¥ equals O, 1, 2, or 3% CLASS equale ore and F
equals 0, 1, 2, or 3j and CLASS aquals two and F equals 0, 1; 2, or 3.

The other way in which HL' may be determined is if subroutine mero is
palled. Subroutine zero is called by the data~byte 00, This will be
immedistely followed by sight different addresses corresponding to the
casea H equals zero, up to H equala seven, Subroutine zero has the task
of locating the appropriate address from this list and storing it in tha
register-pair HL'.

e yill need, (but not ome of the elght central ones,) 18
gn:uﬁfﬁﬂnnﬁa a si.ng].e.c:.m_,rap_tar 4o the end of the string DIS, Ueing
the convention that the string begins at address IIS and is termin.atfd I;yﬂ
the byte FF, the siring may be emptied by the aequenca ID HL,DIS/LD (HL),FF.
To sdd a character (held in the A register) the subroutine is

[+ ADDLIS PUSH BC Stora the registers BC and HL ao

ES PUSH HL that they won't be altared by the
subroutine.

De01 LD B,01 This is @o that CFIR wont atop
because of BC,

2ldia LD HL,DIS Find the start of the string.

F5 FUSH AF Temporarily stack A.

IEFF LD A,FP

EDBL CPIR Find the end of the stiring.

7 LD (HL),A InBert a new end-of-string marker.

28 IEC HL

Fl POP AF Retrieve A,

17 LD (HL},A hdd this character. 35

El POP HL Retrieve the remaining registers.

€1 POF BC

c9 RET End of subroutine.
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The elght subroutines ynu will need for thia disasnembly progrom are nn
Tfoilows1

SUBROUTINE O = SPLIT

Thia ia the subroutine called by the byte 00. It is alwpys the firat nubroutine

ealled, il It is used at all. The byte 00 should be followed esight new addresaes

within the dissasembler propram. Lacaled at these addresses are eight different

aequencen of data, which correapond to the canes Il equals zero, H eguals one,

and so on up ko H equals reven. One of these nequences is nelected (according

;: H) :m‘l the ‘data umed to decide which nf the eipht subroutinen sliould then
vsed.

UTINE 1 =
The byts 01 {or 81 if it {m the last subroutine-call in sequence) ia followed

by a series ol characters, such as N © and P, which repreaent part or all of
the dieassenbled instruction. The last character should have one of the unused
bits (6 or 7) set, to indicate the fact that it is the laat character. The
subroutine should uee one bit of data, with the meaning that if it ia celled
by the byto 09 (or 89) then the literal dala following should have a mpace
inmerted after the last charscter. This literal data is to be mdded to the
end of the data storage srea called DIS.

SUBROUT! 2 =

Means select the Gih item from the following list. The subroutine needs data
to specifly how many items there are in the following list. IT there are four
items the data 011 (3) la required, if there are sight items, the daia 111

(7) in rTequired, end no on, the data always being one lesa than the number
of items in the list. For example the byte 34 (in binsry 0/0/111/010 -
meaning call subroutine 2 and provide it with the data 111) meana select

the Gih item from the following list of eight. The 1ist could, for Lnstance,
be R, L, C, inverse A, R, R, 00, inverse A, R, L, inverss A, H, R, inversme
A:D, A, inverse A, €, P, inverme L, S, C, inverse F, €, G, inverase F. I've
used 'inverse! to indicate the lasi charseter in an individual item. You
don't have top do this - you can ume any meana you choose ss long as 1t works,
Thua {f G (That is bits 5, 4, and 3 of the inatruction being dlaasnembled)
wers 5, the literal DAA would be added to the end of DIS. The next byte te
be interpreted ms data will be the byte after the inverse F.

SUBROUTINE 3 - LIST-H
Meana select the Hih item in the following limt. Ita explanaiion ls exactly
the same ma ihat of subroutine 2,

SUBROUTI = SELECT-G

Again, three bits of data are required. Interpret as follows, If the
data ia 000 melect v(G), if the dnta im D01 select o(G), iT the data im
010 aelect q(G), if the data ia 011 smelect n(C), if the dnta is 100
melect ¢{C), and LT the data la 110 aclect x(G). The item malscted is
to be added to the end of DIS, ; '

SUBROUTINE 5 - SELFCT-H
As subroutine 4, except that H is used inatead of G.

SUBROUTINE 6 - SKIP

Resetna bit 5 of E (the data-byte), and if the previcus walue of bit 5 wan

one skips over n bytes of data. The number n ia determined by the immediately
following byte. If bit 5 wam zero thia immediately following byte (which is
only there to specify n) is ignored, and the next byte after is then inter-
preted as the next ftem of data.

SURROUTINE T - K-SKIP

Replace bit 3 of E by bit 4, replace bit 4 by bit 5, and reset bit 5. Effect-
ively thim {8 the aame ma IFT G equal J. Then il the pravicun value of bit 3
wn® ona » N bytes are skipped over, as in subroutine alx, This subreutins can
be interpreted as IF K equals mero TEN.... otherwise IF K equals one then....
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With these eight subroutines, which you will have to write yourself,

you can disassemble every instruction. I will give you an example.
Suppose CLASS is zevo, and P is three. The {irst byte it has to interpret
should be 00, This alters the value of HL' according to the guantity H,
that is, bita 2, 1, and 0 of the byte being disassembled. Suppose now
that H is one. HL' should now be pointing to the following sequence of
data, listed here along with its meaning.

CHAPTER SEVENTEEN

588 % |7

Y 0O
dats binary meaning Y
07 05 0000 0111 KSKIFP 5§ O 0
0935 34 BS 0000 1001 LITERAL POP (space) @)
94 1001 0100 SELECT-G.q (EXIT)
94 1001 1010 LIST-G-4 (EXIT)
37 2A B9 HET
2& 3D BD EXX
2F 35 00 .16 3B 91 JE (%)
31 29 00 38 35 1A BE LD 8P, Y

To represent strings of datg here you can see I1've used Just the character
codes, with the final character inversed to show that it is the last
character. In other words EXX is written as 2A 3D BD rather than Just

2A 3D ED. It is of course very important to know where one string ends

and the next begins.

® | X ‘
J'///l/%"//)J N
e ] 9/

AN . 1))
ARITHMETIC : .
SUBROUTINES 0

‘\\\x\\\’f’} g1
il

If you follow through which subroutines have been called by the data and
vhat they are supposed to do you'll see that in a total of only twenty-
seven bytes we have said IF K equals zero then LET LIS equal POP o(J),

IF K equals one then LET DIS squal the Jth item from this list: RET/
EXX/JP (Y)/LD SP,Y. If this proceedure is continued for every instruction,
Tollowing the algorithm I gave sarlier in the chapter, you'll find that
the data required for disassembly is now significantly LESS than 1K.

The entire disamsembly program consists of ipitialising the variables CLASS
and INTEX, assigning BC' (usually input by the human operator}, finding the
addross HL' from tables, and then going into the master-routine. On exiting
this It must then replace all ¥'s, X's and Y's ns defined earlier in this
chapter, and then FRINT the result computed and go on te the noxt byte to
be disassembled and treat it in the same way. The reat of the program
consista of the eight Bubroutines, the table of addreasesa, and the data
required for disaszembly, The whole of this will occupy rather less than
1K,

Howaver simple, or difficult, I may hHave made this program scund, you will
undoubtedly find writing it a challenge, The vest majority of the program
is data, and sach address in every table must point to exactly the right
byte. If you get any of it wrong it will be very difficult to trace,

Tou can improve the program too. I haven't used bit & of the data - You may

be able to think of a use for it; for example it could indicate that a comma
needs to be inserted, the choice ia Yyoursa,

2

Like draughts, this program is so vast that even though the machine code
listing itself will fit into 1K, you will need more than 1K in order for
the machine code to bs put there, Any editing program, BASIC or machine code,

2 U0
will take you above the 1K. )
L)
Good luck. >
B
3 &
0 D
i)
B

154




ARTTHMETIC SUHRCUTINES

This chapter is divided into two sections = one for the OLD, and one for
the HEW ROM. We'll tackle the OLD ROM first because it's easier,

Numbers sre repxesented in two bytes, apd ss such is it posaible to
atore them in vepister pairs BC, TF, snd EL. First of all we shall take
a look at the five major H'!’lthme'tif.‘ routines.

1). A3dition. The sddress to call is ODZE, or mere intellegehly, CAIL ATD.
The subroutine ndds together the number etored in IE and the number stored
in HL. The result is then plsced in HL. Thi= may be demonstirated by the
fellowing propram:

113500 ADDDEMO LD DE,0039

211100 LD HL,0011
CDIEOD CALL ADD
€9 RET

Here DE im loaded with the number fifty-seven, and HL with seventeen. Gn
n,-‘turn tn BASIO the rRsnlt stored in AL shanld be fifti-seven plus seventeen,
50 the commend FRINT sR(adidemo) should generate ithe number seventy-four,

2). Subtraction. Just the same - TE is subtracted from HL and the resnlt
etored in HL. The address is 0D39, Thus to prove 1t:

113900  SUBDEMO 1D DE,003%

211100 LD HL,0011
€Dh390D CALL SUB
£9 HET

3). Multiplication. Up until now we have ipncred miltiplicetion completely,
2ince thers 18 no simple instroction which will maltiply two numbers
together. However, thanks to Uncle @, the RCM will do it for ua, Simply
CALL MULY, which ia stored at address OD44, end ea i7 by masic DB will be
multiplied by HL, the result ae usual being stored in WL. Watch out for
what happens to n: and IIE; thoush! They're not unaltered.

4), Division. As you'd by now expect, the instruction CALI DIV will divide
HL by IE (1gnurl.ng any remainder of course, since we ave depling in
integera}. The address of DIV is ODGO

5} Powers, Is raisipg one number io the power of another going to be any
more difficult? o of course not. With elepant aimplicity the ipstruction
CALL POWER (at (mac] will do just that, raising HL tc the power of IE,

and putting the ansver away in HI, using repeaten multiplication to compute
the ansver,

One very importent function is the RANDOM NUMERER GENERATOR, This is held
at location OEED, To generste a random number betwsen one and 8ix, (say
to simulate the roll of a die ) simply load HL with eix and CALL RND. This
is of course the amame thing as RND{£). The number ir the brackets should
be placed in HL, end the final anawer will end up in HL.

See if you can work out what thie pu.‘og'.ram does, What we're interested in
is the number that it returns to PASIC,

211400  START LD HL,0014

CDEDOB CALL RND

110400 1D Ii,0004

CD4A0D CALL MULT

116400 1D TE,0064

19 ADD HL,IE
RET
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let!'s see if you got it right. HL is loaded with 14 and RND is cglled,sc
HL is replaced by o new value, RND(20). (Note that 14 (hex) is 20 {ﬂec) )

04 ia stored in IF, and the two are then
rultiplied together. We then have 10mRND(20), Pinally 64 (hex) is added,
siving 10WRYD(20)4100,

we could use this rontine in a gemes program. Suppose we neaded ta Jump
to a rendom deatination. We could use the by now famous Tim Hartnell
method of GOTO 10#RND(20)+100. Alternatively, if the above machine code
were in o REM statement, say at sddress 16427, we could instead simply
say GOTO USR(16427). This would do exactly the mame job, exaept just a
1ittle bit faster,

we'll leave the OLD ROM now, and turn to the rether more complex field
of arithmetic on the ¥EW ROM.

NEW ROM ARITHMETIC

The first and most importsnt point to note is that NEW ROM numbers are
stored as five bytea, not two, and mo they can't fit into & recister-
pair as they stand, Nor are the numbers in simple form, for while it

ie true that zero im, am you'd expect, 00 00 00 00 00, it is pot true
that one is 0000 00 00 01! In fact one is represented by 81 00 00 00 00,
Hexe is & list of the Sinclair representation of the first few integers.

Decimal Sinclaiz Form
0 00 00 G0

RB2
588
D0
(o R

SgRgega

2333883888

fo]
88888888888

R2ERRRE
3583588

o
E= ]

and 8o on. There is a kind of pattern, but ft's not inatantly
recogniseble. Take & look at the negative numbers:

Decimal Sinclair Porm
2 BT 81 80 00 00 00
-2 A2 B0 00 00 00
-3 82 0 DO 00 €0
-4 83 80 00 00 0D
=5 83 A0 DO 00 CO
-6 83 £0 00 DO 0O
~1 83 EO 00 00 00
-8 84.80 00 00 0O
=9 84 50 00 00 0O
=10 84 A0 00 00 00

AB you cen Bee, you can lostently change a mumber from positive to
negative just by adding B0 to the second byte. This doesn't apply to
Zero by the way - zero is represented uninuely to help speed the ROM
up a little.

fnowing how the Sincleir Porm is built up will slightly help your under-
2tanding of the ROM, so I will give here a brief explanation of how to
turn decimal numbers into Sinclair numbers, It only takes a few simple
2tapa,
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STEP CNE: If the number is zero, then its Sinclair representstion is
00 00 00 00'CO,

STEF TW0: Ignoring the eign of the number, write it in binsry (but
without any leading zerces). For example:

7 11
=10 1010
4,25 100,01
0.325 0.011

Notice that the binary foxrm has a BINARY point, not a DECIMAL point!
100.01 means one 4 plus no 2's plue no 1's (here we reach the binary point)
plus no halves plus one quarter. The next colum would have been an sighth.

STEF THREE is to work out a quentity called the EXPONERT. This is done as
followa; If the pert of the number to the left of the binary point is not
zero then the exponent ie the number of digits to the left of the point,
TT the part of the number to the 1eft of the point is zerc and the firat
digit after the point i= one then the exponent is zero. If the part of the
nunber to the left of the point is zero and the first digit after the
point ie 2ero, then count the number of zerces between the paint and the
first 1 - the exponent is minus this number, The first byte of the Sinelair
reprosentation is 0 plus this exponent. i 3

cimal Binery  Exponent First byte ol Sinclair Form
83

11T 3

=10 1mo 4 B4

- 4,75 100,00 2 a3
0,525 0.011 -1 i

STEP FCUR: Now we can ignore the binary point altogether - that is what
the exponent is for - fo tell the computer where the point is supposed to
£0. 8o lgroring the point, write the binary form starting with the first 1
aad then add sufficlent zerces to the right te make the whole thing
thirty-two binary digits (bite) in length.

7 1110 G0DO 0000 0O0O G000 000D 0000 G000
-10 1010 0000 0000 0000 0000 0000 0000 G000
=4.25 1000 1000 0N0C 0000 0000 000D AO0N 0000

0,325 1100 G000 0000 QD00 0000 DOOD 0000 00D

ST!;FI!"I‘H'E. It is here thet we remember the 2irn of the original number.
:l.f-t_ha originel number was negative then do nothing. If the original
sumber was positive then replace the first one by a zerc. Thus:

7 0110 0000 0000 0000 LOOO 0000 0000 N0
-10 1010 00DO DOOO 0GGO CO0O 00D 0000 0000
-4.25 1000 1000 0000 000D DO0O. 0000 0000 NOCO

0,325 0100 0000 0000 0000 0000 D00 000G 0000

STEP SIX - New Jjust: change thess mumbers straight into hex, like sc,
meking sure you remember to put the expenent byte at the starts

7 83 60 00 0O 00

=10 B84 A0 00 00 DO

=4.25 B3 88 DO 0D 00

0.%25 T 40 00 00 00
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This is the form in which the ROM will be working. The largest expenent
you may have is FF, so the largest positive number that can he stored is
FF JF FF FF FP. This turns out to be 1.7014118838. (If you can't
prdérstand the "E" notction the B means "with the decimel point shifted
(in the abeve came) 38 pleces to the right" In other words the number
170,141,180,000, 000,000, 000,000,000,000,000,000,000, which is a pratty
vast nuantity. It can still only store ten decimpl places accurniely
though. The amalleet positive number you can have {'ngrt from s-.éro}_ -is
01 00 00 00 00, which happens to represent 2.9387359E-39. To you and me
that'=s 0.000,000,000,000,000,000,000,000,000,000,000,000,002,938,735,9
which I1'd eay wae pratty micrescopic.

You can check all of this with the following BASIC prosram.

10 LET =0 :
20 LET B=FFEK 16400+256xPim 16401

30 FCR I=1 ™ 5

40 INPUT A%

50 POKE B¥T,l16%CODE AZ+COIE A8(2)=476
FO NEXT I

70 PRINT A

The program seta up s variable A, end then overwrites ite previous
contents by POKEing intc the veriablés srea, one byte at a time, (That's
a letter T in line 50, not a number 1). If you run it and inpat me20/
ngon/enon/noon /maon (whers / reans newline) you!ll find ‘the number three
printed. And so on.

An interesting 1ittle guirk is that i you 'Input "OOW/"8OM/wOOM/mOQN /nOGH
{(ir theory this is minus-zero) the machine actually prints -C.6B-56 §
The lstter € in mid-number, and an exponent of ~561 Don't paniecl Thin
doesn't veally happen in the ROM. We wade it happen by FOKEing so hing
that doesn't make senase, The RCM does behave slightly more Sensibly then
himan beings, y i

W FTOATING FOTNT NUMBERS PROFPERLY

Having seen that m five byte number is too big to store in the registers
the next guestion is undoubtedly "Well where does it store ithem then?!
Answer - it stores them in an area of RaM called the CALCULATOR STACK,
whinh works very much like the crdinary etack except for twe points. 1)
It can stere both floating point numbera end strings, end 2) it is the
right way up, not vpside down 1ike the machine stack.

To push a number stored in the BC register ontc the calculator ‘Etaﬂk all
you need to do is call up a subroutine in the RCM. CALL STACKRC, as I've
ealled it,will change R into five byte form as dascribed above and then
push this number onto the top of the celeulator stack. You can do the
same for & rumber stored in A (ie a number between O and 255) by calling
STACKA. The addressea io call are: 1519 (STACKA) and 151C {STACKRC)

CALL STACKA CD1915
CALL STACKBC €D1C15

Incidently the firet two inatructions in the STACKA routine are 1D C,A
snd LD B,00, It then lesps straight into STACKEC!

Conversely, to Tetrieve @ number from the calculator atack we can CALL

UNSTACK (addresa OE_Q']'}, which removes = number from the saleulstor
ztack and stores it in the BC register.
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Arithmetic is quite stralghtforward. The addresses mvey

AT 1754 addition

SUB. 1748 subtraction
MOLT 1765 multiplication
v 1881 division

They work like thisy The five-byte number stored st an sddress specified
by HL (this mesns the number is stored in locations (HL),(HL)+1,(HIL)}+2,
(HL)+3,and {EI.}-M} is added to, multiplied by, divided by, or has a
eecond number subtrected from it. The second number is stored at an
addreas apecified by IE. After the calculation the result is stored

in the five bytes beginning at address HL.

To m.:ltd.pl':r together the two numbers at the top of the caloulator stack
one method would be as followes

241040 ID HI., (STEEND)
11¥FEFF LD IE,FFFH

19 ADD HI,DE

B PUSH HL
221c40 LD (STHEND),HL
19 ADD M1, DE

mn FOP IE

enc51] CALL WULT

Can you follow exactly what is going on? HL 1s losded with the ccntents

of the symtem variable STHEND = which gives the address of the first byte
after the end of the calculator stack, TE is loaded with minus five, thus
HL ia decreased by five. This new value 1a loaded back into STKERD bacsuse
we atart off with two itema on the stack and went to end up with only one.
This ia the address of one of the numbers to be multiplied, If you follow
the liating through carefully you'll see that IR ends up with this value.
Pirst though HL is decrsamed by five sgain, to find the atart of the other
nunber to be multiplied.

To check that it really does work, run this program.

3P06 SM4RT LD A,08
CI1915 CALL STACKA
L LD 4,07
CcD1915 CALL STACKA
2A1040 LD HL, (STKEND)
11FEFF LD DE,FFF3

19 ADD I, DE

ES PUSH HL
221040 LD (STKEND) ,EL
19 ADD HIL,IE

DL POP IR

CDC517 CALL MULT
CDATOR CALL URSTACK
cg

Bun it by typing PRINT TSR start, what do you get?

But surely there must be easler ways to muliiply six by seven. After all,
the above program does look very complicated, and not something you'd
eanily remsmber. Well it's hers that we really do start making full use
of_ the ROM, The following program does exactly the same job, and I shall
shiortly axplain whys

IB0G 1D A,06
oD1915 CALL STACKA
SEOT LD 4,07
CD1915 CALL STACOKA
RST 28

04 TEFB 04

34 IEFE 34
CDATOE CALYL, UNSTACK
c9 RET

In the NiW ROM, HST 28 means "perform [leating point avithmetic." The
data that follows tells it precisely what caleulatioms it's supposed to
do. The byte 04 means multliply = all of the shuffling around of the
celenlator stack ia done automaticslly. The byte 34 ia used after a
PST 28 instruction to indicate that there is no more date tc come, and
the next machine code instruction should follow.

The RST 28 deta cedes are ATD: OF, SUB: 0%, MULT: 04, snd TIV: 05. Don't
forpet you'll need s byte 34 as well though, to end the data.

You may be wondering what happens if the pumber on the top of the caleulator

atack is not an integer beiween O and £5535 (the maximum value any two
tyte resister can hold). Well my first answer would be "Try it for yourself
and find sut," Write a program that adds 8001 to 8001, write a program
that divides eight by three, then a program that divides seven by three,
write a program that subtracts five from zero, and another ithat subiracta
a thousand from zero. But for those of you who are impatient I'11 tell

¥OU anyway.

1f the number at the top of the calculator stack is greater than 65335
then attempting to ™unstack” it intc BC will result in the program
returning to BASIC - returning to commend mode in fact - etopping with
srror code B (which means out of Tange)

1f thé mumber is a decimal then it will be rounded up or down (not just
med} to the nearest whole number. If the decimal part is less then 0.5
it will be rounded down, and if the decimal pert is greater than or equal
to 0.5 it will be rounded up,

If the number is negative then error B will resuli, causing an immediate
return to BASIC and stopping the program, if there is ons.

RST 26 allows you to do much, much more than just simple arithmetle. A1l
of the functions of the ZX81 are available to you., The data code for sny
particular function is just the character code of that function minus 4B,
For instance, the charscter code of SIN is C7. C7 minus A3 is 1C. (If
you don't believe me we'll do it in decimel - 199 mimus 171 is 28,) This
means we cen Tind the SIN of the number at the top of the calculator
stack using the sequence:

EF RST 28
1c IEFB 10 {SIN)
34 IEFB 34 (Exit).

To miltiply two numbers (at the top of the calculator stack) together
and then find the sguare root of the result we can use the seguence

EF RST 28

04 TEFE 04 EMULT)
25 DEFS 25 (SgR)
34 TEFE 34 (EQT)

If you're not absolutely convinced yet, run this program, which multiplies
five by twenty, and then tekes the square root.

3E05. LD 4,05
CT1915 CALL STACKL
3E14 D 4,14
oD1915 CALL STRCKA
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EF RST 28

04 DEFB 04 (MULT)
25 DEFB 25 (SoR)
34 DEFB 34 (EXIT)
CDATOE CALL UNSTACK
9 RET

You'll notice that this is the first time we've used more than one code in

the RST 28 data., In fact you can use as many as you like, provided you end
the liat with 34,

To save you working it out for yourselves here is a list of the available
functions that we are ready to use, together with their appropriate BST
28 codes

FINCTION COIE FupcrIon CcomE
COLE 19 EXP 23
VAL 14 INT 24
1EN 1B SR 25
SIN ¢ 3N %
e o
: B, 28
ASH 1P USR 2
ACS 20 STRE 24
ATH 21 CHRE 28
LN 22 NOT 20

Some of the entries in that list may surprize you. For instance we have
the use of UBR. Taie ie very confusing - being allowed to use TSR in the
middle of a USR routine - but it's not really, Here's how it werks. Yeu've
worked your wey through a lot of RST 28 data, done a lot of calgulation,
and now you come mcross the code 29. What happens next is that the number
at the top of the stack should be an integer between 0 and 65535 - or else
you'll get an errpr B. This address is treated se a subroutine and GALLed.
This eubroutine will run exacily as you'd expect it tn, When it's over (ie
vhen a RET instruction is reached) the machine will go back ta interpreting
the RST 20 data from the next byts, USR will of course leave a new value
at the top _ur the =tack - the valme held by BC at the end of the subroutine,

PEEK works in the same way, finding sn address, FEEKing there, then Pushing
the result to the calculator stack, i

#11 of the funvtions when used in this way will remove the number nurrently
at the top of the calculetor stack and replace 1t by a2 new one, For instence
If the number at the top of the atack is 3.5 and the function INT is

called, the 3.5 will be removed and replaced by a new value, 3,

The string functions CODR, VAL, “nd LEM, also CHPE and STRE need a swall

amount of ‘explaining. You ree, as well as storing numbers=, the ealeulator
atack can also stora atrings, so if you start off with the number 2000 on
the top of thie atack, and you then call STRE (By using code 24 in a RST

28 instruction) then the item at the top of the saleulator stack will mow
be the string "20004, Yen can demcnstrate this with the following;

011007 LD BC,07D0
€nicls CALL STACKRC
Ep RST 28

BA DEFB 24 (STRE)
13 DEFR 19 (cam:;
34 DEFD 34 (EXIT
CDATOR CALL UNSTACK
oy RET

This should producs the result of CODE STRE 2000, Does it%
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USING THE 'S

; a quick planse at the menual you'll see thsat one laf the
ga{zi ::};famﬁ@. mz 0T, is thirty bytes long. Thia is the ca&culai:;:-&
memory area, A guick calculation involving dividing by five, : yn:
up to it, shows thai this leaves enough room to store aix d.‘.ﬁ ;;szu S
five byte numbers. The six different =reas of memoTy may e“fr :!he u
by RST 28 to store, or reirieve, numbers {but numbers _nn}.yl a:;-:iava o
of the ealculater stack. There are twelve different codes to "
this - these are

co stores rumber in memory location 6]
¢l stores number in memory location 1
e stores number in memory location 2
c3 stores mumber in memory location 3
cd stores number in memory location 4
s stores mumber in memory location 5
EO racalls number from memory locatiom O
El recalls number from memory locdticn 1
n2 reoalls number from memory location 2
E3 recalls number from memery location 3
B4 recalls mumber from memory location 4
E5 recalls number from memory location 5

3 f : ¢ d recalling a
Storing a number copiea it from the top of the at:.u:k. ani
nu:nbe‘rjxnir_rrpl'y places it at the end of the stack - it doean't overwrite
the previocus top item,

Tet's see how we can use this. Suppose we vaent to fipd SIN X+COS X. We
must use the following technigue, Assume that X is at the top of the
atack.

RST 28 v
DEFE CO (STOREZ)
DEFB 1C {SIN)
TEFE ED (RCALIP)
DEFE 1D msg
DHEFB OF (ADD
DERE 34 (EXIT)

29EB65H

Note that the SIN routine chenges X into SIN X. When
we again recall X there are now two items on the stack: SIN X anﬁ X
The CCS Toutine changee X into COS X, so thet the two items on the stack,
are now SIN X, and OCE X. The ADD routine will replace both of thesa by
one single number - the anawer we want - SIN X plus €CS X.

We have now performed a fairly complex trigenometric funetion in just

eight bytesl

i
Let's sse how we can Temove a floating point number from the stac
without restricting ourselves to integers lesa than £5536, The way the
ROM dose it is like thim:

341640 LD HL, (STKEND)
23 IEC HL

46 1D B,(HL)

23 IEC HL

45 1D ¢, (HL)

28 TEC HL

86 LD B, (HL)



20 e "L

5K Lh E, (1)

2R 110 11N

= LD A, (HL)
ariedn 1B (STKEVD),HL

Ao you eon probohly rec fav yonrnelf, a five hyte number is removed (rom
the atack and rtered in the repistera A, E, D, G, and B. (In Lhai order.)
Yon can CALL this reutine from address 15¥4,

If thn fivot itew in the warinble ntore in X then having popped SIN X plun
OCS X from Lhe ptack you can then satnre the renult back in X a8 follows

2A1040 1D HL, (vARS)
o2 ING HL

7 D (HL), &
#3 ING HL
13 1D (HL) ,E
23 e L

72 1D (HL),D
23 I A

T Ly (¥1),c
23 e

70 LD (HL),B
o] RET

You cen aee that {t tnkes more bytes to store the anawer than it doea to
Tfind it in the firat placel

Let's ree what elsc we can do with RST 28, Wo oen use the legleal functions
AND nnd OR (that in BASIC AMD mnd ‘BASIC OR). Both of these are avoilable
from RET 20, having hyte coden 08 and 07 respectively. Alao you can SWOP
the two numbers at the top of the alack. Code 01 will do this,

The following oeguence will raise one number to the power of snother. Can
you see wny? After RST 28; O1 22 04 2% 34,
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4BEQ 87 as B
- el iU
4883 E= 4QE3 C6 43118 BB
1084 FO 4RE4 24 B 4141 55 B
4085 1F 3 4BES 13 » AI4E 4B
e ir3 R e
to88 1F 3 4BES 53 418l 88
igeRice i8R ISP iliEE -
ig8k o7 dEESRc iR
s iR R
&
ieaF CB 4PEF ED i1tk B m
sl dgeE  fiat
5088 9 agFa 38 K 1183 22 § APPE
4093 82 42F3 84 » 41=3 93
4094 40 4@F4d ED 154 4
4098 95 B 4@F8 53 Z15= ER
£938 53 i8r2 33 s g ONE
P 41
) 7 4228 41 40F8 18 ( 41BE8 CD
e ‘give you easy and guick reference to as 78 4{QFS E1 -
Theny K ocd At eSines ok Y ron ey $8SA 41 i0FR C3 4ig9. 00
oo of (e st yo'd vt 1o ok 5. igese  dEmg BN &
7 5 : freot o h 280 inatruetion may be 1980 4@ 4BFD 4@ 418D 99
Tound in chapter sight. Thia ahould be treated a5 & separats appendis. i sz B e ER . i fe
SRR O b Ll ] 410R0 40 fizo 83 W $i80 =8
iens & e 2e  HE e
follovss sens =28 £ 2183 ED TiES a2 HEXLDS
SR isne 18 gt s . HEiw
it " 41
o e R A7 B & 97 B ; =
et et e R nEnT ik
APPENDIX WO = The system variables iggg ég f{ _:igg Eg :‘;;EE E% A
; : 4
/ : . 4BAB 1iF 3 418 2R E ED
APFENDIX THREE = A conversion table £ron HEK %o ASSAMELY {885 <5 485 48 ©  dise =
A conversion table from ASSEMBLY to HEX, including the ons Eg a 1%55 éé 5‘ :igﬁ ‘g
sl effect of each instruction on the flags :aag Eg 1-%;-2 Eg ; g%gg- ?g-"
1082 c2 b 4113 EB 1ivE EB
! ; t 4083 40 41313 257 417
APPENDIX FIVE = The ZX character set deBs AE B 4114 83 B i1%: S5 m
< ]
4BBE TE 4118 ED 1%33 3"
%8s 52 m 1118 s57 B 4177 12 >
4@B9 4@ 4119 4@ i@ PRIWT " LIST ™
4880 CD 411/ ED 26 GOSUB 500
ADBB 7B 4118 0 @ 3@ RUN USR 18589
40BC 28 4 41ic €3 198 PRINT "uWR
iES 2t & 411D 28 E 1i@ GOSUB &8
e fz T HHEN T iR ar
4BCO 7E iize 11 128 RAND USR® 185
4@C1 D7 4121 @5 M 158 GOTO i=e o
4RBCR A8 Y 4128 88 2@@ PRINT "IMSERT
o I 6
40C5 23 4128 5B B88 BRINT ALi- i
dson a2z & a1z 3 B 240 RAND USR 1866
4igg7? 95 4127 4@ 253 GOT0 220 "
40ce 4@ 413& ED 380 PRINT "DELETE
saud 18 4129 48 319 COSUB 5@
4@CA DB arzn 97 B @ LET A=1653as
4BGB CF 4138 g_g 339 GOSUB 618
4QCC 14 = s12c 349 RUN USR 18 Ay
iR 18T s Eam o8 B SRLAATIE
49CF 48 4i3F 5A e $38 SRNE YREWD
ABD2 23 7 43130 1@ ¢« £@@ RANDG USRE 18889
4iPD1 46 41331 4@ 518 CLEAR
083 B - 4138 &8 7 232 Pif na1esa
= e
42D4 B8 C 4133 23 - SOl LEINT “ADDRESS *;
e ES°  iismes S8 et e 5
8888,  HHISEC 228 B0l acucone asscons ne
:gg?' i 1%33 32 & ‘858 EOKE A, 16%CODE As (3) +0ODE
ag P -476
49DB 23 7 £1598 oo ® *ite "t ERnR
4@DC 7E 413C EF 678 RETURN
4¢ADD 87 » 413D 15 +
43DE 587 » 41BE CS
42DF B7 » 113F 2R E
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QLD ROM SYSTEM VARTARLES: NEW ROM SYSTEM VARTABLES:
Decimal Hex  MName' Decimal Hex Name
16384 4000 ERH.NR' 16384 4000 IRR,NR
16385 4001 FLAGS 16385 4007 FLAGS
16386 4002 FRC 16386 4002 FHH.SP
16388 4004 E.ADDR 16388 4004 RAMTOP
16390 4006 G.FEC 16390 4006 MODE
16392 4008 VARS 16391 4007 PPC
16394 4004 E,LINE 16393 4009 YVERSH
16396  400C. D,FILE 16394 4004 E.PEC
16398  400F DF.EA 16336  400C D,PFILE
16400 4010 DR.END 16398 400E DF.CC
16402 4012 DF.SZ 16400 4010 VARS
16403 4013 S,T0P 16402 4072 DEST
16405 4015 X.PIR 16404 4014 BJLINE
16407 401F OLDEPC 16406 4016 Gl ADD
16409 4019 FLAGK 16408 4018 X.PIR
16410 4014 T.ADDR 16410 401A  STEEQT
16412 4010 SEM 16412 401C  STKEND
16414  ADIE FRAMES 16414 401E BERG
16416 4020 V,ADDR 16415 401F MM
16418 4022 ACC 16417 4021 SPAREY
16420 4024 S.FCSN 16418 4022 DF.S2
16422 4026 CH.ADD 16419 4023 5,70P
16421 4025 LAST.K
16423 4027 DB.ST
NE{_ROM MEMORY DRCANISATION 16424 4028 MARGIN
; 16425 4029 HXILIN
4000 system variables 16427 4028 OLDPPC
4070 . progran 16429 402D FLAGK
D.FILE) screen 16430 402K STRLEN
VARS) ~ variables 16432 4030 T ADDR
E,LINE) edit linas 16434 A032 SEED
STKBOD) caleculater stack 16436 4034 FRAMES
STKEND) spare 16438 4036 COORDS
gP machine stack 16440 4038 FR.OC
Emﬂ.s_?; GOSUB stack 16441 4039 5.POSH
RAMIOP) reserved area 16443 4038  CDFLAG
:%5{ 43536 MEMBO!
A ! } _ 405D iy
QLD ROM MEMORY ORGANISATION 16507 4078 SPAREZ
4000 gystem variables
4028 program
VARS)  varfables
E.LINE) edit line
D.FILE) sBcreen
DF,END) spare
5P machine etack
168

oLp [WEW | mO,
SYST'EM [ROM |ROM |OF
VAR. ADDR |ADDR |BYPES | PURPOSE
Ace 4022 |- 2 Value of last expression
BERG = 401E |1 Used by fleoating point caleculator
CDFLAG |= 4038 |1 Flags relating to FAST/SLOV mode
CH,ADD (4026 [4016 |2 Addreas of the next character o interpret
COORDS |- 4036 |2 Ceordinates of last point FLOTted
DL.FILE [400C [400C |2 Address of start of display file
DB.8T |- 4027 |1 Debounce status of keybeard
DEST - 4012 |2 Address of variable being assigned
DF.CC |- 400K |2 Address of print position within display file
DF.EA [4Q0E |- 2 Addreas of start of lower part of screen
DF.END [4010 (= 2 Address of end of display file
DF.5Z  |4012 |4022 |2 Number of lines in lower part of screen
E.ADDR (4004 |= 2 Address of cursor in edit line
E.LINE |4004& |4D14 |2 Address of atart of edit line
EJFPC (4006 [400A |2 Line number of line with oursor
ERR.NR [4000 4000 |1 Current report code minus one
ERR.SP |- 4002 |2 Address of top of GOSUB stack
FLAGS |4001 [4001 |1 Various flags
FLAGX |4019 |402D |1 Various flags
FRAMES [401E |4034 |2 Updated ence for every [V frame diaplayed
LASTL.K |- 4025 |2 Keyboard scan taken after {he laat TV frame
MARGIN |- 4028 |1 Humber of blank lines above or below pigture
MEM - 401F |2 Addvess of start of calculators memory area
MEMBOL |- 4050 |1E Area which may be used for calculator memory
MODE - 4006 |1 Current cursor mode
HYXTLIN |= 4029 |2 Address of next program line to ba executed
OLDPEC (4017 (4028 |2 Line number to which CONT/CONTINUE jumps
FEC 4002 14007 |2 Iine number of line being executed
FR.CC |- 4038 |1 Address of LPRINT position (High part assumed 40)
PRBUFF |- 403C | 21h Buffer to store LPRINT output
RAMIOP |- A004 |2 Address of reserved area (not wiped out by NEW)
S.POSN |4024 [4038 |2 Coordinates of print position
5.70P (4013 [4023 |2 Line number of line.at top of screen
SEED 401C (4032 |2 Seed for random number generator
SPARE] |- 4021 (1 One spare byte
SPARE2 |- 4078 |2 Two spare byies
SIKBOT |- 4014 |2 hddresa of calculator stack
SIKEND |- 40T |2 Address of end of calculator stack
SPRLEN |- 4025 |2 Information concerning assigning of strings
PLADDR |401A |4030 |2 Address of next item in syntax table
V.ADDR |4020 |= 2 Address of variabls name to be sssigned
VARS 4008 (4010 |2 Address of start of variables area
VERSN |- 4009 |1 Firat system variable to be SAVEd
X.PTR |4015 [4018 |2 Address of character preceeding syntax error marker
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5
g
8

L = I - - RSN B SRS R S B SR R

ORDINARY B g i %
0 HX ARy AR AID HL,BC 1D n,%m:g DEC BC
1 JE & ADD HL,DE LD A,{(DE DEC DE
2 IR Z,e ATD HE,HL LD HL, (pl%} DEC HL
3 3R Cye ATD HL,SP LD A,{pa)  DEC SP
4 LD C,B LD C,C LD ¢,D 1D C,E
ORDINARY 0 1 2 3 5 LD E,B LD E,C LD E,D 1D E,B
0 HOP LD BC,mn LD (BC),A INC BC & LD L,B LD L,C 1D L,D I,E
1 DINZ e LD DE,mm 1D (DE),A  INC DE 7 LD A,B LD AL 1D 4,D LD AE
2 JR WZ,e LD HL,mn LD (pa),HL  INC HL 8 ATIC A,B ADC A,C ADC AyD ADC A, B
3 JR NC,e LD §P,mn LD (pa),A  INC SP 9 SBC A,B SHC 4,0 SBC A,D SBC A,B
& LD BB LD B,C LD B,D LD B,E A XOR B ¥OR C XoR D XOR E
5 LD I,B LD D,C LD D,D LD 1,8 B cP B CP ¢ CP I CP E
& LD H,B LD H,C LD H,D LD H,E C RED Z RED P 2,20 .
7 Lb (WL),8 LD (HL),¢ LD (BL),D LD (HL),E D RED C EXX JP C,pa IN A,(n)
8 4DD A,B ADD A,C ADD A,D ADD A, E E RED PE JE (HL) JP PE,pa EX DE,HL
? SUB B SUB € SUB D 5UB B F RET M LD S5F,HL JB Mypq EI
A AND B AND © AND D AND E
B OR B OR C OR D OR E
G RET NZ POP BC JF NZ,pq JP c i E ¥
D RET NC POP DE JP NC,pq OUT (n),4 0 e ¢ DEC © LD. Cin RRCA
S EP cER fan pees -
RET P 4 : i
e s i Tl 3 I A DEC A LD Ayn aer
4 5 & 7 4 LD CyH % gti i'g %I g E-]l; gv:
o INC B DEC B LD Byn RLCA 5 LD E,H ) By Dy '
1 me o DEC D LD Don RLA 4 1D LB 1D L,L LD Lo (L) LD LA
2 INC H DEC H LD Hyn DA T LD A,H LI &,L LB A, (HL LD A,4
3 ING (HL) DEC (HL) LD (HL},n  SCF 8 ADC 4K ABC A,L mc.J.,Em.g ADC A, A
4 LD B,H LD ByL 1D B,(HL LD B,A 9 SBC A, H SBC A,L SBC A, (HL) SHC A4
5 LD D,H LD D,L ID D,(HL) LD D,A A XOR # XOR L %OR (HL) = XOR A
& ID H,H LD H,L I H(HL) 1D HA B P A CP L cP (HL) oF b
i LD (HL),E LD (HL),L  HALT 1D (HL),A ¢ CALL Z,pq  CALL pg ADC 4,n R8T O
8 ADD A,H ADD A,L ADD A,(HL) ADD A,A D CALL C,pq = ® SEC A,n RSP 18
9 8UB H SUR L SUB (HL SUB A E CALL PE,;a @ ¥OR n HST 28
A AND H AND L AND. .EHL AND A bl OALL M,pq = ® CF n RST 38
i OR H OR L OR (HL) OR A
i CALL NZ,pq PUSH BC ADD A,n RST 00
D CALL NC,pq  FUSH DE SOUB n RST 10
E CALL PO,pq  FUSH HL AND n RST 20 AFTER CB
F CALL Pypq  PUSH AF OR N RST 30
i 8 9 4 B c b B
A o @R B RRCC RRCD RRG'E RRCH  RRC L RRG (HL)
g 1 2 3 4 5 6 1 RRB RAC RRD BRE ERH  RRL  BR(HL)
RLCB RLCC RLED RGCE RLWCH RLGL  ROC (HL) 2 SRAR SRAC SRAD SRAE SRAH SENL  SEA %HLg
AL B RL C RL D H E L H RL L RL (HL 3 SALE SRLC SALD SRLE SRLH  SRLL  SAL (HL
SLAB SIAC SLAD SLAE SIAH SIAL G0A (HL) 4 BIT 1,B BIT 1,6 BIT ,D BIT 1,E BIT 1,§ BIT 1,L BIT 1,(HL
- B = 1 = i z 5 517 3,8 BIT 3,C BIT 3,0 BIT 3,E BIT 3,E BIT 3,1 BIT 3,(HL
BIT 0,8 BIT 0,¢ BIT 0,0 BIT 0,B RBIT 0,H BiT 0,L BIT O,(HL & BIT 5,B BIF 5,0 BIT 5,0 BIT5,E BITS5,H BIT 5,1 BIT 3,(HL
BIT €,B BIT 2,6 BIT 2,0 BIT 2,E BIT 2,H BI® 2,L BIr 2,(HL 1 BIT 7,8 BIT 7,0 BIT 7,0 BIT T,E BIT 7, BIT 7,L BIT 7,{HL
BIT 4,3 BIT 4,8 BIT 4,0 BIT 4,E BIT 4,H BIT 4,L BIT 4,(HL B RES 1.8 RES 1,0 RIS 1,0 RES 1,E RES 1, RES 1,0 RES 1,(HL
BIT 6,B BIT 6,C BIT 6,0 BIT 6,E BIT 6,H BIT 6,L BIT 6&,(HL 9 RES 3,B RES 3,C RES 3,0 RIS 3,E RES 5,H RES 3,1 RES %,{HL
RES 0,B RES 0,C RES 0,0 RES 0,E RES O,H RES 0,L RES 0,(HL A RES 5,8 RES 5,0 RES 5,0 RES 5,E BRES 5,H RES 5,L RES 5,(HL)
RES 2,B RIS 2,0 RES 2,0 RES 2,E RES 2,H WES 2,1, RES 2,(HL B RES 7,B RES 7,0 RES 7,b RES 7,BE RES 7,H RES 7,L RES 7,(HL
RES 4,B RES 4,C RES 4,0 RES 4,E RES 4,H RES 4,L RES 4,(HL o Sk 1,8 SET 1,0 SEP 1,D SET 1,E SET 1,H SET 1,L SET 1,(HL
RES 6,5 RES 6,C RES 6,0 RES 6,E RES 6,H RES 6,L RES 6,(HL D SET 3,8 SEf 3,0 SET 3,D SST 3,E SET 3,H SET 3,L SED 3,(HL,
s¥r 0,8 SET 0,0 SEM 0,0 SED 0,F SET O,H SET 0,L SET 0,(HL E SET 5,B SET 5,0 SETS5,D SEM5,L SET 5,H SEM 5, SET 5,{HL
SET 2,B SET 2,C SET 2,0 SET 2,E SE? 2,H SEI 2,L SEP 2,(HL Ed SEr 7,B SEP 7,0 SET 7,0 SET 7,E SET 7,H SET 7,L SET 7.(HL
SET 4,8 SET 4,C SET 4,D SET 4,E SEM 4,H SEr 4,L SET 4,(HL
SET 6,8 SET 6,C SEI 6,0 SET 6,E SEP 6,H SET 6,L SED &,(HL

m
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(IR ot St I S A1) (s B T |

- = o - - - - G RN SR U

ATTER DD .
L . AFTER FD
1 2 55 5
0 2 B z 2 s 2 0 1 2 3 4 5
1 - - a =4 (ol H 0 - - - - = =
g = LD DXymn LD (pa),IX INC IX = i 1 = - - - - -
3 2 Py 5 ’ 3 The i) D 2 - LD TYymn 1D (pa),iY INC IY - =
4 - - s = = B 3 - - - - ING (TY+d) DEC (I¥+d)
5 - - = = = = 4 = - = = - -
6 - g - N b ) 5 - - - = — e
1 LD (T¥ed) B LD (IXed),¢ LD (IX+d),D ID (IX+d),E LD (1% ] = = s o B A e -
8 - i h = Exedin & KR i’n“ +3), 1 fp 7 LD (TY4d),® LD (I¥+d),0 LD (I¥4d),D LD (I¥+d),B LD (T¥+d),H LD (1¥#d),L
g - - 2 = z = B - - - - - -
A = = = A E; x 9 - & = & = =
B - - - for - 3 A - - - - - -
C - - = = =, = -} - - = - = =
I - - (= - 2 5 ¢ - - - - - -
E - FOP I - = (sp).IX - 2 7 S = = T o
F = o = = I B - FOP IV - EX (SR}, 1Y - FUSH TY
AFTER DD P
4 1 8 9 A TN T 6 7 8 9 A B 6N
= A ey = - - = 1 - - -~ ADD IY,DE - - - - =
Sl ¥ - ADD IX,IX LD IX,(pa) DEC IX- - - 2 - - - ADD TY,T% LD Iy{pq) DEC V= =~ =
mmgn I C e OROY FEC S e
e o SR T = = = = LD 4 LD By(Ivsd) = = - - - - - g, ;‘:{dg
LD H.’ I}G-&g z o g I = gl 211 5 LD Dy(T¥+d} = e - - - = LD E(I¥sd
o . 20 (TXea)k : : - - = = LD & LD H,(IY+d - - - - - - = LD I,(Tf+d
ADD &, (IXsd) - Ry T = C UL T 7 = , LD (Ti+d),A = = - - - = LD A,(I¥#d]
SUB (IXsd) - % v A oA 6 ADD A,(T¥+d) - = & % = - ADC A,(1%:d)
il s 3 S g 5 (00 1 RO T E )
OR (Tx+d) = =R = = - - KON A AND (I¥4d - - = - = - - XOR (Ifed
B I R I B = - = P (IX B QR (Iy+d) - - = - - - = P (IMed
L 5 s & ® il = = ey o = - - - - e - - -
= i = = A 1) 5 3 = S 3 5 = Mot
= = = Bty e B - - B A 5 SRR . X DE,IT = -~ =
AFTER KD
_ 8 g A B T | E P 0 1 2 3 4.5 & i
0 i o = i ST, o 5 ) 2 i & = el B - 5
1 = = = £ e I L 1 = = L. = e S Z
2 - - i - L o A E 2 =, o - - o2 o 5 o
3 o =t = - - - - - 3 - = = = oL S
4 m g,(c) aur {0),C ALC HL,BC LD BC,(pq) = REPT = LD R,A 4 in B,(g) our (c),B SBC HL,BC wimg.sc NIE REIN IM O LD I,A
5 m E,(c) our (c),E ADCG HL,DE LD DEy(pa) - - ™2 LD AR 5 m p,{c) our (C),D §BC HL,DE LD (pa),DE - - ™1 LDA,L
& IN Ly,(c) our {G),L ADC HL,HL = j o bt = RLD & N H,{C) OUT (C),H SBC HL,HL = - = - RAD
1 IN A,{G) OUD (C)},A ADC HL,SP LD SP,(pa) - = - - 7 - - SBC HL,SP - L = 5
8 - - - = AR = 5 8 - - - - - = - -
9 s = - - e P 9 - - - = Hu B e | T
A LBD CED IND ourD = = = = A LDT CPI NI oI - = - -
B LIDR CPDR THNDR OTDR - - = - B LDIR CEIR IHIR OTIR - - - -
c - - =- - = “a: o 2 [+ = s = i - & . =
bi] - - — - T - bk = b1 - - = - f . =
E - iz - - wLd = == i B - = rey — = ey HEg =X
F - - = . L L4 & 1 P e s w =, =, <l 2 —
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AFTER DDCBdd AFTER FDCBdd
6 E 5 B
0 RLC (IX+d)  RRC (IXsd)  REC (I¥+d)  RRC {I¥+d)
1 RL (IX+d) HR (IX+d) RE (Tf+d) RR (I¥+d)
2 S1A (TX+d) SRA 1{({-:1-] SLA { T¥+d) SRA Empdg
3 - SRL (IX+d - SHL {If+d
4 BIT 0,(Ixsd) BIT 1,(Ix+d) BIT 0,(Ivad) BIT 1,{IT+d)
5 RIT 2,(IXed) BIT 3,(IX+d) BIT 2,(T¥+d) BIT 3,(I¥+d
6 BIT 4,(TX+d) BIT 5,(1X+d) BIT 4,(I¥+d) BIT 5,(TT+d
1 BIT 6,(I6+d) BID 7,(I6kd) BIT 6,(I¥+d) BIT 7,(IT+d
8 RES 0,(IX4¢d) RES 1,(1%+d) RES 0,(IV+d) RES 1,(I¥+d)
L RES 2,(IX+d) BRES 3,(IX+d) RES 2,(IY+d) RES 3,(IV+d
A RES d4,(T%+d) RES 5,(IX+d) RES 4,(I¥+d) RES 5,(I¥4d
B RES 6,(IXsd) RES 7,(IXed) RES 6,(T¥+d) RES T.(TY4d
c SET 0,(IX+d) SED 1,(1X+d) SET 0,{T¥+d) SET 1,{I¥+d
D SET 2,(IXsd) SED 3,(IX+d) SED 2,(I¥+d) SET 3,(TY+d
E BET 4,(IXed) SEP 5,(1%+d) SET 4,{T¥+d) SEL 5,(I¥+d
F SET 6,(Ix+d) 'SET 7,(IX4d) BED 6,(Iv+d) SED 7,(IV+d+
INSTRUCTIONS FLAGS INSTRUCTIONS FLAGE
Opoode Hexcode S 2 =H-PNC Opcode Hexcode S Z-H=FPHEC
ADC Ayr table 1 @@ -8-800 HALT 76 Ty R e e
ADC HL,s table 2 @@-8-@800
ADD A,r table1 ©E@-0-800 m o ED46 e
ADD HL,s #table 2 ==-@--0@ m i EL56 - - -
ADD IX,s teble? ---@--0@ M2 EDSE 2= s
ADD I¥,s table 2 =-=--8--0@ g}gr t::Jl.e; 0@ -4=-80 -
AND v table 1 -1= B Ealdacd e s eimETlS
) ab @@ -1-@00 INA’Eng St S SE
BIT byr table 1 2@ -1-800 INI"_C table 1 B8 -8-20=-
NI EDA2 2x~-92=-%71=
CALL ! e U e IND ] fR=T=F 1=
GALL g':'m 22;;'?3 ________ (2 becomes 1 if B becomes zerc)
cop S S = N T INIR EDB2 b BE S S B B
(the H flag becomes the previcus RN EDBA Tl ot e
value of the O flag) JF pq 03qQpp =======~=
CP'r teble 1 @G@-2-9 16 JPe,pq table 3 = ===« -
CPI EDA1 @x-8-x1= JP(HL) B @ e mmmm—-a
CFD EDAD @x-@-x1- JIP(IX) DDH ————m -
CPIR EDE1 Bx=-0=x1= JEA(IY FDES - -
CPDR EDEY Bx=-8=-x1= JH e 1Bee ——mm = - -
(% bevomes 1 if BC beoomes zero, JReye  table 3 = - - === -=
BV becomes 1 if A m (HI~1))
CPL 2F e B LD (BC),A 02 om0 g S e
1D A,(BC) 0A mmmm -
DAA 21 @@-@-8-0 LD (DE),A 12 - -=---
DEC ¢ table 1 @@-@-@1- LD A(DE) 1A == === ===
DEC s ERble R = S e i
DI 2 Lh I,k  ED4T -
IJNZ & 10ee - === === LD R4 ED4F SRS
1D A, I EDSY @@ -0-x0-
EI FB - ———— LD A,R EBSF @@ =-0=-x0-
EX AF,AF' 08 e (B/V is set to interzupt storage
EX DE,HL EB =~ === === == flag)
EX (SP),HL E3 e e
B (SP),IX DDE} = === == LD SE,HL 9 o
EX (SPL,FY FDEY ~-—os-=- LD SB,IX DY  ----- ---
EXX b mmmmmm - - LD 8B,IY FDF) === == =-=

174

INSTRUCIIONS FLAGS
Oncode Hexcode B2 =H-PFPNC
LD 7,7 table 1 == ======
ID s,mn tahle 2 = - - = ===
LD A,(pq) 3Aqapp - - =- - ="
1D 5,(pd) table 2 = == =----~=
1D (pa),A 32aapp = - == ==-=
1D (pa),s table 2 ===/—=>===
LDI EDAD ~==0=-x0-=
LoD A8 -==0=-20=
(B/V becomes O if BC becomeas: 0)
LDIR EDEG ---0-00-=
LDDR FDB8 - - -
NEG ED4 4 Ge-9-010
NOP 00 = i
OR ¢ table 1 @@ -0-G0O0
our Eng,n DIm m === = i
ot (C),r table 1 ====--==
oULI EDA3 Px-f=tl=
oUTD AR 7 x=T7=T1-~-
(Z becomes 1 if B becomes zero)
OTIR EDB3 21=-a1T=-71=
OFDR DB FA=7=21-
POP AF Fl X XXX XXXX

(Flags eve determined by the
byte at the top of the stack)

POP & tahle 2
PUSH AR ¥5

PUSH = table 2
RES byr table 1
RED 9

RET ¢ table 3
REIN ED45
REPT EDAD
RLA A7

RL r table 1
RLCA o7

o1 ¥ 10

INSTRUCPIONS FLAGS

Opeode Hexcoda S 2-HPNGC
RES byr fablel == ===-=
REP c9 ===
RED © table 3 == -=- - -
REIN ED45 - —mmn -
RETI D e S
RLCA oF ~==0==0
RRCA oF - D=0
RLA 17 -==0=-=-0
RRA 1F == 0==0
RLC r  table ! @@-0-080
RRC T table 1 @88 -0-80
HL * teble 1 @@ =-0-80
RR r table | @@-0-@0
RRD EDAT @@-0-80
HLD ED6F @@ =-0=-@80
RST 00 et ===
RST OB CF -——— ==
RST 10 o == ==
RST 18 IF —_————-—
RST 20 i -——-— ===
RST 28 EF - - -
R i — -
RS 38 FF - e -
SBC A,r table 1 @@-6-81
SBO HL,s table 2 @ga-0-01
SCF ki —==0=-=0
SHi byx, —fableil | == ==
SIA T table1 @@ -0-@0
SRA T table 1 @@-0=-80
SRL x table 1 @@-0=-00
8UB » table 1 BO@-8-81
IR T table 1 @8@-0-80

BERed @028

(|

§ I I A (R I

o GBRE -89
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TARLE CNE
T n o n F n . (HL) A (1x2d) (1ysa) n
ADD A,x |BO Bl B2 B3 A4 B85 86 AT TDBAAd  ¥FDBEde  Chnn
ADD At |BA B3 RA 8_:3 A ®) AR EBF TD8Fde FIFdd CEnn
AND T A0 Al k2 A3 M A5 A6 AT DDAGdd  FDAGAd  Ffnn
BIT O,r |GRMO CA41 GRA2 CRA3 CRA4 GRS 0B4E CBAT TICBAA4E FDODAAAE -
BIT 1,r |6M48 CM9 CB4A CRAR CRC CBAD CRAR CRAF DDCRAd4E FDODAA4R -
RIT 2,r |CRSO CRS1 052 CRS3 €54 CBSS CRS6 CBST DDCBAASE FDORRASE -
#1T 7,7 |CH0 .CB59 CBSA CRSB CBSC CNS5D CRSE GNSP IDCRAASE PRCRAASE -
BIT d,xr |CRO GB61 0BE2 CRE3 ORA4 CUAS CBAG GBAT DDOBAAGS FICBAAEE =
HIT S,r |GBAB GRS CREA CBGB CBAC CRED CBEE CHAF DICBIAEE FICRIAEE =
T &,r |CATO GRIL CB72 CATI CBT4 CATS CRT6 CRT7 DDCBAATE FDMBAATE =
BIT 7,r |CH7R CB79 CBTA CHB CDX! CRTD CRTE CBTP DRCBAATE FDCBAATE -
CPhr BA R BA KRB B! BD BE B TDEEAd  FDERAA FEnn
We T 65 0p 15 1D 25 20 35 3D ID35Ad  FpiSAd -
I v, (0) |FT40 EDAB EUSO EDSB EI60 ETSE -  HDTR - = -
me r 04 OC 14 1l P 20 3 3¢ DD%4Ad  FL4ad -
LD Ayr |40 A1 4F 43 A4 A5 46 4T Tpd6dd FD4Edd  Obnn
IDC,r [4B 49 4x AR AZ 4D AR 4F DDMEAd  FD4Edd  DBmn
LD D,* a0 51 52 5% 54 55 56 57 DbS6da Fh56ad 1fnn
LDE,xr |58 53 SA 5B 5 Sh S5E 5F DDSR4d  FDSEdA 1Enn
IDW,r |60 61 62 &3 64 65 66 €7 TDOA6AE  FD66dd  26nn
IDL,r |68 69 6L &B 6c 6D 6GE EF TDEEAd  FISEGD 2Enn
LD (ML),rf70 71 72 73 M. - 11 - - 36nn
IDAr |78 79 TA B C T TR 7P DDTHdA  FDTEAE  IEan
LD LD70 DD71 DDT2 DDT3 DDT4 Dn'rs - T - - DD36
(Ex#d),r |dd 84 dd  dd  dd dd ddnn
LD ¥J0 FDT1 FD72 FDT3 FDT4 ms - FO77 - - PD36
(Trfd),r |dd dd dd dd &d dd dd ddnn
OR r BO Bl B2 B3 B{ BS B6 B] DDE6AA  FPDNGAd  Fhnn
our (c),r|ED41 ETM9 ETSL EPSY FDEL EDEY -  EN7Y - - -
RL x 2
RES O,r |CBAO CBAL CAO2 CRB3 CRAd CRA5 CRB6 CDAT TNCHAABS FICHAARE -
HES 1,r |CRES8 CBAY CBEA CRAB CBAG CAED CHBE CREF DDCEAASE FDODAdBE -
RES 2,+ |cA90 CRIL CR92 CB93 CHY4 CBYS NRY6 CHYT DRCBAA96 FICRAA9E -
HES 3,r |CR9B CH99 CRIA CRIB GBSC CRID CHIE CBYF DDCBAA9R FICBAAIE -
RES 4,r |CBAQ CRBAl CHAZ CRA3 CBA4 CBAS CBA6 CBAT DDCBAdAS6 FDCBAAAE =
RES 5,r | CBAS CRA9 CRAA GBAB CABC CHAD CBAE CDAF DDCBAdAE FICBAdAE =
TFS £,r | CBRO CREY CBR2 (AB3 CHBA CRBS CAME CRBT DRORAARE FIGAIARG -
RFS T.r | CRPA CBBEY CBRA CBRNB NBBC CHAD CBER CHEY DOCBAdAE FICIMAEE -

r |a @€ b © H L (H) A (Ixté) (I¥+d) =
RIC T CBOO CBO1 CBO2 CBO3 CBO4 CBOS C306 CEO7 DDCBAA0D6 FIORAACE -
RRC T CBO8 ORO9 CHOA CHOB CBOG CEOD CBOE CBOF IDCBJdOE FICBAdOE -
RL T CB10 CB11 CBE12 CH13 CB14 CB15 CBlé CBl7 DDCBAd16 FDCBAA1E =
FR T CH18 (B19 CElA CBIR CEIC CBLD CHIE CBIF DDCRIA1E FICHAdIE -~
SET 0,r | CBCO CBCL CBC2 CBCY CBC4 CBCS CRCE CRCT DDCBAACE FDOBAACE -
SEP 1,r | CHCS CBCY CBOA CBCB CHCC CBCD CBCE CBCF DDCBAACF FDCRAACE =
SET 2,r | CBDO CEDl CED2 CED3 CHD4 CEDS CED6 CADT DDCBAADG FICBAADE -
SET 3,r | CHDS CED9 CHDA CEDP CBIC CHDD CEDE CBDF DDCBAADE FICBA4IE -
SET 4,r | CEEO CBF1 CHE2 CBE} CEE4 CEES CEE6 CBET DDCB4AES FICBAARS -
SET 5,r | CEES CHE9 CHEA CEER CBEC CEED CEEE CEEF DIDCB4dEE FICBJAEE -~
SET 6,r | CBFO GEF1 CEP2 CHF3 CBF4 CEFS CEF6 CBPT IDCBAAM6 FDCBAARE -
SET 7,r | CEF8 CEF9 CEFA CEFB CEFC CEFD CBFE CHFF DICBA4FE FICBAAFE -
SURA,x | 900 91 92 93 94 95 96 97 [D96dd  FD9GAA DPhnm
SEC AT |98 39 94 9B 9C 9D 9E 9F TID9RAdA  FD9BAd  IEnn
SIA T CB20 CB21 CB22 CB23 CBP4 CH25 CB26& CH27 DDCBAA26 FroBAd26 -
SRA T CB2A CB29 CB2A CHZE CR2C CBZD CBPE CBZF DDCBAAZE FICBAdZE -
SRL ¢ OB38 CH39 CB3A CB3B CB3C CB3D CB3E CB3F DDCBAd3E FDCRAAZE -
XOR T AB A9 AA AR AC  AD AE  AF TDARdd  FDAEdd  EBm|
TABLE TWO
s BC IE HL SF X 1y
ADC HL,s |ED4A EDSA EDSA EDTA - -
ATD HL,s |09 19 29 39 - -
ADD 1X,a |DDOY D19 - DI39 D29 -
ATD 1Y,s |FIO9 FD19 - ¥I39 = ¥oa9
IEC & 0B 18 2B 38 DD2B FD2B
INC & 03 13 23 33 023 FD23
LD a,m QOlanmm 11lnnmm 21nnmm 31nnmm ID2lnnmm  FD2lnnmm
1.:: a, )|EDdBagpe EDSBEqarp 2Angpep  EDTBqqpp DD2Aqqpp FD2Aqapp
Yl a|ED43qqpp EDS3qqpp 22qqpp  ED73qapp ID22qqpp FD22qqpp
POF & €l Dl El - ITEL FIEL
FUISHs [C5 5 ES - TIRS FLE5
SBC HL,s |End2 ED52 BD62 ED72 3 b
TABLE THREE
e — —iery
¢ N 7 3 HC c PO R P H
CALL ¢,pq|C4qqpp CCqqpp Ddaqpp DCqapp Edqopp ECqqpp FPdqqpp FCqapp
JP c,pq |C2qqpp CAqqpp D2qqpp DAqqpp ﬂmp wnqnn i‘2mwp Fhgapp
JH o, 20ee 2Bee 30es Bes -
RET o co ca 0 D8 50 m ro F8
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APPENDIX FIVE

o] 1 2 3 7
T space T L1 I~ E I |£J Tl
spacs ™ ™~ [ 1] ||
3 a ia + * [ - >
; > < = + - *
2 4 & & 7 8 9 A B
4 5 6 T a8 9 A B
3 K L M N o P q R
K L M N 0 P [} R
4 ? ? ? 7T ? T 7 ?
RND FI INKEYd |7 ? z iz 7
5 7 ? ? , e ? ? 7 ?
2 7 T 7 ? ? 2 = ?
6 ? 7 ? ? ] ? ? 2
i > ? 7 7 ? 3 ;s
7 up down Taft Tight | HOME EDIT NEWLINE |RUBOUT
up down left right GREHCS EDIT NEWLINE |RUBOUT
il | | 2 8 2 8
9 L] i :
i i
B
E 3 I &
[+ . i T 7 . i 2 w
i AT TAB 2 CODE VAL LEN SIH
i) 7 » 7 7 " THEN TO :
SQR SGN ABRS PEEK USR STRE CHRZ NOT
3] AND OR o = < > LIST RETURN
STEP LPRINT |LLIST STOP SLOW FAST NEW SCROLL
F T T ¢ T T i i d 7
LIsT LET PAUSE HEXT POKE PRINT FLOT RUN

8 |4 i c I E F
0 L= [ 1 7
o) " £ & i 2
1 1 % 3 g 1 2 3
3 1 - ’ 1 2 3
2 ) i) E F G H I J
¢ D B ¥ G H I J
3 3 T 7] v W X ¥ Z
5 T U v W X T Z
4 7 7 T 7 1 ? ) T
? ? ? ? ? ? ? 2
5 T 7 T 2 ? T S | 2
2 7 ki 7 2 ? 7 T
6 o ? 3 ? 7 ? 7 P
7 iy ? ? ? ? ? bd
7 7 7 7 7 7 7 7 7
FHCTION |? b 7 ? numher | cursor
8 N [] ]
: B
; B
T B
; o K
(] ? 7 ? ‘P' ;?H ? 7 B
cos TAN ASN ACS ATH N EAP INT
] [ ] ( &OT ! + b {’
R OR AND <= 2= <> THER i)
B CLS T SAVE FOR GO 10 POKE THEOT RANDOMISE
CONT DM REM YOR GO0 GOSUB THEOT LOAD
F STOP CONTNUE |IF GO SUB | LOAD CLEAR REM 7
SAVE RAND IF CLS TNFLOT |CLEAR | RETURN | COFY

Pirst row - OLD ROM characters
Second row - NEW ROM characters
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A FARFWELL PROGRAM

(KEM HOK users onlyl)

This prosram looks particularly effective when Tun in Lhe
SLOW mode, I'm not telling you what it does - féed it in
and find cutesss

BASIC: | REM one hundred and sixty one characters
2 RAND USR 16514

MACHINE CODE: (To be written to address 4082 - decimal 16514):

218940 4089 OAFFO0O1 DEFB 01 FF 00 O1
T8 1D A,E O100FFFF DEFS 01 00 FF §F
23 INC HL FEO50C4E DEFB FE 05 0C 4E
1F RRA 1540045 DEFB 7C 54 00 4E
b PUSH AP TC35BAAR DEFB 70 55 B4 AR
biYs RST 10 B2B2B1B1 DEFB B2 B2 Bi Bi
™ POP AR BI1B1BIET DEFE Bl B1 B1 B1
30F8 JR NC, P8 B1B1BOR4 DEFE B1 B1 BO B4
0680 LD B,80 B5B5BIB3 DEFB B B B3 B3
3D DEC A B3B3B5R3 DEFR B3 B3 B5 B3
20FD JR NZ,FD B3B5B3B3 DEFB B3 B5 B3 B3
10FB DINZ FB BEB3B3B3 DEFB B5 B3 B3 B3
012404 1D BC,0A24  B3ROBOBO DEFB B3 B0 B0 BO
c5 PUSH BC BOB1E1B1 DEFB BO B1 B Bl
§o] PUSH HL BOB1BOR DEFB B0 B BO B1
CDBEOB CALL OEB6  B{AEB3B3 DEFE B AE B3 B3
c1 FOP BC B5AFBOBO DEFR BS AF BO RO
04 LD &(BC)  BIAEB1EOD DEFB B AE B1 BO
&F LD L,A B1B3B3E5 DEFR B1 B3 B3 B3
2640 ID H,40 BABOBOB1 DEFE, B3 B0 BO B1
5E LD &,(HL)  B1B383B3 DEFB B1 B3 B3 B3
20 INC L BIB1BOBO DEFE B1 B1 E0 BO
56 LD D,(HL)  AEBZRIR? DEFE AL B2 B1 B2
£t POP HL B1B2B1B2 DEFE Bi BZ Bi B2
c8 RET 2 B2BZBARS DEFR B2 B2 BJ B5
19 ADD HL,DE  BSBSB4BS DEFE E5 B B4 B5
€5 PUSH BC B5B4B585 DEFB BS B4 BS BS
4D LD ¢,L B4RSESE4 DEFB B4 BS BS B4
44 LD B,H BSBS AER] DEFB B5 BS A B] _
, El POP HL FF DEFB FF !
23 INC HL
1819 JR B
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