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INTRODUCCION

El MANUAL DE REFERENCIA DEL PROGRAMADOR ha sido desarrollado como
una herramienta de trabajo y fuente de consulta para que pueda aprovechar al ma-
ximo las posibilidades que le ofrece su COMMODORE 64. Este manual contiene la
informacion que necesita para sus programas, desde el mas simple ejemplo hasta
la programacion mas compleja. EIl MANUAL DE REFERENCIA DEL PROGRAMA-
DOR esta disefado para todos los niveles. Desde el programador principiante hasta
el profesional experto en el cédigo maguina del 6502 encontraran informacion para
desarrollar sus programas. Al mismo tiempo este libro le muestra la potencia de su
COMMODORE 64.

Este manual no ha sido disenado para ensenar el lenguaje de programacion BASIC
o el lenguaje maquina del 6502. Hay, sin embargo, un extenso glosario de terminos,
y muchas secciones del libro tienen la clara intencién de que aprenda facilmente. Si
usted no tiene conocimientos del lenguaje BASIC y de su uso en programas le su-
gerimos que estudie el MANUAL DEL USUARIO DEL COMMODORE 64 que acom-
pafia a su ordenador. El MANUAL DEL USUARIO le proporciona una facil y amena
introduccién al lenguaje BASIC. Si encuentra dificultades en comprender el funcio-
namiento del BASIC le remitimos al apéndice F (o al apéndice N en el MANUAL
DEL USUARIO) donde encontrard extensa bibliografia sobre el tema.

El MANUAL DE REFERENCIA DEL PROGRAMADOR es justo eso: una referencia.
Como la mayoria de libros de referencia, su habilidad en aplicar la informacién crea-
tivamente depende realmente de sus conocimientos. En otras palabras, si usted es
un programador principiante no podra aprovechar al maximo la informacion conte-
nida en el libro hasta que no amplie sus conocimientos.

Lo que se pretende en este libro es que encuentre una considerable cantidad de
informacion de referencia para la programacion escrita en un estilo claro, explican-
do la “jerga” utilizada por los programadores. En el lado opuesto, el programador
profesional encontrara toda la informacién necesaria para usar con efectividad
todas las posibilidades del COMMODORE 64.

¢QUE SE INCLUYE EN EL MANUAL?

® Nuestro “diccionario BASIC” incluye todos los comandos del BASIC de Commo-
dore, instrucciones y funciones en orden alfabético. Hemos creado una lista que
contiene todas las palabras y sus abreviaciones, seguida de una seccién donde
se explica con detalle el uso de cada palabra, ilustrandolo con pequenos progra-
mas que muestran como trabaja.
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e Sj precisa una introduccion al uso del lenguaje maquina con programas BASIC
nuestra revision para principiantes le puede iniciar.

e Una potente caracteristica de los ordenadores Commodore es el KERNAL. Esta
ayuda le asegura que los programas que escriba hoy podran ser usados por los
ordenadores Commodore del manana.

e La seccion de programacion de Entradas/Salidas le da la oportunidad de usar su
ordenador hasta el limite. Se explica como conectar y usar desde lapices opticos
y joysticks hasta unidades de disco, impresoras y modems. (Periféricos de teleco-
municaciones).

e Usted puede explorar el mundo de los SPRITES, caracteres programables y
graficos de alta resolucion para obtener los mas detallados y avanzados dibujos
animados de la industria del microordenador.

e También puede entrar en el mundo de la sintetizacion musical y crear sus propias
canciones y efectos de sonido con el mejor sintetizador de sonido incorporado a
un ordenador personal.

e Si es usted un programador experto la seccién de carga de soft le informa acerca
de la posibilidad de utilizar en su COMMODORE 64 CP/M" y lenguajes de alto
nivel, ademas del BASIC.

Piense que el MANUAL DE REFERENCIA DEL PROGRAMADOR es una util herra-
mienta que le ayudara en todo momento para que disfrute programando.

COMO USAR EL MANUAL DE REFERENCIA
DEL PROGRAMADOR

A lo largo del manual ha sido utilizada una notacién convencional para describir la
sintaxis (estructura de las sentencias de programacion) de los comandos e instruc-
ciones del BASIC, asi como los requisitos y opciones de cada palabra reservada.
Estas son las reglas para interpretar correctamente estas convenciones:

1. Las palabras reservadas del BASIC se muestran en mayusculas. Las palabras
reservadas deben escribirse tal como se muestran, sin afadir ni quitar nada.

2. La informacién entrecomillada indica datos variables que debe colocar usted.
Ambas comillas y la informacién contenida en ellas deben escribirse tal como
aparece en las explicaciones de cada instruccion.

3. El contenido entre llaves ([ ]) indica un parametro opcional de la instruccion. Un
parametro es una limitacién o calificacion adicional de una instruccion. Si usa
este parametro opcional debe sustituir los datos por el parametro opcional. Ade-
mas, los puntos suspensivos le indican que puede repetir el parametro tantas
veces como lo permita la linea de programa.

4. Si un item entre llaves ([ ]) esta escrito en MAYUSCULAS, le indica que DEBE
utilizar estos determinados caracteres en el parametro opcional, y deben es-
cribirse tal como se muestran.

5. Los items entre llaves en angulo (< >) indican datos variables que debe aportar.
Mientras que la barra (/) indica que debe escoger entre dos opciones que se
excluyen mutuamente.

*CP/M es una marca registrada de Digital Research Inc.

EJEMPLO DEL FORMATO DE SINTAXIS:

OPEN <num.-fichero>, <periférico> [ <direccion>], ["“<unidad>: <nombre de
fichero>] [, <modo>]"

EJEMPLOS DE LA INSTRUCCION:

10 OPEN 2,8,6,"0:STOCK FOLIO,S,W"
20 OPEN 1,1,2,"CHECKBOOK”
30 OPEN 3,4

Al aplicar estas convenciones a una situacién practica, las secuencias de los para-
metros en sus instrucciones pueden no ser idénticas a las mostradas en los ejem-
plos de sintaxis. Los ejemplos no muestran todas las posibles secuencias. Se han
intentado presentar todos los pardmetros obligatorios y opcionales.

Los ejemplos de programacion de este libro se presentan con espacios que separan
las palabras y operadores para lograr una mayor legibilidad. Sin embargo, normal-
mente el BASIC no requiere espacios entre palabras a menos que su ausencia
provoque ambigliedades o errores de sintaxis.

A continuacion se muestran algunos ejemplos y descripciones de los simbolos usa-
dos para varios parametros de instrucciones. La lista no contiene todas las posibi-
Iic_jades. pero le ayudard a comprender mejor como se presentan los ejemplos de
sintaxis.

SIMBOLO EJEMPLO DESCRIPCION

<num.-fichero> 50 Numero de fichero l6gico

<periférico> 4 Numero de periférico fisico

<direccion> 15 Numero de direccion secundaria de periférico del
bus serie

<unidad> 0 Numero de la unidad de diskette

<nombre-fich.> “TEST” Nombre de fichero de datos o de programa

<constante> “ABCDE" Datos literales escritos por el programador

<variable> X145 Nombre de cualquier variable o constante del
BASIC

<cadena> AB$ Se usa cuando se requiere una variable de
cadena

<numero> 12345 Se usa cuando se requiere una variable numérica

<ndm.-linea> 1000 Numero de linea del programa

<numérico>> 1.5E4 Variable entera o de coma flotante

APLICACIONES DEL COMMODORE 64

Cuando pensé en comprar un ordenador probablemente se preguntaria, “Ahora
puedo comprarme un ordenador, pero ;jqué puedo hacer con él?”.

La mejor caracteristica del COMMODORE 64 es que usted puede mandarle hacer
it_odo lo que desee! Usted puede calcular y archivar las cuentas de su casa o nego-
cio. Puede usarlo como procesador de textos, para jugar a los mas populares jue-

Xi

R

R g

e




gos de video, crear dibujos animados, componer melodias y muchas cosas mas. Si
posee el COMMODORE 64 para realizar una sola de las tareas descritas mas
abajo, ha aprovechado el dinero que pagé por él. Pero el 64 es un completo
ordenador que puede realizar jCUALQUIER cosa de la lista y alguna mas!
Ademas, usted puede conseguir ideas practicas y creativas afiliandose al Club de
Usuarios Commodore de su ciudad y suscribiéndose a la revista mensual CLUB
COMMODORE, publicada en Espana por Microelectrénica y Control.

APLICACION

JUEGOS DE
ACCION

PUBLICIDAD
ANIMACION

CUIDADO DE
NINOS

PROGRAMACION

EN BASIC

NEGOCIOS

COMUNICACION

COMPOSICION
MUSICAL

COMENTARIOS/REQUISITOS

Encontrara los mas populares juegos de video como Ome-
ga Race, Gorf y Wizard of War, y buenos juegos para apren-
der como Profesor de matematicas |, Babysitter hogarena y
Artista con Commaodore.

Conecte el COMMODORE 64 a un televisor, pongalo en el
escaparate de su tienda y utilicelo como display con anima-
cion y musica.

Los graficos Sprite de Commadore le ayudan a crear sofisti-
cados dibujos animados con 8 niveles distintos para mover-
los por delante o detras de los demas.

El cartucho HOM BABYSITTER del COMMODORE 64 le
ayudara a mantener a los ninos ocupados durante horas
aprendiendo a reconocer las letras del alfabeto. Ademas les
ensefiara los conceptos de parentesco.

El MANUAL DE REFERENCIA DEL PROGRAMADOR y la
serie de libros y cassetes APRENDA PROGRAMACION

USTED MISMO le ofrece un excelente punto de partida.

El COMMODORE 64 le ofrece una serie de programas de
negocio de facil uso, incluyendo el mas potente procesador
de textos y creador de impresos disponible en un ordenador
personal.

Entre en el fascinante mundo de las redes de ordenadores.
Conectando un VICMODEM a su COMMODORE 64 podra
comunicarse con otros usuarios de ordenadores en todo el
mundo.

Ademas podra, en el futuro, suscribirse a los servicios de
bancos de datos desde los que recibird noticias, informa-
cién financiera, servicios del hogar, etc. Usted podra jugar
con sus amigos conectando dos ordenadores entre si.

El COMMODORE 64 esta equipado con uno de los mas so-
fisticados sintetizadores de musica de los disponibles en los
ordenadores personales. Tiene tres voces completamente
programables, nueve octavas y cuatro tipos de onda contro-
lables. Esté atento a los cartuchos y libros de musica
Commodore que le ayudaran a crear cualquier tipo de efec-
tos de sonido.

Xl

CP/M*

DESARROLLO DE
LA HABILIDAD

EDUCACION

IDIOMAS

GRAFICOS

CONTROL DE
INSTRUMENTOS

CREACION DE
CIRCULARES
Y REVISTAS

CONTROL DEL
LAPIZ OPTICO

PROGRAMACION
EN LENGUAJE
MAQUINA

NOMINAS,
FACTURACION

~ommodore ofrece opcionalmentel CP/M* en un cartucho
conectable con el que podra acceder a una extensa biblio-
teca de software.

Coordinacin_-}n Mano/Ojo y destreza manual pueden desarro-
!!arselmgdlante muchos juegos Commodore, incluyendo
Aterrizaje en Jupiter”, “Conduccién de noche”, etc.

Aungue trabajar con un ordenador es en si mismo una for-
ma de educacién, el libro de recursos educacionales
COMMODORE contiene informacion general sobre el uso
de ordenadores en educacion. Existen ademas varios car-
tuchos disenados para ensefar a todos desde musica hasta
matematicas y de arte a astronomia.

El juego_ de caracteres programables del COMMODORE 64
le permite disefar los caracteres de cualquier idioma ex-
tranjero.

Ademas de los gréficos Sprite mencionados ant

es, el
COMMODORE 64 le ofrece alta resolucion, graficos multi-
colores por pqntos, caracteres programables, y combinacio-
nes de los diversos displays graficos y de caracteres.

Su COMMODORE 64 tiene un port serie, un RS-232 y un
pprt de usuario para su uso en una gran variedad de aplica-
ciones industriales. También esta disponible opcionalmente
un cartucho de interface |EEE/488.

El COMMODORE 64 le ofrece un excepcional procesador
de textos que iguala o supera las prestaciones de los siste-
mas de mas alto precio. Por supuesto usted puede guardar
la informacién en la unidad de diskette 1541 o en el Da-
tassette e imprimirla usando la impresora VIC PRINTER o
un PLOTTER.

Las aplicaciones que requieran el uso de un lapiz 6ptico se
pueqen desarrollar utilizando cualquier lapiz éptico, y co-
nectandolo en el port de juego de su COMMODORE 64.

El MANUAL DE REFERENCIA DEL PROGRAMADOR in-
cluye una seccion dedicada al lenguaje maquina, y otra que
explica como utilizar rutinas en cédigo maquina desde un
programa en BASIC. Ademas hay una extensa bibliografia
disponible para profundizar en su estudio.

El COMMODORE 64 puede ser programado con una gran
variedad de aplicaciones de negocios. Los caracteres en
mayusculas y minlsculas, combinados con los “gréaficos
para npgocios" Cé4 le permiten confeccionar facilmente
todo tipo de impresos, que puede imprimir en la VIC
PRINTER u otra impresora.

“CPM es una marca registrada de Digital Research, Inc.
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IMPRESION Los interfaces del COMMODORE 64 le permiten la cone-
xion de una gran variedad de impresoras de matriz y de alta

calidad de impresién, asi como plotters.

RECETAS DE Usted puede almacenar en su COMMODORE 64 sus rece-

COCINA tas favoritas, olvidandose de libros y tablas de medidas, ya
que su ordenador le calculara rapidamente las cantidades
necesarias segin el nimero de comensales.

SIMULACIONES Las simulaciones por ordenador le permiten la realizacion
de experimentos peligrosos o caros con un minimo riesgo
y coste.

DATOS En un futuro proximo podré conectar su ordenador a los

DEPORTIVOS bancos de datos centralizados, desde donde recibird una

completa informacion. Esto es posible gracias al COMMO-
DORE 64 y al VICMODEM.

BOLSA DE Conectando mediante un VICMODEM su ordenador a los
VALORES futuros bancos de datos el COMMODORE 64 se convertira
en su agente de bolsa privado.

Estas son algunas de las aplicaciones de su COMMODORE 64. Como puede ver,
en el trabajo o en el juego, en casa, en la escuela o en la oficina, su COMMODORE
64 le ofrece una solucion practica a todos sus problemas.

Commodore desea que conozca el soporte que ofrece a los usuarios de sus orde-
nadores. Se editan en los Estados Unidos dos publicaciones con informaciones de
todo el mundo sobre los productos Commodore, existe ya un banco de datos al que
conectar el ordenador para los usuarios de EE.UU. y Canada.

Le recomendamos especialmente que se afilie al Club de Usuarios Commodore
mas cercano. Es una excelente forma de ampliar al maximo los conocimientos
sobre su ordenador.

Por dltimo, en la tienda donde compré su equipo podran informarle de las noveda-
des Commodore y resolverle cualguier posible problema.

POWER/PLAY
La Revista del Ordenador Personal

Revista de informacién sobre novedades, técnicas de programacion, software, jue-
gos, telecomunicaciones, etc. Publicada trimestralmente. Suscripcién $10.00.

COMMODORE
La Revista del Microordenador

Pensada para educadores, cientificos, empresarios... Contiene informacién sobre
aplicaciones técnicas. Publicada bimensualmente. Suscripcion $15.00.

XV

(
RED DE INFORMACION COMMODORE

En Espana Microelectronica y Control, distribuidor exclusivo de los productos
Commodor.e, realiza un constante esfuerzo para proporcionar la mayor informacion
alos usuarios de Commodore. Los manuales del usuario, asi como los manuales de
referencia e instrucciones de funcionamiento son traducidos rapidamente al
castellano, ademas se presta toda la ayuda necesaria a los clubs de usuarios, fo-

mentando su creacion. Pero uno de los mejores logro i i
S es -
e e O j g sin duda la revista men

cLuB COMMODORE
Boletin Informativo para los Usuarios de Commodore

Esta. revista aporta cada mes informacion interesante sobre técnicas de progra-
macion, trucos, nuevos productos y aplicaciones, programas, estructura integrna
de los ordenadores, etc. Ademas cuenta con espacio destinado a colaboraciones
Clubs de Usuarios, Bolsa de oportunidades, correo abierto... Es la conexion entré
Commodore y los usuarios. Suscripcion anual (11 numeros) 1.980 Ptas.
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CAPITULO 1

REGLAS DE LA
PROGRAMACION
4 EN BASIC

e Introduccion

® Codigos de pantalla

e Programacion de numeros y variables
® Expresiones y operadores

® Técnicas de programacion
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INTRODUCCION

Este capitulo habla acerca de como el BASIC almacena y manipula los datos. Se in-
cluyen los siguientes temas:

1. Una breve mencion de los componentes y funciones del sistema operativo, como
el juego de caracteres del Commodore 64.

5 La formacion de constantes y variables. Tipos de variables. Como se almacenan
en la memoria las constantes y variables.

3. Las reglas de los calculos aritméticos, tests de comparacion, tratamiento de ca-
denas y operaciones logicas. Se incluyen también las reglas para formar expresio-
nes, y las necesarias conversiones de datos cuando utiliza el BASIC con distintos

tipos de datos mezclados.

CODIGOS DE PANTALLA
(JUEGO DE CARACTERES DEL BASIC)

EL SISTEMA OPERATIVO (OS)

El sistema operativo esta contenido en los chips de Memoria de Solo Lectura
(ROM), y es una combinacion de tres médulos de programas separados pero inter-

relacionados.

1) El Intérprete BASIC
2) EI KERNAL
3) El Editor de Pantalla

1) ElIntérprete BASIC es el responsable de analizar la sintaxis de las instrucciones
y realizar los célculos y manejo de datos. El intérprete BASIC tiene un vocabulario
de 65 “palabras reservadas” con significados especiales. El alfabeto en mayuscu-
las y minGsculas asi como los digitos del cero al nueve se emplean para confeccio-
nar las palabras reservadas y los nombres de variables. Algunos signos de puntua-
cién y caracteres especiales tienen también significado para el intérprete. La tabla
1.1 muestra los caracteres especiales y sus usos.

2) El KERNAL trata muchos de los procesos de interrupcién en el sistema (para
detalles consulte el Capitulo 5). EI KERNAL se encarga también de las Entradas/
Salidas de datos.

3) El Editor de Pantalla controla la salida a la pantalla de video (o televisor) y edita
el texto del programa BASIC. Ademas, el Editor de Pantalla reconoce las teclas que
pulsa y decide si los caracteres que teclea se deben ejecutar en el acto o deben

pasar al intérprete BASIC.

El Sistema Operativo le permite dos modos de operar en BASIC:
1) Modo DIRECTO
2) Modo PROGRAMA

1) Cuando esta usando el modo DIRECTO, las instrucciones BASIC no tienen de-
lante nimeros de linea. Se ejecutan tan pronto se pulsa la tecla
2) El modo PROGRAMA es el que debe usar para ejecutar programas completos.

microelectronica F E =

2 y control s a

Tabla 1( _-Juego de caracteres CBM BASIC

CARACTER NOMBRE Y DEESCRIPC!ON

. ESPACIO. Separa palabras claves y nombres de variables
’ :;:J:;’SO Y COMA. Se usa en listas de variables para dar forma a las
IGUAL. Asignador de valor y test de comparacion

MAS. Adicion aritmética y concatenacion de cadenas.
(concatenacién enlazar varias cadenas en una)

MENOS. Substraccion aritmética. Menos unario (—1)
ASTERISCO. Multiplicacién aritmética. Menos unitario (—1)
BARRA. Divisién aritmética

FLECHA HACIA ARRIBA. Exponenciacién aritmética
PARENTESIS 1ZQ. Evaluacion de expresiones y funciones
PARENTESIS DER. Evaluacion de expresiones y funciones
PORCENTAJE. Indica que la variable asignada es entera
NUMERO. Se coloca antes del nimero de fichero l6gico en
instrucciones de Entradas/Salidas

DOLAR. Indica que la variable asignada es una cadena

COMA. Se usa para formatear la salida de una lista de variables
PUNTO. Punto decimal en operaciones de coma flotante
COMILLAS. Delimitan las variables de cadena

DOS PUNTOS. Separa instrucciones BASIC en una linea
INTERROGANTE. Abreviacion de la palabra clave PRINT
MENOR QUE. Usado en tests de comparacion

MAYOR QUE. Usado en tests de comparacion

Pl. La constante numérica 3.141592654

Il

+

il e T G

3 VA -29--

Cuaqdo se usa el modo PROGRAMA, todas las instrucciones BASIC deben tener
un nimero de linea al principio de la misma. Usted puede colocar mas de una ins-
fruccion BASIC en una linea de programa, pero el nimero de instrucciones queda
!mtadolpor la longitud total de la linea, que no puede exceder de 80 caracteres. Las
mstru_cqopes que no quepan en una linea deben colocarse en una nueva linea que
$e Iniciara con un nuevo numero de linea.

El Commodore 64 posee dos juegos de caracteres completos, que puede usar di-
rectamente desde el teclado o dentro de sus programas.

En el primer juego el alfabeto en mayUsculas y los nimeros del 0 al 9 estan disponi-
bles sin necesidad de pulsar la tecla [SIEI@A. Si aprieta la tecla al pulsar un
caracter, se mostrara el caracter grafico situado a la derecha de la tecla. Si usa la
tecla al pulsar una tecla se mostrard el caracter grafico de la izquierda de la te-
cla pu'lsada_. Al pulsar y una tecla que no contenga un simbolo grafico apa-
recera el signo colocado en la parte de arriba de la cara superior de la tecla.
Er) gl sggundo juego el alfabeto en mintsculas y los digitos del 0 al 9 se podran es-
cnbl'r sin necesidad de pulsar la tecla [SIElIEH. E! alfabeto en mayUsculas esta dis-
g)crll;ble pul§§ndo la tggla simultaneamente con la tecla correspondiente a la
s escogida. También se pue_den mostrar los simbolos graficos de la izquierda de
as teclas pulsando la tecla[@fflljunto con la del caracter escogido. Los simbolos de

* Este signo indica la tecl i inferi
B cla con el logotipo Commodore que esta en la parte inferior izquierda del
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incluir las comillas de fin de cadena si ésta es la Gltima parte de una linea o si esta
seguida de dos puntos (:). He aqui algunos ejemplos de constantes de cadena:

““ (cadena vacia)

"HOLA“

“$25.000,00"

“NUMERO DE EMPLEADOS"

[ Nota: Use CHR$(34) para incluir comillas en las cadenas. [

VARIABLES ENTERAS, DE COMA FLOTANTE Y DE CADENA

Las variables son nombres que representan datos usados en sus instrucciones
BASIC. El valor representado por una variable puede asignarse colocando un igual
en una constante, o puede ser el resultado de calculos del programa. Las variables,
al igual que las constantes, pueden ser enteras, de coma flotante o cadenas. Si
usted se refiere a un nombre de variable en el programa antes de que le haya asig-
nado un valor, el intérprete BASIC crea automaticamente la variable con un valor de
cero si es una variable entera o de coma flotante. O bien crea una cadena vacia si
emplea una variable de cadena.

Los nombres de las variables pueden tener cualguier longitud, pero solo los dos pri-
meros caracteres son significativos en el CBM BASIC. Esto significa que los nom-
bres utilizados para variables no deben tener los dos primeros caracteres iguales.
Los nombres de variables no pueden ser iguales a alguna palabra reservada del
BASIC, y tampoco pueden contener palabras reservadas en medio del nombre. Las
palabras reservadas del BASIC incluyen comandos, instrucciones, nombres de fun-
cion y operadores logicos. Si usa accidentalmente una palabra reservada en medio
del nombre de una variable aparecera el mensaje de error BASIC 2SYNTAX ERROR.

Los caracteres utilizados para formar nombres de variables son el alfabeto y los nu-
meros del cero al nueve. El primer caracter de un nombre debe ser una letra.
Los caracteres de declaracion del tipo de variable (%) y ($) pueden ser usados
como Ultimo caracter del nombre. El signo (%) indica que la variable es entera y el
signo ($) indica una variable de cadena. Si no se incluye un caracter de declaracion
el intérprete asume que la variable es de coma flotante. A continuacion se indican
algunos ejemplos de nombres de variables, sus valores, y el tipo de datos:

A$="GRAN VENTA" (variable de cadena)
MES$="ENE"+A$ (variable de cadena)

K% =5 (variable entera)

CNT%=CNT%+1 (variable entera)
FP=12.5 (variable de coma flotante)
SUM=FP*CNT% (variable de coma flotante)

TABLAS ENTERAS, DE COMA FLOTANTE Y DE CADENA

Un array es una tabla (o lista) de datos asociados referidos a un solo nombre de va-
riable. En otras palabras, una tabla es una secuencia de variables, por ejemplo una
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lista de numeros. Cada numero individual de la tabla es un elemento del arra
Las tablas son utiles para describir un largo nimero de variables. Imaginese uesllé
tabla tiepe diez filas de numeros con veinte nimeros en cada fila. Esto hace ug total
de doscientos numeros en la tabla. Sin utilizar un array deberia utilizar doscientos
nomt:res de variable. Pero gracias al uso de arrays, usted sélo necesita un nombre
2ir;:aan:?sbr;aa¥ todos los elementos contenidos en ella se identifican por su posicion
Los nombres de tablas pueden ser enteros, de coma flotante o de cadena y todos
los elementos de la tabla deben ser del tipo de datos especificado en el nombre de
Iq tabla. Las tablas pueden tener una sola dimension (una simple lista) o mdltiples
dimensiones (imagine una malla marcada en filas y columnas, o un cubo de Hugik)
Cada elemento de una tabla se identifica por un indice de variable que sigue al nom:
bre de array, encerrado en paréntesis.

E_I maximo pﬂmero de dimensiones de una tabla es en teoria doscientos cincuenta
cinco y el numero de elementos en cada dimension se limita a 32.767. Pero para Iog
propositos practicos, el tamano de las tablas queda limitado por el espacio disponi-
ble en memoria y/o la linea logica de 80 caracteres. Si un array tiene soélo una di-
mension y si el indice de variable no excede de 10 (tabla de 11 elementos: de 0 a
10) entonces el array es creado por el intérprete, asignando a cada elemento el
valpr cero (o cadena vacia si es array de cadena) la primera vez que el programa se
refiera a él. Si el array sobrepasa los 11 elementos debe usarse la instruccion BA-
SIC DIM, para definir el nombre, tipo y tamafo de la tabla. La memoria necesaria
para contener una tabla se puede calcular teniendo en cuenta lo siguiente:

5 bytes del nombre de la tabla
+ 2 bytes por cada dimension de la tabla
+ 2 bytes por cada elemento en tablas enteras
0+ 5 bytes por cada elemento en coma flotante
0+ 3 bytes por cada elemento en cadenas
Y+ 1 byte por caracter en cada elemento de cadena

Los indices pueden ser constantes enteras, variables, o una expresion aritmética
que de como resultado un nimero entero. Es necesario un indice por cada dimen-
sion de la tabla. Los diversos indices se separaran por comas. Los indices deben
tener un valor comprendido entre cero y el nimero de elementas de la tabla. Los va-
lores I‘ugera de este rango generaran el mensaje de error BASIC ?BAD SUBQCHIF'T
He aqui algunos ejemplos de nombres de tablas y sus tipos de datos. :

A$(0)="GRAN VENTA" tabla de cadenas
MES$(K%)=“ENE" gtabla de Cadenas%
G2%(X)=5 (tabla de enteros)
CNT%(G2%(X))=CNT%(1)-2 (tabla de enteros)
FP(12"K%)=24.8 (tabla de coma flotante)
SUM(CNT%(1))=FP*K% (tabla de coma flotante)
A(5)=0 (Asigna el valor cero al quinto elemento de

la tabla unidimensional llamada A)
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B(5,6)=0 (Asigna el valor cero al elemento colocado
en la fila 5 y columna 6 de la tabla de dos
dimensiones llamada B)

C(1,2,3)=0 (Asigna el valor cero al elemento situado

en la fila 1, columna 2 y profundidad 3 en
la tabla denominada C)

EXPRESIONES Y OPERADORES

Las expresiones se forman usando constantes, variables y/o tablas. Una expresion
puede ser una sola constante, variable o una variable de tabla de cualquier tipo.
También puede ser una combinacion de constantes y variables con operadores arit-
méticos, l6gicos o de comparacion disefiados para producir un solo valor. Mas ade-
lante se explica como trabajan los operadores. Las expresiones se pueden dividir
en dos clases:

1) ARITMETICAS
2) DE CADENA

Las expresiones tienen normalmente dos o mas datos llamados operandos. Cada
operando esta separado por un solo operador para producir el resultado deseado.
Normalmente se asigna el valor de la expresion a un nombre de variable. Todos los
ejemplos de constantes y variables que ha visto ya son también ejemplos de expre-
siones.

Un operador es un simbolo especial reconocido por el intérprete BASIC del Commo-
dore 64, y representa una operacion a realizar entre variables o constantes. Uno o
mas operadores, combinados con una o mas constantes y/o variables, forman una
expresion. El BASIC del Commodore 64 reconoce operadores aritméticos, l0gicos y
de comparacion.

EXPRESIONES ARITMETICAS

El resultado de las expresiones aritméticas da un nimero entero o de coma flotante.
Los operadores aritméticos (+,/,—, *, 1 ) se usan para realizar suma, division, resta,
multiplicacion y exponenciacion respectivamente.

OPERACIONES ARITMETICAS

Un operador aritmético define una operacion aritmética realizada entre dos operan-
dos, uno a cada lado del operador. Las operaciones aritméticas se realizan usando
nimeros en coma flotante. Los enteros se convierten en nimeros de coma flotante
antes de realizar una operacién aritmética. El resultado se convierte de nuevo en
entero si éste es asignado a un nombre de variable de este tipo.

SUMA (+): El signo mas (+) especifica que el operando de la derecha se anade al
operando de la izquierda.
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EJEMPLOS:

2+2
A+B+C
X% +1
BR+10E-2

RESTA {-): El signo menos especifica |a sustraccion del operando de la derecha al
operando de la izquierda.

EJEMPLOS:

4-1
100-64
A-B
55-142

El signo menos puede ser usado para nimeros negativos. Se entiende de esta for-
ma cuando el signo esta delante de un nimero. Esto es igual a sustraer dicho nu-
mero de cero (0).

EJEMPLOS:
=5
—9E4
-B
4~(-2) igual a 4+2

MULTIPLICACION (*): El asterisco (*) especifica que el operando de la izquierda es
multiplicado por el operando de la derecha.

EJEMPLOS:
10072
500
A*X1
R%*14

DIVISION (/): La barra (/) indica que el operando de la izquierda es dividido por el
operando de la derecha.

EJEMPLOS:

10/2
6400/4
AB
4E2/XR

] —1
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EXPONENCIACION ( 1 ): La flecha hacia arriba ( 1) especifica que el operando de
la izquierda se eleva a la potencia indicada por e! operando dg la Qerecha (cpl expo-l
nente). Si el operando de la derecha es 2, el numero de la izquierda se eleva al
cuadrado. Si el exponente es 3, el niumero se eleva al cubq, etc. El exponente pue-
de ser cualquier numero, en tanto el resultaclo sea un numero en coma flotante

valido.

EJEMPLOS:
212 Equivale a 2'2
313 Equivale a 3"3"3
414 Equivale a 4’4"4"4
AB 1 CD
31-2 Equivale a 1/3"1/3

OPERADORES DE COMPARACION

Los operadores de comparacion (<,= ,>,<=,>=,<?) se usan principalmente para
comparar los valores de dos operandos, pero también producen un resultadg F?m-
mético. Los operadores de comparacién y los operadores Ilecgs_ (AND,OR, vy
NOT), cuando se usan en comparaciones producen un valor antmc_atlco verdadero/
falso al evaluar la expresion. Si la relacion entre los operandos es cierta se produce
el valor entero —1, y si es falsa se produce el valor 0. Estos son los operadores de

comparacion:

MENOR QUE

IGUAL A

MAYOR QUE

MENOR O IGUAL QUE
MAYOR O IGUAL QUE
> NO IGUAL A

A

Il

/\V/‘?V\I

EJEMPLOS:
1=5-4 verdadero (-1)
14>66 falso (0)
15>=15 verdadero (-1)

Los operadores de comparacion pueden usarse para comparar cadenas. Para I?s
propositos de comparacion, las letras del alfabeto tienen el orden A<B<C<D, etc.
Las cadenas se comparan evaluando el orden entre los caracteres correspondien-
tes de izquierda a derecha (vedse Operaciones con Cadenas).

EJEMPLOS:
“A“<“B" verdadero (-1)
“X“=“YY*" falso (0)
BB$<>CC$
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Los datos numericos sélo se pueden comparar con otros datos ntimericos. Lo mis-
mo ocurre en la comparacion de cadenas, si no se sigue esta regla aparecera el
mensaje de error BASIC ?TYPE MISMATCH. En la comparacion de operandos el
ordenador convierte uno 0 ambos operandos en nimeros de coma flotante si ello es
necesario. Entonces se comparan los valeres en coma flotante para obtener el re-
sultado verdadero/falso.

Al fin de las comparaciones se obtiene un entero independientemente del tipo de
datos comparados, incluso si son cadenas. A causa de esto, la comparacion de va-
lores puede ser utilizada como operando de un calculo. El resultado —1 o 0 puede
ser usado en cualquier operacién, menos como divisor, ya que la division por cero
es ilegal.

OPERADORES LOGICOS

Los operadores logicos (AND, OR, NOT) pueden ser usados para modificar el resul-
tado de los operadores de comparacion o para producir un resultado aritmético. Los
operadores l6gicos pueden producir otros nimeros ademas de —1 y 0, pero cual-
quier resultado que no sea cero se considera como verdadero en el test verdade-
ro/falso.

Los operadores légicos (llamados a veces operadores Booleanos) pueden también
ser usados para realizar operaciones sobre un digito binario individual (bit) en dos
operandos. Pero cuando use el operador NOT, la operacion se realiza sélo en el
operando de la derecha. Los operandos deben ser niimeros enteros (de —32768 a
+32767) (los numeros en coma flotante se convierten en enteros) y las operaciones
l6gicas dan un resultado entero.

Los operadores légicos trabajan comparando bit por bit en los dos operandos. El
operador AND produce un resultado de 1 sélo si los correspondientes bits de los
operandos tienen ambos un valor de 1. El operador légico OR produce un resultado
de 1 si cualquiera de los dos operandos tienen el bit a 1. El operador l6gico NOT es
el valor opuesto a cada bit del operando. En otras palabras, NOT 1 equivalea 0y
NOT 0 equivale a 1.

El OR exclusivo (XOR) no es un operador légico, pero forma parte de la instruccion
WAIT. El OR exclusivo significa que si los bits de los dos operandos son iguales el
resultado es 0 y si no el resultado es 1.

Las operaciones légicas se han definido como grupos de instrucciones que consti-
tuyen la tabla Booleana mostrada en la Tabla 1.2

Los operadores légicos AND, OR y NOT especifican una operacion BOOLEANA a
efectuar entre los operandos a cada lado del operador. En el caso de NOT, SOLO
Se considera el operando de la derecha. Las operaciones logicas (o aritmética Boo-
leana) no se realizan hasta haber completado todas las operaciones aritméticas y
de comparacion.

EJEMPLOS:

IF A=100 AND B=100 THEN 10 (si A y B tienen el valor de cien el
resultado es cierto)
A=96 AND 32: PRINT A (A=32)
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Tabla 1.2. Tabla Booleana.

La operacion AND da 1 sdlo si ambos bits son 1:

1 AND 1 = 1
0 AND 1
1 AND O
0 AND 0 =

i

0
0
0

La operacién OR da 1 si algun bit es
10

1
1
1
0

0O 4 =

R
R
R
R

o—-o
000

La operacion NOT complementa cada bit:

NOT 1 =0
NOT 0 = 1

El OR exclusivo (XOR) es parte de la instruccion WAIT:

1 XOR 1 0
1 XOR 0
0 XOR 1
0 XOR 0

o

1
1
0

IF A=100 OR B=100 THEN 20 (Si A o B valen cien, el resultado es

verdadero)
A=64 OR 32: PRINT A (A=96)
IF NOT X<Y THEN 30 (si X>Y el resultado es verdadero)
X=NOT 96 (el resultado es —97 (complementa-
rio))

JERARQUIA DE LAS OPERACIONES

Todas las expresiones realizan las distintas operaciones de acuerdo con una jerar-
quia fija. En otras palabras, algunas operaciones se realizan antes que otras. El or-
den normal de las operaciones se puede modificar colocando dos o mas operandos
entre paréntesis (), creando una “subexpresion”“. Las partes encerradas entre pa-
réntesis se reducen a un solo valor antes de trabajar con las partes fuera del parén-
tesis.

Cuando use paréntesis en sus expresiones debe siempre colocar el mismo ntimero
de ellos para abrir y para cerrar, sino aparecerd el mensaje de error BASIC
?SYNTAX ERROR.

Las expresiones que contengan operandos entre paréntesis pueden estar ellas
mismas entre paréntesis, formando expresiones complejas de muitiples niveles. Se
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pueden crear expresiones con hasta 10 niveles. (Diez pares de paréntesis). Las

operaciones con los paréntesis mas interiores se ejecutaran primero. Vea algunos
ejemplos de expresiones:

A+B
~ C1(D+E)2
(X~C 1 (D+E)/2)*10)+1
GG$>HH$
JJ$+“MAS"
K% =1 AND M<>X
K%=2 OR (A=B AND M<X)
NOT (D=E)

El intérprete BASIC normalmente realiza las operaciones de cada expresion ejecu-
tando primero las aritméticas, después las de comparacion y por Gltimo las opera-
cio_nes logicas. Los operadores aritméticos y l6gicos tienen un orden de ejecucion
(o jerarquia de las operaciones) entre ellas mismas. Por ofra parte, los operadores
de comparacion no tienen este orden, y se ejecutan de izquierda a derecha.

Todos los operadores de una expresion que tengan la misma jerarquia se ejecuta-
ran de izquierda a derecha. Al realizar operaciones entre paréntesis, dentro del

mismo se mantiene el orden normal de ejecucién. La jerarquia de las operaciones
se muestra en la Tabla 1.3 de la mas alta a la mas baja.

Tabla 1.3. Jerarquia de las operaciones en una expresion

OPERADOR DESCRIPCION EJEMPLO
i) Exponenciacion BASE 1 EXP
- Negacién (menos unario) —-A
Y Multiplicacién/Division AB*CD EF/GH
+- Suma/Resta CN+2 JK-PQ
>=< Operadores de comparacién A<=B
NOT NOT légico (complementa enteros) NOT K%
AND AND légico ; KJ AND 128
OR OR loégico PQ or 15

OPERACIONES DE CADENAS

Las cadenas se comparan usando los mismos operadores de comparacion (=,<>,
<=,>=,<,>) que con los nimeros. Las comparaciones de cadenas se realizan to-
mando un caracter a la vez (de izquierda a derecha) de cada cadena y evaluando el
codigo de caracter del juego de caracteres PET/CBM. Si el codigo es igual, el carac-
ter es igual. Si un cddigo difiere del otro, el carécter con el cadigo menor es el menor
en el juego de caracteres. La comparacién finaliza al terminar la cadena. A igualdad
de caracteres, se considera menor la cadena mas corta. Los espacios y caracteres
de control SON significativos.
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Al igual que con los otros tipos de datos, al finalizar la comparacion se produce un
resultado entero. Esto ocurre si los dos operandos son cadenas. Usted puede uti-
lizar el resultado para realizar operaciones. El resultado sera —1 o 0 (verdadero/fal-
s0). El resultado no puede ser utilizado como divisor, ya que la division por cero es
ilegal.

EXPRESIONES DE CADENA

Las expresiones son tratadas como si un “<>0" implicito las siguiera. Esto significa
que si una expresion es verdadera se ejecuta la proxima instruccion BASIC del pro-
grama. Si la expresion es falsa se ignora el resto de la linea y se pasa a la siguiente.
Ademas de con nimeros, usted puede realizar operaciones con variables de cade-
na. El unico operador aritmético de cadenas reconocido por el CBM BASIC es el
signo mas (+), usado para concatenar cadenas. Al concatenar dos cadenas, la de la
derecha se anade a continuacion de la de la izquierda, formando como resultado
una tercera cadena. El resultado se puede imprimir, utilizar en comparaciones, o ser
asignado a un nombre de variable. Si una cadena se compara con un numero o vi-
ceversa, aparece el mensaje de error BASIC ?TYPE MISMATCH. Algunos ejem-
plos de expresiones de cadena y concatenaciones se muestran a continuacion:

10 A$="“FICHERO":B$="NOMBRE"
20 NOM$=B$+A$ (da la cadena: NOMBREFICHERO

30 RES$="NUEVO “+B$+A$ (da la cadena: NUEVO NOMBRE

[ FICHERO)
Fijese en este espacio.]

TECNICAS DE PROGRAMACION
CONVERSION DE DATOS

Cuando es necesario, el intérprete CBM BASIC puede convertir un dato numerico
entero a coma flotante, y viceversa, de acuerdo con las siguientes reglas:

e Todas las operaciones aritméticas y de comparacion se ejecutan en formato
de coma flotante. Los enteros se convierten en nimeros de coma flotante para
evaluar la expresion, y el resultado se convierte de nuevo en entero. Las ope-
raciones logicas convierten los operandos en enteros y dan el resultado entero.
e Si un dato numérico de un tipo se almacena en un nombre de variable de
distinto tipo se convierte el dato al tipo especificado en el nombre de la varia-
ble.

e Cuando un namero en coma flotante se convierte en entero se trunca la
parte decimal (se elimina), y el entero queda menor o igual que el nimero en
coma flotante. Si el resultado esta fuera del rango —32768 a +32767 aparecera
el mensaje de error BASIC ?ILLEGAL QUANTITY.
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USO DE LA INSTRUCCION INPUT

Ahora que conoce los diversos tipos de variables, lea esta informacion y combinela
con lo visto anteriormente para conseguir programas practicos.

En nuestro primer ejemplo usted debe pensar que una variable es una “celda de al-
macenamierito” donde el Commodore 64 almacena la respuesta del usuario a la
pregunta formulada. Para escribir un programa que pida al usuario que escriba su
nombre, debe asignar la variable N$ al nombre escrito. Ahora, cada vez que el pro-
grama tenga la instruccion PRINT N$, el Commodore 64 IMPRIMIRA automatica-
mente el nombre que haya escrito el usuario.

Escriba la palabra NEW en su Commodore 64. Pulse la tecla IREER], v escriba
este ejemplo:

10 PRINT*SU NOMBRE"“:INPUT N$
20 PRINT"HOLA,“N$

En este ejemplo usted utiliza N para recordar que esta variable se refiere al “NOM-
BRE". El signo del dolar ($) se usa para indicar al ordenador que es una variable de
cadena. Es importante distinguir entre los dos tipos de variables:

1) NUMERICAS
2) DE CADENA

Usted probablemente recuerda de las anteriores secciones que las variables numé-
ricas se usan para almacenar nimeros como 1, 100, 4000, etc. Una variable numé-
rica puede ser una sola letra (A), cualquier combinacidn de dos letras (AB), una letra
y un nimero (A1), o dos letras y un niamero (AB1). Ahorrara memoria usando nom-
bres de variables cortos. Otro punto interesante es utilizar letras y nimeros para las
diversas categorias en un mismo programa (A1,A2,A3). También, si necesita nime-
ros enteros en lugar de numeros con punto decimal, debe colocar el signo de tanto
por ciento (%) al final del nombre de variable (AB%,A1% etc.)

Vea ahora unos ejemplos que utilizan distintos tipos de variables y expresiones con
la instruccion INPUT.

10 PRINT'ENTRE UN NUMERO":INPUT A
20 PRINT A

10 PRINT"ENTRE UNA PALABRA":INPUT A$
20 PRINT A$

10 PRINT"ENTRE UN NUMERO":INPUT A
20 PRINT A "POR CINCO IGUAL A" A*5

NOTA: El ejemplo 3 le muestra que los mensajes a imprimir van entre comillas, mientras que
las variables no. Tome nota también de que en la linea 20 se imprime primero la variable A,
después el mensaje “POR CINCO IGUAL A", y entonces el resultado de mulliplicar la varia-
ble A por 5 (A5).
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Los calculos son importantes en la mayoria de los programas. Us(. puede escoger entre
usar “numeros efectivos” o variables para los calculcs, pero si trabaja con nimeros pro-
porcionados por el usuario debe usar variables numéricas. Empiece por pedir al usuario
que escriba dos numeros de esta formi

10 PRINT"ESCRIBA 2 Numeros" | "UT AINPUT B

EJEMPLO DE PRESUPUESTO DE INGRESOS/GASTOS

5 FPRIMT " GRS

18 PRIMT "INGRESOS MEMSUALESY : IMFUT IM
28 PRIMT

2@ PRIMT "GASTOS CATEGORIA 1":IMFUT E1$
48 PEINT "TOTAL GASTOS" :IMPUT Et

sa FRIMT
FRIMT "GRSTOS CATEGORIA 2V :IHFUT E2f
3 PRIMT "TOTAL GASTOSY :IHPUT EZ2
FRIMT
PRIMT "GASTOS CRATESORIA 3" :IHFUT EXf

FRIMT "TOTAL GAETOS":IMPUT E3

FRIMT 01— CRYCD

E=E1+EZ+E3

EF=E.IH

FRIMT "IHGRESOS MEMSUALES: $"IH

FRIMT "GRSTOS TOTALES: $“E

FRIMT"BALAMCE: $"IH-E

FRINT

FRIMTEL$"="cE1 E #18E" DEL TOTAL DE GRSTOSY
FRIMTEZ$"="E2 E>#180"% DEL TOTAL OE FFETO
FRIMTEZ$"="ES E>#18@"% DEL TOTAL DE GRETOS
PRIMT

FRIMT'SUS GRETOZ="EF#1@88"E DE SUS TMGRESOS TOTALES!
4 FOR #=1 T S8 HEXT sFRINT
248 FRIMT"OTRA Y S 0 MY S IMPUT YH:IF wH="S0 THEM S
5@ PRIMT "D END

READY. B 51 [oue o]

=

P I R R B A

DM R DS E @

WD

O e e el R

O o=
xR o B )

d

[ NOTA: IN no PUEDE ser igual a cero, y E1, E2, E3 no PUEDEN ser cero los tres a la vez. |
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DESCRIPCION LINE( \ LINEA DEL EJEMPLO DE PRESUPUESTO DE
INGRESOS/GASTOS

Linea(S) | Descripcion

b Limpia la pantalla.
10 _ |Instrucciones PRINT/INPUT.
20 Inserta una linea en blanco.

30 Gastos. Categoria 1=E1$.
40 Cantidad gastada=E1.

50 Inserta una linea en blanco.
60 Gastos. Categoria 2=E28$.
70 Cantidad gastada=E2.

80 Inserta una linea en blanco.
90 Gastos. Categoria 3=E38$.
100 Cantidad gastada=E3.

110 Limpia la pantalla.

120 Suma todos los gastos=E.

130 Calcula Gastos/Ingresos%.

140 Display de ingresos. |
150 | Display de gastos fotales. |
160 Display de ingresos-gastos. |
170 Inserta linea en blanco.

180-200 | Estas lineas calculan el % de cada
cuenta <& gastos sobre el total de gastos.

210 Insertz :ia linea en blanco.
220 Display 5/1%.
230 Pausa t=mporal.

Ahora multiplique estos nimeros para crear una nueva variable llamada C, tal como
se muestra en la linea 20:

20 C=A"B
Para imprimir el resultado junto con un mensaje escriba:

30 PRINT A “POR" B “IGUAL A" C

Entre estas 3 lineas y ejecute el programa mediante el comando RUN. Recuerde
que los mensajes van entre comillas, y las variables no.

Ahora recuerde que necesita colocar el signo del délar ($) delante del numero re-
presentado por la variable C. El signo $ debe ser impreso dentro de comillas y antes
de la variable C. Para anadir este simbolo a su programa pulse la tecla
y simultaneamente. Ahora escriba la linea 40 como sigue:

40 PRINT“$"C

Ahora pulse IEEINER, escriba RUN y pulse otra vez.

El signo $ debe ir entre comillas porque la variable C solo representa un nimero y
no puede contener $. Si el nimero contenido en C es 100 el Commodore 64 le mos-
trara en la pantalla $ 100. Pero, si usted intenta PRINT $C sin usar comillas, recibird
el mensaje de error ?SYNTAX ERROR.

] -]
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Un ultimo comentario acerca del signo $. Usted puede crear L.( variable que repre-
sente el signo del ddlar que podra sustituir al $ cuando lo necesite en variables nu-
mericas. Por ejemplo:

10 Z§="$"

Ahora cada vez que necesite el signo del délar puede utilizar la variable de cadena
z$. Pruebe esto:

10 Z§="$"INPUT A
20 PRINT Z$A

La linea 10 define el signo $ como una variable llamada Z$, y luego pide un nimero
llamado A. La linea 20 imprime Z$ ($) y después A (nimero).

Usted probablemente encontrard mas sencillo asignar signos como el délar —o
mejor aun Ptas.— a una variable, puesto que cada vez que tenga que utilizarlos bas-
tara con escribir solo el nombre de la variable en lugar de los simbolos y las comi-
llas.

USO DE LA INSTRUCCION GET

Muchos programas utilizan INPUT para que el usuario entre datos en el ordenador.
Si tiene necesidades mas complejas, como comprobar que no se entren errores de
escritura, la instruccion GET da mas flexibilidad e “inteligencia” a su programa.
Esta seccién le muestra como usar la instruccion GET para afadir caracteristicas
especiales de edicion de pantalla a sus programas.

El Commodore 64 tiene un buffer de teclado en el que caben hasta diez caracteres.
Esto significa que si el ordenador esta ocupado en alguna operacion que no sea
leer el teclado, usted puede escribir hasta diez caracteres, que el Commodore 64
usara tan pronto como termine su trabajo. Para demostrar esto, escriba este pro-
grama en su Commodore 64:

10 TI$="000000"
20 IF TI$<"000015“THEN20

Ahora escriba RUN, pulse y mientras el programa se ejecuta, escriba la
palabra HOLA.

Advierta que no sucede nada durante quince segundos desde que se puso en
marcha el programa. Después de este lapso aparecera el mensaje HOLA en la pan-
talla. ;

Imaginese haciendo cola para ver una pelicula. La primera persona de la cola es la
primera en coger su entrada y dejar la cola. La Ultima persona es también la tltima
en coger su entrada. La instruccion GET funciona de una manera parecida a la ta-
quillera. Primero mira si hay algin caracter “en la cola”. En otras palabras, mira si
se ha pulsado alguna tecla. Si es asi, el caracter pulsado se coloca en la variable
apropiada. Si no se ha pulsado ninguna tecla, se le asigna un valor vacio a la varia-
ble.

En este punto es importante que advierta que si intenta escribir mas de diez carac-
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teres a la vez en el bufter] todos los caracteres a partir del décimo se pierden.
Puesto que la instruccion GET funciona aunque no se pulse ningun caracter, es ne-
cesario colocarla en un bucle para que espere hasta que reciba un caracter.

A continuacion se muestra la forma recomendada para usar la instruccion GET.
Escriba NEW para borrar los programas previos.

10 GET A$:IF A$ = “* THEN 10

Advierta que no debe colocar ninglin espacio entre las comillas. Esto indica un valor
vacio y obliga al programa a seguir ejecutando la instruccion GET hasta que se
pulsa una tecla. Solo cuando una tecla es pulsada, el programa continua con la
linea siguiente a la diez. Anada esta linea a su programa:

100 PRINT A$;: GOTO 10

Ahora haga un RUN. Advierta que el cursor no aparece en la pantalla, pero cada ca-
racter que escriba se muestra en ella. La segunda linea del programa puede con-
vertirse en una parte de un editor de pantalla, como se demuestra mas adelante.
Hay muchas cosas que usted puede hacer con un editor de pantalla. Puede tener
un cursor parpadeante, puede proteger teclas como para que no se
borre accidentalmente la pantalla. Puede también hacer que las teclas de funcion
impriman palabras o frases. El siguiente programa asigna a cada tecla de funcion
un determinado propdsito. Recuerde que esto es sélo el principio de un programa
que usted puede adaptar a sus necesidades.

20 IF A$ = CHR$(133) THEN POKE 53280,8:GOTO10
30 IF A$ = CHR$(134) THEN POKE 53281,4:GOTO10

40 IF A$ = CHR$(135) THEN A$="MUY SENOR MIO:“-+CHR$(13)
50 IF A$ = CHR$(136) THEN A$=“ATENTAMENTE,“+CHR$(13)

Los nimeros entre paréntesis en CHR$ corresponden a los de la tabla CHR$ del
apéndice C. La tabla muestra un nimero distinto para cada caracter. Las cuatro te-
clas de funcién se han inicializado para realizar el trabajo descrito por las instruc-
ciones que siguen a la palabra THEN en cada linea. Cambiando el nimero de
CHRS puede usted utilizar distintas teclas. Pueden utilizarse para distintos trabajos
cambiando la informacién contenida después de las instrucciones THEN.

COMO COMPRIMIR PROGRAMAS EN BASIC

Usted puede colocar mas instrucciones y anadir potencia a sus programas en BA-
SIC haciendo cada programa lo mas corto posible. Ese proceso se llama comprimir.
La compresién de programas le permite colocar el maximo nimero de instrucciones
en su programa. También le ayuda a reducir el tamano de los programas y ganar
velocidad; y si usted escribe un programa que requiera una gran entrada de datos,
como por ejemplo un inventario, un programa corto deja mas memoria para colocar
los datos.

PALABRAS ABREVIADAS

En el apéndice A se muestra una lista de abreviaciones de las palabras reservadas .
BASIC. Esto es una ayuda cuando escriba programas, ya que puede colocar mas
informacién en cada linea usando abreviaciones. La mas frecuente es el signo
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de interrogacion (?), que es la abreviacion BASIC de IaL.w,Q-Lruccic’:n PRINT. Sin em-
bargo, si lista un programa que contenga abreviaciones, el Commodore 64 le mos-
trara todas las palabras completas. Si una linea de programa excede los 80 caracte-
res (2 lineas de pantalla) con las palabras sin abreviar y desea cambiar algo en ella,
debera entrar |a linea con las palabras abreviadas. Guarde sus programas sin exce-
der la longitud de las lineas. Normalmente, las abreviaciones se afiaden cuando el
programa esta escrito, y no deba listarse antes de guardarlo (SAVE).

REDUZCA LOS NUMEROS DE LINEA DEL PROGRAMA

Muchos programadores inician sus programas en la linea 100 y las numeran en in-
tervalos de diez (100,110,120,etc.). Esto permite intercalar nuevas lineas de progra-
ma (111,112,etc.) a medida que el programa se desarrolla. Una de las formas de
comprimir un programa cuando ya esta terminado es cambiar los numeros de linea
por los mas cortos posibles (1,2,3,etc.), ya que los nimeros de linea largos ocupan
mas memoria que los cortos. Por ejemplo: el nimero 100 utiliza 3 bytes de memoria
(uno por cada cifra), mientras que el numero 1 sblo ocupa 1 byte.

UTILICE LINEAS CON MULTIPLES INSTRUCCIONES

Usted puede colocar mas de una instruccion en una linea de programa separando-
las mediante dos puntos (:). La Gnica limitacién es que el total de instrucciones, in-
cluyendo los dos puntos, no puede exceder de 80 caracteres. A continuacion se
muestra como ejemplo un programa antes y después de comprimirio:

DESPUES DE COMPRIMIR

10 PRINT “HOLA..."; 10 PRINT “HOLA...";:FORT=1TO500:
20 FOR T=1 TO 500:NEXT NEXT:PRINT“HOLA, OTRA VEZ...":
30 PRINT “HOLA, OTRA VEZ GOTO10

ANTES DE COMPRIMIR

40 GOTO 10
QUITE LOS REM DE SUS PROGRAMAS

La instruccion REM es util para recordar —o mostrar a otros programadores— que es
lo que hace una seccion especial de su programa. Sin embargo, cuando el progra-
ma esta listo para su uso, probablemente no necesitara estos comentarios y quitan-
dolos ahorrara una considerable cantidad de memoria. Si desea revisar o estudiar
el programa en el futuro puede ser una buena idea guardar una copia archivada con
las instrucciones REM intactas.

USE VARIABLES

Si un nimero o palabra se repite a menudo en un programa lo mejor es definirlo en
una variable. Los niumeros pueden definirse con una sola letra. Las palabras se de-
finen como variables de cadena, y se debe usar una letra y el signo del délar. He
aqui un ejemplo.
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ANTES DE COMPRIMIR

10 POKE 54296,15
20 POKE 54276,33
30 POKE 54273,10
40 POKE 54273,40
50 POKE 54273,70°
60 POKE 54296,0

DESPUES DE COMPRIMIR

10 V54296:F54273

20 POKEV,15:POKE54276,33

30 POKEF,10:POKEF,40:POKEF,70
40 POKEV,0

USE LAS INSTRUCCIONES READ Y DATA

Gran cantidad de datos pueden tener que escribirse una y otra vez... o puede escri-
birlos UNA SOLA VEZ y almacenarlos en una lista mediante la instruccion DATA.
Esto es especialmente bueno para colocar largas listas de nimeros en un progra-
ma. :

USE TABLAS Y MATRICES

Las tablas y matrices son similares a la instruccién DATA, ya que también se encar-
gan de almacenar listas de datos. La diferencia entre las tablas (arrays) y las listas
de DATA es que las primeras pueden ser multidimensionales.

ELIMINE ESPACIOS

Una de las formas mas sencillas de comprimir un programa es quitando todos sus
espacios. A pesar de que con frecuencia incluimos espacios en los programas de
ejemplo para lograr mayor claridad, a estas alturas usted no necesita espacios en
sus programas y ahorrara memoria si los elimina.

USE RUTINAS GOsuB

Si su programa debe ejecutar varias veces un conjunto de instrucciones, es mejor
utilizar la instruccion GOSUB dirigida al inicio de esta serie de instrucciones, que
escribirlas tantas veces como necesidad tenga el programa de ejecutarlas.

USE TAB Y SPC
En lugar de entrar varios comandos de movimiento del cursor para posicionar un

caracter en un lugar determinado de la pantalla, es con frecuencia mas acertado
utilizar las instrucciones TAB y SPC para posicionar letras o palabras en la pantalla.
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CAPITULO

VOCABULARIO DEL
LENGUAJE BASIC

e |ntroduccion

® Tipos de palabras, abreviaciones y
funciones

e Descripcion alfabética de palabras BASIC

® E| teclado del Commodore 64 y sus
caracteristicas

e Editor de pantalla




INTRODUCCION

Este capitulo explica el significado de las palabras clave del BASIC CBM. En primer
jugar se muestra una lista facil de leer de las palabras, sus abreviaciones y ¢OmMo
aparecen estas en la pantalla. Despues se explica con detalle la sintaxis y modo de

trabajo de cada palabra reservada, mostrando ejemplos que le daran una idea de

como utilizar la palabra en sus programas.

El BASIC del Commodore 64 le permite abreviar la mayoria de las palabras clave.
Las abreviaciones se entran escribiendo la primera (0 las dos primeras, segun la pa-
labra) letra de una palabra reservada, y después la segunda pulsando simultanea-

mente

Las abreviaciones NO AHORRAN memoria cuando se usan en programas, ya que
cada palabra clave del BASIC es reducida a un solo caracter por el intérprete de BA-
SIC. Cuando se lista un programa conteniendo abreviaciones, todas las palabras
clave apareceran completas, es decir, sin abreviar. Usted puede usar las abrevia-
ciones para colocar mas instrucciones en una linea, de forma que |a linea —una vez

vueltas las palabras a su escritura normal— puede ocupar mas de B0 caracteres. Sin

embargo, el Editor de Pantalla trabaja con lineas logicas de 80 caracteres, por lo
que las lineas asi escritas no podran ser modificadas. Para solventar esto hay dos
soluciones: 1) Reescribir toda la linea, incluidas abreviaciones, 0 bien: 2) Dividir a
linea excesivamente larga en dos, cada una con su propio numero de linea.

Una lista completa de palabras reservadas y abreviaciones sé muestra en la tabla 2-
1. Esta tabla esta seguida por una descripcion alfabética de las instrucciones,
comandos y funciones disponibles en su Commodore 64.

Este capitulo explica también todas las funciones BASIC incluidas en el intérprete.
Estas funciones pueden ser usadas en modo directo 0 en programas, sin tener que
definir la funcién previamente. Este NO es el caso de las funciones definibles por el
usuario. Los resultados del uso de funciones se pueden utilizar para cualquier cal-
culo y se pueden asignar a variables del tipo apropiado. Hay dos tipos de funciones

BASIC:

1) NUMERICAS
2) DE CADENA

Los argumentos en las funciones incluidas en el intérprete se encierran siempre
entre paréntesis (). El paréntesis debe seguir inmediatamente a la funcion, NO
PUDIENDOSE DEJAR ESPACIOS entre la tltima letra de la funcion y el paréntesis

izquierdo (.

El tipo de argumento necesario se decide generalmente por el tipo de datos del
resultado. Las funciones que dan como resultado una cadena se identifican por
tener el signo del dolar ($) como ultimo caracter de la palabra clave. En algunos
casos las funciones de cadena pueden necesitar uno 0 varios argumentos
numericos.

Las funciones numericas convierten el formato de los naumeros de enteros @ coma
flotante si ello es necesario. En las descripciones que siguen, el tipo de datos del
resultado se muestra junto al nombre de funcion. El tipo de argumentos $€

encuentra en el formato de la instruccién.
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Tabla 2-1. PALABRAS CLAVE DEL BASIC DEL COMMODORE 64

COMANDO ABREVIATURA PANTALLA | TIPO DE FUNCION
ABS A B A (] NUMERICA
AND A Em N A [

ASC A HIEE S A [El NUMERICA
ATN A B T A [] NUMERICA
CHR$ c H el | DE CADENA
CLOSE cLEm © o {7
CLR C Blag L & |:|
CMD (s M c N
CONT G o) 6. 1
COS ninguna CcOos NUMERICA
DATA D Eilag A D [E'
DEF D E DS
DIM o G | o K]
END E N E A

EXP E B x E NUMERICA
FN ninguna FN
FOR F 0 F ]

FRE F R Fo NUMERICA

GET G E & T
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COMANDO ABREVIATURA PANTALLA TIPO DE FUNCION
GET# none GET#
cosus | Go EIEB S Go (V]
GOTO G @ ¢ [
IF ninguna IF
INPUT ninguna INPUT
INPUT# | EE N L A
INT ninguna INT NUMERICA
LEFT$ LE F e DE CADENA
LEN ninguna LEN NUMERICA
LET L E p
LIsT L | LR
LOAD L Elig © L D
LOG ninguna LOG NUMERICA
MID$ M [ N DE CADENA
NEW none NEW
NEXT N B N
NOT N 0 N [
ON none ON
OPEN o] P o
OR none OR

26
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COMANDO ABHE\;'IATUHA PANTALLA TIPO DE FUNCION
PEEK P E 8 e NUMERICA
POKE P o P[]

POS ninguna POS NUMERICA
PRINT ? ?

PRINT# P R g L]

READ R B : R

REM ninguna REM

RESTORE | RE [EED S RE [

RETURN REENED T Re (]

RIGHT$ R [ N DE CADENA
RND R N R [/ NUMERICA
RUN R u R [A

SAVE S A s (4]

SGN S G s NUMERICA
SIN S [ s N} NUMERICA
SPC( S P | DE CADENA
SQR s Q s NUMERICA
STATUS ST ST NUMERICA
STEP STEE ¢ st 5

STOP S T S [I]
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COMANDO ABREVIATURA PANTALLA TIPO DE FUNCION
STR$ ST R | ST = DE CADENA
SYS SR SHIFT R ) m
TAB( T A T (4] DE CADENA
TAN ninguna TAN NUMERICA
THEN T B H el
TIME m T NUMERICA
TIMES Ti$ Ti$ DE CADENA
TO ninguna TO
USR u s u [v] NUMERICA
VAL Vv A v (4 NUMERICA
VERIFY v BE@ ¢ v 5
WAIT w A w

DESCRIPCION DE LAS PALABRAS CLAVE BASIC

ABS

TIPO:Funcién numéricg
FORMATO:ABS(expresion)

Accién: Devuelve el valor absoluto del nimero, es decir, su yalor sin signo. El valor
absoluto de un nimero negativo es dicho numero multiplicado por —1.

EJEMPLOS de la funcion ABS:
10 XABS(Y)

10 PRINT ABS(X*J)
10 IF XABS(X) THEN PRINT “POSITIVO"

microelectronica F E =
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AND

TIPO: Operador
FORMATO: expresionANDexpresion

Accién: AND se usa en las operaciones Booleanas para tests de bits. También se
usa para comprobar la verdad de ambos operandos.

En el algebra Booleana, el resultado de una operacion AND es 1 sélo si los dos
numeros en los que se efectla la operacion son 1. El resultado es 0 si uno o ambos
numeros son 0 (falso).

EJEMPLOS de la operacion AND de un bit:

0 1 0 1
AND 0 AND O AND 1 AND 1
- 0 0 0 1

El Commodore 64 realiza la operacion AND en numeros comprendidos entre
—-32768 y 32767. Los valores fraccionarios no se usan, y los numeros fuera de
rango producen el mensaje de error: ?ILLEGAL QUANTITY

Cuando se convierte a formato binario, se permiten 16 bits para cada nimero. Los

correspondientes bits son AND juntos, formando un resultado de 16 bits del mismo
rango.

EJEMPLOS de la operacion AND de 16 Bits.

17
AND 194

0000000000010001
AND 0000000011000010

BINARIO 0000000000000000

32007
DECIMAL 0 AND 28761
0111110100000111
AND 0111000001011001
-241 BINARIO 0111000000000001

AND 15359
DECIMAL 28673

1111111100001111

AND 0011101111111111
BINARIO 0011101100001111
DECIMAL 15119

& S—11
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Cuando s€ evalia una comparacion, seé asigna un valor de —1 si el resultado s
cierto, y un valor de cero si el resultado s falso. En formato binario, —1 es todo unos
y0es todo ceros. Por esto, cuando se realizan evaluaciones cierto/falso mediante
AND, el resultado €S cierto si todos los bits en el resultado son ciertos.

EJEMPLOS del uso de AND en evaluaciones VerdaderolFalso:
50 IFX7 AND w3 THEN GOTO 10:REM SOLO VERDADERO gl X7 Y W3 ES

VERDADERO
60 IF A AND Q7 THEN GOTO 10:REM VERDADERO sl A0 Y Q7

ASC

TIPO: Funcion numeérica
FORMATO: ASC(cadena)
e un numero entre 0y 2565 queé corresponde al valor ASCII de

Accion: ASC devuelv
Commodore del primer caracter de 1a cadena. La tabla de dichos valores 5€

muestra en &l Apéndice C.
EJEMPLOS de la funcion ASC:

10PRINT ASC(“Z")

2DXASC("CEBRA")

30JASC(J$)

e de error 2|LLEGAL
C no {rabajaria. Las
Para eliminaf el
como 5€

Si la cadena no contiene caracteres, apareceré el mensaj
QUANTITY. En el tercer ejemplo, Si Jge, la funcion AS
instrucciones GET y GET# leen un CHR$(0) como cadena nula.

problema de la funcion ASC debe anadir CHR$(0) al final de la cadend
muestra a continuacion:

EJEMPLO de la funcion ASC evitando el error ILLEGAL QUANTITY:

30JASC(J$+ CHRS$(0)

ATN

TIPO: Funcién numerica
FORMATO: ATN (nimero)

rcotangente de un numess

ca devuelve el a ‘
| numero dado. E! resutad

es) cuya tangente €s €
al2

Accion: Esta funcion matemati
resultado es el angulo (en radian
se encuentra siempre en el rango —/2

y controd b 0
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EJEMPLOS de la funcion ATN:

;8 )FZRINT ATN (0)
AT "
N (J)* 180/ : REM CONVIERTE A GRADOS

CHR$

TIPO: Funcién d
e cade
FORMATO: CHR$ (numgf"o)

Accién: Est i
fon: a funcién convierte
equivalente. Vea e DViete Ui
_ & 6l Andtdi ‘cdédigo ASCII
oéidios G la list i Caracteredsey Sggrignodgre al caracter
0s. El nimero deb
e

star co pe did
entre D y 255, d i g
e r mpren (o] ontrario S e
j
e |0 contran € generara el mensaje de error

EJEMPLOS de la funcion CHRS:

10 PRINT CHR$
A (65) : REM 65 “A”
= AsAgngé;ak REM 13 TEle\A "'\.;I:ﬁEY'I'llJJSI:'iCI:\iULA
:A$ CHR$(A): s
i (A): REM
ARACTER A CODIGO Y VICE\?SRNS\fHSION %

CLOSE

:g‘g':‘lgz;}auccibn de E/S
:CLOSE<numero de fichero>

A‘Cm. E
- Esla inst ; -
Wrerg g ruccion cier
5 el mismo clerra el canal de d
o A de la ins i atos con un e
et oreN s i o b c:ﬁ;%{r\n’co_ = amete o
ccion de ENTR . (Vea la descripci
ar cion
e ADAS/SALIDAS) ?
3 4)a col i ;
ST n periféri
e .«f_?;’ g:sfcs. la insthC’%‘:‘dgLa(I)néacenamiento d& datos con
PR a Instruccion no se ei E almacena los buffers i o el cassette o la
; ejecuta, el fichero qued incompletos en el
ara incompleto
en el

NS ble e :
L R n el disk ;
i ette. o
pero libe La instruccién CLOSE no es n
ecesaria con ot
ros

ey ra me .
s Oetalles moria para otros ficheros. Vea el
. Vea el manual d
e su periférico

£ My
08
de la instruccion CLOSE
! U CLOSE
' CLOSEX
» (LOSE9' (1, J)
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CLR

TIPO:Instruccion
FORMATO:CLR

Accién: Esta instruccion repone RAM usada cuya informacién no se vaya a
necesitar en lo sucesivo. Los programas BASIC en memoria no son alterados, pero
todas las variables, tablas, direcciones de retorno de GOSUB, bucles FOR...NEXT,
funciones definidas por el usuario, y ficheros son borrados de la memoria, y el
espacio que han dejado queda disponible para nuevas variables, etc.

En el caso de ficheros en cassette o disco, los mismos no se cierran adecuadamen-
te mediante la instruccion CLR. La informacion acerca de los ficheros que se alma-
cena en el ordenador se pierde, incluyendo el contenido de los buffers incompletos.
La unidad de disco cree que el fichero sigue abierto. Vea la instruccion CLOSE para
mas informacion acerca de esto.

EJEMPLO de la instruccion CLR:

10X=25
20CLR
30SPRINT X

RUN
0

READY

CMD

TIPO: Instruccion de E/S
FORMATO: CMD<numero de fichero>[,cadena]

Accién: Esta instruccion cambia el periférico de salida normal (T.V.) al periferico
especificado. Este puede ser el cassette, el diskette, la impresora o cualquier
periférico de E/S como el modem. El nimero de fichero debe ser especificado en
una orden OPEN anterior. La cadena, si se incluye, es enviada al periférico. Esta
caracteristica es util para imprimir titulos en los listados de programas.

Cuando se ejecuta este comando, cualquier instruccién PRINT, y el comando LIST
no se muestran en la pantalla, pero se envia el texto en el mismo formato al

periférico.
Para redireccionar la salida a la pantalla, debe enviarse un PRINT# con una linea

en blanco antes de cerrar el periférico, para que el mismo deje de esperar datos.
Cualquier error del sistema (como ?SINTAX ERROR) produce el retorno de la
salida a la pantalla. Después de aparecido el mensaje se debe enviar una linea en
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blanco al periférico para que deje ue esperar datos. (Vea el manu ;
i : alde laim
o el diskette para mas detalles.) Rresura

EJEMPLOS de la instruccion CMD:

OPEN 4,4:.CMD 4,“TITULO":LIST:REM LISTA UN PROGRAMA EN LA
IMPRESORA PRINT#4:CLOSE4:CIERRA EL CANAL DE LA IMPRESORA.

100PEN1,1,1,"TEST”:REM CREA FICHERO SECUENCIAL
20CMD1:REM SALIDA AL CASSETTE EN LUGAR DE LA PANTALLA
30FOR L=1 TO 100

40PRINT L:REM COLOCA EL NUMERO EN EL BUFFER

g DE CASSETTE
60PRINT#1:CLOSE1:REM ESCRIBE EN EL CASSETTE EL BUFFER
INCOMPLETO, CIERRA EL CANAL CORRECTAMENTE.

CONT

TIPO:Comando
FORMATO:CONT

Accion: Este comando reinicia un programa detenido por la instruccién STOP o
END o por la pulsacion de la tecla IGININISEE®IE. E! programa contintia justo en el
lugar en que se detuvo.

Mlgntras el programa esta detenido, el usuario puede inspeccionar el valor de las
varlables. y mirar el listado del programa. Cuando se depura un programa es Util
colc_)car instrucciones STOP en lugares estratégicos para poder examinar las
vgnables y ver el curso del programa.

Si intenta editar un programa parado (incluso pulsando la tecla en una
linea no cambiada) aparecera el mensaje de error CAN'T CONTINUE. Esto
sucederd tambien si el programa se ha detenido por un error, o si ha causado un
error antes de entrar CONT.

EJEMPLO del comando CONT:

10PI=0:C=1
20P1=PI+4/C-4/(C+2)
30PRINT PI
40C=C+4:GOTO20

Este programa calcula el valor de PI. Ejecdtelo y al cabo de un rato pulse la tecla
. Usted podra ver el siguiente mensaje:

BREAK IN 20 (NOTA: Puede aparecer otro numero.)
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RINT C para ver lo lejos que el ordenador ha liegado en sus

Escriba el comando P
n a partir del punto en que

calculos. Después use CONT para proseguir la ejecucio
el programa seé detuvo.

COS

TIPO: Funcion

FORMATO: COS (<numero>)
Accion: Esta funcion matematica calcula el coseno del namero, donde el numero
es un angulo en radianes.

EJEMPLOS de la funciéon COS:

10 PRINT COS(0)
20 X=COS(Y*rv/180):REM CONVIERTE GRADOS A RADIANES)

DATA

TIPO: Instruccion
FORMATO: DATA <lista de constantes>

Accion: Las instrucciones DATA almacenan informacion dentro del programa. E!
mismo utiliza esta informacion mediante el comando READ, que exirae las
constantes sucesivamente de las instrucciones DATA.
Las instrucciones data no son ejecutadas por el ordenador. Unicamente estan
presentes en el programa. Por esto, normalmente se sitian al final del programa.
Todas las instrucciones DATA de un programa son tratadas como una lista
continua. Los datos son leidos de izquierda a derecha, desde el nimero de linea
menor al mayor. Si una instruccion READ encuentra un dato de tipo distinto al
requerido (si necesita un numero y encuentra una cadena), aparece un mensaje de
error y el programa seé detiene.
Se puede incluir cualquier caracter en las listas DATA, pero algunos deben ence-
rrarse entre comillas (“"). Esta excepcion incluye a los signos de puntuacién como
coma (,), dos puntos (%), espacios en blanco, letras entradas con SHIFT, graficos Y

caracteres de control del cursor o color.
EJEMPLOS de la instruccion DATA:

10 DATA 1,10,5,8
20 DATA JUAN PABLO, JORGE
30 DATA "QUERIDA MARY, COMO ESTAS, TE QUIERE, BILL"

40 DATA -1.7E,9,3.33
l"E‘
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DEF FN

pgo: Instruccion
RMATO: DEF FN <nombre> (<variable>)=<expresion>

Accién: Esta i i6 i :

A tzrlgeSt;li)C;an ;)Ct:'\;a una funmé_r} definida por el usuario que puede ser

matematica. Las !uncionF:asgd fm a. La funcion puede consistir en cualquier formula

T la e so dabe usa efinidas por el usuario ahorran memoria cuando una

W e e er ?n_varlas pgrtes de un programa. La férmula solo se

nombre de funcion. El n’on?brazaIréirgfﬁé?gndgoiesﬁnlicjén, f et

cualquier . _ iste en las letras FN i

o gusir nL:)nn;bIretde variable. Esta variable puede tener 1 0 2 caracterezeg:.nd?S de
etra, y el segundo puede ser una letra o un nt]mero' el primero

EJEMPLOS de la instruccién DEF FN:

10DEF FN A(X)=X+7
20DEF FN AA(X)=Y*Z
30DEF FN A9(Q)=INT <RND(1)*Q+1>

La funcién se lla

: ma en el programa mediant

variable entre ' iante el nombre de funcion segui

¢ s paréntesis. El nombre de funcién se usa igual que S| 9'_-”d0 dg una
alor es calculado automaticamente QU coaiquies venable,

EJEMPLOS del uso de FN

40 PRINT FN A(9)
50 R=FNAA(9)
60 G=G-FN A9(10)

En la linea 50 i
G fg;;gi ejemplos, el nﬂ(ngro nueve entre paréntesis no afect
e o én?gq,_—:f er: la definicion de la funcion realizada en la Iin(;: Z%I
réntesis. El resultado e i
s Y veces Z, indifer
1 entemente

del valor de X. E
. En las ;
resultado. otras dos funciones, el valor entre paréntesis afecta al

DIM

TIPO: Instruccion

FORMATO: DIM <variable>

(<suscritos>)...¢ (<suscritos>)

C,<variable>

Acclbn' Esta i uccio I I var rr ES‘(I e
. Inst 6 i m
CClon de Ine una tabla 0 at iZ de a lableS (a ay) I

permite usar el n
ombre de vari
deseado. El n ariable con un suscrito. El suscrito indi
. ume . El suscrito indic
MBS oa: o I ro de e}emento mas bajo en una tabla es 0 e gl
Instruccion DIM, con un méaximo de :32767S , Yy el myor se
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La instruccion DIM se debe ejecutar una 'y solo una vez por cada tabla. Si la
instruccion se reejecuta aparecera el mensaje de error GERENARGEING. Es por
esto que en la mayoria de los programas las instrucciones DIM se encuentran al
principio de los mismos.

Una tabla puede tener cualquier numero de dimensiones, limitandose solo por la
memoria disponible para almacenar as variables. La tabla se puede utilizar para
almacenar variables numéricas normales o bien variables enteras o de cadena. En
este caso coloque detras del nombre de variable los signos % y $, respectivamente.
Si una tabla no se ha dimensionado previamente en un programa, se dimensiona
automaticamente a 11 elementos en cada dimensién usada en la primera referencia

a la misma.
EJEMPLOS de la instruccion DIM:

10DIM A(100)
20DIM Z(5,7),Y(3,4.,5)
30DIM Y7%(Q)

40DIM PH$(1000)
50F(4)=9:REM REALIZA AUTOMATICAMENTE DIM F(10)

EJEMPLO de TABLERO DE PUNTUACION DE FUTBOL usando DIM:

10DIM S(1,5),T$(1)

20INPUT“NOMBRE EQUIPOS*;T$(0),T$(1)
30FOR Q=1 TO 5:FOR T=0 TO 1

40PRINT T$(T),“PUNTUACION EN EL TIEMPO'Q
50INPUT S(T,Q):S(T.0);S(T.0)+S(T.Q)

BONEXT T.Q

ZOPRINT CHR$(147)“TABLA DE PUNTUACION*
8OPRINT “TIEMPO"

90FOR Q=1 TO 5

100PRINT TAB(Q’2+9)Q;

110NEXT: PRINT TAB(15)*TOTAL"

120FOR T=0 TO 1:PRINT T$(T)

130FOR Q=1 TO 5

140PRINT TAB(Q*2+9)S(T,Q)

150NEXT:PRINT TAB(15)S(T,0)

160NEXT

CALCULO DE LA MEMORIA CONSUMIDA POR DIM:

5 bytes por el nombre de tabla

2 bytes por cada dimension

2 bytes/elemento en variables enteras

5 bytes/elemento en variables numéricas normales
3 bytes/elemento en variables de cadena +

1 byte por caracter en cada variable de cadena
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END

TIPO:Instruccion
FORMATO:END

g;c:;r; Esta instrucion termina la ejecucion de un programa e imprime el mensaje
mstrucc;o?:;vol;ﬁgdo el control al usuario. Se puede colocar cualquier nimero cie
s en un programa. La instruccion END i
: n ' _ no es necesaria si
zlrgg:‘amle:‘tlgr?;na er(]j»la ultima linea escrita, pero si el programa debe tr—:rminasrI ee:wl
intermedio debe colocarse esta instruccion &l mi
: 0 : ‘ para que él mismo
L? gstrucrimn END funciona igual que la STOP. La unica cfiferce]ancia es que Sp;r)eF;
produce el mensaje BREAK IN LINE XX y END solo muestra READY. Ambas

ll"iSi UCCJOHBS pel Ite al orde m n
ador eem if I i
; pe de el pl’Ograma ed|a te el

EJEMPLOS de la instruccion END:

10 PRINT“DESEA UTILIZAR EST :
S s STE PROGRAMA

30 IF A$="NO“THEN END

40 REM RESTO DEL PROGRA
SaeEND RAMA...

EXP

TIPO:Funcion-Numérica
FORMATO:EXP(<numero>)

Accién: Esta funcion matematica calcula la constante e (2.71828183) elevada a la

potencia del numero dad
gl el 0. Un valor mayor de 88.0296919 causa el error

EJEMPLOS de la funcion EXP:

10 PRINT EXP(1)
20 X=Y*EXP(Z*'Q)

FN

TIPO:Funcion-Numeérica
FORMATO:FN<nombre>(<m]mero>)

Accién: i6 i
ién: Esta funcion hace referencia a la férmula del mismo nombre DEFinida

anteriorm ¥
ol ;n;e. Ellnumero es colocado en su lugar en la férmula (si es necesario) y
s calculada. El resultado es un valor namerico.

- —1 1
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Esta funcién puede ser usada en modo directo, siempre que se haya ejecutado
anteriormente la instruccion DEF.

Si se utiliza FN antes de DEFinir la funcién aparecera el mensaje de error UNDEF'D
FUNCTION.

EJEMPLOS de la funcién FN:

PRINT FN A(Q)
1100 J=FN J(7)+FN J(9)
9900 IF FN B7(I+1)=6 THEN END

FOR...TO...STEP

TIPO: Instruccion
EORMATO:FOR<variable>=<inicio>TO<limite>
[STEP<incremento>]

Accién: Esta es una instruccion especial del BASIC que le permite
usar con facilidad una variable como contador. Usted debe especificar
varios parametros: el nombre de variable de coma flotante, su valor de
inicio, el limite de la cuenta, y -opcionalmente- el incremento por cada
ciclo.

A continuacién se muestra un pequefo programa que cuenta de 1 a 10,
imprime cada nimero y finaliza al terminar la cuenta. No se ha utilizado
la instruccion FOR:

100 L=1

110 PRINT L

120 L=L+1

130 IF L<=10 THEN 110
140 END

Usando la instruccién FOR, el programa queda asi:

100 FOR L=1 TO 10
110 PRINT L

120 NEXT L

130 END

Como puede ver, el programa realizado de esta forma es mas corto y facil de
entender.

Varias operaciones se realizan durante la ejecucion de la instruccién FOR. El valor
de <inicio> se asigna a la <variable> usada como contador. En el ejemplo anterior,
se coloca el valor 1 en la variable L.

Cuando se ejecuta la instruccion NEXT, el valor de <incremento> se suma ala
<variable>. Si no se incluye STEP, el incremento se ajustaa +1. La primera vez que
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el programa anterior ejecuta la instruccion 120, se suma 1 a L, con lo que L tendra el
valor de 2.
Ahora el valor de la variable es comparado con el <limite>. Si todavia no se ha
alcanzado este, el programa ejecutard fa instruccion siguiente a la FOR. En este
:;?go, como el valor de L (2) es inferior al limite (10), el programa ejecutara la linea
Liega un momento en que el valor de la variable excede el limite. En este punto el
programa ejecuta la linea siguiente a la NEXT. En nuestro ejemplo, cuando L
alcanza el valor 11, que excede a 10, el programa ejecutara la linea 130
Cuando el valor del incremento es positivo la variable debe exceder el limite 'para
que el bucle concluya. Cuando el incremento es negativo la variable debe ser menor
que el incremento para que esto ocurra.

NOTA: Un bucle se ejecuta siempre como minimo una vez.

EJEMPLOS de la instruccion FOR...TO...NEXT...STEP

100 FOR L=100 TO 0 STEP -1
100 FOR L=PI TO 6*X STEP .01
100 FOR AA= 3 TO 3

FRE

TIPO:Funcion
FORMATO:FRE(<variable>)

Accion: Esta fgncién le indica la cantidad de memoria RAM disponible para
programas y variables. Si un programa intenta ocupar mas memoria de la disponible
aparecera el mensaje de error OUT OF MEMORY.

E; Inulrnerc:o entre paréntesis puede tener cualquier valor, no siendo utilizado en el
culo.

NOTA: Si el resultado de FRE es negativo, sume 65536 al re
( 5 sultado de FRE
numero de bytes disponibles. i

EJEMPLOS de la funcién FRE:

PRINT FRE(0) .
10 X=(FRE(K)-1000)/7
95 IF FRE(0)<100 THEN PRINT*QUEDA POCA MEMORIA®

l NOTA: La siguiente férmula le indica siempre la memoria RAM disponible:

PRINT FRE(0)-(FRE(0)<0)*65536
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GET

TIPO:Instruccion
FORMATO:GET<lista de variables>

Accion: Esta instruccion lee cada tecla pulsada por el usuario. Cuando el usuario
escribe, los caracteres se almacenan en el buffer de teclado presente en el
Commodore 64. Este buffer tiene capacidad para 10 caracteres, y las teclas
pulsadas después del decimo caracter se pierden. Leyendo uno de estos caracteres
mediante GET se deja espacio para que ofro pueda entrar en el buffer.

Si la instruccion GET especifica datos numéricos, y el usuario pulsa una tecla no
numeérica, aparece el mensaje de error 2SYNTAX ERROR. Para su seguridad, lea
el teclado como cadenas y convierta posteriormente las mismas a numeros.
La instruccién GET se puede usar para superar ciertas limitaciones de la instruccion
INPUT. Para mas detalles sobre esto consulte el capitulo sobre el uso de la
instruccién GET en la seccion sobre técnicas de programacion.

EJEMPLOS de la instrucciéon GET:

10 GET A$:IF AS=""THEN 10:REM DETIENE LA EJECUCION HASTA
QUE SE PULSA UNA TECLA

20 GET A$,B$,C$,D$,E$:REM LEE CINCO TECLAS

30 GET AA$

GET#

TIPO:Instruccion de E/S
FORMATO:GET# <numero de fichero>, <lista de variables>

Accién: Esta instruccion lee caracteres de uno en uno del periferico especificado.
Trabaja del mismo modo que GET, excepto que los datos proceden de un periférico
en lugar del teclado. Si no se recibe ningun caracter, la variable contiene una cade-
na vacia (igual a “*) o un 0 si es variable numérica. Los caracteres para separar
datos en los ficheros como coma (,) 0 el codigo de la tecla (codigo 13
ASC), son recibidos como cualguier otro caracter.

Cuando se usa con el periférico #3 (pantalla), esta instruccion lee caracteres de la
pantalla uno a uno. Cada ejecucion de GET# mueve el cursor un caracter a la
derecha. E| caracter del final de linea logica es convertido a CHR$(13), el codigo de

la tecla ERISHUIRINY.

EJEMPLOS de la instruccion GET#:

5 GET#1,A$
10 OPEN 1,3:GET#1,Z7%
20 GET#1,AB,C§D$
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GOsuB

TIPO:Instruccion
FORMATO:GOSUB<numero de linea>

Accion: Esta es una forma especial de GOTO, con una diferencia importante:
GOSUB recuerda de la linea de donde ha venido. Cuando se encuentra en el
programa la instruccion RETURN (distinta de la tecla SISMBREIN), el programa
regresa a la instruccion siguiente a la GOSUB.

El uso mas frecuente de una sub-rutina —~GOSUB significa GO to SUBroutine (vea
sub-rutina)- es cuando una pequena parte del programa se debe ejecutar varias
veces por distintas secciones del programa. Usando subrutinas en lugar de repetir
las mismas lineas una y otra vez en distintas partes del programa puede ahorrar
gran cantidad de memoria. En cierto modo, GOSUB es similar a DEF FN. DEF FN le
permite ahorrar espacio cuando usa una formula, y GOSUB ahorra espacio cuando
se utiliza una rutina de varias lineas. A continuacién se muestra un programa
ineficiente al carecer de instrucciones GOSUB:

100 PRINT “ESTE PROGRAMA IMPRIME"

110 FOR L=1 TO 500:NEXT

120 PRINT “LENTAMENTE EN LA PANTALLA®
130 FOR L=1 TO 500:NEXT

140 PRINT “USANDO UN BUCLE"

150 FOR L=1 TO 500:NEXT

160 PRINT “COMO RETARDO*

170 FOR L=1 TO 500:NEXT

He aqui el mismo programa usando GOSUB:

100 PRINT “ESTE PROGRAMA IMPRIME"
110 GOSUB 200

120 PRINT “LENTAMENTE EN LA PANTALLA®
130 GOSUB 200

140 PRINT “USANDO UN BUCLE*®

150 GOSUB 200

160 PRINT “COMO RETARDO"

170 GOSUB 200

180 END

200 FOR L=1 TO 500:NEXT

210 RETURN

Cada_ vez que el programa ejecuta una instruccion GOSUB, el numero de linea y
!?OSICIL?II'I en el programa se almacena en una zona especial de memoria llamada
I‘S[iCk » que ocupa 256 bytes de memoria. Esta pequena cantidad de memoria
imita la capacidad del stack, por esto, el nimero de direcciones de retorno que se
pueden almacenar es limitado, y debe asegurarse de que cada GOSUB tenga su
correspondiente RETURN, o podria encontrarse con error de falta de memoria a
pesar de disponer de mucha RAM libre para su programa.
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GOTO

TIPO:Instruccion
FORMATO:GOTO <numero de linea>
o GO TO <numero de linea>

Accién: Esta instruccion permite a un programa en BASIC ejecutar lineas sin seguir
el namero de orden ascendente. La instruccién GOTO seguida de un numero de
linea obliga al programa a proseguir 1a ejecucion a partir de la linea especificada.
GOTO NO seguido por ningun nimero equivale a GOTO 0. Detras de GOTO se
debe colocar un numero. No estd permitida la colocacion de una variable.

Es posible crear bucles sin fin mediante la instruccién GOTO. El caso mas usual es
una linea que se dirija a ella misma, como 10 GOTO 10. Estos bucles pueden ser

detenidos usando la tecla IRVINEHNCIE
EJEMPLOS de la instruccion GOTO:

GOTO 100
10 GO TO 50
20 GOTO 999

IF...THEN...

TIPO:Instruccion

FORMATO:IF<expresién>THEN<nuUmero de linea>
IF<expresion>GOTO<numero de linea>
IF<expresion>THEN<instrucciones>

Accién: Esta es una de las instrucciones que da al BASIC la mayor parte de su
“inteligencia”, permite evaluar condiciones y realizar distintas acciones
dependiendo del resultado de la condicion.

La palabra IF es seguida por una expresioén, que puede incluir variables, cadenas,
nimeros, comparaciones y operadores logicos. La palabra THEN debe colocarse
en la misma linea y es seguida por un nimero de linea o por mas instrucciones
BASIC. Si la expresién es falsa, todo lo que se encuentre detras de THEN en la
linea es ignorado, y la ejecucién prosigue en la siguiente linea del programa. Un
resultado cierto produce que el programa salte al numero de linea especificado
después de THEN o ejecute las instrucciones que siguen a esta palabra.

EJEMPLO de la instruccién IF...GOTO...

100 INPUT “ESCRIBA UN NUMERO™N
110 IF N<=0 GOTO 200

120 PRINT “RAIZ CUADRADA="SQR(N)
130 GOTO 100

200 PRINT “EL NUMERO DEBE SER >0"
210 GOTO 100
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Este programa calcula e imprims1a raiz cuadrada de cualquier nimero positivo. La
instruccion IF se usa para validar el nimero entrado mediante INPUT. Cuando el
resultado de N<=0 es cierto, el programa salta a la linea 200, y cuando es falso la
proxima linea a ejecutar es la 120. Advierta que no es necesario colocar THEN
GOTO con el IF..THEN en la linea 110. GOTO 200 significa en este caso THEN
GOTO 200.

EJEMPLO de IF..THEN...

100 FOR L=1 TO 100

110 IF RND(1)<.5 THEN X=X+1:GOTO 130
120 Y=Y+1

130 NEXT

140 PRINT “MENORES DE .5"X

150 PRINT “MAYORES DE .5"Y

El IF en la linea 110 comprueba si el nimero aleatorio es menor de .5. Si el
resultado es cierto, se ejecutan las instrucciones que siguen a THEN: priﬁﬂero se
incrementa X en una unidad, después el programa salta a la linea 130. Cuando el
resultado es falso, el programa pasa a la préxima linea, en este caso la 120.

INPUT

TIPO:Instruccion
FORMATO:INPUT[“<mensaje>"];<lista de variables>

Accién:_ﬁsta es una instruccion que permite al usuario del programa entrar
fnformamon en el ordenador. Cuando se ejecuta esta instruccién se imprime un
interrogante (?) en la pantalla, y el cursor se posiciona un espacio a la derecha del
enter_rogante. Ahora el ordenador espera, con el cursor parpadeando, que el usuario
escriba los datos y pulse la tecla IEEHVEN. ’

La paiabr_a INPUT puede ser seguida por cualquier texto entre comillas (“”). Este
texto se imprime en la pantalla, seguido del signo de interrogacion.

De_spues del texto debe colocarse punto y coma (;) y el nombre de una o varias
variables, separadas por comas. El ordenador almacena los datos entrados en la
variable especificada, debiendo utilizar variables distintas para cada entrada.

EJEMPLOS de la instrucciéon INPUT:

100 INPUT A
110 INPUT B,C,D
120 INPUT “PREGUNTA"E

g:ac?:: 2;3 gizc;t:deste programa, aparecera el interrogante.para avisar al operador
ol 0; espera la entrada de datos._Cualquler nimero entrado se
i e A, que puede ser usada pos_tenormente por el programa. Si la
i hl;n numero, aparece el mensaje 7REDO FROM START, lo que
i € entrado una cadena y el ordenador esperaba un nimero. Si el
perador sélo pulsa IRIENVEIN, el valor de la variable no cambia.
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Ahora aparece el siguiente interrogante (linea 110). Si solo se entra un numero, el
Commodore 64 mostrara 2 interrogantes (?7?), lo que significa que el ordenador
requiere mas datos.

Usted puede entrar de una vez mas de un dato, que debera separar mediante
comas. De este modo previene la aparicion del dable signo de interrogacion. Si
escribe mas datos de los necesarios aparecera el mensaje ?EXTRA IGNORED, lo
que significa que los datos extra que escribié no se asignan a ninguna variable.
La linea 120 muestra la palabra PREGUNTA antes de que aparezca el interrogante.
El punto y coma es necesario entre la pregunta y la lista de variables.

La instruccion INPUT no se puede usar nunca fuera de programa. El Commodore
64 precisa espacio para un buffer que almacene temporalmente la respuesta a un
INPUT, y este espacio es el mismo que se reserva para comandos en modo directo.

INPUT#

TIPO:Instruccion de E/S
FORMATO:INPUT# <numero de fichero>, <lista de variables>

Accion: Esta es normalmente la via mas facil y rapida de extraer datos almacena-
dos en disco o cassette. Los datos se extraen por variables completas, siempre que
éstas tengan hasta 80 caracteres, a diferencia de la instruccion GET#, que los
extrae letra a letra. Para poder utilizar INPUT# es necesario abrir antes el fichero
mediante OPEN.

La instruccién INPUT# asume que una variable ha terminado cuando lee el cadigo
de RETURN (CHR$(13)), una coma (,), punto y coma (;), o dos puntos (;j icben
usarse comillas (") cuando se escriben estos simbolos como parte de una \ ai lable.
(Vea la instruccion PRINT#)

Si la variable usada es numeérica y se reciben caracteres no numéricos se produce
el error BAD DATA. INPUT# puede leer cadenas de hasta 80 caracteres. El intento
de leer una cadena mayor dara como resultado el error STRING TOO LONG.
Cuando se usa el periférico #3 (la pantalla), esta instruccion lee una linea l6gica
entera y mueve el cursor una linea hacia abajo hasta la proxima linea.

EJEMPLOS de la instruccion INPUT#:
10 INPUT#1,A
20 INPUT#2,A%,B$

INT

TIPO:Funcion Entera
FORMATO:INT(<numero>)

Accién: Devuelve el valor entero de la expresion. Si la expresion es positiva, sé
ignora la parte decimal. Si la expresion es negativa, cualquier decimal causa que se
devuelva el entero mas bajo
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EJEMPLOS de la funcion INT:
120 PRINT INT(99.4343),INT(-12.34)
99 -13

LEFTS

TIPO:Funciéon de cadena
FORMATO:LEFT$(<cadena>,<entero>)

Acc?én: Devuelve una cadena que comprende el nimero de caracteres mas a la
izquierda de la cadena determinados por el entero de la funcién. El argumento
entero puede ir de 0 a 255. Si el entero es mayor que la longitud total de la cadena
el resultado es la cadena entera. Si se usa cero como entero, el resultado es una;
cadena vacia (de cero caracteres).

EJEMPLOS de la funcién LEFT$:
10 A="COMMODORE COMPUTERS"
20 B=LEFT$(A%$,9):PRINT B$%
RUN

COMMODORE

LEN

TIPO:Funcién entera
FORMATO:LEN(<cadena>)

Acc&én:_Devuerg el nﬂn)ero de caracteres de la cadena. Los caracteres de control
Y espacios también se incluyen en la cuenta.

EJEMPLO de la funcién LEN:

CC$="COMMODORE COMPUTER":PRINT LEN(CC$)
18

LET

TIPO:Instruccion
FORMATO:[LET]<variable>= <expresion>

’J:t:folén: La instruccién LET puede ser usada para asignar un valor a una variable.
como que LET es opcional, la mayoria de programadores lo omiten para
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ahorrar tiempo y memoria. El signo igual (=) es suficiene cuando se asigna el valor
de una expresion a una variable.

EJEMPLOS de la instruccion LET:

10 LET D=12 (Esta linea es igual a: 10 D=12)
20 LET E$="ABC”
30 F$="DEF"

40 LET SUM$=E$+F$ (SUM$ es igual a ABCDEF)

LIST

TIPO:Comando
FORMATO:LIST[<primera linea>]-[<ultima linea>]

Accién: El comando LIST le permite ver las lineas del programa BASIC en la
memoria de su Commodore 64. Esta caracteristica le permite usar las facilidades
del potente editor de pantalla de su ordenador con el fin de editar y corregir las
lineas que se han mostrado mediante LIST con suma facilidad.

El comando LIST muestra todo o parte de un programa residente en memoria al
periférico asignado. LIST se dirige normalmente a la pantalla, pero sin embargo,
utilizando la instruccién CMD se puede enviar a otro periférico como la impresora o
el disco. El comando LIST puede ejecutarse en un programa, pero después del
listado aparecera el mensaje READY, deteniéndose el programa.

Cuando lista un programa en pantalla, la velocidad de desplazamiento de las lineas
(SCROLL) puede ser reducida pulsando la tecla de ConTRoL [EiiEM. E| listado es
interrumpido pulsando la tecla IEVIISIKOIE

Si no se especifican niimeros de linea se listara el programa por entero. Si se
especifica un nimero de linea seguido de un guién {-), la linea mencionada y todas
las superiores seran mostradas. Si se coloca delante el guion y detras un numero de
linea se mostrardn todas las lineas inferiores al numero, y también la
correspondiente al numero escrito. Si se especifican los dos numeros de linea se
mostraran todas las comprendidas entre ellos, ambos inclusive.

EJEMPLOS del comando LIST:

LIST (Lista el programa en memoria)

LIST 500 (Lista la linea 500)

LIST 150- (Lista desde la linea 150 al final)

LIST -1000 (Lista desde el principio a la linea 1000)
LIST 150-1000 (Lista de la linea 150 a la 1000, inclusive)

10 PRINT “ESTA ES LA LINEA 107
20 LIST (LIST usado en modo programa)
30 PRINT “ESTA ES LA LINEA 30"
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LOAD

TIPO:Comando
FORMATO:LOAD[“<nombre fichero>"][,<periférico>]
" [<direccion>]

chién: El comando LOAD lee un fichero de programa desde el cassette o la
unidad dg disco, colocandolo en memoria. De esta forma usted puede usar la
informacuén cargada cambiarla de cualquier modo. El nimero de periférico es
opcional, pero si no se especifica el ordenador lo considera como 1, ndmero que
corresponde a la unidad de cassette. El ndmero de la unidad de disco es
normalmenle 8. El comando LOAD cierra todos los ficheros abiertos v, si se usa en
modo dlreglo, realiza un CLR (borrar variables) antes de cargar el ;)rograma Si
LOAD se ejecuta dentro de un programa, una vez cargado se realizara un RUN .sin
la pérdida qe ninguna de las variables. De esta forma puede “encadenar” va‘rios
programas juntos.

Usando la unidad de disco y colocando como nombre de fichero un asterisco (*), el
qrdenador cargara el primer programa que figure en el directorio. Si el nombre ‘de
fichero especificado no existe o no corresponde a un fichero de programa se
generara el error ?FILE NOT FOUND.

Cu_a_ndo se cargan programas desde el cassette, el nombre de fichero puede ser
omitido, cargandose el primer programa que se encuentre en la cinta. El
Commodore 64 colocara la pantalla del color del borde una vez se haya pulsado la
tecla PLAY. Cuando se encuentra el programa, la pantalla retorna a la normalidad y
aparece el mensaje "FOUND*“. Al pulsar la tecla o después de una pausa de
aproximaciainente 15 segundos, el programa se cargard en el ordenador. Si se

pulsa la baa de IESERE), el ordenador ignorara el programa que acaba de
encontrar pra intentar cargar el siguiente. Los programas se cargan a partir de la

posicion 2&443‘ a menos que se use una direccion secundaria 1. Si usa la direccion
secundaria 1 el programa se cargard en la misma zona de memoria donde se
encontraba al ser almacenado (SAVE).

EJEMPLOS del comando LOAD:

LOAD {Lee el proximo programa del cassette)

LOAD A$ (Busca el programa cuyo nombre esta contenido en A$)

LOAD“*” 8 (Carga el primer programa del disco)

LOAD*" 1,1 (Busca_el Primer Programa en el cassette y lo carga
en el mismo lugar de la memoria en que estaba cuando
se grabo.
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LOAD “STAR TREK" (Carga un programa desde cassette)
PRESS PLAY ON TAPE

FOUND STAR TREK

LOADING

READY

LOAD “FUN" .8
SEARCHING FOR FUN
LOADING

READY

(Carga un programa desde disco)

LOAD “JUEGO” ,8,1 (Carga un programa a partir de la posicion
de memoria en que fue guardado anteriormente

en el disco)

LOG

TIPO:Funcion de coma flotante
FORMATO:LOG(<numeérico>)

Accién: Da como resultado el logaritmo natural (log en la base e) del argumento. Si
el valor del argumento es cero o negativo se genera el mensaje de error 2ILLEGAL
QUANTITY.

EJEMPLOS de la funcién LOG:

25 PRINT LOG(45/7)
1.86075234

10 NUM=LOG(ARG)/LOG(10) (Calcula el LOG de ARG en base 10).
MID$

TIPO:Funcion de cadena
FORMATO:MID$(<cadena>,<numérico-1> [<numérico—2>])

Accibn: La funcién MID$ devuelve una subcadena de la especificada en <cadena>.
La posicion de inicio de la subcadena se define por <numérico-1> y la longi-
tud de la misma por <numeérico—2>. Ambos argumentos deben estar comprendidos
entre 0 y 255.

Si el valor <numérico—1> es mayor que la longitud de la cadena o si el valor
<numérico—2> es cero, la funcion MID$ dara como resultado una cadena vacia. Siel
valor <numérico—2> esta fuera de rango, el ordenador asume que debe usarse el
resto de la longitud de la cadena.
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EJEMPLO de la funcion MID$:

10 A$="HOLA "
20 B$="PEDRO JOSE ALBERTO”
30 PRINT A$+MID$(B%.6,4)

HOLA JOSE

NEW

TIPO:Comando
FORMATO:NEW

Accion: El comando NEW se usa para borrar el programa actualmente en
memoria, asi como todas las variables. Antes de escribir un nuevo programa es
conveniente usar NEW para borrar la memoria del ordenador. NEW también se
puede usar en un programa, pero debe tener mucho cuidado al colocar este
comando en el mismo, ya que accidentalmente podria perder el programa en
memoria, por ejemplo, al corregir los errores del mismo.

ATENCION: No borrar un programa residente en memoria cuando se va a escribir uno nuevo
puede tener como consecuencias una confusa mezcla de ambos.

EJEMPLOS del comando NEW:

NEW (Borra el programa y todas las variables)
10 NEW (Realiza la operacion NEW, borrando y deteniendo
el programa)

NEXT

TIPO:Instruccion
FORMATO:NEXT [<contador>] [<contador>]...

Accion: La instrucidn NEXT se usa conjuntamente con FOR para establecer el fin
de un bucle FOR..NEXT. La instruccion NEXT no tiene porque ser la Ultima
instruccién fisica de un bucle, pero es siempre la dltima instruccion ejecutada en el
mismo. E| <contador> es el nombre de la variable de control usada con FOR al
iniciar el bucle. Un solo NEXT puede servir para varios bucles si detras se colocan
los nombres de las variables de control de cada uno de ellos. Para que esto
funcione es preciso colocar en primer lugar la variable del bucle mas interior, y de
ahi hacia afuera, dejando como (ltima variable la del bucle que encierra a todos los
demas. Cuando se usa NEXT de esta forma, cada variable debe separarse
mediante una coma. Se permiten hasta nueve bucles “anidados”, es decir, uno
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dentro de otro. Si se omite el nombre de variable el ordenador asume que es la del

bucle mas cerrado.

Cuando se ejecuta NEXT, el valor del contador se aumenta en 1 0 en el valor
opcional de STEP. Entonces sé comprueba si se ha alcanzado el limite de cuenta
para finalizar el bucle. Un bucle finaliza cuando el valor del contador €s superior al

limite establecido.
EJEMPLOS de la instruccion NEXT:

10 FOR J=1 TO 5FOR K=10 TO 20:FOR N=5 TO -5 STEP —1
20 NEXT N,J,K (Fin de los bucles anidados)

10 FOR L=1 TO 100
20 FOR M=1 TO 10

30 NEXT M

40 NEXT L (Advierta que los bucles NO
pueden cruzarse unos con otros)

10 FOR A=1 TO 10

20 FOR B=1 TO 20

30 NEXT

40 NEXT (Advierta que no es necesario

colocar nombres de variables)

NOT

TIPO:Operador logico
FORMATO:NOT <expresion>

Accion: El operador l6gico NOT “complementa” el valor de cada bit en su unict
operando, produciendo un entero “complementario a dos”. En otras palabras, NQT
dice realmente, “si esto no es...". Cuando se trabaja con numeros de coma flotante
los operandos son convertidos a enteros y 10s decimales se pierden. El operado
NOT también puede ser usado en una comparacion para invertir el val
verdadero/falso que se obtiene como resultado de un test de comparacion y p¢
esto invierte el significado de la comparacion. En el primer ejemplo, si el complé
mento de “AA” es igual a “BB” y si “BB” no es igual a “CC”, entonces la expresiot

es cierta.

EJEMPLOS del operador NOT:
10 IF NOT AA=BB AND NOT(BB=CC)THEN...

NN%=NOT 96:PRINT NN%
-97

‘ NOTA: Para encontrar el valor de NOT utilice 1a expresion X=(—(X-+1)). (EI complementar© i

un numero entero es el bit complementario mas 1)
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ON
TIPO:Instruccion
FORMATO:ON <variable> GOTO/GOSUB <numero de

linea>[<numero de linea>]...

Accéér;’: La |nstrucc‘|§n ON se usa para conducir el programa a uno de varios nume-
Bosl e linea, dependnendo del valor de la variable. El valor de la variable puede ir de
aﬂm:jmgro de hnea_s dado en la instruccion. Si el valor no es entero, se desprecia la
parte decimal. Por e;emplo, si el valor de la variable es 3, ON dirigira el programa al
lercer numero de linea de la instruccion. 4 3
?; TBIY v;l_orldeila variable es negativo aparece el mensaje de error ILLEGAL QUAN-
ie r:ume_ro es Cero, 0 mayor que la cantidad de lineas de la lista, el progra-
ma “ignora” la instruccion y ejecuta la siguiente. , .
|C;N %s_lzr&realadad una variante de la instruccion IF... THEN. En lugar de usar varios
, cada uno enviando a una linea determi i i6
nada, la instruccion ON lo h
con una sola linea de programa. Viend i jemy e
; o el primer ejemplo se dara cu
( 3 enta de
una sola instruccién ON reemplaza a cuatro instrucciones IF...THEN "

EJEMPLOS de la instruccion ON:

ON —(A=7)-2*(A=3)-3"(A<3)—4"(A>7)GOTO 400,900,1000,100
ON X GOTO 100,200,300,320
ON X+3 GOSUB 9000,20,9000

100 ON NUM GOTO 150,300,340
300,340,410
500 ON SUM/2+1 GOSUB 50,80,20

OPEN

TIPO:Instruccion de E/S

FORMATO: Y i
TO:OPEN <num. ﬂche_ro>,[<periférico>]{,<direccién>]
[“<nombre fichero>][,<tipo>][,<modo>"]

Accion: Esta i i

: in

sk f}t(;us:;én.?bre un canal para comunicarse con un periférico. Sin

OPEN. hipis o) esita todo_s los parametros del formato en cada instruccion
as instrucciones OPEN requieren solo dos cédigos:

1)NUMERO DE FICHERO
LOG
2)NUMERO DE PERIFERICO o

£ num tchero> es el nimero

WEN. CLOSE, CMD. GET o de fichero légico, al que se refieren las instrucciones

NPUT# y PRINT# para asociarlas con el periférico
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utilizado. EI numero de fichero logico puede ir de 0 a 255, pudiéndose asignar
cualquier nimero dentro de este rango.

NOTA:Los nameros de fichero mayores de 127 fueron disefados realmente para otros usos,
por lo que es mejor utilizar numeros menores de 127 para numero de fichero.

Cada periférico (impresora, cassette, unidad de disco) tiene su propio nimero de
periférico. El nimero de <periférico> se usa con OPEN para especificar el periférico
que se desea utilizar para almacenar o extraer datos. Los periféricos como discos,
cassettes e impresoras pueden asimismo tener direcciones secundarias. Piense

que estos codigos indican al periférico parte de las operaciones que debe realizar.

El numero de fichero légico se usa con cada GET#, INPUT# y PRINT#.

Si el numero de <periférico> no se asigna, el ordenador asume que desea leer 0
grabar informacion en su unidad de cassette, que posee el numero de periférico 1.
El nombre de fichero también puede omitirse, pero después no podra buscar el
fichero por ningun nombre si en el momento de crearlo no le ha dado uno. Cuando
almacena ficheros en el cassette, el ordenador asume que la direccioén secundaria
es 0, si la omite.”(operacion de lectura).

La direccién secundaria 1 abre (OPEN) un fichero en cassette para escritura de
datos. La direccion secundaria 2 provoca la escritura de una marca de fin de cinta
una vez cerrado el fichero de escritura. El marcador de final de cinta previene de la
lectura de datos que no pertenezcan al fichero. En el caso de intentarlo apareceria
el mensaje de error ?DEVICE NOT PRESENT.

Para los ficheros en disco, se pueden utilizar las direcciones secundarias de 2 a 14,
ambas incluidas, pero otros numeros tienen significado especial para el DOS
(Sistema Operativo de Disco). Debe usar siempre una direccién secundaria cuando
utilice 1a instruccion OPEN con el disco. (Para mas detalles sobre el DOS consulte
el manual de su unidad de disco.)

El <nombre de fichero> es una cadena de 1 a 16 caracteres, opcional en el cassette
y la impresora. Si el <tipo> de fichero se omite, el ordenador asume que se trata de
un fichero de programa, a menos que se encuentre el <modo>. Los ficheros
secuenciales se abren para lectura (<modo>=R) a menos que especifique que el
fichero debe ser de escritura. (<modo=>=W). Un <tipo> de fichero puede ser usado
para abrir (OPEN) un fichero. :

Si intenta acceder a un fichero sin haberlo abierto previamente mediante OPEN,
recibira el mensaje de error ?FILE NOT OPEN. Si intenta OPEN para la lectura de
un fichero inexistente, el mensaje de error ?FILE NOT FOUND se mostrara en
pantalla. Si se intenta abrir un fichero de escritura en disco, y existe otro con el
mismo nombre se mostrara el mensaje de error ?FILE EXISTS. No se comprueba
un error de este tipo al trabajar con cassette, por lo que debe asegurarse de que la
cinta esta en la posicion correcta, para que no pueda borrar accidentalmente datos
importantes. Si se abre un fichero y se intenta volverlo a abrir mediante otra
instruccion OPEN se producira el error FILE OPEN. (Consulte los manuales de los
distintos periféricos para mas detalles).
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EJEMPLOS de las instrucciones OPEN:

10 OPEN 2,8,4,"SALIDA AL (Abre fichero secuencial en

DISCO, SEQ, W" disco).

10 OPéN 1,1,2,“ESCRITURA (Escritura; Marca de fin de
CASS.” cinta).

10 OPEN 50,0 (Entrada por teclado)

10 OPEN 12,3 (Salida por pantalla)

10 OPEN 130,4 (Salida por impresora)

10 OPEN 1,1,0,“NOMBRE" (Lectura desde cassette).

10 OPEN 1,1,1,"NOMBRE”" (Escritura en cassette)

10 OPEN 1,2,0,CHR$(10) (Apertura de un canal RS-232)

10 OPEN 1,4,0,“CADENA” (Mayusculas/Graficos a impre-

sora) .
10 OPEN 1,4,7,“CADENA" (Mayusculas/Minusculas a im-
presora)
10 OPEM 1,5,0,“CADENA" (Maytsculas/Graficos a la im-
presora con un numero de peri-
férico 5)
10 OPEN 1,8,15,“COMANDO"” {Envia un comando al disco)

OR

TIPO:Operador légico
FORMATO:<operando>OR<operando>

Anatsis ft A
e :;:léni Asi como los operadores de comparacion se usan para tomar decisiones
‘ n:e el curso del programa, los operadores ldgicos pueden conectar dos'o mas

paraciones y devolver un valor verdadero/falso que se puede usar en la toma
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de decisiones. Cuando se usa en calculos, el OR logico da un bit a 1 si uno o los dos
bits correspondientes a los operandos estan a 1. Esto puede producir como
resultado un numero entero, dependiendo de los operandos. Cuando se usa en
comparaciones, el operador légico OR se usa para unir dos expresiones en una
expresién compuesta. Si una de las dos expresiones es verdadera, el valor de la
expresion combinada es verdadero (~1). En el primer ejemplo, si AA es igual a BB o
(OR) si XX es igual a 20, la expresion es cierta.

Los operadores ldgicos trabajan convirtiendo a los operandos en un numero de 16
bits, con signo, en el rango comprendido entre —32768 y +32767. Si los operandos
no estan en este rango se produce un error. Cada bit del resultado es determinado
por los correspondientes bits de los operandos.

EJEMPLOS del operador OR:

100 IF (AA=BB)OR(XX=20)THEN....

230 KK%=64 OR 32:PRINT KK% (EI valor binario de 64
es 01000000 y el de 32
es 00100000)

(El ordenador responde
con el valor

binario 01100000
01100000=96.)

PEEK

TIPO:Funcién entera
FORMATO:PEEK(<numero>)

Accion: Devuelve un entero entre 0 y 255, producto de la lectura de una posicion de
memoria, que debe estar comprendida entre los numeros O y 65535. Si se intenta
olro numero aparecera el mensaje de error ?ILLEGAL QUANTITY.

EJEMPLOS de la funcion PEEK:

10 PRINT PEEK (53280) AMD15 (Da como resultado el co-
digo de color del borde
de la pantalla.)

5 A%=PEEK(45)+PEEK(46)"256 (Resultado: posicion de
inicio de la zona de va-
riables BASIC.)
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POKE

TIPO:Instruccion
FORMATO:POKE <posicion>,<valor>

Accion: La instruccién POKE se usa para colocar un valor de 8 bits en una posicion
de memoria 0 un registro de entrada/salida. La <posicién> es una expresion
aritmética que dé como resultado un numero entre 0 y 65535. El <valor> es una
expresion o nimero comprendido entre 0 y 255. Si alguno de ambos valores esta
fuera de rango, se producird el error ?2ILLEGAL QUANTITY.

Las instrucciones POKE y PEEK son dtiles para almacenar datos, controlar displays
gréficos o sonido, cargar rutinas en lenguaje maquina y pasar argumentos y
resultados desde y hacia subrutinas en lenguaje maquina. Ademas, varios
parametros del Sistema Operativo pueden ser examinados mediante PEEK y
modificados mediante POKE. En el Apéndice G se encuentra un mapa de
posiciones de memoria Utiles, y las paginas 256-272 contienen el mapa de memoria
completo de su Commodore 64.

EJEMPLOS de la instruccion POKE:

(Coloca una “A” en la posicién de panta-
lla ndmero 1.)
(Actualiza el puntero de Sprite #0.)

POKE 1024,1
POKE 2040,PTR
10 POKE RED,32
20 POKE 368798
2050 POKE AB

POS
TIPO:Funcién Entera

FORMATO:POS(<numero>)

Accion: Le dice la posicion actual del cursor dentro de la linea légica de 40
caracteres. Puesto que el Commodore 64 dispone de una pantalla de 80 caracteres,
cualquier posicién entre 40 y 79 se refiere a la segunda linea de la pantalla. El
argumento numérico es ignorado.

EJEMPLOS de la funcion POS:
1000 IF POS(0)>38 THEN PRINT CHRS$(13)

PRINT

TIPO:Instruccion
FORMATO:PRINT[<variable>][<,/;><variable>]...

Accién: La instruccion PRINT se usa normalmente para imprimir datos en
pantalla. Sin embargo, la instruccion CMD puede desviar estos datos a otros
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periféricos. Las variables que siguen a PRINT pueden ser expresiones de
cualquier tipo. Si no se encuentra una lista de variables, se imprime una linea
en blanco. La posicion de cada dato impreso se determina por los signos de
puntuacion usados para separar los mismos.

Los caracteres de puntuacion que puede usar son: espacios, comas Yy punto
y coma (;). La linea logica de 80 caracteres esta dividida en 8 zonas de 10
espacios cada una. En la lista de expresiones, una coma entre datos causa
que éstos se impriman al inicio de la siguiente zona. Un punto y coma causa
que el préximo valor se imprima justo detras del anterior. Sin embargo, hay
dos excepciones a la siguiente regla:

1)Los datos numéricos se imprimen con un espacio después del nimero.
2)Los numeros positivos se imprimen precedidos también de un espacio.
Cuando no coloque un signo de puntuacion entre dos cadenas, el ordenador
asume que hay un punto y coma. Sin embargo, la presencia de espacios
entre una cadena y un dato numérico o entre dos datos numéricos causa la
interrupcién de la impresion sin que se imprima el segundo dato.

Si al final de la lista de salida se encuentra una coma o punto y coma, la
proxima instruccién PRINT se ejecutara en la misma linea, siguiendo las
reglas anteriores. Si no se encuentra ningtn signo al final de un print, se
imprimira un retorno del carro, lo que causa que la proxima instruccion
PRINT se ejecute al principio de la proxima linea. Si la salida se dirige a la
pantalla y los datos ocupan mas de 40 caracteres, la impresion continuara al
principio de la préxima linea.

No hay ninguna otra instruccion en BASIC tan versatil y variada como
PRINT. Hay muchos simbolos, funciones y parametros asociados a esta
instruccién, que puede ser considerada como un lenguaje propio dentro del
BASIC. Un lenguaje disenado especialmente para escribir en la pantalla.

EJEMPLOS de la instruccion PRINT:
1)

5 X=5

10 PRINT -5*X,X-5,X+5,X-5
-25 0 10 3125
2

5 X=9

10 PRINT X:*AL CUADRADO ES"X"X"Y";

20 PRINT X;"AL CUBO ES"X"3

9 AL CUADRADO ES 81 Y 9 AL CUBO ES 729

3)

90 AA$="ALPHA":BB$:"BAKEH":CC$=“CHAHLIE":DD$=“DOG":
EE$="ECHO”

100 PRINT AA$;BB$,CC$;DD$,EES

ALPHABAKERCHARLIEDOG ECHO

i F EE
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Modo Comillas

Cuando se escriben comillas (EJEIIEH Bl), se detienen las operaciones de control
del cursor y se inicia la impresion de caracteres en inverso que sefalan los
distintos movimientos del mismo. Esto le permite programar estos controles de
cursor, de forma que el texto a imprimir se muestre en la posicion deseada. La
tecla es el tinico control del cursor no afectado por el “modo comillas®.

1. Movimiento del Cursor.

Los controles del cursor que pueden ser “programados” en modo comillas son:

TECLA APARECE COMO

11 CRSR ||

_Si dgsea imprimir la palabra HELLO diagonaimente desde la esquina superior
izquierda de la pantalla, debe escribir:

=008

PRINT “[eINZIGOIYE H S CRSR N L 0"

Lo que aparece como:

PRINT ‘El H @ E @] L @ L €] O"

2.Caracteres Inversos

Apretando la tecla y la tecla [El, aparece el caracter [l§l entre comillas.
Esto produce que todos los caracteres siguientes se impriman en VIDEO
INVERSO (como un negativo fotografico). Para finalizar este modo de impresion
pulse K. o imprima un RETURN (CHR$(13)). (Es suficiente terminar la
instrucciéon PRINT sin coma o punto y coma.)

3.Controles de Color

Eule:;ando la tecla [SHIEM o la con alguna de las 8 teclas de color se forma un
darac’(er especugl inverso entre las comillas. Cuando se ejecuta el PRINT, los
atos apareceran en el color al que se refiere el caracter.

& S—1
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TECLA COLOR APARECE COMO
1] NEGRO |
2] BLANCO
B8 ROJO
[ 4 ] CYAN
5] PURPURA
6 | VERDE

AzuL

+JODE fol=l i -hald -1

8 | AMARILLO
c<f 1] NARANJA
C< 2] MARRON
3 ] ROJO CLARO
<Y 4] GRIS 1
Cx| a GRIS 2
< 6 | VERDE CLARO l|
| Cx| AZUL CLARO a

m n GRIS 3 ==

Si desea imprimir la palabra HELLO en cyan y THERE en blanco, escriba:
PRINT “[eiNal® HELLO [eINziS THERE"
lo que aparece como:

PRINT * ] HELLO THERE"

4. Modo de Insercion

Los espacios creados mediante la tecla tienen las mismas
caracteristicas que en modo comillas. La Gnica diferencia es que IBIEW, que tenia
una funcién normal incluso en modo comillas, ahora crea una . = INST B ql:B
creaba un simbolo especial en modo comillas, ahora inserta espacios norma!men :-
A causa de esto, es posible crear una instruccién PRINT conteniendo la funcion de
borrado (DEL). He aqui un ejemplo de esto:

10 PRINT*HELLO* INSIIDEN Eilad INSHREY EiElEE [INST/DEL]
[ INST/DEL] 2
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que aparece COMO:
10 PRINT"HELLO P

Cuando se ejecute la linea anterior, se mostrara la palabra HELP, puesto que se
han borrado los dos Ultimos caracteres de la palabra HELLO y se ha anadido una P
en su lugar.

ATENCION: Los DELetes funcionan en el listado igual que si se imprimieran, por lo que editar
una linea con dichos caracteres puede ser bastante dificil.

La condicion “modo de insercidon” se termina al pulsar JRIEVIEN o EEEE
FEIVEN, o cuando se han cubierto todos los espacios insertados.

5. Otros Caracteres Especiales.

Hay ofros caracteres con funciones especiales, aunque no son accesibles
facilmente mediante el teclado. Para colocarlos entre comillas, debe dejar espacios
vacios en la linea, pulsar IRI=IEIEIN o sl BRI=ENIER, volver a estos espacios,

pulsar [oE35M IEVENEN, para iniciar la impresion inversa, y escribir las teclas mos-
tradas abajo:

Desactivar teclas de cambio de Mayusc./Minusc.
Activar teclas de cambio de Mayusc./Minusc.

Funcion Escriba
SHIFT/RETURN o N
Cambiar a minisculas ,ﬂ m g
Cambiar a mayusculas n
[

EEE
Xz

El =N BESHVED trabaja en el listado igual que en la impresién, por lo que la

edicion es imposible si se usa este caracter. Ademas, el listado aparecera de forma
muy extrana.

PRINT #

TIPO:Instruccién de E/S

FORMATO:PRINT#<numero de fichero>[<variable>][<,/;>
<variable>]...

Accion: La instruccion PRINT# se usa para escribir datos en un fichero logico.
Depe usar el mismo nimero de la instruccion OPEN que se utilizo para el fichero. La
salida se dirige al numero de periférico usado en la instruccibn OPEN. Las
expresiones de la lista pueden ser de cualquier tipo. Los caracteres de puntuacion
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entre datos son los mismos que para la instruccion PRIN: y se usan de la misma
forma. El efecto de la puntuacion es distinto en dos aspectos fundamentales.

Cuando se usa en ficheros sobre casseite, la coma, en lugar de espaciar |

imprimiendo por zonas, tiene el mismo efecto que punto y coma. Sin embargo,
cuando no se usan signos de puntuacion entre datos, el efecto de espaciado es el
mismo. Los datos son escritos como una sola cadena de caracteres. Los datos
namericos estan seguidos de un espacio, Y si son positivos estara precedidos de
otro.

Si no hay puntuacién al final de la lista, se envia un retorno de carro. Si la lista se
termina con coma o punio y coma, el retomo de carro es suprimido.
Independientemente de la puntuacion, el proximo dato empieza en el siguiente
espacio disponible. La alimentacién de linea actua como stop durante la ejecucion
de INPUT#, dando como resultado una cadena vacia. La alimentacién de linea
puede ser eliminada o compensada como se vera luego. ;

La forma mas facil de escribir mas de una variable en un fichero sobre disco o cinta
es asignar a una variable el codigo CHR$(13) y usarla como separador entre datos.

EJEMPLOS de la instruccion PRINT#

1)

10 OPEN 1,1,1,“FICHERO CINTA"

20 R$ = CHR$(13)

30 PRINT# ],1;R$;2;R$;3;R$;4;R$;5
40 PRINT# 1,6

50 PRINT# 1,7

(Cambiando CHR$(13)
por CHR$(44) colocara
una coma entre varia-
bles. CHR$(59) coloca
un “;" entre ellas.)

2)

10 CO$=CHR$(44): CR$=CHR$(13)

20 PRINT#1, “AAA“CO$"BBB”,
“CCC”;"DDD";"EEE“CR$
“FFF'CR$;

30 INPUT#1, A$,BCDES,F$

AAA BBB CCCDDDEEE
(Retorno de carro)
FFF(Retorno de carro)

3)

5 CR$=CHR$(13)
10 PRINT#2, “AAA”;CRS;"BBB" (10 espacios)AAA

20 PRINT#2, “CCC”; BBB :
(10 espacios)CCC

30 INPUT#2, A$,B$,DUMMYS,CS
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READ

TIPO:Instruccion
FORMATO:READ <variable> [<variable>]...

A_ccibn: La ir)struccic’)n READ se usa para asignar a variables las constantes conte-
nidas Iep las dmstrucciones DATA. Los datos contenidos en DATA deben concordar
con el tipo de variable de READ, si esto no ocurre se producira

2SYNTAX ERROR*. Las variables de la lista DATA delfen eslll::' (;!egggdaB: ?)tc?r
comas.

Una sola instrucccion READ puede acceder a una o0 mas instrucciones DATA, a las
que se accede por orden (Vea DATA), o una sola instruccién DATA puede se; leida
varias veces por READ. Si se ejecutan mas instrucciones READ que el numero de
elementos en las instrucciones DATA, se imprime el mensaje de error 20UT OF
DATA. Si el nimero de variables especificado es menor que el nimero de elemen-
tos DATA, los subsiguientes READ continuaran a partir del punto en que finalizé la
dltima lectura. (Vea RESTORE).

I’N(;‘II;:DEI 2SYNTAX ERROR aparece con el nimero de linea de la instruccion DATA, no de
a ; ’

EJEMPLOS de la instruccion READ:

110 READ AB,C$
120 DATA 1,2,HELLO

100 FOR X=1 TO 10:READ A(X):NEXT
200 DATA 3.08,5.19,3.12,3.98,4.24
210 DATA 5.08,5.55,4.00,3.16,3.37

1 READ CIUDAD$,ESTADOS$,ZIP
5 DATA DENVER,COLORADO,80211

REM

TIPO:Instruccién
FORMATO:REM [<comentario>]

::ﬁ:: éFrJSSt;L:;C|0n Hc:EM permite una mayor compre_nsién del programa cuando
b F":Wpele reicor arle a usted coémo y con qué ideas realizé cada parte del
inforrnacién = 1E|rnp o} pqede usarla.para regordar el uso de cada variable, u otra
bl s : cqntenldo de una mslrur_:mon_ REM puede ser de cualquier tipo:

» Nimeros, signos de puntuacién (incluido “:") e incluso palabras BASIC.
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La instruccion REM y todo lo que le sigue en el mismo nimero de linea es ignorado
por el intérprete BASIC, pero al listar un programa se muestra tal como se imprimio.
Un GOTO o GOSUB puede referirse a una linea REM, y el programa continuara en
la proxima linea mas alta que contenga instrucciones ejecutables.

EJEMPLOS de la instruccion REM:

10 REM CALCULA MEDIA DE VELOCIDAD

20 FOR X=1 TO 20:REM BUCLE PARA 20 VALORES
30 SUM=SUM+VEL(X):NEXT

40 MDV=SUM/20

RESTORE

TIPO:Instruccion
FORMATO:Restore

Accion: El BASIC mantiene un puntero interno que indica la proxima constante
DATA a leer. Este puntero puede ser inicializado a la primera constante DATA
mediante RESTORE. RESTORE puede ser usado en cualquier parte del programa
para iniciar la lectura de constantes DATA desde el principio.

EJEMPLOS de la instruccién RESTORE:

100 FOR X=1 TO 10:READ A(X):NEXT
200 RESTORE

300 FOR Y=1 TO 10:READ B(Y):NEXT
400 DATA 33,6,256,44,35

500 DATA 2,65,221,78,21

(Construye dos tablas con datos idénticos)

10 DATA 1,234

20 DATA 56,7.8

30 FOR L=1TO 8
40 READ A:PRINT A
50 NEXT:RESTORE
60 FOR L=1TO 8
70 READ A:PRINT A
80 NEXT
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RETURN

TIPO:Instruccion
FORMATO:RETURN

Acci_én: La_ instruccion RETURN se usa para terminar una subrutina llamada
mediante la instruccion GOSUB. Si el programa contiene subrutinas anidadas (unas
dentro de otras), cada GOSUB debera estar emparejado con al menos un
RETURN. Una subrutina puede contener cualquier nimero de RETURNS, pero el
primero que se encuentre producird la salida de la misma. ’

EJEMPLO de la instruccion RETURN:

10 PRINT “ESTO ES EL PROGRAMA"

20 GOSUB 1000

30 PRINT “EL PROGRAMA CONTINUA”

40 GOSUB 1000

50 PRINT “MAS PROGRAMA”

60 END

1000 PRINT"ESTO ES LA SUBRUTINA":RETURN

RIGHT$S

TIPO:Funcién de Cadena
FORMATO:RIGHT$(<cadena>,<numero>)

Accion: La funcion RIGHT$ da como resuitado una subcadena tomada de la parte
derecha‘ del argumento «cadena». La longitud de la subcadena esta especificada
por el nimero del argumento, que debe estar comprendido entre 0 y 255. Si el valor
de la expresion numérica es cero, se devuelve una cadena vacia (“"). Si el valor es
mayor que la longitud total de la cadena, el resultado es la cadena entera.

EJEMPLOS de la funcion RIGHTS:

10 MSG$="COMMODORE COMPUTERS"
20 PRINT RIGHT$(MSG$,9)
RUN

COMPUTERS

RND

TIPO:Funciéon de coma flotante
FORMATO:RND(<numero>)

Accién: RND crea un numero aleatorio en coma flotante entre 0.0 y 1.0. El
Sgdir]ador genera una secuencia‘de numeros aleatorios realizando calculos sobre

Umero de inicio, que en la jerga de los programadores se llama “semilla”.
Durante las operaciones que siguen al encendido del ordenador se fija la “semilla”

. S]]
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para RND. El argumento nimerico no tiene valor para el célculo, excepto el signo
(positivo, cero o negativo). _ :

Si el argumento es positivo, se produce una secuencia d'e‘ nimeros
“pseudoaleatorios”, empezando por el valor de la “semilla”. Se produciran distintas
secuencias con distintas semillas, pero cada secuencia es repetible empezando por
la misma semilla. Tener una secuencia conocida de nimeros “aleatorios" puede ser
util para probar programas. '

Si escoge el argumento cero (0), RND genera el nimero directamente a partir §iel
sistema de reloj del ordenador. Los argumentos negativos causan que se utilice

siempre la misma semilla.

EJEMPLOS de la funcion RND:
220 PRINT INT(RND(0)*50) (Numeros enteros

entre 0 y 49)

100 X=INT(RND(1)*6)+INT(RND(1)*6)+2  (Simula dos dados)

100 X=INT(RND(1)*1000)+1 (Enteros entre 1y

1000)

(Enteros entre 100

100 X=INT(RND(1)*150) + 100
y 249)

(Numeros aleatorios
entre los limites U
(superior) y L (in-
ferior))

100 X=RND(1)*(U-L)+L

RUN

TIPO:Comando

FORMATO:RUN[<numero de linea>]

Accion: El comando RUN se usa para iniciar la ejecucion de un programa en
memoria. El comando RUN implica la ejecucion de una operacion CLR antes de
ejecutar el programa. Puede evitar esta operacién usando GOTO o CONT en _Iugar
de RUN. Si se especifica <numero de linea>, el programa empezara por la mlsma.
Si no se especifica, el programa se inicia por la linea con el numero mas bajo. Si el
<numero de linea> no existe se devuelve el error UNDEF'D STATEMENT.
Un programa se para y el BASIC vuelve al modo directo cuando se encuentra una
instruccion STOP o END, cuando se ejecuta la Ultima linea del programa o cuando
se produce un error en la ejecucion.

EJEMPLOS del comando RUN:

RUN (Empieza en la primera linea del programa)
RUN 500 (Empieza en la linea 500)
RUN X (Empieza en la linea X, o UNDEF'D STATEMENT

ERROR si la linea X no existe)
microelectronica F E :
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SAVE

TIPO:Comando
FORMATO:SAVE[“<nombre fichero>"][,<periférico>]

[<direccion>]

Accién: El comando SAVE se usa para guardar como fichero en disco o cinta un
programa almacenado actualmente en la memoria del ordenador. SAVE sélo afecta
al programa mieqtras se ejecuta. Una vez ejecutado el comando, el programa
seguira en memoria exactamente igual a como estaba antes. El fichero creado sera
“PRG" (programa). Si se omite el <periférico> (numero del periférico), el ordenador
asume que el programa se desea grabar en cassette, que tiene el numero de
peritérico 1. Si el ndmero de periférico es 8, el programa se grabara en la unidad de
disco. EI comando SAVE se puede ejecutar dentro de un programa, continuando la
ejecucion de la préxima instruccion una vez completado SAVE.

Los programas en cinta se almacenan dos veces consecutivas, de forma que el
Commodore 64 pueda chequear errores cuando cargue el programa (LOAD)
Cuando guarda (SAVE) programas en cinta, el <nombre de fichero> y la <direccién>
secundaria son opcionales. Sin embargo, asignar un nombre entrecomillado (o una
variable) al programa permite que el Commodore 64 encuentre con mas facilidad el
programa a la hora de ser cargado. Si se omite el nombre de programa, cuando se
quiera cargar NO se podra especificar ningin nombre.

La direccion secundaria 1 indica al KERNAL que cuando cargue posteriormente el
programa lo haga en las mismas posiciones de memoria que ocupaba cuando fue
grabado, en lugar de a partir de la 2048, si es necesario. La direccion secundaria 2
coloca al final del programa un indicador de fin de cinta. La direccién secundaria 3
combina ambas funciones.

Quando se graba un programa en disco, el <nombre de fichero> se debe incluir
siempre.

EJEMPLOS del comando SAVE:

SAVE “ (Graba en cinta sin nombre)

SAVE “ALPHA”, 1 (Graba en cinta con el nombre "alpha”)
SAVE “ALPHA", 1, 2 (Graba “alpha” con marca de fin de
cinta)

(Graba en disco (el numero 8 es el nu-
mero de periférico del disco))

(Guarda en cinta con el nombre conte-
nido en A$)

(Graba en cinta y prosigue la ejecu-
cién en la siguiente linea)

SAVE “FUN.DISK",8
SAVE A$

10 SAVE “H|”

SAVE “ME",1,3 (Graba en cinta un programa no relo-

catable con marca de fin de cinta)
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SGN
TIPO:Funcién entera
FORMATO:SGN(<numero>)

Accién: SGN le da un valor entero dependiendo del signo del argumento. Si el
argumento es positivo, el resultado es 1. Si el argumento es 0, el resultado es
también 0. Si es negativo, el resultado es —1.

EJEMPLO de la funcion SGN:

90 ON SGN(DV)+2 GOTO 100,200,300
(Salta a 100 si DV es negativo, a 200 si DV=0 y a 300 si DV es positivo)

SIN
TIPO:Funciéon de coma flotante
FORMATO:SIN(<nUmero>)

Acéién: SIN le da el seno del argumento, en radianes. El valor de COS(X) es igual a
SIN(X+3.14159265/2).

EJEMPLO de la funcion SIN:
235 AA=SIN(1.5):PRINT AA

997494987

SPC

TIPO:Funcién de cadena
FORMATO:SPC(<numero>)

Accién: La funcién SPC se usa para formatear la salida de datos, ya sea en la
pantalla 0 en un fichero légico. El argumento de SPC equivale al numero de
eSPaCios que se imprimen, a partir de la préxima posicion libre. Para la pantalla y
ficheros en cinta el maximo nimero de SPC es 255, para ficheros en disco es 254.
Para salida a impresora, se imprimiran espacios hasta llegar al nimero especificado
o a la ultima posicién de una linea. LLegado a este punto se imprime un retorno de
carro, no imprimiéndose mas espacios en la siguiente linea.

EJEMPLO de la funcién SPC:

10 PRINT“RIGHT ";"HERE &";
20 PRINT SPC(5)"OVER"SPC(14)"THERE”

RUN
RIGHT HERE & OVER THERE
66 e [
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SQR

TIPO:Funcion de coma flotante
FORMATO:SQR(<numero>)

Accion: SQR le da el valor de la Raiz Cuadrada del argumento numeérico. El valor

del argumento no puede ser negativo, o se producird ?
ey p el error ?ILLEGAL

EJEMPLO de la funcién SQR:

FOR J=2 TO 5:PRINT J*5,SQR(J*5):NEXT
10 3.16227766

15 3.87298335

20 4.47213595

25 5

READY
STATUS

TIPO:Funcién entera
FORMATO:STATUS

Accidn: Devuelve el estado de la Gltima o i6

_ / peracion de E/S efectuada en un fichero
ab:ego previamente. EI STATUS puede ser leido desde cualquier periférico. La
?a abra reservada STATUS (o simplemente ST), es una variable definida por el sis-
ema en la que el KERNAL coloca el estado de las operaciones de E/S. A

co “nuacu)n sem Slra una abka C
e ue t enien vaIOIeS que LIE!de contener SI

= — 1]
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Pos. bit | Valor numérico Lectura Bus serie Verify y
ST de ST Cassette L/E Load C.
3 Escritura
0 ! fuera de
tiempo.
2 Lectura
! fuera de
tiempo. =
2 4 Bloque corto. Blogue cor.
3 8 Blogue largo. Bloque lar.
Error de lec- S
4 16 : Cualquier
L desacuerdo.
perable. i 7
5 32 Error de re- Error de re-
vision. visién.
6 64 Fin de fichero EOI
7 —128 Fin de cinta Periférico Fin de
no presente| cinta

EJEMPLOS de la funcién STATUS (ST)

10 OPEN 1,4:0PEN 2,8,4,“MASTER FILE,SEQ,W”

20 GOSUB 100:REM CONPRUEBA ESTADO

30 INPUT#2,A$,B,C

40 |IF STATUS AND 64 THEN 80:REM FIN DE FICHERO
50 GOSUB 100:REM COMPRUEBA ESTADO

60 PRINT#1,A$,B;C

70 GOTO 20

80 CLOSE1:CLOSE2

90 GOSUB 100:END

100 IF ST>0 THEN 9000:REM COMPRUEBA ERRORES DE E/S
110 RETURN

STEP

TIPO:Instruccion

FORMATO:[STEP<expresién>]

Accién: La palabra clave opcional STEP sigue al <valor de final> en la instruccion
FOR. Esta instruccion define el valor del incremento en la variable de control. Como
incremento se puede usar cualquier valor excepto 0. Si se omite STEP, el
incremento se realizara de 1 en 1. Cuando se encuentra la instruccion NEXT, se
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incrementa la variable de control aei bucle en la cantidad indicada por la expresion
que sigue a STEP. Entonces se comprueba el valor de dicha variable con el valor
final del bucle para terminar —si fuera el caso— la ejecucién del mismo. (Vea la
instruccion FOR para mas detalles.)

NOTA: El valor de STEP no puede ser cambiado una vez iniciado el bucle.

EJEMPLOS de la instrucciéon STEP:

25 FOR XX=2 TO 20 STEP 2
35 FOR A=0 TO -20 STEP -2

STOP

TIPO:Instruccion
FORMATO:STOP

Accion: La instruccion STOP se usa para detener la ejecucién de un programa y
volver al modo directo. La pulsacién de la tecla produce el mismo
efecto. Se imprime el mensaje ?BREAK IN LINE nnnnn, seguido de READY.
“nnnnn” es el namero de linea en que se interrumpi6 el programa. Todos los
ficheros abiertos siguen abiertos y las variables permanecen intactas para que

puedan ser examinadas. El programa puede ser continuado mediante CONT o
GOTO nnnnn.

EJEMPLOS de la instruccién STOP:

10 INPUT#1,AA,BB,CC
20 IF AA=BB AND BB=CC THEN STOP
30 STOP

(El bucle se repite 10 veces)
(El bucle se repite 11 veces)

(Si las tres variables son iguales aparecera:)
BREAK IN LINE 20
BREAK IN LINE 30

STR$

(Si no son iguales)

TIPO:Funcion de Cadena
FORMATO:STR$(<numérico>)

Accion: STR$ convierte en cadena el valor numérico de la expresion. Los nimeros
estaran seguidos de un espacio, y —si son positivos— precedidos por otro.

-EJEMPLO de la funcion STR$

100 FLT=1.5E4:ALPHA$=STR$(FLT)
110 PRINT FLT,ALPHA$

15000 15000

— 1 =] -
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SYS

TIPO:Instruccion
FORMATO:SYS<posicion de memoria>

Accién: Esta es la forma mas corriente de mezclar un programa en BASIC con una
rutina en lenguaje maguina, El programa en lenguaje maquina se ejecuta a partir de
la posicion de memoria especificada en el SYS. La instruccion SYS se puede |
ejecutar en modo directo o dentro de un programa para que el microprocesador |
tome el control de un programa en lenguaje maquina existente en la memoria. La |
posicion de memoria puede ser el resultado de una expresion, y debe estar |
comprendida entre 0 y 65535, con lo que el programa puede estar en RAM o en |
ROM.

Cuando use la instruccion SYS debe terminar su rutina en lenguaje maquina con la
instruccion RTS (ReTorno de Subrutina), de forma que una vez terminado el
programa en C/M, el ordenador vuelva al BASIC y ejecute la siguiente instruccion.

EJEMPLOS de la instruccion SYS:

SYS 64738(Ejecuta un programa en ROM
que reinicializa el sistema).

(Ejecuta la instruccion en
lenguaje maquina de la posi-
cién 4400. Puesto que el co-
digo 96 equivale a la instruc-
cién en C/M RTS, se vuelve in-
mediatamente al BASIC.

10 POKE 4400,96:5YS 4400

TAB

TIPO:Funcion de cadena
FORMATO:TAB(<numero>)

Accién: La funcion TAB mueve el cursor a la posicion relativa en pantalla indicad
por el argumento, a partir de la primera posicion de la izquierda de la linea. £l valor
del argumento debe estar comprendido entre 0 y 255. La funcion TAB debe séf
usada con la instruccion PRINT, ya que no funciona con la instruccion PRINT# aun

fichero logico.
EJEMPLO de la funcién TAB:

100 PRINT*NOMBRE" TAB(25)"IMPORTE”:PRINT
110 INPUT#1,NOMS$,IMP$
120 PRINT NAM$ TAB(25)IMP$

NOMBRE IMPORTE

G.T.JONES 25.
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TAN

TIPO:Funcion de coma flotante
FORMATO:TAN(<numero>)

Accion: Devuelve la tangente del valor de la e i

: xpresién <numérica> en radi i
la funciébn TAN qugda fuera de las posibilidades de calculo del ordrad'adne& -
mostrado el mensaje ?DIVISION BY ZERO. s b

EJEMPLO de la funcion TAN:
10 XX=0.785398163:YY=TAN(XX):PRINT YY

1

TIME

TIPO:Funcion numérica
FORMATO:TI

AeiiBn: : i :
Cer«;id;:;.ici_.ai _furzimon Tl lee el reloj interno del microprocesador. El reloj es puesto a
ializado) cuando usted conecta el ordenador. El contador aumenta una

unidad cada 1/60 de segundo. Este reloj a i
. . j a intervalos de 1/60 de i
durante las operaciones de E/S con el lector de cinta. i i

EJEMPLO de la funcién TI:

10 PRINT TI/60 “SEGUNDOS D
e e ESDE LA CONEXION

TIME$

TIPO:Funcién de cad
FORMATO:TI$ i

Accion: E i i

o conetl.lraecli?)] Tl'alirzp:rt:cely trabaja como un RELOJ REAL mientras el ordenador

o, como.una cadc ualizar TI$ se utiliza el reloj interno del hardware. TI$ se

e ena de 6 caracteres, que indican horas, minutos y segun-
gnar un punto de arranque arbitrario para ajustar el reloj a la hora

real (de fOlHla Similar i I p ,
; a como a]usta su reloj de uisera E valor de I $ 10 es exacto
005‘ uas de n i ] I ; I E
una OpefaCIf)n de E/S cor el cassette. I

EJEMPLO de la funcién TI$

1 TI =" ",
$="000000":FOR J=1 TO 10000:NEXT:PRINT TI$
000011

g S
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USR

TIPO:Funcion de coma flotante I

FORMATO:USR(<m’:mero>)

Accion: La funcion USR realiza el salto a una subrutina en lenguaje maquina en la
posicion de inicio definida por el puntero de las posiciones 785-786. Antes de utilizar |
esta funcion se deben colocar los valores adecuados a la direccion de inicio de 12
subrutina en las posiciones 785-786, mediante POKE. A menos que s€ haya
realizado esta operacion, sé recibira el mensaje de error 2ILLEGAL QUANTITY. |
El valor del argumento ~numérico> se almacena en el acumulador de coma flotante
que se inicia en la posicion g7, para poder acceder a él desde codigo maquina, yél

resultado de 1a funcion USRH es el valor que queda una vez ejecutada la subruting,

volviendo al BASIC.
EJEMPLOS de la funcion USR:

10 B=T*SIN(Y)
20 C=USR(B/2)
30 D=USR(B/3)

VAL

TIPO:Funcion numérica
FORMATO:VAL(<cadena>)

. Accion: Devuelve un VALor numerico representando los datos contenidos
en el argumento <cadena>. Si el primer caracter de la cadena que no sea
espacio no es el signo mas (+), menos (-)oun digito, el resultado de VAL es

cero (0). La conversion de la cadena finaliza cuando ésta sé termina 0 5
to decimal 0 el

encuentra un caracter no numérico (excepto el pun

exponencial e).
EJEMPLO de

10 INPUT#1 NAMS$,ZIP$
20 IF VAL(Z‘IP$)<19400 OR VAL(ZIP$)>96699
THEN PRINT NAMS TAB(25)"GHEATEH PHILADEPHIA”

la funcion VAL:

VERIFY

TIPO:Comando
FORMATO:VERIFY[“<nombre de fichero>

o4
Accion: El comando VERIFY se usa, en modo directo 0 en un programa. Pa’;; 1
parar el programa actualmente en memoria con un fichero de programa )
cassette. El uso mas adecuado de VERIFY es después de und pperacon =

para asegurarse de que el programa acabado de grabar se ha almace

tamente. 28 84 0%
Si se omite el nimero de <periférico>, el ordenador asume que € ut

”][,<periférico>|
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PTEES WA CaNo
L RS
w
Sk
L]

setts (M), que e ST
1 e El nt .2ro de Pl o
e harnbrade i periférico 1. En los ficher :
ki 1t ficheSOfslcgr?ﬁ}, se verifica el primer programa QE: seg cassette, si se
isco es necesario indicar el nombre de fi el:cuentre s
ichero. Si se en-

cuentran diferencias entre p ama en mem
: el pro i
ey | - gr: oria y el grabado, se mostrara el

El nombre de pro ;
grama debe ir ent ; :
de cadena. VERIFY re comillas o bien esta i
' se ié 5y r conten ;
usa también para posicionar la cinta justcl;qgefpé“”da variable
S de un pro-

grama grabado, con | :
, 0 que se evita el si 5
programa encima de otro. siempre problematico accidente de grabar un

EJEMPLOS del comando VERIFY:

VERIFY

PRESS PLAY ON TAPE
oK

SEARCHING

FOUND <FILENAME>
VERIFYING

(Comprueba el pri
en cinta) Sl an

9000 SAVE ““ME”,B:

9010 VERIFY “ME"
ME"”,8 (Verifica la correcta graba-

ci'c’m en el disco (periférico
nimero 8))

WAIT

:IPO’:‘Ir;struccién
ORMATO: ici
WAIT<posicion>,<mascara-1>[<mascara-2>]

Accion: |
- La instrucciéon W
wentp AIT causa la detencién del programa hasta
que se en-

el valor ad n la m
eCUadO (<] ici I n
| pOSICIén de emo! |a eSpeCifiC&da E otras |
. pa a-

ren WAIT 50
usa para dete
ner el programa hasta que ocurra una condicion d
ion deter-

TWada como
- por ejempl
30 kg bilg plo, se PU'|Se una t
: en 105 reqistr ecla. Esto se lo o
0 ra mon
gistros de E/S. Los parametros de V\?AIT puel:ioer::ndo b
er expresio-

UM
Kas, pero s
: se fransf
3 ormaran a nu
umeros entero
s,

Tayona de pr

?, OQ'Hmadore

e en operaciones d S NO usan nunca esta instruccid

i e E/S, y para casi nada mas ccion. Se usa principal-

OO
o WAIT toma el valor de | icid m
a posicion de memoria y realiza un AND
n l6gico

vax 3¢ 1a ma
= scara-1. Sj 3
TR Un . 9 se incluye ;
OR exclusivo entre elyr una segunda mascara en la instruccién

En otrg
Olras palabras, la mascal

esult :
vl ado de la primera operacién y la
4 a cero en la masca

ra-1 “filtra” los bits

- que desea ch

re- . equear.

s apaga0 ‘Medlame la méscara‘ gl cueds ol e re;t]mado

el 0" Los bits que se de Cear com 0 doberén anerun

o turrespondiente de |a o el A

g Wonadenies bits com i o o
4 G0s bes Lenen el

S W

parados difieren

f . el OR e i

mismo xclusivo da

velor, ol esuitado &6 0. Mediants WAIT sq
se
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\

-' lar mediante
uede entrar en una detencién infinita del programa, quepifszu;?rﬁ;gu L
Fa pulsacion simultanea de ; | RUN/'STOP)

y . .
mplo, el programa
ymeniein e Fljig:]c?%éfslgé pgrszgilr?dopejemp?o espera
i Isa una tec ;
se detiene hasta que se pu

hasta que un Sprite choca con la pantalla.

EJEMPLOS de la instruccion WAIT:

WAIT 1, 32, 32
WAIT 53273, 6, 6
WAIT 36868, 144, 16 ma hasta que e

(144 y 16 son mascaras. 144=10010000 en binario y

| bit 7 esté a 1 o el bit 4 este a 0).

EL TECLADO DEL COMMODORE 64 Y SUS
CARACTERISTICAS

er” de teclado de 10 caracteres que se usd pa:;zf
hasta que son procesadas. Este buffer, 0 “co :
de forma que la primera en pulsarse séfa
se procesa una tecla se pulsa

El sistema operativo posee un "“buff
almacenar las teclas que se pulsan
almacena en orden el cédigo de lag teclas, it
la primera en ser procesada. Por elemplq, si mien! bl =l
ta segunda tecla (su correspondiente carac i
?;ir:ﬁt?:sa cogtint]a el procesado del primer céaragt;gs Uan: ;;eiu?feup 2
i buscan mas
procesadg ee|l zirg::izrntzargim;nsi:tizma Operativo no dispusiera de ers.;;:rl;f;er, und
procesan 39 tecleara a gran velocidad podria percier allgt_mos cc?e|ante” o
gl labras, el buffer de teclado le permite escribir por Cuando i
E_n Lol ued'e responder anticipadamente a INPUT o GET. e
i gl an por orden de pulsacion en el buffer,’ esp s
ok almaceln rograma. Esta caracteristica puede ocasionar p S
ELZ%%?dssapgalsZcign gaccidental causa que el programa tome un
. ue
equwolcagit:ellazugﬁ{éaciones incorrectas no ocasionan [iropleﬂgfaapuesio q 5
Nof':anmser r:orregidas mediante la tgcla de CuRSoR a la |;qu g
BLEEL ie ENEEIBIEN, v después escribir las letras correctas. erg il
- nes incorrectas ha pulsado la tecla Em no St L il
PulsaClC) ue si el buffer contiene el codigo de retor L
correcciones, ya ?es en él son procesados antes de poder efec:luafrf cr i
Ezizcg?trt?:cgﬁsse: puede evitar usando un bucle para vaciar el buffe

antes de pedir una respuesta del usuario:

FER DE
10 GET JUNKS: IF JUNK$<>""THEN10:REM VACIA EL BUF
TECLADO (")

memona
siendo mas rapido y gastando menos
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(*) POKE 198,0 produce el mismo efecto,
(N. del T.)
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16=00010000. La instruccion WAIT detiene el progra- |

P

i

(

Ademas de con GET e INPUT, el teclado puede ser leido mediante el contenido de
la posicion de memoria 197 ($00C5), que contiene el valor entero de la tecla que se
acaba de pulsar. Si no se pulsa ninguna tecla cuando se ejecuta la lectura de esta
posicion (instruccion PEEK), se devuelve el valor 64. En el Apéndice C se muestran
los valores numéricos de las teclas, los simbolos Y sus caracteres equivalentes

(CHR$). El siguiente ejemplo espera la pulsacion de una tecla y convierte su codigo
en la letra adecuada.

10 AA=PEEK(197):IF AA=64 THEN 10
20 BB$=CHR$(AA)

El teclado es tratado como una serie de interruptores organizados en una matriz de
8filas y 8 columnas. La matriz del teclado es examinada por el KERNAL usando el
chip CIA#1 (MOS 6526 Adaptador Complejo de Interface) para detectar si se ha
cerrado algun interruptor. Se usan dos registros de la CIA para realizar la compro-
bacion: el registro #0 en la posicién 56320 ($DCO00) para las columnas del teclado %
el registro #1 en la posicion 56321 ($DCO1) para las filas del teclado.

Los bits 0-7 de la posicion 56320 corresponden a las columnas 0-7. Los bits 0—7 de
la posicién 56321 corresponden a las filas 0—7 del teclado. Leyendo estos registros,
el KERNAL decodifica los interruptores cerrados en los correspondientes cédigos
de caracter (CHR$) de las teclas pulsadas.

8 columnas por 8 filas dan un total de 64 valores, o teclas, posibles. Sin embargo, si
primero pulsa las teclas IEVEY, [CTIEM, o [EIEIIEN. v luego escribe otro carac-
ler, se generan valores adicionales. Esto sucede porque el KERNAL decodifica se-
paradamente estas teclas y “recuerda” cual ha sido pulsada. El resultado de la
tomprobacion del teclado se almacena en la posicién 197.

Los caracteres pueden también ser entrados directamente en el buffer haciendo
POKE en las posiciones 631-640. Estos caracteres se usan cuando se hace otro

POKE en la posicion 198 con el numero de caracteres introducidos en el buffer.

Esta caracteristica se puede usar para que se ejecuten automaticamente comandos

en modo directo, imprimiéndolos en la pantalla, llenando el buffer de retornos de

carro, y haciendo el POKE correspondiente en la posicion 198. En el siguiente

elempio, el programa se lista en la impresora continuando luego su ejecucion.

10 PRINT CHR$(1 47)“PRINT#1:CLOSE1:GOTO50"

20 POKE 631,19:POKE 632,13:POKE 633,13:POKE 198,3
30 OPEN 1,4:CMD1:LIST
40 END

50 REM EL PROGRAMA CONTINUA A PARTIR DE AQUI

EDITOR DE PANTALLA

Ei N ” "
NE;fITrOR DE PANTALLA‘ le provee de potentes y utiles facilidades para la edicion
-3.; Loi? almas. Cuando §e lista una seccién de un programa en la pantalla, las teclas

0l del cursor, asi como otras teclas especiales le permiten corregir facilmen-

o los i i
* 108 errores. Después de haber realizado log cambios necesarios en una linea de
Hograma, pulse la teclg

i } : en cualquier lugar de la linea y el editor de pan-
“ia leera la linea légica de 80 caracteres entera. i
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Entonces el texto es pasado al intérprete BASIC, que comprime las palabras

reservadas y lo almacena en la memoria i programa. La linea editada reemplaza
la vieja version de la linea en la memoriz puede crear una copia adicional de
cualquier linea cambiando su numero y (.sando BEEREN

Si usa abreviaciones de palabras clave gue causen que una linea exceda los 80
caracteres, los caracteres sobrantes se perderan en caso de editarla, puesto que el
EDITOR lee solo dos lineas fisicas en la pantalla. Por este motivo tampoco se
pueden entrar mas de 80 caracteres en respuesta a un INPUT. Por todos estos
motivos, la longitud de una linea de programa se limita en la practica a 80
caracteres, no siendo aconsejable superarlos.

En determinadas condiciones, el EDITOR DE PANTALLA trata las teclas de control
del cursor de distinto modo. Si el cursor se posiciona detras de un numero impar de
comillas (“) el editor entra en MODO COMILLAS.

En modo comillas, los datos se escriben igual, pero las teclas de control del cursor
no lo mueven, sino que producen un caracter inverso que permanece en la linea. Lo
mismo ocurre con las teclas de control de color. Esto le permite incluir controles de
color o del cursor en sus programas, dentro de una cadena. Usted encontrara esta
caracteristica sumamente interesante, puesto que le da una potente herramienta de

edicién de datos. Cuando se imprime un texto, todos los controles de color y cursor |

se ejecutaran automaticamente, permitiéndole escribir en cualquier parte de la
pantalla y en cualquiera de los colores disponibles. Un ejemplo del uso de los
caracteres de control de cursor en una cadena es:

Usted escribe —>10 PRINT“A(R)(R)B(L)(L)(L)C(R)(R)D"REM (R)=
CRSR DERECHA,(L)=CRSRIZQUIERDA

El ordenador imprime---> AC BD

La tecla es la anica no afectada por el modo comillas. Si se produce un error
en modo comillas tiene varias opciones: borrar el testo hasta el error mediante

o pulsar IEEIYEN y volver a la linea, con lo que se cancela el modo comillas |
y podra editarla normalmente. Las teclas de control del cursor que puede usar en |

una cadena se muestran en la tabla 2-2.

Tabla 2-2. Caracteres de control del cursor en MODO COMILLAS

Tecla de control Apariencia
CRSR arriba @
chsR abajo (RN 0]

ml

CRSR izquierda
CRSR derecha HELES)

oL Co C
wove  WEIEDE 5
ST W1/t | In
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Cuando NO esta en modo comillas, pulsando e se desplazan
los datos a la derecha del cursor para abrir un espacio en que insertar nuevos datos.
El (IjEDlTOR pasa a MODO DE INSERCION hasta que el espacio abierto ha sido lle-
nado.

En el modo de insercion los controles del cursor aparecen también como simbolos
inversos. La Unica diferencia esta en la tecla [NEIHBIEN. La tecla [BJEM, que opera-
ba normalmente en modo comillas, ahora presenta una T inversa. La tecla
que creaba un simbolo inverso en modo comillas, ahora actia normalmente. :
Esto significa que se puede crear un PRINT conteniendo DELetes, lo que no se
puede lograr en modo comillas. El modo de insercion se cancela pulsando
TURN § y IRIANEN, o y IRIESEI®IEE. Por supuesto, también
se ‘ijancela al rellenar todos los espacios insertados. Un ejemplo del uso de DEL
puede ser:

10 PRINT*HELLO" INST B INST P”
(La secuencia anterior se mostrara como sigue al listarse:)
10 PRINT"HELP"

Cuando se ejecute (RUN) el ejemplo, se imprimird HELP, puesto que las letras LO
se han borrado antes de imprimir la P. El caracter DEL funciona igual al listarse, por
lo que puede usarlo para “esconder’ parte del listado de un programa. Sin
embargo, la edicién de una linea de estas caracteristicas puede ser muy dificil, por
no decir imposible.

Hay otros caracteres con funciones especiales, aunque no son accesibles facilmen-
te mediante el teclado. Para colocarlos entre comillas, debe dejar espacios vacios
en la linea, pulsar 0 EEISEVED, volver a estos espacios, pulsar
IEYEIEIN], para iniciar la impresion inversa, y escribir las teclas mostradas

abajo:
FUNCION ESCRIBA APARECE
SHIFT RETURN B

[ sHiFT M |
0
Em 0

[N]
“

Cambiar a mindsculas

Cambiar a may(sculas

Desactivar teclas de cambio de Mayusc./Minusc.
Activar teclas de cambio de Mayulsc./Minusc.

El caracter realiza un retorno de carro pero no finaliza la cadena.
Esio trabaja igual en el listado, por lo que es practicamente imposible editar estas
lineas. Cuando se envia un listado a la impresora, el caracter “N inversa” coloca a
la impresora en modo Mayusculas/Minusculas, y “N inversa" produce la
;uelta a Mayusculas/graficos.

e pueden incluir caracteres en video inverso dentro de una cadena pulsando la
::g'g y (9) lo que causa la aparicién de una R inversz dentro de
inverzgn( i gié:é):s?] 'I]osec;g?c;e'rets qt;'_ su_;;a; a e?te ;simbolo se imprimiran en video

ivo fotografico). Para finalizar este tipo de impresion pul-

;Eé y (0) Io que imprime un simbolo gréafico inverso. Los datosau-
ki S se pueden imprimir en video inverso colocando primero CHR$(18). Impri-
iendo CHR$(146) o un retorno de carro se cancela la salida de video inverso.

. S—1
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CAPITULO

PROGRAMACION
DE GRAFICOS EN
EL COMMODORE 64

® Generalidades

® Posiciones de graficos

® Modo caracter (standard)

® Caracteres programables

® Modo grafico multicolor

® Modo extendido de color del fondo
® Graficos “Bit Mapped”

® Modo Bit Map multicolor

® Scroll uniforme

® Sprites

® Otras caracteristicas graficas

® Programacion de Sprites, otro modo
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GENERALIDADES SOBRE GRAFICOS

bilidades graficas del Commodore 64 prqvienen del Video Intqﬁace
E?n?; SGF:g"sf Egmbién con%cido como VIC-I chip). Este chip ofrece gna grzn ;.raxr;gdi(rjl
de modos graficos, incluyendo un display de 40 columnas por 25 lineas 'eseob‘étos
display de alta resolucion de 320 por 2OQ puntos,_y SPRITES, peqﬁeng 2 S| e
méviles con los que realizar juegos es facil. Y por si fuera poco, muchos de o
dos graficos pueden mezclarse en la misma pant_alla. Es posnple. por Ei}?zrgﬁa, =
finir la mitad superior de |la pantalla en alta resolucion, la n"ntad |nfer|glr utili * s g
texto, y los SPRITES se pueden combinar con las dos ml?des.rgscoe;remos 5
SPRITES mas adelante. Primero veamos los otros modos g : ‘}

El VIC-Il chip posee los siguientes modos gréficos:

A) MODOS DE MOSTRAR CARACTERES

1) Modo caracter standard

a) Caracteres en ROM
b) Caracteres programables en RAM

2) Modo Caracter

a) Caracteres en ROM
b) Caracteres programables en RAM

3) Modo de color del fondo extendido

a) Caracteres en ROM
b) Caracteres programables en RAM {

B) MODOS BIT MAP

1) Modo Bit Map standard
2) Modo Bit Map multicolor

C) SPRITES

1) Sprites standard
2) Sprites multicolores

POSICIONES DE GRAFICOS

Primero veamos alguna informacién general. La pantalla (_je_:l ‘Commodorle _§4 t;ggi
1000 posiciones de memoria. Normalmente, la pantalla se inicia en la posicion 192% |
($0400 en HEXadecimal) y termina en la posicién 2023. Cada una de estas pos!
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nes tiene 8 bits. Esto significa que pueden contener cualquier numero entero com-
prendido entre 0 y 255. Conectado con la memoria de pantalla hay otro grupo de
1000 posiciones llamado MEMORIA DE COLOR o RAM DE COLOR. Este grupo
empieza en la posicién 55296 ($D800 en HEX) y termina en la posicién 56295
Cada posicion de la RAM de color tiene 4 bits, lo que significa que puede contener
cualguier entero entre 0 y 15. Como el Commodore 64 puede representar 16 colo-
res distintos, esto funciona bien.

Hay 256 caracteres que se pueden mostrar al mismo tiempo. En la pantalla normal,
cada una de las 1000 posiciones contiene el codigo que indica al VIC-I| chip el ca-
racter a mostrar en la posicién que lo contiene.

Los distintos modos gréficos se seleccionan mediante los 47 registros de CON-
TROL que posee el VIC-ll chip. Muchas de las funciones graficas pueden ser
controladas colocando mediante POKE los valores correctos en los registros
adecuados. El VIC-It chip esta colocado entre las posiciones 53248 ($D000 en
HEX) y 53294 ($D02E en HEX).

SELECCION DE BANCO DE VIDEO

El VIC-Il chip puede acceder a 16K. de memoria al mismo tiempo. Puesto que el
Commodore 64 posee 64K. de memoria, usted debe ser habil para lograr que el
VIC-ll chip acceda a la parte de memoria que le interesa. Esta es la forma de hacer-
lo: Hay 4 posibles bancos (o secciones) de 16K. cada uno. Todo lo que necesita es
alguin medio para controlar el banco de 16K. al que el VIC-Il debe acceder. De esta
forma, el VIC-II chip puede acceder a los 64K. de memoria del Commodore 64. Los
bits de SELECCION DE BANCO que le permiten acceder a las distintas secciones
de memoria estan colocados en el chip ADAPTADOR COMPLEJO DE INTERFA-
CE 6526 (CIA#2). Las instrucciones POKE y PEEK del BASIC (o sus versiones en
codigo maquina) se usan para seleccionar el banco de memoria controlando los bits
0y 1del PORT A de la CIA#2 (posicién 56576 ($DD00 HEX)). Estos dos bits deben
ser inicializados para cambiar el banco. El siguiente ejemplo lo muestra:

POKE 56578,PEEK(56578)OR 3: REM INICIALIZACION
POKE 56576,(PEEK(56576)AND 252)0R A: REM CAMBIO DE BANCO

“A" debe ser uno de los siguientes valores:

VALOR BANCO | POSICION | ACCESO DEL VIC-Il CHIP
DE A INICIAL
0 00 3 49152  ($C000—$FFFF)™
1 01 7] 32768  |($8000—$BFFF)
2 10 1 16384 ($4000—$7FFF)*
3 1 0 0 ($0000—$3FFF) (VALOR
NORMAL)
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El concepto de los bancos de 16K. es sélo una parte ue‘las cosas que hace el VIC-I|
chip. Usted debe vigilar siempre con que banco trabaja el VIC-II chip, ya que ello
afecta a los caracteres, la posicién de la pantalla, los sprites, etc. Al conectar el
Commodore 64, los bits 0y 1 de la posicién 56576 seleccionan el BANCO 0 ($0000-
$3FFF).

*NOTA: El juego de caracteres del Commodore 64 no es accesible por el VIC-II chip en los
bancos 1 y 3. (Consulte la seccién de memoria de caracteres)

MEMORIA DE PANTALLA

La posicion de la memoria de pantalla puede ser cambiada lacilmgnte con E‘OKE
del registro de control 53272 ($D018 HEX). Sin embargo, este rqg1str0 también se
usa para controlar el juego de caracteres empleado. Los cuatro bits S_UF_’ERIOHES
controlan la posicién de la pantalla. Para moverla debe usar lo siguiente:

POKE 53272,(PEEK(53272)AND15)OR A
Donde “A” tiene uno de los siguientes valores:

A BITS POSICION*
DECIMAL HEX
0 0000XXXX 0 $0000
16 0001 XXXX 1024 $0400 ( NORMAL )
32 0010XXXX 2048 $0800
48 00T 1XXXX 3072 $0C00
64 0100XXXX 4096 $1000
80 0101 XXXX 5120 $1400
96 01TOXXXX 6144 $1800
112 O111XXXX 7168 $1C00
128 1000XXXX 8192 $2000
144 1001 XX XX 9216 $2400
160 T1010XXXX 10240 $2800
176 1011 XXXX 11264 $2C00
192 TT00XXXX 12288 $3000
208 1101 XXXX 13312 $3400
224 T110XXXX 14336 $3800
240 TTT1IXXXX 15360 $3C00
*Recuerde que debe ser anadida la DIRECCION DE BANCO del VIC-II chip j
82 et 48 F 1=

MEMORIA DE COLOR

La memoria de color NO se puede mover. Esta situada siempre en las posiciones
55206-56295 ($DB00-$DBE7). La memoria de pantalla (las mil posiciones que
empiezan en 1024) y la memoria de color se usan de distinta forma segun el modo

grafico utilizado. Un dibujo creado en un modo con frecuencia se ve completamente
distinto al ser mostrado en otro modo gréfico.

MEMORIA DE CARACTERES

La forma exacta en que el VIC-ll obtiene la informacién sobre los caracteres es
importante en la programacion de graficos. Normalmente, el chip encuentra la forma
del caracter que desea imprimir en la ROM DEL GENERADOR DE CARACTERES.
En este chip se almacenan los modelos de varias letras, nimeros, signos de
puntuacion, y los otros simbolos presentes en el teclado.

Una de las caracteristicas del Commodore 64 es la capacidad para usar modelos al-
macenados en la memoria RAM. Estos modelos en RAM son creados por usted, lo
que significa que puede tener una gama casi infinita de simbolos para juegos, apli-
caciones, etc.

Un juego de caracteres normal contiene 256 caracteres, y cada uno de ellos se defi-
ne mediante 8 bytes de datos. Puesto que cada caracter ocupa 8 bytes, el juego
completo de 256 caracteres ocupard 256*8=2K bytes de memoria.

El VIC-Il chip puede acceder a 16K de memoria a la vez, por lo que tenemos 8
posibles posiciones para un juego de caracteres completo. Naturalmente, usted es
libre de usar rmenos caracteres, pero el juego debe empezar en una de las 8 direc-
ciones de inicio.

La posicion dr |a memoria de caracteres se controla por 3 bits del registro de control
del VIC-Il chip en la posicién 53272 ($D018 en HEX). Los bits 3,2, y 1 controlan en
que bloque de 2K se encuentra el juego de caracteres. El bit 0 es ignorado.
Recuerde que este es el mismo registro que determina donde se inicia la memoria
de pantalla, por lo que no debe interferir con los bits de la memoria de pantalla.Para
cambiar la posicion de la memoria de caracteres debe usarse lo siguiente:

POKE 53272,(PEEK(53272)AND240"0OR A

Donde A tiene uno de los siguiente valores:

VALOR| . | POSICION DE LA MEMORIA DE CARACTERES'

DE A DECIMAL HEX

0 | XXXX000X 0 $0000- $07FF

2 | XXXX001X 2048 |$0800-$OFFF

4 [ XXXX010X 4096 |$1000-$17FF IMAGEN ROM EN
BANCOS 0 Y 2 (NORMAL)

6 |XXXX011X| 6144 800- IMAGEN ROM EN
B BEUSRIRCE BANCOS Q0 Y 2

8 | XXXX100X 8192 [$2000-$27FF
10 | XXXX101X | 10240 |$2800-$2FFF
12 [XXXX110X | 12288 |$3000-$37FF
14 [XXXX111X | 14336 |$3800- $3FFF

*Recuerde anadir la direccién del BANCO

83 microelectronica F E =

y control s a




(

La IMAGEN ROM resenadas en 1a tabla anterior se refiere al generador de caracte-
res ROM. Este generador aparece en lugar de la RAM en las posiciones especifica-
das del banco 0. También aparece en las posiciones RAM 36864-40959 ($9000-
$9FFF) en el banco 2. Puesto que el VIC-ll solo puede acceder a 16K al mismo
tiempo, los caracteres en ROM aparecen en el blogue de 16K que es controlado por
el VIC-Il chip. Por esto, el sistema se disenio de forma que el VIC-Il piense que los
caracteres en ROM estan en 4096-8191 ($1000-$1FFF) cuando se selecciona el
banco 0, y en 36864-40959 ($9000-$9FFF) cuando se selecciona el banco 2, a
pesar de gque los caracteres en ROM se encuentran en realidad en 53248-57343
($D000-$DFFF). Esto solo se utiliza por el VIC-Il para tomar los datos de los carac-
teres, por lo que estas zonas de RAM pueden ser usadas para programas, otros
datos,etc., al igual que cualquier otra zona de memoria RAM.

NOTA: Si estos caracteres en ROM se ‘interfieren con sus propios graficos, seleccione los
bancos 1 0 3, en los que el VIC-Il no tiene acceso a los mismos.

La posicion y contenido del juego de caracteres en ROM es la siguiente:
DIRECCION ACCESO CONTENIDO
BLOQUE | DECIMAL HEX DEL VIC-II
0 53248 | D000-D1FF | 1000-11FF Caract. en mayusculas
53760 D200-D3FF | D200-13FF Caract. graficos
54272 D400-D5FF | 1400-15FF Maydsculas invertidas
54784 D600-D7FF | 1600-17FF Graficos invertidos
1 55296 D800-D9FF | 1800-19FF Caract. en minusculas
55808 | DAO0O-DBFF | 1A00-1BFF Mayusculas y graficos
56320 | DCO0-DDFF | 1C00-1DFF Minusculas invertidas
56832 | DEO0O-DFFF | 1E00 1FFF Minusculas y graficos
invertidos

Los lectores avispados pueden haberse dado cuenta de lo siguiente. Las posiciones
ocupadas por el generador de caracteres en ROM son las mismas que algunas ocu-
padas por los registros de contral del VIC-II chip. Esto es posible porque no ocupan
las mismas posiciones al mismo tiempo.

Cuando el VIC-Il necesita acceder a los datos de los caracteres, la ROM que los
contiene es activada. Ello produce una imagen de esta ROM en el banco de 16K al
que tiene acceso el VIC-Il. De este modo, el area esta ocupada por los registros de
control de E/S, y la ROM de caracteres sélo esta disponible para el VIC-II.
Sin embargo, usted puede necesitar los datos contenidos en la ROM de caracteres
si usa caracleres programables y desea copiar algunos de los contenidos en la
ROM. En este caso, usted debe desactivar los registros de E/S, activar la ROM del
generador de caracteres y entonces copiar los caracteres que desee. Una vez haya
terminado, debe activar de nuevo los registros de E/S. Durante el proceso de copia-
do (cuando las E/S estan desactivadas) no se permite ninguna interrupcion. Esto
ocurre porque los registros de E/S son necesarios para realizar una interrupcion. Si

usted olvida esto e interrumpe el proceso pueden suceder cosas realmente extra- |

#as. El teclado no debe ser leido durante el proceso. Para desconectar el tecladoy |

ofras interrupciones normales debe utilizarse lo siguiente:
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POKE 56334, PEEK(56334)AND 254  (DESACTIVA INTERRUPCIONES)

Una vez finalice el proceso de i & i
. copiado y esté listo para seguir con
debe activar el teclado con lo siguiente: i 4 AR

POKE 56334,PEEK(56334)OR 1 (ACTIVA INTERRUPCIONES)

El siguiente POKE desactiva las E/S y activa |la ROM del generador de caracteres:

POKE 1,PEEK(1)AND 251

La ROM del generador de caracteres esta ah ici
0t ahora en las posiciones desde 53248

Para colocar de nuevo las E/S a partir de $D000 i i
. . a
R i PoKE. p $ para el funcionamiento normal use

POKE1,PEEK(1)OR 4

MODO CARACTER (STANDARD)

El modo caracter standard es el modo en que se encuentra el Commodore 64 al
conectaflo. Es el modo en que usted programara normalmente i
Los caractefes se pueden obtener de la memoria ROM 0 RAM aun.que normalm
te se tqmaran de la ROM. Si usted necesita simbolos especial'es para un pro ra(rar?-
determinado debera definir su forma en la memoria RAM, y ordenar al VFI)C—?I h'a
que busque la informacién sobre los caracteres en la HAN’1 en lugar de en la thlnp
Esto se explica con mas detalle en la préoxima seccién. .
cF;ara mostrar los caractgres en color en su pantalla, el VIC-Il accede a la memoria
dztp:m.talla para determinar el c_c')digo‘de caracter que corresponde a una posicion
= e.rnmacia de la pantalla. Al mismo tiempo, accede a la memoria de color para de-
o:m?a\‘/rt Cel color en que se mosﬁrgrlé el caracter. El codigo de caracter es traducido
por el V| Il 'en la direccion de inicio del bloque de 8 bytes que contienen la forma
ﬁgltcadracu_alr. Estos 8 bytes se encuentran en la memoria de caracteres.
gen;?aff;coi?rer::% i?)?\ mct;y complicada, pero se combingn_ una serie de factores para
il POKEa ec:.lada. En _pnmer lugar, el cédigo de caracter que se usa
ol L en la memoria de_ pantalla se multiplica por 8. Después se
ol CARACTEHES)GEIJHICIO C?e la memoria de car(lacleres (vea la seccion MEMORIA
s s L }espues, los bits d‘e §elecmén de banco se tienen en cuenta
ir a la direccion resultante. La siguiente férmula le ilustra el procedimiento:

DIRECCION DEL CARACTER = CODIGO DE PANTALLA'8 + (JUEGO DE
CARACTERES*2048)+(BANCO*16384)

DEFINICION DE LOS CARACTERES

C . ;
. Lc';l:jecaracl_e_r esta lforlm_ado por una malla de 8 por 8 puntos, en la que cada punto
ser visible o invisible. Las formas de los caracteres del Commodore 64 estan
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y control s a




(

almacenadas en la ROM del generador de caracteres. Los caracteres se almace-
nan en juegos de ocho bytes para cada caracter, donde cada byte representa una
linea de 8 puntos, y cada bit representa un punto. Un bit con el contenido 0 significa
que el correspondiente punto esta apagado (invisible). Si el bit contiene 1 el punto
sera visible.

La memoria de caracteres en ROM empieza en la posicién 53248 (cuando las E/S
estan desconectadas). Los primeros 8 bytes desde la posicion 53248 ($D00) a
53255 ($D007) contienen la forma del signo @, que tiene el codigo de caracter cero
en la memoria de pantalla. Los préximos 8 bytes (53256-53263) ($D008-$DO00F),
contienen la informacion para formar la letra A.

IMAGEN BINARIO PEEK
* % 00011000 24
$ok ok 00111100 60
01100110 102

Kk Ak
ko ko 01111110 126
T 01100110 102
Kk Kk 01100110 102
*k ok 01100110 102

00000000 0

Cada juego de caracteres completo ocupa 2K (2048 bytes) de memoria, 8 bytes por
caracter y 256 caracteres por juego. Puesto que hay dos juegos de caracteres, uno
para las maytsculas y graficos y otro para mayUsculas y minusculas, el generador
de caracteres ROM ocupa un total de 4K de memoria.

CARACTERES PROGRAMABLES

Puesto que los caracteres se almacenan en ROM, parece que no hay forma de
cambiarlos para crear nuestros propios caracteres. Sin embargo, la posicion de me-
moria que indica al VIC-Il donde debe buscar las formas de los caracteres es un re-
gistro programable que puede ser cambiado para que apunte a varias secciones de
memoria. Cambiando el puntero de la memoria de caracteres, el juego de caracte-
res puede ser programado para cualquier necesidad.

Si desea que su juego de caracteres se almacene en RAM, hay una serie de cosas
MUY IMPORTANTES que debe saber para poder crear un programa con juego de
caracteres propios. Ademds, hay otros dos importantes puntos que debe conocer
para crear sus propios juegos de caracteres:

1) Este es un proceso de todo o nada. Generalmente, si usa su propio juego de
caracteres diciendo al VIC-Il que busque la informacién sobre los mismos en
el area que preparo en la RAM, el juego de caracteres standard del Commo-
dore 64 no estara disponible para usted. Para resolver esto, usted puede co-
piar letras, nimeros, etc. para usarlos desde su propio generador de caracte-
res en RAM. Usted puede escoger los que desee, solo los que necesite, y co-
locarlos en orden en la RAM.
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2) Su juego de caracteres utiliza un espacio de memoria que en principio esta
reserv‘ado a sus programas BASIC. Por supuesto, con 38K disponibles, la
mayoria de las aplicaciones no van a tener problemas.

ATENCION: Usted debe proteger cuidadosamente su generador de car
: acteres para que el
programa ‘BASIC no se escriba encima, ya que usa también la RAM. i

Hay dos posiciones de inicio del generador de caracteres que NO se pueden utili-
zar con BASIC: posicion 0 y posicién 2048. La primera no se puede usar porque
el sistema operativo almacena informacion importante en la pagina cero. La segun-
da tampoco puede ser usada porque en esta direccion es donde empieza el progra-
ma en BASIC. Sin embargo, hay otras seis direcciones de inicio para almacenar su
generador de caracteres.

El mejor lugar para colocar su juego de caracteres para usar con el BASIC mientras
experimenta es la direccidn de inicio 12288 ($3000 en HEX). Esto se logra haciendo
un POKE en la direccién 53272 para colocar 12 en los cuatro bits mas bajos de la
misma. Pruebe el siguiente POKE:

POKE 53272,(PEEK(53272)AND 240)+12

Inmediatamente todas las letras de la pantalla se convierten en una serie de man-
chas. Esto ocurre porque en la direccion 12288 y siguientes no hay ningan juego de
ga;acteres, sino unicamente bytes con un valor aleatorio. Restablezca la normali-
ad en su Commodore 64 pulsando simultaneamente las teclas [ENNEICE
RESTORES o
Ahora vamos a iniciar la creacion de caracteres graficos. Para proteger su juego de
caracteres del BASIC, debe reducir la cantidad de memoria destinada al mismo. El
total de memoria en su ordenador sera el mismo, pero el BASIC no podra usar parte
de esta memoria. Teclee:

PRINT FRE(0)~(SGN(FRE(0))<0)*65535

E] rgsu{tado de la férmula es la cantidad de memoria no utilizada. Ahora teclee lo
siguiente:

POKE 52,48:POKE 56,48:CLR
Ahora teclee:
PRINT FRE(0)-(SGN(FRE(0))<0)*65535

::9 nilofizmbb? EItB%SIclpée:;s?: que dispone de menos memoria para trabajar. La
escamoteada al BASIC la podra utilizar

il Sl p para su generador de caracteres,

El proximo paso es colocar sus caracteres en la RAM. Cuando empieza, s6lo hay

datog aleatorios en las posiciones 12288 y siguientes. Usted debe coloce’lr la infor-

macién sobre los caracteres en la RAM (en el mismo estilo que la contenida en la

ROM) para que pueda usarla el VIC-II

5:1 siF?Kliante programa traslada 64 caracteres de la ROM a su juego de caracteres
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5 PRINTCHRS (1420 :REM CTHECTR LA CRIA ALTR

18 POKES?, 48:POKESE, 48 :CLR:FEM RESERYR MENORTA FAER LOS CARACTERES

2% POKES6334, PEEK (56734 AHD254 tREM DESTONECTR LA EXFLORACION DEL TECLADO
29 POKE], PEEK( 1DANDZS1 :REM CONECTR EL CARACTER

49 FORT=ATOS1 1 :POKE[+12298, FEEK(1433240) :HEXT

54 POKEL,PEEK(1)0R4 :REN CONECTR 1/0

68 POKESET, PEEK(S6534)0R1 :REM (CHECTR LA EXPLORRCION DEL TECLADO

78 END
READY.

Ahora haga un POKE en la posicién 53272 con (PEEK(53272)AND 240)+12. Nada
sucede, ¢correcto? Bien, casi nada. El Commodore 64 esta ahora buscando la in-
formacion sobre los caracteres en su RAM, en lugar de la ROM. Pero como que ha
copiado los caracteres de la ROM exactamente igual, no puede haber diferencias...
todavia.

Ahora puede usted cambiar facilmente la forma de los caracteres. Borre la pantalla
y teclee el signo @. Mueva el cursor unas lineas hacia abajo y escriba:

FOR | = 12288 TO 12288+7:POKE 1,255-PEEK(I):NEXT

jUsted acaba de crear un signo @ en color invertido!

NOTA: Los signos en color invertido son caracteres con los bits que contienen su informacion
también invertidos.

Ahora mueva el cursor hasta el principio de la linea y pulse EEIEN de nuevo
para que el caracter se vuelva a presentar normal. Mirando la tabla de codigos de
pantalla usted puede deducir en que parte de RAM se almacena cada caracter. Solo
recuerde que cada caracter ocupa ocho posiciones de memoria. He aqui algunos
ejemplos de inicios:

CARACTER CODIGO PANTALLA POSICION DE INICIO EN RAM
@ 0 12288
A 1 12296
! 33 12552
= 62 12784

Recuerde que s6lo se han copiado los primeros 64 caracteres. Cualquier otro debe
copiarse también si usted lo necesita.

¢ Como obtener el caracter numero 154, Z invertida? Bien, usted puede hacerlo utili-
zando el procedimiento descrito en la pagina anterior, copiando el juego de caracte-
res invertidos de la ROM o bien colocar el caracter que precisa en lugar de uno de
los caracteres innecesarios que almacena en RAM.

Suponga que no va a necesitar el signo >. Entonces reemplacelo por la Z invertida.
Teclee esto:
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FOR |=0 TO 7: POKE 12784 +1,255-PEEK(I+12496):NEXT

Ahora escriba el signo >. Aparece como una Z invertida. No importa cuantas veces
escriba el signo >, siempre aparecera como Z invgrtida. (Este cambio es en realidad
una ilusién. Aungue el signo > aparezca como Z invertida, actuara en un programa
como >). Pruebe alguna cosa que precise el signo >. Vera como trabaja bien, solo
tiene una apariencia extrana.

Una rapida revision: Usted puede ahora copiar caracteres de la ROM a la RAM.
Puede elegir los caracteres que precise. Solo hay una manera de comprender per-
fectamente el modo de operar: jpractique con sus propios caracteres!
¢Recuerda como se almacenan los caracteres en ROM?. Cada caracter se almace-
na en un grupo de 8 bytes. El modelo de los bytes controla la forma del caracter. Si
toma 8 bytes, uno encima del otro, y escribe cada byte en forma de ocho digitos bi-
narios (bits), forma una malla de 8 por 8, con el modelo del caracter. Si el bit esta a
1, habra un punto en la posicién. Con el valor 0, hay un espacio en la posicion.
Para crear sus propios caracteres, debe confeccionar una tabla similar en la memo-
ria del ordenador. Escriba NEW vy teclee el siguiente programa:

10 FOR | = 12448 TO 12455:READ A:POKE |, A:NEXT
20 DATA 60,66,165,129,165,153,66,60

Ahora escriba RUN. El programa reemplaza la letra T por una cara sonriente. Escri-
ba unas cuantas T para ver la cara. Cada uno de los nimeros en la instruccion
DATA de la linea 20 es una linea del caréacter que representa la cara sonriente. La
matriz para dicha cara es la siguiente:

7. 65 43210 BINARIO DECIMAL
FILA 0 Rk G 00111100 60

1 4 & 01000010 66

2 * * * ¥ 10100101 165

3 * : ¥ 10000001 129

4 * * * * 10100101 165

5 % g & 10011001 153

6 ¥ 2 01000010 66
FILA 7 Bt B 00111100 60

La hoja QB trabajo para caracteres programables (Figura 3-1) le ayuda a disefiar
sus propios caracteres. En la hoja hay una matriz de 8 por 8, con filas y columnas
numeradas. (Si toma cada fila como un nimero binario, los numeros de la parte
superior indican el valor de cada bit. Cada namero es una potencia de 2. El bit de la
izquierda tiene el valor de 128 —2 elevado a la 7 potencia— el proximo es 64 (2 a la
sexta), y asi hasta llegar al bit de la derecha (bit 0), que es igual a 1 (o2elevadoala
potencia 0).

Coloque una X en cada posicién donde quiera un punto para su caracter. Cuando lo
tenga listo debe crear la instruccion DATA para su caracter.
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Fig 3—1. Hoja de trabajo para Caracteres Programables

Empiece por la primera fila. Anote el valor de cada bit donde haya colocado una X.
(El valor se obtiene del nimero en la parte superior de la matriz, como se ha expli-
cado antes). Sume los valores de todos los bits de una fila y escriba el resultado a la
derecha de la misma. Este sera el nimero que debera colocar en la lista DATA para
dibujar esta linea.

Repita el proceso con las otras filas (1-7). Una vez finalizado tendra 8 nimeros
comprendidos entre 0 y 255. Si alguno de los nimeros no esta dentro de este ran-
go, repase la suma, ya que los numeros deben estar entre estos valores para ser
correctos. Si tiene menos de 8 numeros habra olvidado una fila. Repase. Recuerde
que las filas con valor 0 son tan importantes como cualquier ofra.

Reemplace los nimeros de la instruccion DATA de la linea 20 por los nimeros que
ha calculado usted, y ejecute el programa. Después escriba la letra T. {Cada vez
que lo haga, usted vera su propio caracter!

Si no le gusta como ha quedado el caracter, simplemente debe cambiar los ndme-
ros de la lista DATA y volver a ejecutar el programa hasta que el caracter creado le
satisfaga plenamente.

NOTA: Para obtener los mejores resultados, haga todas las lineas verticales de sus caracte-
res de 2 bits de ancho. Esto ayuda a prevenir la distorsion de color de sus caracteres cuando
se muestran en una pantalla de televisién.
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A continuacian se muestra un programa de ejemplo que usa caracteres programa-
bles standard:

18 REM EJEMPLO 1%

70 REM CRERHDD CREFCTERES PROGRAMABLES

31 POKESEIM, PEEK (55334 AND254 POKEL  PEEK T 13RNGZS] tREN DESCOMECTAR KB Y 10
35 FORI=AT(E3:REM EL RFHD DEL CRERCTER ES COPIADO OEL ROM

3 FORJ=HTO7:REM COPIR LOS & BYTES PCR CRRACTER

37 POKES2Z03+ T¥E4T, FEEK(SA248+ 1424 10 (REH COPIR LM EYTE

3% NEXTT:HEXTI:REM ¥R AL SIGUIENTE BYTE 0 CRRACTER

39 POKED, PEEK( 1 30RG POKESE334, FEEK (SR 0RL :RER COHECTR 170 Y KB

40 POKES3272, (PEEK (S32733ANDE4R)+12::REN COLOCH EL PUMTERD OE CARACTERES
45 REM R LR HEMORIA 12262

6@ FORCRR=GATORZ REN PROGRAMA CARACTERES 6@ AL &3

88 FOREYTE=GT07 :REM RECORRE TOCOS L2 & BYTES [E UN CRERCTER

184 RERD NUHERD:REM LEE 1/3TH DEL CREACTER DEL DATO

120 PORE 12280+ (CRCRR D +BYTE  MUMERCREN FLMACENR LOS [HTOS EN LR MEMORIA
148 HEXTRYTE :NEXTCAR:REM ¥R AL SIGUIENTE BYTE,CHAR

156 PRINTCHR$C147) TRB 2SS OCHRS (i) 5

155 PRINTCHR$ (61 TRBIS9)CHR$CR2ICHRE(ED)

{68 REM LR LINEA 156 PONE LOS HUEYOS CARACTERES DEFINICOS EN LA PRNTALLA
178 GETA$:REM ESPERA QUE EL USUARIO PULSE UNA TECLA

188 IFR$="" THEMGOTOI7@:FEN ST ND SE PSR HIMGIMA TECLA,ESPERE

198 POKES3272,21 :REM VUELYE R LOS CARACTERES NORMALES

289 DATARE,£,7,5,7,7,3,3:REN DATUS PRER EL CHRRACTER &9

218 DATA 32,936,224, 168,224,224, 192,192 :REN DATOS PARA EL CARRCTER ol
20 DATAT,7,7,51,31,95,143, 127 1REM DRTCE PRRA EL CARACTER €2

230 DATA 224,224, 224,248,248,248, 244,224 :REM DATOS PARA EL CARACTER &3
240 BD :

MULTICOLOR MODO GRAFICO

Los graficos standard de alta resolucién le permiten controlar puntos muy pequefios
en la pantalla. Cada punto en la memoria de caracteres puede tener dos valores: 1
para activarse y 0 para desactivarse. Cuando el punto esta desactivado, se muestra
un espacio del color de la pantalla. Si el punto esta activado, aparecera del color
que se haya elegido en la memoria de color. Usando los gréficos standard de alta
resolucion, todos los puntos de la malla (8"8) que forman un caracter pueden ser
del color de la pantalla o del color del caracter. En algunos casos este limite en la re-
solucién de color puede ser un problema. Por ejemplo, dos lineas juntas de dos co-
lores distintos.

El modo multicolor ofrece la solucién a este problema. Cada punto en el modo multi-
color puede ser de cuatro colores: color de la pantalla (registro de color # 0), del
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color del registro de color # 1, del color del registro de color # 2, o del color del ca-
racter. Sin embargo, se debe sacrificar la resolucién horizontal, ya que cada punto
en modo multicolor es el doble de ancho que uno en alta resolucion standard. Esta
minima pérdida de resolucion queda compensada por las caracteristicas extras del
modo multicolor.

MULTICOLOR MODO BIT

Para activar el modo multicolor, coloque el bit 4 del registro 53270 ($D016) del VIC-Il
a 1, usando el siguiente POKE:

POKE 53270,PEEK(53270)OR 16
Para desactivar el modo multicolor, debe colocar este bit a 0 de la siguiente forma:
POKE 53270,PEEK(53270)AND 239

El modo multicolor se activa y desactiva para cada posicién determinada de la pan-
talla, lo que permite mezclario con graficos standard de alta resolucion. Esto se con-
trola por el bit 3 de la memoria de color. La memoria de color se inicia en la posicion
55296 ($D800). Si el nimero contenido en una posicion de la memoria de color es
menor de 8 (0-7), el correspondiente espacio en la pantalla tendra alta resolucion
standard, en el color que haya elegido (0—7). Si el numero de la memoria de color es
mayor de 7 (8-15), el espacio correspondiente aparecera en modo multicolor.

Haciendo un POKE en una posicion de la memoria de color, usted puede cambiar el

color del caracter en la posicion correspondiente de la pantalla. Si el nimero del
POKE esta comprendido entre 0 y 7 obtendra los colores normales de los caracte-
res. Si el nimero esta entre 8 y 15, el espacio correspondiente de la pantalla se
mostrara en modo multicolor. En otras palabras, colocando a 1 el bit 3 de la memo-

ria de color, se activa el modo multicolor. Colocando este bit a 0, el modo multicolor |

se desactiva.
Una vez activado el modo multicolor en un espacio de la pantalla, los bits del carac-

ter determinan el color en que se mostrara cada punto. Por ejemplo, aqui tiene el di- |

bujo de la letra A, y los correspondientes bits que lo forman:

IMAGEN  BINARIO
- 00011000
*ok kK K 00111100
xE kK 01100110
o o o o 01111110
¥k KK 01100110
ko ko 01100110
T 01100110
00000000
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En modo normal o de alta resolucién, se muestra el color de la pantalla en cada pun-
to cuyo bit esté a 0, y el color del caracter se muestra en los puntos cuyos bits estén
a 1. El modo multicolor usa los bits agrupados en parejas, de la siguiente forma:

IMAGEN BINARIO
AABB 00 01 10 00
CCEe 00 11 11 00

AABBAABB 01 10 01 10
AACCCCBB O1 111110
AABBAABB 01 1001 10
AABBAABB 01 10 01 10
AABBAABB 01 10 01 10

00 00 00 00

E_n la imagen anterior, los espacios marcados AA se dibujan en el color 1, los espa-
cios marcados BB usan el color 2, y los espacios marcados CC usan el color del ca-
racter. Las parejas de bits determinan esto, de acuerdo con la siguiente tabla:

PAREJA REGISTRO DE COLOR POSICION
DE BITS
00 Registro 0 (pantalla) 53281 ($D021)
01 Registro 1 53282 ($D022)
10 Registro 2 53283 (D023)
11 Color especificado por los
tres bits mas bajos de la
memoria de color RAM de color

Escriba NEW y entre el siguiente programa de demostracion:

185 PKES3281, 1 :REM PONE EN BLANCO EL COLOR DEL FOMDO @&

118 POKES3232, 3:REN PONE EN CIAMD EL COLOR DEL FONDO 1

128 PIKEG2263, 8:REN PONE EN NARRHJA EL COLOR DEL FONEO 2

138 POKES327%, PEEK (53278 )0R16 :REN CONECTR EL MODD MULTICOLOR

148 C=13%4056+64256 :REN COLOCA LA C AL PONTO DEL COLOR DE MEMORIR
138 PRINTCHRS < 147) * RARARRAARA

168 FORL=AT09

178 POKEC+L,8

188 HEXT

El color de la pantalla es blanco, el color del caracter, negro, un registro de color
contiene el color cyan y el otro el color naranja.

Qstgd no coloca realmente codigos de color en el espacio para el color del caracter
Sino que usa referencias a los registros asociados con estos colores. Esto le permi-,

microelectronica F E =

93 y control 5 a




(

te utilizar algunos trucos. Cambiando el valor de uno de los registros de color, todos
los puntos que se mostraban en el color cambiado, tambien cambiaran. Ademas,
los colores de la pantalla y del fondo se pueden cambiar instantaneamente.

He aqui un ejemplo para cambiar el color del registro # 1:

189 POKESSE7R, PEERCSEETRIORT6REN CTNECTA EL MOCO MALTICOLOR
118 FRINTCHREC1473CHRSCLRD

gl
128 PRINT".EY : sREM TECLER C=& PHRR EL FOHDO HEGROD WULTICCLOR O MARANIR
13 FORL=1T022 sFRINTCHRS (650 ; sHERT
133 FORT=1T05804 :NEXT
e creL |7
146 PRINT'E3" ;:REW TECLER CTRLE? PRRA EL CRHEIO A RZUL
145 FORT={TO% HERT

s el
156 PRINT*RPULSE UNA TECLR"
166 GETF:IFRE=""THEN 64
176 H=INTCRNDC1 3¥16)
168 PIHE 53252,
138 GOTO 168

Usando la tecla y las teclas de color los caracteres se pueden cambiar a
cualquier color, incluidos los caracteres multicolor. Por ejemplo, escriba lo siguiente:

POKE 53270,PEEK(53270)0OR16:PRINT “B’ ;REM ROJO CLARO/MULTICOLOR ROJO

La palabra READY y todo lo que escriba se mostrara en modo multicolor. Otro con-
trol de color puede volver al texto normal.
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A continuacion se muestra un programa que utiliza caracteres programables multi-
colores.

16 REN # EJEHPLO 2 %
20 REM CRERNDO CRRACTERES PROGRAMABLES MLLTICOLORES

31 POKES6234 , PEEK (56224 \ANDS4 PIRE L FEEK 1 Whos

35 FORI=ATOR2:REN COPIA EL RANGD DEL CARACTER OE LA RON

3 FORI=GTO7:REM COPIR TOOOS LOS & BYTES PUR CREFCTER

37 POKEL228841H8+] PEEK(53245+ [KG+J) :REM COPTA LN BYTE

2 NEXTY, LREN VA AL SIGUIENTE EYTE 0 CARACTER

39 POKEL,PEEK(1)0R4 :POKE 334, PEEK (56334 0RT :REN CONECTR 10 ¥ KB

40 POKE 52272, (PEEK(S2272)RHDZ46)+12:REN PONE EL CRERCTER FUKTERD EM

42 FEN LA MEMORIA 12288

5 POKES278, PEEK(S227R IR 16

51 POKES3281,6:REN POHE EN HEGRD EL COLOR DEL FOMCO 9

52 FIKES3262,2:REH PORE EW ROJO EL COLOR DEL FOMDO 1

53 POKES3283,7:REM PONE EN AMARILLD EL COLDR DEL FOMDO 2

64 FORCAR=6A TO 62 :REN PROGRAMA L5 CRRACTERES EL 66 AL 63

89 FORBYTE=GTO7 :REM HACE L0S B BYTES OF UM CARACTER

168 RERDHLMERO:REM LEE EL 1/8TH [EL CATO DEL CREMCTER

120 POKEL2238+( RHCAR)+EYTE MUMERD :FEN ALNACENA LOS DATOS EN MEMORIA

148 HEXTENTE, CRR_EIIGD CIOMITE

158 PRINT" ' TABC 255 ) CHRS 6RO CHRE (A1) TRE (5SSO CHRS CE2DCHRS (670

168 REN LA LINER 158 PONE EW LA PRMTELLA LOS MUEYOS CRRFCTERES DEFINIDOS
176 GETRS:REM ESPERA GUE FL USURRTO PULSE UNA TECLA

168 1FAS=""THENITE:REN ST M) SE PULSA HIMGLMR TECLA,ESFERA

198 POKES3272,21 :POKES3278, PEEK (532700 PNOZ39 :REN VUELVE AL CARACTER MORMAL
0 DATRIZ9,37,21,29,92, 85,85, 65:REN ORTOS FRRA EL CRRRCTER 60

210 DATAGE, 72,84, 116,117, 85,85, 85:REN DATOS PARA EL CARFCTER 61

220 DRTAG?, 87,685,218, 8,46, B:REN DRTCS PRRA EL CRRACTER €2

23 DATA213,213,85,84,32, 32,40, :REM DATOS PARA EL CRRACTER 63

246 EHD

MODO EXTENDIDO DEL COLOR DEL FONDO

Este modo le permite controlar el color del fondo de cada caracter individual. Por
ejemplo, usted puede mostrar un caracter azul sobre fondo amarillo en una pantalla
blanca.

Hay 4 registros disponibles para el modo extendido del color del fondo. Cada uno de
estos registros puede contener cualquiera de los 16 colores disponibles.

!_a memoria de color se usa para contener el color de los puntos en este modo, al
Igual que en el modo caracter standard.
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El modo extendido de color del fondo limita el nimero de caracteres disponibles.
Cuando esté activado sélo los primeros 64 caracteres del generador ROM (o los 64
primeros caracteres de su propio juego) se pueden usar. Esto sucede porqué dos
de los bits del codigo de caracter se usan para determinar el color del fondo. Asi tra-
baja este modo:

El codigo de caracter (el nimero con el que se hacen los POKES en pantalla) de la
letra “A” es 1. Con el modo extendido del color del fondo activado, si hace un POKE
de 1 en la pantalla aparecera una A. Si intenta el POKE con un valor de 65, deberia
aparecer una A invertida. Esto NO sucede en este modo. Usted obtendra una A nor-
mal, pero con el color del fondo distinto. La siguiente tabla le muestra los distintos
cadigos:

CODIGO DE CARACTER REGISTRO DE COLOR
VALOR BIT 7 BIT 6 | NUMERO DIRECCION
0-63 0 0 0 53281 ($D021)
64-127 0 1 1 53282 ($D022)
128-191 1 0 2 53283 ($D023)
192-255 1 1 3 53284 ($D024)

El modo extendido de color del fondo se activa colocando a 1 el bit 6 del registro
53265 ($D011) del VIC-II. El siguiente POKE lo activa.

POKE 53265,PEEK(53265)0OR 64

El modo extendido de color del fondo se desactiva colocando el bit 6 del registro del
VIC-II localizado en la direccién 53265 ($D011) A 0. La siguiente linea lo hace:

POKE 53265,PEEK(53265)AND 191
GRAFICOS “BIT MAPPED”

Cuando escriba juegos, graficos para aplicaciones de negocios u otros tipos de pro-
gramas, tarde o temprano necesitara displays de alta resolucion.

El Commodore 64 ha sido disefiado para poder realizarlo: la alta resolucion esta dis-
ponible “mapeando” la pantalla. “Bit Mapping” es el método en el cual cada punto
de resolucién de la pantalla se asigna a un bit en la memoria. Si el bit en la memuoria
esta a 1, el punto correspondiente estara encendido. Si el bit esta a 0 el punto estara
apagado.

El disefio de graficos de alta resolucion tiene un par de desventajas, por lo que no
se usa todo el tiempo. La primera es que el mapeado de la pantalla ocupa una gran
cantidad de memoria. Esto ocurre porque cada punto tiene un bit que lo controla.
Usted necesita un bit por cada punto (o un byte por cada 8 puntos). Puesto que
cada caracter tiene 88 puntos, y hay 25 lineas de 40 caracteres cada una, la resolu-
cién es de 320200 para toda la pantalla. Esto da un total de 64000 puntos, cada
uno de los cuales requiere un bit. En otras palabras, son necesarios 8000 bytes
para mapear la pantalla.
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Generalmente, las operaciones de alta resolucion estan formadas por rutinas sim-
ples que se repiten constantemente. Desafortunadamente, estos procesos son bas-
tante lentos si las rutinas estan escritas en BASIC. Sin embargo, las rutinas cortas y
repetitivas se prestan mucho a ser programadas en cddigo maquina. La solucién es
escribir sus programas de alta resolucién en cégigo maquina, o confeccionar rutinas
en este lenguaje y llamarlas desde su programa BASIC mediante la instruccién
SYS. De esta forma se combina la facilidad de programar en BASIC con la rapidez
del codigo maquina. El cartucho VSP esta también disponible para afadir coman-
dos de alta resolucion al BASIC de su Commodore 64.

Todos los ejemplos que se ofrecen en esta seccion estan escritos en BASIC para
una facil comprensién. Ahora pasemos a los detalles técnicos.

“BIT MAPPING” es una de las mas populares técnicas para graficos de las utili-
zadas en el mundo de los ordenadores. Esta técnica se usa para crear detallados
dibujos. Basicamente, cuando el Commodore 64 entra en este modo, muestra
directamente en la pantalla una seccién de 8K de memoria. Estando en el modo bit
map, puede controlar directamente y encender o apagar cada punto de la pantalla.

Hay dos tipos de “bit mapping” disponibles en el Commodore 64. Estos son:

1) Standard (alta resolucion) “Bit Map” (320*200)
2) Multicolor “Bit Map” (160*200)

Los dos son similares en caracteristicas a los de caracteres: gran resolucién con
pocos colores contra una resolucién méas pequefa pero con posibilidad de elegir un
mayor numero de colores.

MODO “BIT MAP” DE ALTA RESOLUCION STANDARD

El modo standard de alta resolucion le proporciona una resolucién de 320 puntos
horizontales por 200 verticales, con la eleccion de 2 colores en cada seccién de 8*8.
Para activar este modo debe colocar a 1 el bit 5 del registro del VIC-Il 53265
($D011), de la siguiente forma:

POKE 53265 PEEK(53265)0R 32
Para desactivar el modo “Bit Map” coloque a 0 el bit 5 del registro de control 53265
($D011), de la siguiente forma:

POKE 53265,PEEK(53265)AND 223

Antes de entrar en mas detalles sobre este modo hay algo mas que debe saber, y
es donde se encuentra el area de “bit map”

COMO TRABAJA

Sirecuerda la seccion de CARACTERES PROGRAMABLES debera recordar como
se forma el modelo de un caracter almacenado en RAM y cémo se cambia para
adaptarlo a sus necesidades. Usted puede cambiar un solo punto de un caracter de-
terminado cambiando el valor de una posicion de memoria. Esta es la base del “bit-
mapping”. La pantalla entera se rellena de caracteres programables, y usted realiza
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los cambios directamente en la memoria de los caracteres programables de donde
se extraen los modelos.

Cada una de las posiciones de la memoria de pantalla que se usaban para controlar
qué caracter se tenia que mostrar sirven ahora para almacenar informacion sobre el
color. Por ejemplo, haciendo un POKE en la posicién 1024 con el valor 1 aparecia
una “A” en la esquina superior izquierda de la pantalla. Ahora, la direccion 1024
controla el color de este espacio de la pantalla.

Los colores en el modo Bit Map no se toman de la memoria de color, como sucedia
en el modo caracter. Ahora, los colores se extraen de la memoria de pantalla. Los 4
bits mas altos de la memoria de pantalia controlan el color de los puntos cuyos bits
estan a 1. Los 4 bits mas bajos de la memoria de pantalla controlan el color de los
puntos cuyos bits estan a 0. Cada posicién de la memoria de pantalla controla el
color de la correspondiente malla de 8*8.

EJEMPLO: Escriba lo siguiente:

5 BASE=DR4AOEPOKES 272, PEEK (53272)0RT:REN FONE EL MAPR [E BIT EN 81%
18 POKES3265,PEEK (53269)0R32:REN ENTRA EL MO0O DEL MAPA € BIT

Ahora ejecute (RUN) el programa.

La pantalla se llena de porqueria, ,no? Al igual que con la pantalla normal, usted
debe borrar la pantalla de alta resolucién antes de trabajar con ella. Desafortunada-
mente, CLR no funciona en este caso. Usted debe limpiar la seccion de memoria
que usard para sus caracteres programables. Pulse las teclas y
simultaneamente. Después, afada las s:gu:emes lineas a su programa
para borrar la pantalla de alta resolucion:

26 FORI=ERCETORRCE+79%3:PKE], B:HEXT:REM LIMPIR EL MAFR DE BIT
38 FOR1=1624T02023:POKE T, 3 :HEXT sREM COLOCH EL COLOR EH CIAND Y NEGRO

Ahora ejecute el programa otra vez. Usted debe ver la pantalla limpia, después el
color cyan debe cubrir la pantalla. Lo que necesita ahora es encender y apagar los
puntos deseados en el display de alta resolucién.

Para ACTIVAR un punto o DESACTIVAR un punto debe saber como encontrar el bit
correcto en la memoria de caracteres para ponerlo a 1. En otras palabras, debe
saber el caracter a cambiar, la fila donde se encuentra y el bit de la fila que debe ser
cambiado. Usted necesita una férmula para calcular esto.

Usaremos X e Y para situar las posiciones horizontal y vertical de un punto. El punto
situado en X=0 e Y=0 sera el de la esquina superior izquierda de la pantalla. Los
puntos hacia la derecha tendran valores de X més altos, y los puntos hacia abajo
tendran un valor de Y mas alto. La mejor forma de usar el bit mapping es dibujar un

display de bit map similar a éste:
A |.l EE
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Cada pgnto tiene un valor de X e Y que determinan una coordenada. En este forma-
to es facil controlar cada punto de la pantalla.

Sin embargo, lo que usted tiene es algo parecido a esto:

______ BYTEO BYTE 8 BYTE 16 BYTE 24 .........BYTE 312
BYTEST - BYIEQ . . BYTE 313
BYTE 2  BYIE 10 . ) BYTE 314
BYTES . BYTE 11 . : BYTE 315
BYTE 4 BYTE 12 . . BYTE 316
BYTE 5 BYTE 13 . : BYTE 317
BYTE'G  BYTE 14 . : BYTE 318
______ BYIE7Z BYIE15 . : BYTE 319
______ BYTE 320 BYTE 328 BYTE 336 BYTE 344 ...... BYTE 632
BYTE 321 BYTE 329 . : BYTE 633
BYTE 322 BYTE 330 . . BYTE 634
BYTE 323 BYTE 331 . i BYTE 635
BYTE 324 BYTE 332 . . BYTE 636
BYTE 325 BYTE 333 . . BYTE 637
BYTE 326 BYTE 334 . . BYTE 638
______ BYTE 327 BYTE 335 . : BYTE 639

Los caracteres programables que forman el bit map se organizan en 25 lineas de 40
columnas cada una. Si bien este es un buen método para la organizacién de texto,
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para el bit map resulta algo complicado. (Hay una buena razon para utilizar este mé-
todo. Vea la seccion MODOS MIXTOS).
La siguiente formula le permite obtener faciimente el control de cada punto de la
pantalla:
El inicio de la memoria del display se conoce como BASE. El nimero de linea (de 0
a 24) de su punto es:

RO=INT(Y/8) (Hay 320 bytes por linea)

La posicion del caracter para esta linea (de 0 a 39) es:
CH=INT (X/8) (Hay 8 bytes por caracter)

La linea para el caracter situado en esta posicién es (de 0 a 7):
LI=Y AND 7

El bit de este byte es:
Bl=7—(X AND 7)

Ahora, coloquemos estas formulas juntas. El byte donde se encuentra el punto que
queremos cambiar se localiza mediante la férmula:

BY=BASE + RO*320+CH"8+LlI

Para activar cualquier bit de la malla con coordenadas (X,Y), use esta linea:
POKE BY,PEEK(BY) OR2 1 BI

Ahora coloque estos calculos en un programa. En el siguiente ejemplo el Commo-
dore 64 traza una curva senoidal:

50 FORZ=HTO319:FEM IMA (MDA LLEHARA LA FRTRLLA
66 Y=INT(9R+2MSINCA 180D
78 CHEINT(R/2)

8 RO=INTCYAR)

& Lh=vRH07

95 EY=BRSF+RIBE3204 SHCHHLN
166 Bl=7-(XRH07)

118 POKERY,PEEKCRYIOR{Z1E]S
126 HEXTY

125 POKE1A24, 16

138 GOTO 1%

El calculo de la linea 60 cambia los valores para la funcion seno del rango de +1 a
-1 al rango de 10 a 170. Las lineas 70 a 100 calculan el caracter, linea, byte y bit
afectados, usando las férmulas explicadas anteriormente. La linea 125 indica que el
programa ha terminado cambiando el color de la esquina superior izquierda de la
pantalla. La linea 130 hace que el programa entre en un bucle sin fin. Cuando haya
visto los resultados del programa, pulse y simultanea-
mente.
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Como ejemplo adicional, buede modificar el programa de la curva sinusoide para
que dibuje un semicirculo. He aqui las lineas a escribir para realizar estos cambios:

5) FUR=RTOLES:REN HACE LA MITAD [E LA FRHTALLA
55 Yi=!REHSORT 1E0RE-RED)

5 o= | BE-SOR T [RERY-H8E)
B8 FORY=YITOYZSTEPYL-Y2

T CH=INT (/20

& RO=INTCYAD

g5 LH=YRD7

99 BY=BRSEARIHIZ0+SHECHLN
168 EI=7-(AHHE

{18 FOEERY PEERCBYIORCZTEDD
114 HE2T

Esto crea un semicirculo en el area de alta resolucién de la pantalla.

ATENCION: Las variables BASIC pueden invadir el espacio reservado para alta resolucion.
Si necesita mas memoria para su programa, debera mover la direccién de inicio del BASIC
pasada el area de alta resolucién, o cambiar de lugar dicha area. Este probiema NO sucede
programando en lenguaje maquina. UNICAMENTE puede suceder cuando se escriben
programas en BASIC.

MODO “BIT MAP” MULTICOLOR

Al igual que en el modo caracter, el modo bit map multicolor le permite mostrar
hasta cuatro colores distintos en cada seccion de 8 por 8 del bit map. Y también al
igual gue en el modo caracter, la resolucion horizontal se sacrifica (de 320 puntos a
160 puntos).

El modo bit map multicolor usa 8K de memoria para realizar el “mapeado de panta-
lla” (bit map). Usted puede seleccionar los colores desde (1) el registro de color 0,
(el color del fondo de la pantalla), (2) la matriz de video (los cuatro bits mas altos dan
un color; los 4 bits mas bajos otro), y (3) de la memoria de color.

El modo bit map multicolor se activa colocando a uno el bit 5 de la posicion 53265
(3D011) y el bit 4 de la posicién 53270 ($D016). El siguiente POKE hace esto:

POKE53265,PEEK(53265)0OR 32: POKE53270,PEEK(53270)OR 16
El modo bit map multicolor se desactiva colocando a 0 el bit 5 de la posicién 53265
($D011) y el bit 4 de la posicién 53270 ($D016). El siguiente POKE hace esto:
POKE 53265,PEEK(53265)AND 223: POKE 53270,PEEK(53270)AND 239
Al igual que en el modo de alta resolucién standard, hay una correspondencia de
uno a uno entre la seccion de 8K usada para el display de alta resolucion y lo que se
muestra en la pantalla. Sin embargo, los puntos horizontales tienen dos bits de

ancho. Cada 2 bits de la memoria reservada para alta resoluciéon forman 1 punto,
que puede ser de 4 colores segun la disposicién de los dos bits.

microelectronica F E =

101 ycontrel s a




BITS LA INFORMACION DE COLC.. ?ROCEDE DE

00 Registro de color #0 (color de la pantalla)

01 Los 4 bits mas altos de la memoria de pantalla
10 Los 4 bits mas bajos de la memoria de pantalla
11 Memoria de color (4 bits)

SCROLL UNIFORME

(Deslizamientos del contenido de la pantalla)

El VIC-lI soporta el scroll uniforme en todas direcciones. El scroll uniforme es el mo-
vimiento de toda la pantalla punto a punto en una direccién determinada. La pantalla
se puede mover arriba, abajo, a la izquierda o a la derecha. Se usa para introducir
uniformemente nueva informacion en la pantalla, mientras que uniformemente
desaparecen los caracteres de la cara opuesta de la misma.

Entre las caracteristicas del VIC-Il se encuentran las de poder colocar la pantalla en
cualquiera de 8 posiciones horizontales y 8 verticales. El posicionado es controlado
por los registros de scroll del VIC-Il. Este chip posee también un modo de 38
columnas, y uno de 24 lineas. La disminucién de la pantalla se usa para que pueda
colocar los datos que precisan del scroll.

A continuacién se muestran los pasos a seguir para lograr el SCROLL UNIFORME:

1) Reduzca la pantalla (el borde se amplia)

2) Coloque el registro de scroll al maximo (o al minimo, dependiendo de la direccién
del scroll)

3) Coloque los datos en la parte apropiada de la pantalla (cubierta)

4) Incremente (o disminuya) el registro de scroll hasta que alcance el valor maximo.
(o minimo)

5) En este punto, use su rutina en lenguaje maquina para mover toda la pantalla un
caracter en la direccion del scroll.

6) Vuelva al paso 2.

Para entrar en el modo de 38 columnas, debe poner a cero el bit 3 de la posicion
53270 ($D016). El siguiente POKE lo realiza:
POKE 53270,PEEK(53270)AND 247

Para volver al modo de 40 columnas el bit 3 de la posicion 53270 ($D016) debe co-
locarse a 1, mediante el siguiente POKE:

POKE 53270,PEEK(53270)OR 8

Para entrar en el modo de 24 lineas, el bit 3 de la posicién 53265 ($D011) debe po-
nerse a 0. El siguiente POKE lo hace:

POKE 53265,PEEK(53265)AND 247

Para volver al modo de 25 lineas el bit 3 de la posicién 53265 ($D011) debe ponerse
a 1, mediante el siguiente POKE:

POKE 53265,PEEK(53265)OR 8
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Cuando se hace un scroll en la direccion X debe colocarse el VIC-Il en el modo de
38 columnas. Esto permite colocar en su sitio los datos afectados por el scroll.
Cuando este sea hacia la IZQUIERDA, los nuevos datos deben colocarse a la dere-
cha. Si el scroll es hacia la DERECHA, los datos se colocaran a la izquierda. Re-
cuerde que la pantalla sigue teniendo 40 columnas, lo que sucede es que sélo son
visibles 38.

Al hacer un scroll en la direccion Y, es necesario que el VIC-Il se coloque en el
modo de 24 lineas. Al hacer un scroll hacia ARRIBA, coloque los datos en la ltima
linea. Cuando el scroll sea hacia ABAJO, coloque los datos en la primera linea. Al
contrario que en el scroll X, en el que se cubrian areas en cada lado de la pantalla,
hay una sola area cubierta en el scroll Y. Si el registro de scroll Y esta a cero, se
cubre la primera linea. Cuando el registro de scroll Y est4 a 7, se cubre la Ultima
linea.

Para el scroll en la direccién X, el registro esta situado en los bits 2 a 0 del registro
de control del VIC-Il en la posicion 53270 ($D016). Como siempre, es importante
que la modificacion afecte Gnicamente a estos bits. El siguiente POKE lo hace:

POKE 53270,(PEEK(53270)AND 248)+X

donde X es la posicién de la pantalla de 0 a 7.

Para hacer scroll en la direccion Y, el registro esta situado en los bits 2 a 0 de la po-
sicion 53265 ($D011). Es importante que la modificacién afecte Ginicamente a estos
bits. EI siguiente POKE hace esto:

POKE 53265,(PEEK(53265)AND 248)+Y

donde Y es la posicion de la pantalla de 0 a 7.

Para hacer un scroll de texto en la pantalla desde abajo, debe colocar los 3 bits
menos significativos de la posicion 53265 de 0 a 7, colocar los datos en la linea cu-
bierta de la parte inferior de la pantalla, y repetir el proceso. Para hacer un scroll de
izquierda a derecha, debe pasar los 3 bits menos significativos de la posicién 53270
de 0 a 7, PRINT o POKE una columna de datos en la columna 0 de la pantalla, y
repetir el proceso.

Si usted pasa los bits de scroll por —1, su texto se movera en direccion opuesta.

EJEMPLO: Scroll de texto en la parte inferior de la pantalla:

16 PORES3265, PEEK (52265 AND247 REH YA LR EL MODC OF LA COLLME 24

M PRINTCHRS(147) :REN LIMFIR LA PRHTALLA

8 FORA=1T0124 :PRINTCHRS 17 sHEXT:REM MUEVE EL CLRSOR FERIO [E TCOD

49 POKESI265, (PEEK (53265 /RN0Z48)47 :PRINT :REN POSICIONG PRIMER DESPLAZAMIENTO
A FRINT"  HOLA";

68 FORP=6TOBSTEP-1

78 PIRES3265, (PEEK (S2265)RH247 49

89 FORA=1TOSO:NEXT :REM DEMORA EL BUCLE

3 HERT :GOTO40
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SPRITES

Un Sprite es un tipo especial de caracter programable que puede ser situado en
cualquier lugar de la pantalla. Los Sprites son mantenidos directamente por el VIC-||
chip. Para realizar un Sprite usted debe decidir la forma que quiere que tenga, el
color apropiado, y el lugar de la pantalla en que quiere situarlo. El VIC-Il se encarga
del resto. Los Sprites pueden ser de cualquier color de los dieciséis disponibles,
Los Sprites se pueden usar conjuntamente con CUALQUIER otro modo gréfico: bit
map, caracter, multicolor, etc., y siempre mantendran su definicién y forma, con
cualquiera de ellos. Los Sprites poseen su propia definicién de color, su modo (alta
resolucién o multicolor), y su forma.

El VIC-Il puede mantener automaticamente hasta 8 Sprites al mismo tiempo. Se
pueden mostrar mas Sprites usando las técnicas de interrupcién de barrido.
Las caracteristicas de los Sprites son:

1) Tamano: 24 puntos (horizontal) por 21 puntos (vertical)
2) Control de color individual para cada Sprite.

3) Modo Sprite Multicolor.

4) Magnificacion (2X) en horizontal, vertical, o ambas
direcciones.

5) Seleccion de la prioridad de los Sprites con la pantalla
6) Prioridad fija de los Sprites entre si.

7) Detecciéon de colisiones entre Sprites.

8) Deteccion de colisiones entre Sprites y la pantalla

Estas caracteristicas especiales permiten programar facilmente muchos video/jue-
gos populares. Puesto que los Sprites son mantenidos por el hardware, es posible
escribir en BASIC juegos de alta calidad.

Hay 8 Sprites soportados directamente por el VIC-Il. Estan numerados de 0 a 7.
Cada uno de los Sprites tiene su propio registro de forma, registros de posicion y
registro de color, y también poseen sus propios bits para ser activados y detectar
colisiones.

DEFINIR UN SPRITE

Los Sprites se definen del mismo modo que los caracteres programables. Sin em-
bargo, puesto que los Sprites son de mayor tamaro, son necesarios mas bytes para
almacenar su forma. Un Sprite tiene 24 por 21 puntos, o 504 puntos. Esto significa
que se precisan 63 bytes (504/8 bits) para definir un Sprite. Los 63 bytes se organi-
zan en 21 lineas de 3 bytes cada una. La definicién de un Sprite se asemeja a lo
siguiente:

BYTE 0 BYTE 1 BYTE 2
BYTE 3 BYTE 4 BYTE 5
BYTE 6 BYTE 7 BYTE 8
BYTE 60 BYTE 61 BYTE 62
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Figura 3-2. Tabla de definicién de Sprites.
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Otra forma de ver como se crea un Sprite es mirando I'c(. -uola de definicion de Spri-
tes a nivel de bits. Puede ser parecida a la de la figura 3-2.

En los Sprites standard (alta resolucion), cada bit con valor 1 se muestra en el color
del Sprite. Los bits con valor 0 son transparentes y muestran el color existente deba-
jo del mismo. Esto es similar a los caracteres standard.

Los Sprites multicolores son similares a los caracteres multicolores. La resolucion
horizontal es reducida para obtener colores extras. La resolucion de un Sprite multi-
color es de 12 puntos horizontales por 21 verticales. Cada punto horizontal es el
doble de ancho, pero el nimero de colores disponibles por Sprite se incrementa
hasta 4.

PUNTEROS DE LOS SPRITES

Aunque cada Sprite ocupa 63 bytes para su definicion, se precisa un byte mas para
colocar al final del grupo de 63. Cada Sprite, pues, ocupa 64 bytes. Esto facilita los
célculos acerca de las posiciones de memoria que ocupa cada Sprite, ya que 64,
ademas de un numero, es una potencia binaria.

Cada uno de los Sprites posée un byte asociado llamado PUNTERO DE SPRITE.
Este puntero controla la posicién de la definicion de cada sprite en la memoria.
Estos 8 bytes estan colocados siempre en las dltimas 8 posiciones de memoria de
la zona de 1K correspondiente a la memoria de pantalla. Normalmente, en el Com-
modore 64, esto significa que los ocho bytes empiezan en la posicion 2040 ($07F8).
Sin embargo, si usted mueve la pantalla, los punteros de los Sprites también cam-
biaran.

Cada puntero de Sprite puede contener un nimero entre 0 y 255. Este nimero in-
dica la posicion de la definicién para su Sprite asociado. Puesto que cada definicion
ocupa 64 bytes, esto significa que el puntero puede indicar cualquiera de las posi-
ciones del blogue de 16K al que el VIC-Il tiene acceso (puesto que 256*64=16K).
Si el puntero de Sprite #0, en la posicién 2040, contiene el ntmero 14, por ejemplo,
el Sprite 0 se mostrara con la forma contenida en los 64 bytes a partir de la posicion
14764 = 896 (esta zona esté situada en el buffer del cassette). La siguiente formula
aclara esta cuestion.

POSICION = (BANCO*16384) + (VALOR DEL PUNTERO DE SPRITE*64)
Donde BANCO es la zona de 16K de memoria a la que accede el VIC-II, y que
puede tener un valor de 0 a 3.

La férmula anterior da como resultado la posicién de inicio de los 64 bytes que for-
man el bloque de definicion de un Sprite.

Cuando el VIC-Il accede al BANCO 0 o al BANCO 2, hay una IMAGEN ROM del
juego de caracteres presente en algunas posiciones, como se mencioné antes. Las
definiciones de los Sprites NO se pueden colocar aqui. Si por alguna razén necesita
méas de 128 definiciones de Sprites, utilice uno de los bancos sin IMAGEN ROM
(bancos 1 o 3).

ACTIVAR UN SPRITE

El registro de control 53269 ($D015) se conoce como el registro ACTIVADOR DE
SPRITES. Cada uno de los Sprites tiene un bit en este registro que indica si el
mismo esta activado o desactivado. El registro se podria ver de la siguiente forma:

53269 ($D015) 76 5432 1 0
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Para activar el Sprite 1, po.. .jemplo, es necesario colocar el valor 1 en el correspon-
diente bit. El siguiente POKE lo realiza:

POKE 53269,PEEK(53269)OR 2
Una sentencia mas general podria ser la siguiente:

POKE 53269,PEEK(53269)0R (2 1 SN)

Donde SN es el nimero del Sprite, de 0 a 7.

NOTA: Un Sprite debe ser activado antes de poder ser visualizado. j

DESACTIVAR UN SPRITE

Un Sprite se desactiva colocando a cero su bit en el registro de control del VIC-II
53269 ($D015). El siguiente POKE lo hace:
POKE 53269, PEEK(53269)AND (255-2 1 SN)

donde SN es el nimero del Sprite (de 0 a 7).

COLORES

Un Sprite puede ser de cualquiera de los 16 colores generados por el VIC-II. Cada
uno de los Sprites tiene su propio registro de color. Estas son las posiciones de me-
moria de los registros de color:

POSICION DESCRIPCION
53287 ($D027) REGISTRO DE COLOR SPRITE 0
53288 ($D028) REGISTRO DE COLOR SPRITE 1
53289 ($D029) REGISTRO DE COLOR SPRITE 2
53290 ($D02A) REGISTRO DE COLOR SPRITE 3
53291 ($D02B) REGISTRO DE COLOR SPRITE 4
53292 ($D02C) REGISTRO DE COLOR SPRITE 5
53293 ($D02D) REGISTRO DE COLOR SPRITE 6
53294 ($D02E) REGISTRO DE COLOR SPRITE 7

Todos los puntos de un Sprite se muestran en el color contenido en su registro de
color. El resto del Sprite es transparente, y muestra lo que hay detras del mismo.

MODO MULTICOLOR

El modo multicolor le permite usar cuatro colores distintos en cada Sprite. Sin em-
bargo, al igual que en los otros modos multicolores, la resolucién horizontal se redu-
ce a la mitad. En otras palabras, cuando trabaja en el modo Sprite multicolor (al
igual que en el modo caracter multicolor), en lugar de 24 puntos horizontales por
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Sprite, hay 12 pares de puntos. Cada par de puntos é .amado PAREJA DE BITS,
Piense que cada pareja de bits (pareja de puntos) es un solo punto en su Sprite, y la
informacién de los dos bits le permite escoger el color deseado. La tabla siguiente le
indica los valores que debe tener cada pareja de bits para obtener un punto del color
deseado para su Sprite:

PAR DE BITS DESCRIPCION
00 TRANSPARENTE, COLOR DE LA PANTALLA .
01 REGISTRO DE SPRITE MULTICOLOR #0 (53285) ($D025)
10 REGISTRO DE COLOR DEL SPRITE
11 REGISTRO DE SPRITE MULTICOLOR #1 (53286) ($D026)

COLOCAR UN SPRITE EN MODO MULTICOLOR

Para colocar un Sprite en modo multicolor, debe activar el registro de control del
VIC-Il 53276 ($D01C). El siguiente POKE lo hace:

POKE 53276,PEEK(53276)OR (2 1 SN)

donde SN es el nimero del Sprite (de 0 a 7).
Para colocar un Sprite fuera del modo multicolor, debe desactivar el registro de con-
trol del VIC-Il en la posicién 53276 ($D01C). El siguiente POKE lo hace:

POKE 53276,PEEK(53276) AND (255-2 1 SN)
donde SN es el nimero del Sprite (de 0 a 7).

SPRITES EXPANDIDOS

El VIC-l chip tiene la capacidad de expandir un Sprite en direccién vertical, horizon-
tal, o ambas a la vez. Un Sprite expandido tiene los puntos que lo forman el doble de
anchos o de altos. La resolucién no se incrementa... el Sprite es s6lo mayor.
Para expandir un Sprite en direccién horizontal, el bit correspondiente del registro
de control 53277 ($D01D) debe colocarse a 1. El siguiente POKE expande un Sprite
en la direccion X:

POKE 53277,PEEK(53277)OR (2 1 SN)
donde SN es el nimero del Sprite (de 0 a 7).
Para que un Sprite vuelva a su ancho normal, el bit correspondiente del registro del
VIC-Il en la posicién 53277 ($D01D) debe desactivarse (ponerse a 0). El siguiente
POKE "encoge” un Sprite en la direccion X:

POKE 53277,PEEK(53277)AND (255-2 1 SN)
donde SN es el numero de Sprite (de 0 a 7).
Para expandir un Sprite en direccion vertical, el bit correspondiente del registro de

control del VIC-Il en la posicion 53271 ($D017) debe colocarse a 1. El siguiente
POKE expande un Sprite en la direccién Y:

POKE 53271,PEEK(53271)OR (2 1 SN)
donde SN es el nimero de Sprite (de 0 a 7).
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Para que un Sprite vuelva-a su altura normal, el bit correspondiente en el registro de
control de la posicion 53271 ($D017) debe colocarse a 0. El siguiente POKE
“encoge” un Sprite en la direccion Y:

POKE 53271,PEEK(53271)AND (255-2 1 SN)

donde SN es el numero de Sprite (de 0 a 7).

POSICIONADO DE SPRITES

Una vez haya disenado un Sprite, usted deseara que se mueva por la pantalla. Para
lograrlo, su Commodore 64 usa tres registros de posicion:

1) REGISTRO DE POSICION DE SPRITE X
2) REGISTRO DE POSICION DE SPRITE Y
3) REGISTRO DEL BIT MAS SIGNIFICATIVO DE LA POSICION X

Cada Sprite posee un registro de posicion X, un registro de posicién Y, y un bit en el
registro del bit mas significativo de la posicion X. Esto le permite situar los Sprites en
la pantalla con gran precision. Puede colocar un Sprite en 512 posibles posiciones X
y en 256 posibles posiciones Y.

Los registros de posicion X e Y trabajan juntos, en parejas, como un equipo. Las
posiciones de los registros X e Y se muestran en el mapa de memoria como sigue:
Primero el registro X para el Sprite 0, después el registro Y para el Sprite 0. Des-
pués viene el registro X para el Sprite 1, el registro Y para el Sprite 1, etc. Después
de los dieciséis registros X e Y viene el bit mas significativo de la posicion X (X MSB)
localizado en su propio registro.

Después viene el registro X para el Sprite 1, el registro Y para el Sprite 1, etc. Des-
pués de los dieciséis registros X e Y viene el bit mas significativo de la posicién X (X
MSB) localizado en su propio registro.

La siguiente tabla muestra las posiciones de los registros de posicién para cada
Sprite. Usted puede situar los valores correctos en cada posicién mediante POKES.

POSICION
7 DESCRIPCION
DECIMAL HEX
53248 ($D000) REGISTRO DE POSICION X SPRITE 0
53249 ($D001) REGISTRO DE POSICION ¥ SPRITE 0
53250 ($D002) REGISTRO DE POSICION X SPRITE 1
53251 ($D003) REGISTRO DE POSICION Y SPRITE 1
53252 ($D004) REGISTRO DE POSICION X SPRITE 2
53253 ($D005) REGISTRO DE POSICION Y SPRITE 2
53254 ($D006) REGISTRO DE POSICION X SPRITE 3
53255 ($D007) REGISTRO DE POSICION Y SPRITE 3
53256 ($D008) REGISTRO DE POSICION X SPRITE 4
53257 ($D009) REGISTRO DE POSICION Y SPRITE 4
53258 ($D00A) REGISTRO DE POSICION X SPRITE 5
53259 ($D00B) REGISTRC DE POSICION Y SPRITE 5
53260 ($D00C) REGISTRO DE POSICION X SPRITE 6
53261 ($D00D) REGISTRO DE POSICION Y SPRITE 6
53262 ($DO00E) REGISTRO DE POSICION X SPRITE 7
53263 ($D00F) REGISTRO DE POSICION Y SPRITE 7
53264 (3D010) REGISTRO DE SPRITE X MSB (Bit mas significativo de
la posicion X.
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La posicién de un Sprite es calculada desde la esquina superior izquierda del area
de 24 por 21 puntos destinada al mismo. No importa el nimero de puntos que active
en un Sprite. Incluso en el caso de que solo se use un punto en el Sprite, y desee si-
tuarlo en el centro de la pantalla, debe calcular la posicién partiendo de la esquina
superior izquierda del area destinada al mismo.

POSICIONADO VERTICAL

Puesto que el posiciénado horizontal es algo mas complicado que el vertical, habla-
remos primero de este ultimo.

Hay 200 posiciones distintas en direccion vertical (Y) en las que se muestra el Sprite
en la pantalla de televisién. Los registros de posicion Y para los Sprites pueden con-
tener nimeros de 0 a 255. Esto significa que usted tiene mas que suficientes valo-
res en el registro para mover un Sprite arriba y abajo. Usted puede necesitar que un
Sprite entre y salga uniformemente de la pantalla. Para lograr esto son necesarios
mas de 200 valores.

El primer valor del registro —en la parte superior de la pantalla— y en la direccion Y
para un Sprite sin expandir es 30. Para un Sprite expandido en la direccion Y debe
ser 9 (puesto que cada punto es el doble de alto y la posicion sigue siendo calculada
a partir de la esquina superior izquierda del Sprite).

El primer valor en que el Sprite esta totalmente dentro de la pantalla (expandido o
no) es 50.

El dltimo valor de Y en que un Sprite sin expandir esta totalmente en la pantalla es
229. El daltimo valor en el caso de un Sprite expandido en la direccion Y,
mostrandose entero en la pantalla, es 208.

El primer valor de Y en que un Sprite estd completamente fuera de la pantalla es
250.

EIEMPLO" e e

{6 FRINTZ":REM LIMPIR LA FRNTRLLA

20 PIKEZ4E, 13:PEH COGE EL DRTO DEL SFRITE & [EL BLOME 12

3 FORT=BT052:PIKERI24+], 125 HERT sREM COLOCA EL DATO DEL SPRITE EN EL BLOAE
32 REM 13 (1oed=E32)

48 Y=33245:REN COLOCA EL PRINCIPIO DEL CHIP [EC VIDED

oA PIREY+2t 1 REW FRCILITR EL SPRITE 1

Bf POREY+33, 1 sFER DOLOCA EL COLGR CEL SPRITE @

H POREY L LB RER (OLOCR LA POSICION Y OEL SPRITE B

BA POVEY+1E H:POKEY, L0@:REM COLOCA LA POSICICN ¥ DEL SPRITE @

POSICIONADO HORIZONTAL

El posicionado horizontal es mas complicado porque hay mas de 256 posiciones en
que colocar el Sprite. Esto significa que es preciso un bit extra, o noveno bit, para
controlar el posicionado horizontal. Aiadiendo este noveno bit el Sprite tiene ahora
512 posibles posiciones en la direccién X (izg/der.) Esto da méas posiciones para el
Sprite de las necesarias para que vaya de un lado a otro de la pantalla. Cada Sprite
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puede tener una posicién de 0 a 511. Sin embargo, sélo en los valores entre 24 y
343 es visible en la pantalla. Si la posicion X del Sprite es superior a 255 (a la dere-
cha de la pantalla) el bit correspondiente del registro MSB (MOST SIGNIFICANT
BIT (bit mas significativo)) de la posicién X debe ser puesto a 1.
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Posicionado de Caracteres

si la posicion X del Sprite es menor que 256 (a la izquierda de la pantalla), entonces
el X MSB de dicho Sprite debe ser puesto a cero. Los bits 0 a 7 del registro X MSB
corresponden a los Sprites 0 a 7 respectivamente.

El siguiente programa mueve un Sprite a traves de la pantalla:
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EJEMPLO:

18 FRINT"T

2 P(KEZR4E,13

3 FOR]=AT062:POKERTZ4T, 129 :HEXT
4@ Y=53248 .

o POKEV+21,1

60 POREY+23, 1

78 POKEV+1, 190G

BA FORI=ATO247

9 HeE=INT(J/236) :LX=]-2364H

166 POKEY, LX :PLEEN+16, He sHERT

Cuando mueve en la direccion X Sprites expandidos que deban aparecer por la iz-
quierda de la pantalla debe colocarlos primero fuera de la pantalla en la PARTE DE-
RECHA de la misma. Esto ocurre porque en la parte izquierda no hay suficiente
espacio para ocultar totalmente un Sprite expandido.

16 FRINT"D"

26 POKE2048,13

0 FORI=ATO62 :POKERI24L, L29:HEXT
4 ¥=53248

3 POREVH2L, 1

66 POKEY+29, 1POKEY423, [ iPOKEY+23, 1
78 POKEY+], 100

4 =498

98 He=INTCJ/256) sLh=]-2504)

166 POKEY, LE:POKEY+16, HA

118 J=J+ 1 IFIO11THER]=8

{28 IFID4BE0RIC34EG0T0M

Las tablas de ia figura 3-3 aclaran el posicionado de Sprites.

Usando estos valores, usted puede colocar cada Sprite en cualquier parte de la
pantalla. Moviendo el Sprite un punto cada vez, es facil conseguir un movimiento
completamente uniforme.

RESUMEN DEL POSICIONADO DE SPRITES

Los Sprites no expandidos son al menos parcialmente visivies en el moao de 40 co-
lumnas por 25 lineas con los siguientes parametros:

343

<
2 249

X <
Y <

1
30
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En el modo de 38 columnas, cambie los parametros d\( . por los siguientes:
8 <= X <= 334

En el modo de 24 lineas, cambie los parametros de Y por los siguientes:
34 <=Y <= 245

Los Sprites expandidos son al menos parcialmente visibles en el modo de 40 colum-
nas por 25 lineas con los siguientes parametros:

489 >= X <= 343
9 >=Y <= 249

En el modo de 38 columnas cambie los parametros de X por los siguientes:
496 >= X <= 334

En el modo de 24 lineas cambie los parametros de Y por los siguientes:
13 <= Y <= 245

PRIORIDADES DE LOS SPRITES EN PANTALLA

Los Sprites tienen capacidad para cruzar por delante o detras de los objetos situa-
dos en la pantalla. Esto le permite crear juegos con efecto tridimensional.

La prioridad entre Sprites es fija. Esto significa que el Sprite 0 tiene la mas alta prio-
ridad, le sigue el 1, y asi hasta el 7, que tiene la prioridad mas baja. En ofras
palabras, si se cruzan el Sprite 1 y el 6, el 1 pasara por encima del 6.
Planeando la misi6n que debe hacer cada Sprite, podra asignarles el nimero que
mas se ajuste a su prioridad. Utilice los Sprites de nimero alto (5,6,7) para los obje-
tos que deben estar en uitimo término, y los de nimero bajo (0,1,2) para los que
deban pasar por encima de los demas.

NOTA: Es posible crear un efecto de “ventana”. Si un Sprite con alta prioridad tiene zonas
transparentes, al cruzar con otro de prioridad inferior este dltimo serd visible por las zonas
transparentes del primero.

La prioridad del Sprite con la pantalla se fija mediante el registro PRIORIDAD SPRI-
TE-PANTALLA, en la posicion 53275 ($D01B). Cada Sprite tiene un bit en este re-
gistro. Si este bit esta a cero, el Sprite tiene prioridad sobre los datos de la pantalla.
Si el bit esta a 1, el Sprite pasara por detras de los datos.

DETECCION DE COLISIONES

Uno de los aspectos més interesantes del VIC-II chip es su capacidad para detectar
colisiones. Estas pueden ser detectadas entre Sprites, o entre Sprites y datos.
Ocurre una colision cuando una parte visible del Sprite se sobrepone a una parte vi-
sible de otro Sprite o caracter en la pantalla.
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Las colisiones entre Sprites son reconocidas por el ordenador en el registro del VIC-
Il de colision entre Sprites, en la posicion 53278 ($D01E). Cada Sprite tiene un bit
en este registro. Si el bit esta a 1, el Sprite en cuestion esta envuelto en una colision.
Los bits del registro quedan con el mismo valor hasta que el registro es leido
(PEEK). Cuando se lee, el registro se borra automaticamente, por lo que es una
buena idea guardar el contenido del registro en una variable hasta que haya reali-
zado todas las operaciones que se deriven de una colision.

[ NOTA: Las colisiones se detectan incluso cuando los Sprites estan fuera de la pantalla.

COLISION ENTRE SPRITES Y DATOS

Las colisiones entre Sprites y datos se detectan en el registro de control del VIC-II
colision Sprite-datos, colocado en la posicién 53279 ($D01F).

Cada Sprite tiene un bit en este registro. Si el bit esta a 1, entonces el Sprite corres-
pondiente esta implicado en una colision. Los bits de este registro permanecen
ajustados hasta que el registro es leido. Entonces dicho registro es borrado automa-
ticamente, por lo que es una buena idea conservar el valor del registro en una varia-
ble para posteriores calculos.

NOTA: El dato 01 en el modo MULTICOLOR se considera transparente para colisiones,
aunque aparezca de otro color en la pantalla. Puede ser una buena idea para evitar confusio-
nes que los datos 01 no estén en los bordes del Sprite en el modo multicolor.

{6 REM EJEMFLO SPRITE 1...

2 REM EL GLOBD OF RIFE CRLIENTE DOE HLEWD

0 YIC=1 244500 REN RIUT ES CURMERD L0 REGTSTROS DEL VIO EMPTEZRM
35 POREYICH2], 1 sREM FRCILITR EL SFRITE @

3% PUREYIC+E3, [4:REN POME £L FOMLE CE COLOR AZUL CLARD

37 POREVIC+23, 1 :REM EXPAHCE EL SPRITE G EN LR Y

3 POKEYIC+E3, 1 2REM EXPRMOE EL SFRITE B EH LR =

4B PUKE2040, 192 :REM PONE EL PUNTERD [EL SPRITE @

185 POKEYICHE, 106 REN FOKE LR POSICION & DEL SPRITE A

138 POKEYIC+L, 1BG:REN PONE LA POSICION Y OEL SPRITE 4

220 POREYICH23, 1 REM PORE EL CILOR [EL SPRITE @

238 FOPY=ATOR3:REN CONTAOOR DE BYTES COM EL BUCLE DEL SPRITE
0 RERDA:REM LEE EM LN BYTE

310 PORELSZ#c44Y AREN ALMACENA DATOS EN EL AREA CEL SPRITE
20 HERTY:REM CIERRR EL BUCLE

338 D=1 :0=1

M8 F=PEEKCYIC) :REN MIRA LA POSICION ¥ CEL SPRITE @

258 Y=PEEKCYIC+1D sREM HIRA LA PRSICION Y DEL SPRITE @

30 IFY=580RY=ZBETHENT=-01 :REH 51 Y ESTA EN EL HARGEH TE LA
378 REM PANTALLA, ENTONCES IWYIERTE CELTA ¥
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B8 TFA=24RHICPEER CVICH EDRHOT 1=HTHENDR=-[:REM 51 EL g L(E ES5TR
3503 REM TOCANDOD EU MARGEN TZOUTERDO,ENTORCES LD INVIERTE

46 TFA=4BRR0CFEER Y ICH EDRMDT =1 TREMN=-(:51 EL SPRITE ESTR
418 REM TOCHRD EL MARGEN DERECHD ENTONCES LO INVIERTE

428 |Fr=2OoRH0R=1 THENS=-1 1 S10E=1

43E REM WA AL OTRO LADO OF LA PAHTALLA

448 [FR=HAHR=- 1 THENE=256 . S IDE=8

458 REM VA AL OTRO LACD CE LA PANTALLA

468 3=R+0:REW SUA CELTR £ A X

478 E=XAHD235:REM COMPRLEBR GUE LAIX ESYR EN EL RAHSD AUTORIZADD
485 Y=Y REN SIMRITELTR Y A Y

485 PORKEVIC+s SIDE

498 FIKEYIC, Z:REM POME LA WUEVR 2 EN LA POSICION ¥ OEL SPRITE @
318 POKEYIC+L,YsREN FONE LA HUEVA ¥ EN LA POSICION ¥ OEL SFRITE @
53 GOTO 24

Bl FEMHENERS0ATOS CF LOS SPRITE®H

clf DATRA, 127, 8,1,200,192, 3,215,724, 3, 231, 224

628 DHTAY,217,240,7,223,240,7,217 ,248,3,231,224

638 DATA3,235,224,3,209,224,2,235, 168, 1 127 64

648 DATAN,62,64,8, 156,128, 8,156, 120,8,73,8,8,72,0

€58 DATRA,€2,0,8,62,6,0,62,8,08,28,0,8

16 REN SPRITE EJENFLO 2

26 RER EL GLOBO [E AIRE CALIENTE OTRA VE2

B VIC=129dB% REN ARUT ES DOMDE EMPIEZRH LOG REGTSTROS DEL VIC
5 POREVIC+2L,63:FER RUTORIZA LOS SPRITES DEL 8 AL 5
3 POREVICHEE, 14:REH FOME EL FOWDO DE COLOR R2UL CLARO
37 POREVIC+23,3:REM EMPANDE LOS SPRITES B Y LB LA Y
3 POEEVIC+ZS, 5aREM EXPENDE LS SPRITES @Y T ENLA R
46 POREZ04@, 192:PEM COLOCR EL PUNTERG [EL SPRITE @

58 POKEZB41, 192:REM COLOCH EL PUNTERD DEL SPRITE A

68 POKEXMMZ, 152 :REM COLOCA EL PUNTERD TEL SPRITE 2

78 POREZW4, 192:REM COLOCA EL PUNTERD CEL SPRITE 3

B POKE2644,192:REM COLOCA EL PUNTERD DEL SFRITE 4

90 PIREZG4T, 152:REM COLOCA EL PUNTERO DEL SPRITE S

16 POKEVIC+4, 39:REM COLOCA LA POSICION ¥ DEL SPRITE 2
118 POREYICH,S8:REM COLOCA LA POSICION ¥ CEL SPRITE 2
126 POKEVIC+E,€5:FEM COLOCA LA POSICION X DEL SPRITE 3
130 POKEYICH?,58:REM COLOCA LA POSICION Y CEL SFRITE 3
146 PIKEVIC+G, 180:REN COLOCH LA POSICIONX DEL SPRITE 4
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150 POREYIC+S, S8 :REM COLOCA LA FOSICION ¥ CEL SFRITE 4
168 FOREYICHE, 18 REM COLOCA LA POSICION ¥ OFL SPRITE §
178 POKEVIC+L!, S8:REM COLOCA LA POSICION ¥ CEL SPRITE 5

on 1)
175 FRINT' P TRECIS)ESTO ES DS SPRITES OF RLTH FESOLLCTOHY
"

§76 PRINTTRBCSS) UMD EMCTHA OF OTRge
138 POKEVICH1H, 108:RER COLOCA LA POSICION ¥ DEL SPRITE @
1% POKEYIC+, 160 :REW COLOCA LA POSICION Y DEL SPRITE @
248 POREYIC+2, 196:RER COLOCA LA POSICIEH ¥ DEL SPRITE ¢
210 POKEYIC+2, 1668:REH COLOCA LA POSICION Y CFL SPRITE |
278 FOREYICH39, [:REM COLOCA EL COLOF DEL SFRITE @
M POKEVICHL, 1 :REM COLOCR EL COLOR [EL SFRITE 2
248 POREVICH43, {:REM COLOCA £L COLOR DEL SPRITE 4
238 POKEVIC+4@,6:REN COLOCA EL COLCR DEL SPRITE |
228 POKEVIC+42 65REM COLOCA EL COLOR UEL SPRITE 2
2 PIEEVICH4d, 6 :REM COLOCA EL COLOR [DEL SERITE 5
238 FORK=192TO193:RE EL THICIO 0FL BUCLE BUE DEFINE LOS SPRITES
9% FORY=BT003:REM CONTRDOR OF BYTES COH UN BUCLE [F SPRITES
338 PEADR:REM LEER EM EL BYTE A
18 PUREXHEAHY, A1REM ALMACENR L0S GATOS EN EL RRER [EL SFRITE
320 NEXTY % :REM CIERRA LOS BUCLES
18 [x=1av=y
340 {=PEEK(YIC) :REM MIRA LA POSICION ¥ OEL SPRITE @
30 Y=PEEKCYICH ) sREN MIRA LA POSICION Y CEL SPRITE @
368 [FY=SA0RY=282THENDY=-DY:REM SI ¥ ESTA EN EL MARGEM DE
378 REM LA PANTRLLA, ENTONCES INYIERTE DELTR ¥
38 TFA=24RH0CPEEK CVIC+H B)ANDL ) =ATHENDN=-D3 sPEM ST EL SPRITE ESTR
350 REW TOCRMDO EL MARGEN |ZQUIERTE, ENTONCES SE INVIERTE
480 TFA=4BAH0CPEEK (YIC+H LR IANDL D=1 THENDS=-DX sREH ST EL SPRITE FSTA
418 REM TOCANDO EL MARGEN DERECHD,ENTONGES SE INVIERTE
420 TFH=2958000 =1 THEHY=-1 :S1DE=2
438 REM VA AL OTRO LADO DE LA PANTALLA
448 TFX=8AND0X=~ | THENx=25¢ :S10E=f
438 REM YA AL OTRO LADO DE LA PANTALLA
468 Y=X+0HREM SR DELTA % A X
478 ¥=RANDZTS :REM CONPRUEBA DE QUE X TIENE FL RANGE PERMITION
458 Y=Y+DVREM SLMA DELTR Y R Y
435 POKEVIC+L6,SIDE

45 PIREVIC, X :REM PONE EL WUEVD YRLOR [€ % EN LA POSICION ¥ CEL SPRITE @

80 POKEVIC+2, X :REM PONE EL MUEVO YALOR DF X EM LA POSICION ¥ DEL SPRITE 1
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Si8 FOREYICH Y :REM FONE EL WUEWD VALOR DE Y EN LR FOSICION ¥ [EL SPRITE @
526 PONEVICH3,Y:REM FOME EL MUEVO YRLOR DE Y EN LA POSICION ¥ DEL SPRITE 1
T GT(E4E
B0 PEEROATOS DEL SPRITERwke
£16 DATHE,295,8,2,193,19¢,7, 24,224,756, 224, 14, 126, 12, 14, 126, 112,14, 126,112
620 DATRS,126,56,7,56,224,7 596,224,156, 1238, 133,8,6,% ,8,6,36.9
£3A DRTR 8,%,8,8,8,8,8,8,0,0,126,5,0,42,0,8,84,8,0,48 8 8
640 DATAA.68,8,8,182,0.0,231 8,08,195,0,1,129,128,1,128,128,1,129,128
656 DRTAY, 129, 128,0, 159, 8,8, 156, 6,4,190, 52,2, 102,64, 2, 36,04, 1,0, 120
668 DATAL 8, 128,8,152,0,0,153,8,0,8,8,0,04 ,0,6.42,8,6,20,8,8

18 REM EJEMPLO [E SPRITES ...

28 REM EL GORF DE AIRE CALIENTE

3 YIC=52240:REM RUUT  EMPIEZAN LOS REGISTRUS DEL VIC

33 POKEVIC+21,1:REM FACTLITH EL SPRITE @

36 POREYIC+33, [43REM POHE EL FOMDO CE COLOR AZUL CLARD

37 POKEYIC+23, 1sREM EXPAHOE EL SPRITE B EN Y

3 POKEYIC+ES, 1:REM EXPRIDE EL SPRITE B BN &

4 POKE224A, 192:REM PORE EL POINTER [EL SPRITE @

S POREVICHZE, 1oREM (TMECTR EL MULTICOLOR

68 POREVICHI?, 7:REM POME EL MULTICOLOR 8

78 POREVICHS, 4:REH POME EL METICOLOR |

150 POKEVICHR, 1@ :REN POHE LA POSICION ¥ CEL SPRITE @

190 POREVICH 168 :REY POME LA POSICTON Y DEL 3F2ITE @

226 POKEYIC+3S,2:REM COLOCA EL COLOR DEL SPRITE @

28 FORY=ATOE3SREM CONTROOR DE BYTES COH UM BXLE OE SPRITES
30G PERDA:REM LEE EN EL BYTE A

318 PORELZ26C+Y, ASREN ALMACENA LOS DATOS EN EL AREA D€ SPRITE
328 MERTY:REW CIERRA EL BUCLE

30 [i=1aft=t

248 R=PEEK(YIC) :REM MIRA LA POSICION ¥ DEL SPRITE @

T Y=PEEKCYICHTD (REM IR LR POSICION ¥ [EL SPRITE &

360 TFY=SH0RY=20GTHENDY=-(1REN 51 ¥ ESTREM EL MARCEN DE LA
378 REM PRYTALLA,ENTOHCES TNYIERTE DELTR Y

380 TF #=24AHD(PEEKCYICH1RIAND 3=8THEND=-Dk:REM 51 EL SPRITE ESTA
206 PEM TOCRHDO EL MARGEN TZGUTERDG, ENTORCES LD TMVIERTE
408 [F7=40RN0CPEEK(VICH L EYANDL 1=t THERDM=-[RsREN ST EL SPRITE ESTA
418 PEM TOCRHDO £L MARCEN DERECHO,ENTOMCES SE THVIERTE

420 [F¥=250RH00N=1 THEHE=-1 151 0EL

430 FEM VR AL OTRO LADD DE LA PRMTRLLA

448 TFE=0PR00%=-1 THENA=256, 5 TDE=A

454 REM YA AL OTRO LADO [E LA PRHTALLA
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460 K=+ :REN S DELTH % A %

478 $=RAHICTE REH CIMPRUEER GUE X EATE EM EL RRMGD RPROPIADG

458 Y=Y+IY:REN SIMR DELTR Y R Y

455 POREYIC+E, SITE

49 POREVIC, Z:REM POHE EL MUEVD YRLOR (€ X EN LR FOSICION ¥ (EL SPRITE &

518 POREVICHL, Y:REM PONE EL MUEYD VALOR DE Y EN LA POSICION Y DEL SPRITE @

5B GETRESREM ESPERA OUE EL USUARID PULSE LKA TECLA

321 [FRE="M'THENPOKEYIC+23, | sREM EL USUARID HA ELEGIDD EL MULTICOLOR

32 TFRE="H"THENPOKEVIC+28, B:REN EL SUARTO HA ELEGIDO ALTH RESOLLCIGN

330 70348

BB REMERRRADATOS OEL SPRITE##e#

bl0 DATAR4 8,1, 16, 178,46, 178,144, 10, 178, 160,42, 17,162, 41, 165, 184, 169,235, 186
620 DATRIED, 235, 166,169,235, 166, 17, (76, 178, 178,170, 179, 170, 174, 179, 176, 179,170
£30 DRTRIGE, 174, 154, 169,85, 106, 17,85, 174,42, 178, 153, 18,179,169, 1,6 .64, 1,0, 64
648 DATHS, 5,08, 4

OTRAS CARACTERISTICAS GRAFICAS

VACIADO DE PANTALLA

El bit 4 del registro de control del VIC-Il controla el vaciado (desactivacion) de la
pantzila. Este registro se encuentra en la posicién 53265 ($D011). Cuando el bit
estd & 1, la pantalla es normal. Si colocamos a cero el cuarto bit de este registro, la
paniuiia entera cambia al mismo color del borde.

El siiicnte POKE desactiva la pantalla. Los datos no se pierden, Unicamente no se
muesiian.

POKE 53265,PEEK(53265)AND 239

Para volver a pantalla normal, use el siguiente POKE:

POKE 53265,PEEK(53265)0R 16

NOTA: Desactivando la pantalla, el procesador trabaja mas deprisa. Esto significa que su
programa serd también ejecutado mas rapidamente.

REGISTRO DE BARRIDO

El registro de barrido se encuentra en la posicion 53266 ($D012), correspondiente
al VIC-H. Es un registro con doble propésito: Si usted lo lee, obtendr4 los 8 bits mas
baj(}s de la posicion actual de barrido de la pantalla. El bit mas significativo de este
reglglro Se encuentra en la posicion 53265 ($D011). Usted puede usar el registro de
ba_rrldo para que los cambios en la pantalla se produzcan sin perturbaciones en la
misma. Los cambios en la pantalla se deben efectuar cuando el barrido no esta
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presente en el area visible de la misma, es decir, con un valor entre 51 y 251.
Cuando este registro es escrito (incluyendo el MSB), el valor asignado se guarda
para usarlo en la comparacién de barrido. Cuando el valor actual de barrido es el
igual al valor escrito anteriormente, un bit en el registro de interrupcion del VIC-Il en
la posicion 53273 ($D019) es puesto a 1.

l NOTA: Si el propio bit es activado (colocado a 1), ocurre una interrupcién (IRQ). \

REGISTRO DE ESTADO DE INTERRUPCION

Este registro muestra el estado actual de cualquier causa de interrupcion. El bit 2 de
este registro se coloca a 1 cuando dos Sprites chocan . Lo mismo es cierto, en la co-
rrespondiente relacion 1 a 1, para los bits 0 a 3, como se muestra en la tabla si-
guiente. El bit 7 se coloca a 1 cuando ocurre una interrupcion.

El registro de estado de interrupcion se encuentra situado en la posicién 53273

($D019), y es como sigue:

CLAVE BIT# DESCRIPCION

IRST 0 Activado cuando el contador de barrido es igual al nimero almacenado

IMDC 1 Activado por colisién Sprite-Dato. (Sélo la primera vez, hasta que es
reinicializado) 4

IMMC 2 Activado por colision Sprite-Sprite. (Sélo la primera vez, hasta que es
reinicializado)

ILP 3 Activado por transicion negativa del lapiz dptico. (1 por cuadro)

IRQ 7 Activado por interrupciones

Cuando un bit de interrupcién ha sido activado, es “cerrado” y debe ser limpiado es-
cribiendo un 1 en este bit cuando esté listo para manejarlo. Esto le permite el
manejo de interrupciones selectivas, sin tener que almacenar los otros bits de in-
terrupcion.

El REGISTRO DE INTERRUPCIONES esta situado en la posicion 53274 ($DO1A).
Tiene el mismo formato que el registro de estado de interrupcion. A menos que el
correspondiente bit del registro de interrupciones este a 1, ninguna interrupcion del
origen correspondiente puede ocurrir. Este registro puede ser leido para
informacion, pero no se pueden generar interrupciones.

Para pedir informacién sobre una interrupcion, el correspondiente bit de este regis-
tro (como se muestra en la tabla de arriba) debe ponerse a 1.

Este potente registro le permite dividir en zonas la pantalla. Usted puede tener
media pantalla en modo “Bit Map”, la otra mitad en modo texto, més de 8 Sprites a
la vez, etc. El secreto es usar las interrupciones adecuadamente. Por ejemplo, si
usted desea la mitad superior de la pantalla en modo Bit Map y la inferior en modo
texto, coloque el registro de barrido (tal como se explicd antes) en la mitad de la
pantalla. Cuando aparece la interrupcion, el VIC-Il toma los caracteres de la ROM.
Entonces, coloque el registro de barrido al principio de la pantalla. Cuando ocurre 12
interrupcién en la parte superior de la pantalla, el VIC-Il toma los caracteres de la

RAM (Bit Map).
microelectronica F E =
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Usted puede mostrar mas de ocho Sprites a la vez del mismo modo. Desafortuna-
damente, el BASIC no es lo bastante rapido para que esta técnica funcione bien. Si
desea usar las interrupciones de pantalla, debera trabajar en lenguaje magquina.

COMBINACIONES SUGERIDA
L Aciol S DE COLOR DE PANTALLA Y

El color en un aparato de television tiene un limite en la habilidad para colocar cier-
tos colores al lado de otros en la misma linea. Algunas combinaciones de pantalla y
cgrac?eres producen imagenes deficientes. La siguiente tabla le muestra las com-
binaciones posibles, y de entre ellas las mas adecuadas para trabajar.

COLOR DEL CARACTER

0 1 2 3 4 5.6 7. 8 9 40 11 12 13 14 95
Ol X|e[(X|®| o N o |o|X|o|o| 0|e|e|e
1lje|X|®|X|  e|e|(o|x|H|[oe M o e |X|eo|e
2IX|o|X|X(H|X|X|o|0| x| ® XX X|X| N
3_«1 XXX X M| X[ X|X|x|H|X|x|H!X
; Ale M| X | XX X|X|X|X|X|X|X|X[x|X|m
ff S5| e M| X H| X | X|X[X]|X|X|X|H|xX|e|X|H
Esl-x-xxxxxxxxx...
71| X| @
< XIX|[X|H|X|H| o M| oe|eof X|X|X
g Bl o | @ X|X|X[X|o|X|o|X|X|X|X|[X|H
g 9 X | @[ X|X|X|X|X|o|le|X]|eo|X[X]|X|X|e
§10 B ON| e X[ X|X|[X|H| X|e|X|X|X|X{X|H
Moo | X M| X|X|[X|[@|X|X|X|X|o|leo|H!|e
12| o M| X[ X|X|H|X| x| X|e|X|X|X|e®
13] @ | X[ X[X|X|eo|B|X|X|[X|[X|®]X|X|X|X
4le o X|@o| X | X|@|X|[X|X|X(H|X|X|x|®
15le|e|e| X M M| e(X|X|H H| oe|le|X|H|X
B - EXCELENTE
® = BUENA
X = REGULAR
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PROGRAMACION DE SPRITES. REVISION

Por si usted ha tenido problemas con los graficos, esta secc’tén ha sido preparada
como una aproximacion elemental a la confeccion de Sprites.

CONFECCION DE SPRITES EN BASIC-UN PROGRAMA CORTO

ini i isti acion en BASIC que le per-
como minimo tres técnicas dlslan_tas de_ program
:?lin crear imagenes gréficas y dibujos aqlmados Zn s?vg:r:&%%oigz gr;f FEJUS;EZI
i teres graficos incorporados :
puede usar el juego de carac ‘ : C R e
i teres (vea Pag. 86). O...lo mej ~pue
gkl s e dor. Para ilustrarle cuan facil es, he
“Graficos Sprites” incorporados a su ordenador. r he
|a(ljc?ui uno de Iog mas cortos programas en BASIC que le permite crear un Sprite:

ST YR

16 PRINTZ!
20 POKEZB46, 12 : )
% FORS=832T0832462 sPOKES, 235 tNERT
4 Y=53248
58 POKEV+21,1
68 PREY3S, 1
7 POKEY, 24
@ FOKEYH , 1695 ‘
i i i * i ita para crear cualquier
ama incluye los ingredientes “clave” que necesl
g;lr?te?rfgg nameros sI;’OKE se toman de la TABLA DE CONFECCION DE SPRITES

i i i Sprite —Sprite 0— como un
la pagina 176. Este programa define gl primer ¢ :
?eect:ngulg blanco en la pantalla. A continuacién se explica el programa linea a linea

LINEA 10 Limpia la pantalia.

LINEA 20 Coloca el “puntero de Sprite” pgral\ risndi‘ct:é?r EII g;;?;ngd&:ﬁzgﬁ adgo ds?;gﬁ
be tomar la informacién sobre la forma del prite. )

3340 el Sprite 1 la 2041, el Sprite 2 la 2042, y asl has@a el Sprite 78ql|1e ?Cﬂ?:n::

posic'ién 2047. Puede colocar todos los punteros de Sprite a 13 usando |a sig

linea en lugar de la 20:

FOR SP=2040 TO 2047:POKE SP,13:NEXT SP

i e
LINEA 30 Coloca el primer Sprite (Sprite 0) en los 63 bytes de mem?ir:)\ F[ii»;\:\;lgua
empiezan en |a posicion 832 (cada Sprite necesita 63 bylgs de memoria).
Sprite (Sprite 0) “reside” en las posiciones de memoria 832-894.

: = ——
LINEA 40 Asigna el valor 53248 a la variable “V". Esta posicion es la dt?amfi:;g1 o
VIC-Il chip. De esta forma, todos los registros se usaran medtantg i
(V+numero El uso de esta formula (V+numero) al hacer POKES para ini
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Sprites le permite ahorrar memoria y trabajar con numeros mas pequenos. Por
ejemplo, en la linea 50 se ha escrito POKE V+21. Esto es o mismo que escribir

POKE 53248+ 21 o POKE 53269...pero V+21 requiere menos espacio que 53269, y
es mas facil de recordar.

LINEA 50 “activa” el Sprite 0. Hay 8 Sprites, numerados de 0 a 7. Para activar un
Sprite individual, o una combinacién de Sprites, todo lo que debe hacer es POKE
V+21 seguido de un nimero de 0 (todos los Sprites desactivados) a 255 (todos los

Sprites activados). Puede activar uno o mas Sprites haciendo un POKE con los si-
guientes numeros:

TODOS | SPRITEO| SPRITE1
V+21,255|V+21,1 | v+21,2

SPRITE2
V+21,4

SPRITE3| SPRITE4| SPRITES| SPRITES| SPRITEZ |NINGUNO
V+21,8|V+21,16 V+21,32 V+21,64|V+21,128 V+21,0

POKE V+21,1 activa el Sprite 0. POKE V+21,128 activa el Sprite 7. Usted puede
también activar combinaciones de Sprites. Por ejemplo, POKE V+21,129 activa los
Sprites 0 y 7, gracias a la adicion de los respectivos nimeros de activacién.
(128+1=129) (vea la TABLA DE CONFECCION DE SPRITES en la pagina 176).
LINEA 60 Coloca el color del Sprite 0. Hay 16 posibles colores para cada Sprite, nu-
merados de 0 (negro) a 15 (gris). Cada Sprite precisa un POKE distinto para definir
su color, desde V+39 a V+46. POKE V+39,1 asigna el color blanco al Sprite 0.

POKE V+46,15 asigna el color gris al Sprite 7. (Vea la TABLA DE CONFECCION
DE SPRITES PARA MAS INFORMACION).

Cuando crea un Sprite, como se ha explicado, el Sprite ESTA EN MEMORIA hasta
que lo desactiva, lo redefine o desconecta su ordenador. Esto le permite cambiar la
posicion, el color o incluso la forma del Sprite en modo DIRECTO o INMEDIATO, lo
Que es Util para propésitos de edicién. Como ejemplo, ejecute el programa anterior,
después escriba en modo DIRECTO (sin nimero de linea) y pulse la tecla
RETURN:

POKE V+39,8

El Sprite de la pantalla es ahora NARANJA. Pruebe con POKE de otros valores
entre 0 y 15 para ver los otros colores. Puesto que estas modificaciones las ha

hécho €n modo directo, al ejecutar otra vez el programa, el Sprite volvera a su color
onginal (blanco).

LINEA 70 Determina la posicion horizontal o posicion “X” del Sprite en la pantalla.

ESIg ndmero representa la posicion de la esquina SUPERIOR IZQUIERDA del
Sprite. La primera posicion horizontal (X) en la que puede ver el Sprite en su televi-

spn €s 24, aunque usted puede mover el Sprite fuera de la pantalla variando este
Numero hasta llegar a 0.

LINEA 80 petermina la posicién vertical o posicién “Y” del Sprite. En este progra-
Ma, el Sprite esta colocado en la posicién 24 horizontal (X), y en la posicién 100
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vertical (Y). Para probar otra posicion, escriba lo siguiente en MODO DIRECTO y

pulse IETIVEIN:
POKE V,24:POKE V+1,50

Esto coloca al Sprite en la esquina superior izquierda de la pantalla. Para mover el
Sprite a la esquina inferior izquierda escriba lo siguiente:

POKE V,24:POKE V+1,229

Cada ntmero contenido en las posiciones de memoria de 832 a 895 representa un
blogque de 8 puntos (pixels), con tres bloques de 8 puntos por cada linea horizontal
del Sprite. El bucle de la linea 80 le dice al ordenador que haga POKE 832,255, lo
que hace que los primeros 8 puntos estén todos iluminados...entonces POKE
833,255 realiza lo mismo con el siguiente bloque de 8 puntos, y asi hasta llegar a la
posicion 894, que contiene el Ultimo grupo de 8 puntos, en la esquina inferior dere-
cha del Sprite. Para ver mejor cémo trabaja esto, pruebe a escribir lo siguiente en
MODO DIRECTO, y vea como el segundo grupo de ocho puntos es borrado:
POKE 833,0 (para volver a la normalidad teclee POKE 833,255 o ejecute (RUN) el
programa).

La siguiente linea, que usted puede afadir al programa, borra los blogues del
MEDIO del Sprite creado:

90 FOR A=836 TO 891 STEP 3:POKE A,0:NEXT A

Recuerde, los puntos que forman un Sprite estan agrupados en blogues de ocho.
Esta linea borra el quinto blogue de 8 puntos (blogue B36), y hace lo mismo cada
tres bloques hasta llegar al numero 890. Pruebe POKES con otros numeros desde
832 hasta 894, colocando en los que desee 255, para iluminar todos los puntos, 0
cero, para apagarlos.

COMPRIMA SUS PROGRAMAS DE SPRITES o

He aqui una til nota sobre compresion de programas: El programa descrito antes es real-
mente corto, pero atn puede serlo mas utilizando técnicas de compresion. En nuestro ejem-
plo hemos colocado las diversas instrucciones para crear y posicionar un Sprite en lineas se-
paradas, para que viese mejor como funciona el programa. Con la practica actual, un buen
programador deseard probablemente escribir el programa en SOLO DOS LI
NEAS...comprimiéndolo como se muestra:

10PRINTCHR$(147):V =53248:POKEV +21,1:POKE2040,13:POKEV+39,1

20FORS =832T0894:POKES,255:NEXT:POKEV,24:POKEV+1,100

Para mas “trucos” de compresién que le permitan ahorrar memoria y ejecutar el programa
mas rapidamente, consulte la “guia de compresion” en la Pag. 19.

microelectromnca F E =

124 i y control s a

(

PANTALLA DE T.V.
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Un Sprite coloca_d(_) aqui debe tener definidas ambas coordenadas: posicion hori-
zontal (X) y posicion vertical (Y), para que pueda ser mostrado en la pantalla.

Figura 3-4. La pantalla de T.V. se divide en una reja de coordenadas X e Y.

POSICIONADO DE SPRITES EN LA PANTALLA

La pantalla entera es dividida en una red de coordenadas X e Y, igual que un
gréfico. La COORDENADA X es la posicion HORIZONTAL, a lo largo de la pantalla,
y la COORDENADA Y es la posicion VERTICAL, arriba y abajo. (Vea Figura 3-4).
Parg Rosicionar un Sprite en la pantalla, debe hacer un POKE de DOS posiciones la
posicion X y la posicién Y- para decir al ordenador dénde debe emplazarse la
ESQUINA SUPERIOR IZQUIERDA del Sprite. Recuerde que un Sprite esta com-
puesto ,dg 504 puntos individuales, 24 de ancho y 21 de alto, por lo que en el caso
de posicionarlo en la esquina superior izquierda de la pantalla, el Sprite sera
mostrr?ldo como una imagen grafica de 24 puntos de largo y 21 de alto, iniciados en
la _poswic’)n X-Y que haya definido. El Sprite debe ser mostrado basandose en la es-
quina superior izquierda del Sprite entero, aunque sélo una parte de el sea utilizada.
Para que comprenda cémo trabaja el posicionado de X-Y, estudie el siguiente dia-
grama (Figura 3-5), que le muestra las posiciones de X e Y en relacién con la

125 microelectronca F E =

y control s a




pantalla. Advierta que la parte GRIS del diagrama represegm la parte visible de la
pantalla...la parte blanca representa posiciones de FUERA de la pantalla...
LAS POSICIONES DE X VAN DE 0 A 255
PARA DESPLAZARSE MAS A LA DERECHA
DEBE HACER POKE V+16,1 Y COLOCAR X
i ENTRE 0 Y 91

0

0 91

|

|

: X = 255 Y = 50 | POKE V+16, 1 AND
| X =24Y =50 \'X:GS.Y:SO
|

|

7 B 0

AREA VISIBLE

X = 24,% = 223 X =229,Y =231

a

L -
|
7
POKE V+ 16, 1 AND
X = 65 Y = 229

LA POSICION DE Y VA DE 0 A 255
AREA VISIBLE DE LA PANTAL
0 TO 255

X = 24, ¥ = 250
Figura 3-5. Determinando las posiciones X-Y de un Sprite.

Para mostrar un Sprite en la posicién deseada, debe hacgr un POKE de X e Y para
cada Sprite...recordando que cada Sprite tiene su propia posicion para hacer el
POKE de X e Y. Las posiciones de estos POKES para cada Sprite se muestran
aqui:

POKE EN LOS SIGUIENTES VALORES PARA POSICIONAR SPRITES

SPRITEO |SPRITE] SPRITE2 SPRITE3 SPRITE4 SPRITES SPRITES SPRITE7
SET X | V.X V+2,X V+4,X V+6,% V+8,X VHI10,X | V+H12,X | VHI4,X
SETY |Vv+1,Y [v+3Y V+5,Y V+7,Y V+9,Y V4H11,Y | v+13,Y | VHISY

RIGHTX | V+16,1 [V+16,2 V+16,4 V+16,8 V16,16 | V416,32 V+146,64 | V+16,128

POKE DE LA POSICION X: Los valores posibles de X van de 0 a 255, de izquierda
a derecha. Los valores de 0 a 23 colocan parte del Sprite FUERA DEL AREA DE \_Il-
SION en la parte izquierda de la pantalla...los valores de 24 a 255 colocan el Sprité
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en el AREA DE VISION hastaq\. posicion 255 (vea el siguiente parrafo para posicio-
nes superiores a 255). Para colocar el Sprite en una de estas posiciones, escriba el
POKE DE LA POSICION X para el Sprite que esté usando. Por ejemplo, para POKE
Sprite 1 en la posicion izquierda de la pantalla escriba POKE V+2,24

VALORES DE X MAYORES DE 255: Para acceder a posiciones mayores de 255
en la pantalla, necesita un SEGUNDO POKE usando los nimeros de “X derecha”
mostrados en la tabla (Vea Figura 3-5). Normalmente, la posicién de X deberia
pasar de 255 a 256,257 etc., pero como que los registros sélo tienen 8 bits, se debe
usar un “segundo registro” para acceder a la parte derecha de la pantalla e iniciar
de nuevo el valor de X en 0. Para acceder a la parte derecha de la pantalla, debe
hacer POKE V+16, y un numero, dependiendo del Sprite usado. Esto le da 65
posiciones adicionales (renumeradas de 0 a 65) en la parte derecha de la pantalla.
(Usted puede hacer un POKE con un valor mas alto de 65, como 255, con lo que el
Sprite desaparecera por la parte derecha de la pantalla.)

POKE DE LA POSICION Y: Los valores posibles de Y van de 0 a 255, contando de
arriba a abajo. Los valores de 0 a 49 colocan parte del Sprite FUERA del area de
vision por la parte de arriba de la pantalla. Los valores de 50 a 229 colocan al Sprite
DENTRO del area de visién. Los valores de 230 a 255 colocan parte del Sprite
FUERA del area de vision por la parte inferior de la pantalla.

Vea como trabaja el posicionado de X e Y, usando el Sprite

1. Escriba este programa:

o stiF1
16 PRINTS 2 1¥=Sa248: POKEYA 21, 2 POREZ041 , | 30 FORS=032TIRSS BB, 255HERT
% PIKEY+4E,7
 POEYe2, 24
40 PIKEVAZ, 56

Este simple programa define el Sprite 1 como un sélido rectangulo colocado en la
parte superior izquierda de la pantalla. Ahora cambie la linea 40 por la que sigue:

40 POKE V+3,229

Esto mueve el Sprite a la parte inferior izquierda de la pantalla. Ahora pruebe el
LIMITE DERECHO DE X del Sprite. Cambie la linea 30 como se muestra:

30 POKE V+2,255

Esto mueve el Sprite a la derecha, situandolo en el limite derecho de X. En este
punto, el “bit mas significativo” en el registro 16 debe ser PUESTO A 1. En otras
palabras, usted debe escribir POKE V+16, y el numero mostrado en la columna de
‘X Der” de | tabla anterior, y colocar el registro de posicién X otra vez a 0 para ob-
lener la posicion 256. Cambie la linea 30 como sigue:

30 POKE V+16,PEEK (V+16)OR 2: POKE V+2,0
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POKE V+16,2 activa el bit mas significativo de la posicion { .ra el Sprite 1, colo-
cando el mismo en la posicion 256 de la pantalla. POKE V+2,0 coloca el Sprite enla
NUEVA POSICION 0, que es igual a la 256.

Para que el Sprite regrese a la zona izquierda, debe colocar a cero el bit mas signifi-
cativo de la posicion X escribiendo (para el Sprite 1):

POKE V+16,PEEK(V+16)AND 253

RESUMIENDOQ como trabaja el posicionado X...POKE la POSICION X para cual-
quier Sprite con un ndmero entre 0 y 255.

Para acceder a una posicién superior a 2565, debe usar un POKE adicional (POKE
V+16) que activa al bit mas significativo de la posicion X e inicia de nuevo la cuenta
desde 0 a partir de la posicién 256 de la pantalla.

Este POKE empieza de nuevo a cero a pariir de la posicién 256. (Ejemplo:
POKEV+16, PEEK(V+16)OR 1y POKE V,1 colocan el Sprite 0 en la posicion X
257.) Para volver a la parte izquierda de la pantalla debe DESACTIVAR el bit mas
significativo escribiendo POKE V+16, PEEK(V+16)AND 254.

POSICIONADO DE VARIOS SPRITES EN LA PANTALLA

He aqui un programa que define TRES SPRITES DISTINTOS (0,1, y 2) en distintos
colores, y los coloca en distintas partes de la pantalla:

et Lcue,vowe
1@ PRINTY D ¥=53240 FORC=RICTIESG (POKES, 255 HERT
20 FORM=204ATOZA42  POKEM, 13 HELT
38 POREY+21,7
4@ POKEVHID, 1 PIVEY+48, 7 POFEY44] &
S POKEY, 24 :PIKEY+! 50
6A POKEY2,12:FOEEY+3, 229
78 POKEY+, 255 :POKEY+5, SH

Por conveniencia, los 3 Sprites han sido definidos como rectangulos, colocando la
definicion en el mismo sitio. La parte importante del programa es como se posicio-
nan los tres Sprites. El Sprite 0 blanco esta colocado en la esquina superior izquier-
da de la pantalla. El Sprite 1 amarillo esta en la esquina inferior izquierda de la
pantalla pero LA MITAD del mismo esta FUERA DE LA PANTALLA. (Recuerde, 24
es la posicién mas pequena de X en la que un Sprite se ve completo... y un valor in-
ferior a 24 coloca parte del Sprite fuera de la pantalla, y usando el valor 12 como en
el programa, la mitad de €l esta fuera de la pantalla). Finalmente, el Sprite 2 naranja,
esta en el LIMITE DERECHO de X (posicién 255)... pero, ;como puede colocar un
Sprite en el area derecha de X, mas a la derecha de la posicion 2557

MOSTRAR UN SPRITE EN UNA POSICION SUPERIOR A LA 255

Mostrar un Sprite en una posicién mayor que 255 requiere un POKE especial que
coloca a 1 el bit mas significativo de la posicion X e inicia de nuevo las posicionesa
partir de la 256. Vea como trabaja...

128

y control s 3

microelectronica F E =

\

Primgro, haga un POKE V+186, con el nimeroc adecuado para el Sprite con el que
trabaja (compruebe la linea X Der. en la tabla X-Y... mejor use el Sprite 0). Ahora
asigne una posicion de X, acuérdese que el contador empieza otra vez de 0 a 256.
Cambie la linea 50 por la que sigue:

50 POKE V+16,1:POKE V,24:POKE V+1,75

Esta linea hace un POKE V+16 con el niumero requerido para “abrir” la zona dere-
cha de la pantalla... la nueva posicién de X 24 para el Sprite 0 representa 24 puntos
a la derecha de la posicion 255. Para comprobar el borde derecho de la pantalla,
cambie la linea 60 por:

60 POKE V+16,1:POKE V,65:POKE V+1,75

Alguna_experimemacién con la tabla de posicionado de Sprites le permitira colocar
los Sprites donde los precise y moverlos por la pantalla. La seccién “movimiento de

los Sprites” incrementara su comprension del modo en que trabaja el posicionado
de Sprites.

PRIORIDADES DE LOS SPRITES

Usted puede lograr que los Sprites se muevan POR DELANTE o por DETRAS de
los demas en la pantalla. Esta increible ilusion tridimensional esta lograda gracias a
las PRIORIDADES DE SPRITES incorporadas a su ordenador, que determinan que
Sprites tienen prioridad sobre otros cuando 2 o mas Sprites se cruzan en la pantalla.
La regla es muy sencilla: los Sprites con el numero mas bajo tienen prioridad sobre
los de nimero mayor. Por ejemplo, si coloca los Sprites 0 y 1 de modo que se
superpongan en la pantalla, el Sprite 0 aparecerd POR DELANTE del Sprite 1. El
Sprite 0 tiene PRIORIDAD ABSOLUTA sobre los demas porque tiene el nimero
mas bajo de todos. En comparacion, el Sprite 1 tiene prioridad sobre los Sprites
2-7; el Sprite 2 tiene prioridad sobre los Sprites 3—7, etc. El Sprite 7 (el ultimo Sprite)
tiene MENOS PRIORIDAD que cualquier otro Sprite, por lo que siempre pasara por
detras de los otros Sprites al cruzarse.

Para ilustrar cémo trabajan las prioridades, cambie las lineas 50,60, y 70 del
programa anterior como sigue:

_Em
18 PRIMT' O =004 8 FORS=F20TORIE . POKES, 255 s HEXT
2 FORM=ZR4RTIZR4Z 1 POHEM, (3 0HEXT

30 FOREV+2,7

4 POKEVS 33, 1 POKEY+48, 7 aROEE Y441 8

H FOKEY, 24 :POKEY+],50:POKEYV+1E,B

B0 POREY+2, 28 s POKEVE £l

T8 FOKEYH 441 POKEV4S, 78

Usted debe ver un Sprite blanco encima de uno amarillo que a su vez esta encima
de uno naranja. Por supuesto, ahora que conoce las prioridades de los Sprites,
POfira MOVER SPRITES teniendo en cuenta su prioridad para realizar efectos de
animacion realmente buenos.
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DIBUJAR UN SPRITE

Dibujar un Sprite Commodore es igual que colorear los espacios vacios de un libro
para colorear. Cada Sprite consiste en una serie de pequenos puntos llamados
pixels. Para dibujar un Sprite, lo unico que debe hacer es “colorear” algunos de los
puntos.

Vea la malla de confeccion de Sprites en la figura 3-6. Es parecida a lo que seria un
Sprite totalmente en blanco:

Figura 3-6. Malla de confeccion de Sprites.

Cada pequefio cuadro representa un punto en su Sprite. Hay 24 puntos a lo largo y
21 alo alto, lo que hace un total de 504 puntos para todo el Sprite. Para que el Sprite
represente alguna cosa, usted debe colorear los puntos que desee usando un
PROGRAMA especial... pero, ;como puede controlar 504 puntos individuales? Ahi
es donde la programacion le ayuda a usted. En lugar de escribir 504 nimeros sepa-
rados, sélo tendra que escribir 63 nimeros para cada Sprite. Veamos como se
logra...

CREACION DE UN SPRITE...PASO A PASO

Para hacer esto de la forma mas facil para usted, hemos realizado esta simple guia
que le explica cobmo crear un Sprite paso a paso, con la que esperamos ayudarle a
confeccionar facil y rapidamente sus propios Eprites.
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PASO 1:

Escriba el programa siguiente para confeccionar Sprites EN UNA HOJA DE
PAPEL... advierta como la linea 100 y siguientes contienen una seccién DATA
especial que contiene 63 numeros para crear un Sprite.

S B HERT

w|a|alz||eeleataziiee|a|e|r ieaeslaz]isl 8] o]

128)64

108 GRATAHZS
1@1 DATHI
e DFETEHL

1
1
AT a1
THEITE et . L
SODETEL A4 B
OATELSY. 0L
DATALa4. 81—
1
1

TATALS4 . 8.

F IATELGG 6
113 DATALAS, 01—
111 DFTALSE. 0,

132 TR
TFI

PASO 2:

Coloree los puntos deseados en la tabla para confeccion de Sprites de la pagina
162 (0 use una hoja de papel para gréficos... recuerde: un Sprite tiene 24 puntos de
ancho y 21 de alto). Le sugerimos que utilice un lapiz y dibuje claro para que pueda
distinguir la malla. Puede crear la imagen que desee, pero para nuestro ejemplo
dibujamos un simple cuadro.

PASO 3:

Mire los primeros OCHO puntos. Cada columna de puntos tiene un nimero (128,64,
32,16,8,4,2,1). Este especial tipo de suma forma parte de la ARITMETICA BINARIA
que es usada por la mayoria de ordenadores como una forma especial de contar.
Esta es una imagen ampliada de los primeros ocho puntos (o pixels) en la parte su-
perior izquierda del Sprite:
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PASO 4:

Sume los nimeros de los puntos COLOREADOS. Este primer grupo de puntos esta
completamente coloreado, por lo que la suma da como resultado 255.

PASO 5:

Entre este nimero como el primero de la instruccién DATA en la linea 100 del pro-
grama para confeccionar Sprites que se mosiré anteriormente. Entre 255 para el
segundo y tercer bloque de 8 puntos.

PASO 6:

Mire los OCHO PRIMEROS PUNTOS EN LA SEGUNDA FILA del Sprite. Sume los
valores de los puntos coloreados. Puesto que sélo hay un punto coloreado, el valor
total es 128. Entre este nimero en la instruccion DATA de la linea 101.

16186 | 41 241

PASO 7:

Sume los valores del siguiente grupo de 8 puntos (que es cero porque no hay nin-
gun punto coloreado) y éntrelo en la linea 101. Pase ahora al siguiente grupo y re-
pita el proceso por cada GRUPO DE OCHO PUNTOS (hay 3 grupos por cada linea,
y un total de 21 lineas). Esto le da un total de 63 nimeros. Cada nimero representa
UN grupo de 8 puntos, y los 63 grupos de 8 equivalen a 504 puntos individuales. Tal
vez la mejor forma de comprender el programa sea la siguiente... cada linea del pro-
grama representa UNA LINEA del Sprite. Cada uno de los 3 nimeros en una linea
representan UN GRUPO DE OCHO PUNTOS. Y cada numero le indica al ordena-
dor los puntos que estan coloreados y los que no.

PASO 8:

COMPRIMA SU PROGRAMA COLOCANDO JUNTOS TODOS LOS NUMEROQOS
QUE COMPONEN LAS INSTRUCCIONES DATA, COMO SE MUESTRA EN EL
PROGRAMA DE ABAJO. Advierta por que le hemos pedido que escribiese el pro-
grama en una hoja de papel. Hemos dicho esto por una buena razén: Las lineas de
instrucciones DATA 100-120 en el programa del PASO 1 sirven so6lo para ayudarle
a comprender la relacién entre los nimeros y los grupos de puntos de su Sprite. El
programa final debe quedar “comprimido” de la siguiente forma:

18 PRINT*Z" sPORES 280, 2 POKES 28 6

28 Y=33245:PIKEY+34, 3

3 POKES326D, 4 1POFEZB42, 13

48 FORH=ATORZ :READH POKERIZHH, 02 HERT

188 DRTH2SS,255,255,128,8,1,128,0,1,128,0,1,144,8,1, 144 8,1, 144,8,1,144,0,1
161 DHTRI44,0,1,144,8,1,144,8,1,144,8,1,144,6,1,144,6,1,128,8,1,128,8,1
182 [ATRI2E,0,1,126,8,1,12¢8,8,1,128,8,1,255,255, 255

200 X=Y= 0 PORES 2202, e PORES3253, Y
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MUEVA SU SPRITE PUR LA PANTALLA

Ahora que usted ha creado un Sprite, puede hacer cosas muy interesantes con él.
Para mover uniformemente su Sprite por la pantalla, incluya estas dos lineas en su
programa:
50 POKE V+5,100:FOR X=24 TO 255:POKE V+4,X:NEXT:POKE V+16,4
55 FOR X=0 TO 65:POKE V+4,X:NEXT:POKE V+16,0:GOTO 50

LINEA 50: hace un POKE de la posicién Y a 100 (pruebe 50 o 229 para variar).
Entonces inicia un bucle FOR...NEXT con POKEs de la posicién X desde 0 a 255,
en orden. Cuando llega a la posicién 255, se hace un POKE de la posicion X dere-
cha (POKE V+16,2), que es preciso para acceder a la zona derecha de la pantalla.
LINEA 55: contiene un bucle FOR...NEXT que continta haciendo POKEs de la po-
sicion X en las ultimas 65 posiciones de la pantalla. Advierta que el valor de X ha
sido puesto a 0 porque usa el registro de X DERECHA (POKE V+16,2) para conti-
nuar por la parte derecha de la pantalla.
Esta linea finaliza indicando un regreso a la linea 50 (GOTO 50). Si desea que su
Sprite SOLO pase una vez por la pantalla y desaparezca, elimine el GOTO 50 de la
linea 55. :
He aqui unas lineas que mueven su Sprite a derecha y a izquierda:

50 POKE V45,100:FOR X=24 TO 255:POKE V+4X:NEXT:POKE

V+16,4:FOR X=0 TO 65:POKE V+4 X:NEXT X

55 FOR X=65 TO 0 STEP—1:POKE V-+4,X:NEXT:POKE V+16,0:FOR X =255

TO 24 STEP-1: POKE V+4 X:NEXT

60 GOTO 50
Ve usted cémo trabaja este programa? Este programa es el mismo que el previo,
excepto que al encontrar el borde derecho de la pantalla, DA MARCHA ATRAS y
vuelve en la misma direccién. Esto es lo que hace el STEP—1... indica al programa
que haga POKE del valor de X de 65 a 0 en la parte derecha de la panfta_llla, y enton-
ces de 255 a 0 en la parte izquierda de la pantalla, pasando una posicion —1 cada

vez.

SCROLL VERTICAL

Este tipo de movimiento de Sprite se llama “Scroll”. Para que el Sprite se mueva en
la direccion Y (vertical), sélo debe usar UNA LINEA. BORRE LAS LINEAS _50.y 65
escribiendo el numero de linea de ambas y pulsando [RIENNEN, de la siguiente
forma:

SUN( RETURN I
56 (IRENYEN)

Ahora entre la linea 50 oftra vez como sigue:
50 POKE V+4,24:FOR Y=0 TO 255:POKE V+5,Y:NEXT

EL RATON BAILARIN-UN EJEMPLO DE PROGRAMA
CON SPRITES

Algunas veces las técnicas descritas en este manual son dificiles de cpmprender,
por lo que hemos creado el programa llamado “El Ratén Bailarin de Miguel.” Este
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programa usa tres distintos Sprites en una graciosa ani;\ _;ion con efectos de so-
nido, y —para ayudarle a comprender como funciona— hemos incluido la explicacion
de CADA COMANDO para que vea exactamente como esta construido el pro-
grama:

] S=542?2:PEK£'5+24,ﬂﬁ:PUiES,EEEl:Pl}iESH,E-E:FTKEBS,IS:F{KE%E,EXS

16 POKES+7,128:POFES+E, 1M8:PIKES+12, 15 SPOKESHL3, 215

st e woud

15 PRINT" T s¥=52248 PIREY+21, 1

78 FORS1=1 2000701 2350 RERDN] sPOKEST, R1:NEXT

25 FORS2=12352T012414:READDZ sPOKESE , B2 :HEXT

W FORS3=12416T01 2472 :READAZ :POKESS, A3 :HEXT

35 POKEY+39,15:POKEY/+1 58

P crri] 2]

40 FRINTTARC 1A 330Y EL RATON ERILARINIDY

45 P=132

58 FORX=ATO347STERR

5 K= INTOR/ 2560 Lh=d- R

6@ POKEY,Lx:POKEV+16,RX

70 [FP=152THERGOELRZ0A

73 1FP=193THENGISLB 388

99 POKE2G4E, & s FORT=1T06G HEXT

85 P=P+1:IFP)| MTHENP=152

% HEXT

% M

108 DATAZA,6,126,63,8,252,127,129,254,127,129, 254 127 189, 204,127, 235, 24

181 [ﬂTFk’;il,Z'Sﬁ,ES.?,?;I,18?,248,3,18?,132,1,&,128,3,189,19?,1,231,128,1,255,8
182 EﬂTWil,55,8,6,124,8,3,254,5,1,199,32,3,!3l,224,?,1,192,!,192,8,3,192,6
183 DATF,8,120,63,8,252,127,129, 254,127,129, 254,127,188, 2,127,235, 2H

184 DATRE3, 255,252, 31,221,248,3, 221,192, 1,255, 128,3, 255,192, 1,195, 128,1, 261, 3
165 [l‘lTﬂSl,ﬁ,ZﬁS,B,lQ‘l,B,E,ﬂ,B,l,199,3,?,1,12'8,?,8,2?4,1,128,124;?,128,56
166 lBTF.‘S'B,G,lZB,SE»,B,?SZ,12?,129,254,12?,129,&,12?,189,254,12?,255,254

187 DATA63,255,252,31,221,248,3,221,192,1,255,134,3,189,284,1, 199,132, 1,23, 48
188 DATAY,255,224,1,252,8,3,204,8

109 DATA7,14,8,204,14,0,248,56,8,112,112,0,8,68,8,-1

200 POKES+4, 129:POKES+4, 120 :RETURN

300 POKES+11,129:POKES+ 1,128 :RETURN
LINEA 5:
S=54272 Asigna a la variable S el valor 54272, que es |a posicion de ini-

cio del CHIP DE SONIDO. Desde ahora, siempre que nos refira-
mos a alguna posicién de sonido haremos POKE S mas un valor.
Igual a POKE 54296,15. Coloca el volumen al maximo.
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POKES,220

POKES+1,68

POKES+5,15

POKES+6,215

LINEA 10:
POKES+7,120

POKES+8,100
POKES+12,15

POKES+13,215

LINEA 15:

PRINT “[Elxll=
CLR/HOME §
V=53248

POKEV+21,1

LINEA 20:
FORS=12288

TO 12350

READQA1

Igual a ( KE 54272220 que coloca haja frecuencia en la
Voz 1 para lograr una nota aproximada a la C alta en la sexta
octava.

Igual a POKE 54273,68 que coloca la alta frecuencia en la Voz 1
para una nota aproximada a la C alta en la sexta octava.

_ lgual a POKE 54277,15 que coloca el Ataque/Decaimiento para

la Voz 1y en este caso consiste en el maximo nivel de Decai-
miento sin Ataque, produciendo efecto de “"eco”.

Igual a POKE 54278,215 que coloca el Sostenimiento/Relajacion
para la Voz 1 (215 representa una combinacion de valores de
Sostenimiento/Relajacion).

Igual a POKE 54279,120 que coloca la Alta frecuencia en la
Voz 2.

Igual a POKE 54280,100 que coloca la Baja frecuencia en la
Voz 2.

Igual a POKE 54284,15 que coloca el Ataque/Decaimiento en la
Voz 2 al mismo nivel que en la Voz 1.

Igual a POKE 54285,215 que coloca el Sostenimiento/Relajacion
en la Voz 2 al mismo nivel que en la Voz 1

Limpia la pantalla al inicio del programa. Define |a variable b
como la posicién de inicio de los registros del VICII, encargado
de controlar los Sprites. A partir de ahora, las posiciones referi-
das a Sprites se mostraran como V seguido de un numero.
Activa el Sprite 1.

Usaremos UN SPRITE (Sprite 0) en esta animacion, pero vamos
a usar TRES juegos de datos para definir tres formas distintas.
Para conseguir la animacién, cambiaremos los PUNTEROS del
Sprite 0 a tres posiciones distintas de memoria en las que hemos
definido tres formas distintas de Sprites. EI mismo Sprite puede
ser redefinido rapidamente una y otra vez entre las tres distintas
formas para producir el efecto de que el ralon esta bailando.
Usted puede definir docenas de formas distintas para sus Sprites
en las instrucciones DATA, y cambiar las formas entre uno o mas
Sprites. Como puede ver, no tiene la limitacion de una forma por
Sprite o viceversa. Un Sprite puede tener muchas formas dife-
rentes, cambiando tnicamente el PUNTERO DE SPRITE de
forma que apunte a las distintas zonas de memoria donde se
almacenan las formas de los Sprites. Esta linea significa que
hemos colocado los datos para la “forma 1 del Sprite” en las po-
siciones de memoria de 12288 a 12350

Lee 63 numeros en orden de la lista DATA que empieza en la
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POKES1,Q1

NEXT

LINEA 25:
FORS2=12352

TO 12414

READ Q2

POKES2,Q2

NEXT

LINEA 30:

FORS3=12416
TO 12478
READQ3

POKES3,Q3
NEXT

LINEA 35:

POKEV+39,15
POKEV+1,68

LINEA 40:
PRINTTAB(160)

linea 100. Q1 es un nombre de va!;_ae arbitrario. Podria ser
igualmente A, Z1 o cualquier otro nombre de variable nyrnérica.
POKE el primer nimero de la instruccion DATA en la primera po-
sicién de memoria (la primera posicion de memoria es 12288).
Esto es lo mismo que POKE12288,30.

Indica al ordenador que ejecute todas las instrucciones entre
FOR y NEXT. En otras palabras, la instruccion NEXT inducg al
ordenador que lea (READ) el préximo (NEXT) Q1 de la lista
DATA, que es 0, y también que incremente S1 con 1 para
obtener el siguiente valor, que serd 12289. El resultado es
POKE12289,0... la instruccién NEXT sigue realizando el bucle
hasta que obtiene el Ultimo valor de la serie, que en este caso
seria POKE 12350,0.

La segunda forma para el Sprite 0 se define por los datos coloca-
dos a partir de la posicion 12352 y hasta la posicion 12414. Note
que se ha saltado la posicion 12351... ésta es la 64°** posicion
que se uso en la definicion del primer grupo, pero no debe conte-
ner ningun valor referente a datos de los Sprites. Recuerde
cuando defina Sprites en posiciones sucesivas que debe usar 64
posiciones, pero solo debe hacer POKE en las 63 primeras.
Lee los 63 numeros que siguen a los usados para la primera for-
ma. Este READ busca y lee cada vez el siguiente nimero de la
lista DATA.

POKE el valor Q2 en la posicién S2 para almacenar la siguiente
forma para el Sprite, el almacenamiento empieza en la posicion
12352.

Mismo uso que en la linea 20.

La tercera forma para el Sprite 0 se define por los datos conteni-
dos en las posiciones 12416 a 12478.

Lee ordenadamente los Gltimos 63 numeros de la lista DATA y
los asigna uno a uno a la variable Q3.

POKE estos numeros en las posiciones desde 12416 a 12478.
Igual a las lineas 20 y 25.

Asigna el color gris claro al Sprite 0.

Coloca la esquina superior izquierda del Sprite en la posicion ver-
tical (Y) 68. Para poder comparar, la posicion 50 es la mas
pequena en la que un Sprite es totalmente visible en la direccion
Y (arriba de la pantalla).

Tabula 160 espacios desde el ESPACIO DE CARACTER de la
esquina superior izquierda de la pantalla, colocando el cursor
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LINEA 45:
P=192

LINEA 50:
FORX=0TO347

STEP3

LINEA 55:
RX=INT(X/256)

LX=X-RX*256

LINEA 60:
POKEV,LX

POKEV+16,RX

cuatro-.neas mas abajo desde el comando de limpieza de la
pantalla... esto inicia el mensaje PRINT en la sexta linea de
la pantalla.

Pulse la tecla y pulse simultaneamente la tecla BMEIH. Si
esto ocurre dentro de unas comillas, aparece un “E invertida”.
Esto coloca el color de los caracteres a imprimir en BLANCO.

Simple instruccién PRINT.

Esto coloca de nuevo el color azul claro cuando termina el men-
saje PRINT. Pulse simultaneamente las teclas y [ dentro
de comillas, lo que producira la aparicion de un “rombo invertido.”

Asigna el valor 192 a la variable P. El numero 192 es el puntero
que debe usar. En este caso indica que el Sprite 0 tomara la in-
formacion sobre su forma a partir de la posicién 12288. Cambiar
este puntero para que indique otra zona de memoria de donde
extraer la forma del Sprite es el secreto de usar un solo Sprite
para crear animacion con fres distintas formas.

Mueve el Sprite 3 posiciones a la vez (para proporcionar movi-
miento rapido) desde la posicién 0 a la 347.

RX es el resultado entero de la operacion X/2586, lo que significa
que RX se redondea a cero si X es menor de 256, y RX tiene el
valor de 1 cuando X alcanza la posicion 256. Usamos RX para
efectuar un POKE con su valor en V+16, lo que nos permite
acceder a la parte derecha de la pantalla.

Cuando el Sprite esta en la posicién cero de X, la férmula es igual
a: LX=0-(0 veces 256) o 0. Cuando el Sprite esta en la posicién
de X 1, la férmula es: LX=1—(0 veces 256) o 1. Cuando el Sprite
estd en la posicidn 256, la formula es: LX=256—(1 vez 256) 0 0, lo
que coloca X nuevamente a 0, con lo que podemos avanzar por
la parte derecha de la pantalla gracias a POKE V+16,1.

Se coloca en V el valor de la posicién horizontal (X) del Sprite 0.
(Vea la TABLA DE CONFECCION DE SPRITES en la Pag. 176).
Como se muestra arriba, el valor LX, que es la posicion horizon-
tal del Sprite, cambia de 0 a 255 y después vuelve a cero auto-
maticamente gracias a la ecuacién de la linea 55.

POKE V+16 siempre activa la “parte derecha” de la pantalla
cuando se llega a la posicion 256 en la pantalla, y se coloca la
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LINEA 70:

IFP=192THEN
GOSUB 200

LINEA 75:

IFP=193THEN
GOSUB 300

LINEA 80:
POKE2040,P

FORT=1TO60:

NEXT

LINEA 85:
P=P+1

IFP>194THEN
P=A192

NEXTX

LINEA 95:
END

LINEAS 100-109

DATA

posicion de nuevo a cero. RX puede'ser00 1, basandose en la
formula para RX desarroliada en la linea 55.

Si el puntero de Sprite contiene el valor 192 (la primera forma
para el Sprite) el control de forma de onda para el primer efecto
de sonido es colocado a 129 y 128 por la linea 200.

Si el puntero de Sprite contiene el valor 193 (la segunda forma
para el Sprite) el control de forma de onda para el sequndo efecto
de sonido (Voz 2) se coloca en 129 y 128 gracias a la linea 300.

Coloca en el PUNTERO DE SPRITE el valor 192 (¢ recuerda que
P=192 en la linea 457 He aqui la aplicacion de P).

Un simple bucle vacio determina la velocidad de la danza del
raton. (Pruebe con mayor o menor velocidad incrementando 0
disminuyendo el numero 60).

Ahora se incrementa el valor del puntero anadiendo 1 al valor
original de P.

Solo es necesario que el puntero indique 3 posiciones de memo-
ria. 192 apunta a las posiciones 12288 a 12350, 193 apunta a las
posiciones 12352 a 12414, y 194 apunta a las posiciones 12416
a 12478. Esta linea pide al ordenador que asigne de nuevo a P
su valor original (192) si P tiene el valor de 195, puesto que el
programa no puede trabajar con este valor, ya que no se definio
la forma de ningun Sprite en las posiciones a las que apuntarfa el
valor de 195. P es 192, 193, 194 y entonces vuelve ofra vez a
192, por lo que el puntero indica consecutivamente las tres for-
mas del Sprite almacenadas en los tres grupos de posiciones de
memoria que contienen dichos datos.

Después de que el Sprite tenga una de las tres formas definidas
en la lista DATA, es movido a través de la pantalla. Salta 3 posi-
ciones de X a la vez (en lugar de una posicion a la vez, lo que
también es posible). El salto de tres posiciones a la vez hace que
el raton “baile” mas deprisa a través de la pantalla. NEXT X
busca el FOR que inici6 el bucle en la linea 50 para volver a él.

Finaliza el programa, lo que ocurre cuando el Sprite desaparece
por la parte derecha de la pantalla.

Las formas del Sprite se toman de los numeros almacenados
en la lista DATA, por orden. Primero los 63 nameros que compoe-
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LINEA 200:
POKES+4,129

POKES +4,128

RETURN

LINEA 300:

POKES+11,129
POKES+11,128

RETURN

nen (n. «orma 1 para el Sprite, después se leen los 63 numeros si-
guientes para la forma 2 y por ultimo se leeran los 63 que definen
If_;\ forma 3. Estos valores se almacenan en tres zonas de memo-
ria, de donde el programa toma la forma del Sprite en cada
momentg, segun a donde apunte el puntero del Sprite 0. Cam-
bla_ndo rapidamente la forma del Sprite se consigue un eféclo de
animacion. Si desea ver como los nimeros DATA afectan a la for-
ma del Sprite, pruebe a cambiar los 3 primeros nimeros de la li-
nea 100 por 255, 255, 255. Vea la seccién que habla sobre la
definicién de la forma de los Sprites para mas informacion.

Control de forma de onda colocado a 129 acti
sonido. activa el efecto de

Control de forma de onda colocado a 128 i
de
de sonido. sactiva el efecto

Hace regresar al programa al final de la linea 70, después de

g Ir con el

Control de forma de onda a 129 para activar el efecto de sonido.

Control de forma de onda a 128 para desacti
SHiG. p sactivar el efecto de

Regresa al final de la linea 75 para continuar con el programa.
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PARA CONFECCIONAR SPRI'I(._.:i FACILMENTE

TABLA
V = 53.248 SPRITE | SPRITE SPRITE SPRITE SPRITE SPRITE SPRITE SPRITE T
0 1 2 3 4 5 [ 74
1
Activar un Sprite V+21,1 |V+21,2 |V+21,4 |V+21,8 V+21,16|V+21,32|V+21,64 [V+21,128
Colocarlo en memoria | 2040, 2041, 2042, 2043, 2044, 2045, 2046, 2047,
(Ajustar Punleras) 192 193 194 195 196 197 198 199
Posiciones de la forma | 12288 | 12352 12416 |12480 |12544 12608 12672 12736
de los Sprites a a a a a a a a
(12288-12788) 12350 | 12414 | 12478 |12542 | 12606 12670 12734 12798
Color del Sprite V+39,C|V+40,C |V+41,C V+42,C V+43,C |V+44,C |V+45C [V+46,C
Pasicionado X V+0,X |V+2,X |VH4,X [VHeX |V+BX |[VHIOX [VHI2X |VHI14,X
1ZOUIERDA
Posiciones (0-255)
Posicionade X V+16,1 |V+16,2 [V4H16,4 |[V+16,8 (VH16,16 V+16,32 (V+16,64 [V+16,128
ERECHA
2,..,.“,, (0-255) VHOX [VH2,X ([VH4X |[VHEX [VHEX  [VHIOX |VH+12X |V+14,X
Ajuste de la posicion Y |V+1,Y |V+3,Y [V+5Y V+7.Y |V+9Y V+I11,Y |[V+H13)Y [V+H15Y
Expandit Sprites en la [V +29,1 |V+29,2 |V+29.4 V+29.8 |V+29,16 |V+29,32 |V+29,64 [V+29,128
direccidn horizontal (X)
Expandir Sprites en 12 |V+23,1 [V+23,2 |V+23,4 |V+23,8 V+23,16|V+23,32 |V+23,64 [V+23,128
direccién vertical (Y)
Activar el Modo V+28,] |V+28,2 |V+28,4 |V+28,8 |V+28,16 V428,32 |V+28,44 V28,128
Multicolor
Multicolor 1 v+37,C |V+37,C ¥+372,C |V+37,.C [V+37,C |V+37,C |V+2 ‘\:‘ +37,C
(Primer color) |
Multicolor 2 V+38,C |V+38,C |V+38,C |V+38,C |V+38,C |V+38,C [V+38.L V+38,C
(Segundo color)
Ajustar prioridades La regla es que los Sprites con ndmero menor siempre tendran prioridad sobre los de
de los Spriles nimero superior. Por ejemplo, el Sprite 0 tiene prioridad sobre TOUOS los demas
Sprites. El Sprite 7 tiene la menor prioridad, pasando siempre por debajo de los demas.
Esto significa que los Sprites con numero bajo pasaran SIEMPRE por ENCIMA de los de
numero mayor.
Colisién
(Sprite-Sprite) V+30 IF PEEK(V + 30)ANDX =X THEN (accion)
Colision
(Sprite-Texio) V+31 IF PEEK(V +31)JANDX=X THEN (accion)
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NOTAS SOBRE LA CUNFECCION DE SPRITES

Punteros de Sprite alternativos y Posiciones de Memoria
Usando el Buffer del Cassette

Colocar en memoria | SPRITE 0 | SPRITE 1 | SPRITE 2 | Si usa de 1 a 3 Sprites
(Ajustar punteros) 2040,13 2041,14 2042,15 puede utilizar estas
posiciones de memoria
Posiciones de los 832 896 960 situadas en el buffer del
blogques 13, 14 y 15 a a a cassette (832 a 1023), pero
conteniendo la forma 894 958 1022 para mas de 3 Sprites,

sugerimos utilizar las
posiciones a partir de
12288 y hasta 12798
(vea la tabla).

ACTIVAR SPRITES

Usted puede activar cualquier Sprite individuaimente usando POKE V+21 y el
nimero de la tabla... PERO... activar UN SOLO Sprite DESACTIVA todos los de-
méas. Para activar DOS O MAS Sprites, SUME los numeros de los Sprites que
desee activar (Ejemplo: POKE V+21,6 activa los Sprites 1y 2). He aqui un método
para desactivar un Sprite sin afectar a los demas (Util para animacion).

EJEMPLO:

Para desactivar el Sprite 0 escriba: POKE V+21,PEEK(V+21)AND(255-1). Cambie
el nimero 1 en (255-1) por 1, 2, 4, 8, 16, 32, 64, 0 128 (para los Sprites 0 a 7). Para
reactivar un Sprite sin afectar a los demés, teclee: POKE V+21,PEEK (V+21)OR 1,y
cambie el OR 1 por OR 2 (Sprite 2) OR 4 (Sprite 3) etc.

POSICIONES DE X SUPERIORES A 255:

Las posiciones de X van de 0 a 255... y entonces EMPIEZAN OTRA VEZ de 0 a
255. Para colocar un Sprite en una posicion mayor de 255 —a la derecha de la pan-
lalla~ debe primero hacer POKE V+16 como se muestra en la tabla, entonces
POKE un nuevo valor de X entre 0 y 63, lo que coloca al Sprite en la parte derecha

de la pantalla. Para volver a las posiciones 0-255, POKE V+16,0 y POKE un va-
lorde X entre 0 y 255.

VALORES DE LA POSICION Y:

Las posiciones de Y van de 0 a 255, incluyendo 0 a 49, fuera de la pantalla por la
parte de arriba, 50-229 en la parte visible de la pantalla, y 230-255 fuera de la
pantalla por la parte de abajo.

COLORES DE LOS SPRITES

Para presentar el Sprite 0 BLANCO, escriba: POKE V+39,1 (Use el POKE de color

dete)rminado para cada Sprite mostrado en la tabla y el cédigo de color mostrado
aqui):
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0-NEGRO 4-PURPURA 8-NARANJA 12-GRIS MEDIO
1-BLANCO 5-VERDE 9-MARRON 13—-VERDE CLARO
2-ROJO 6-AZUL 10-ROJO CLARO 14-AZUL CLARO
3-CYAN 7-AMARILLO 11-GRIS OSCURO 15-GRIS CLARO

POSICION DE MEMORIA:

Usted debe reservar un bloque de 64 bytes de memoria por cada Sprite que requie-
ra, de los que 63 seran usados para almacenar la forma del Sprite. Las posiciones
de memoria mostradas mas abajo son las recomendadas para los “punteros de
Sprite” de la tabla. Cada Sprite es unico y debe ser definido. Sin embargo, si desea
varios Sprites iguales, coloque los punteros de los Sprites que desee con el mismo
valor. Asi todos buscaran la informacion sobre forma en el mismo sitio y por lo tanto
seran iguales.

DIFERENTES POSICIONES DE LOS PUNTEROS DE SPRITES:

Estas posiciones son UNICAMENTE RECOMENDADAS.

Precaucion: usted puede colocar los punteros de Sprite de forma que senalen
cualquier parte de la RAM existente, pero si coloca los punteros —y por lo tanto las
definiciones de sus Sprites— en una zona de memoria “baja”, un programa largo
escrito en BASIC puede invadir la zona de datos, o viceversa. Para proteger un
programa ESPECIALMENTE LARGO en BASIC del area para datos, debe colocar
las definiciones de los Sprites en una parte “alta” de la memoria (por ejemplo,
2040,192 para el Sprite 0, en las posiciones 12288 a 12350... 2041,193 en las posi-
ciones 12352-12414 para el Sprite 1, etc.). Ajustando las posiciones de memoria de
donde los Sprites toman la forma, usted puede definir hasta 64 Sprites diferentes
con un programa normal en BASIC. Para lograr esto, defina las formas que desee
en una lista de instrucciones DATA y luego redefina un Sprite particular cambiando
el valor de su puntero, para que indique otra zona de memoria. Vea el “Raton Bai-
larin” para comprender cémo funciona esta técnica. Si desea que dos o mas Sprites
tengan la MISMA FORMA (puede cambiar el color y la posicion de cada Sprite), use
el mismo valor del puntero para todos los Sprites que desee que sean iguales. (Por
ejemplo, puede usar las mismas posiciones de memoria para los Sprites 0 y 1
mediante POKE 2040,192 y POKE 2041,192).

PRIORIDAD:

La prioridad significa que un Sprite puede moverse “por delante” o “por detras” de
otro Sprite en la pantalla. Los Sprites con mayor prioridad se mueven “por encima”
de los Sprites de prioridad inferior. La regla es que los Sprites con nimero inferior
tienen prioridad sobre los de un ndmero més alto. El Sprite 0 tiene prioridad sobre
todos los demas. El Sprite 7 no tiene prioridad sobre ninguno. El Sprite 1 tiene
prioridad sobre los Sprites 2-7, etc. Si usted coloca dos Sprites en la misma posi-
cién, el Sprite con mayor prioridad aparece ENCIMA o POR DELANTE del Sprite
con prioridad inferior. El Sprite con prioridad excepto en las zonas “transparentes”
de este dltimo, por las que se ve parte del Sprite de debajo.

USO DEL MODO MULTICOLOR

Usted puede crear Sprites multicolores aunque el uso del modo multicolor requiere
PAREJAS de puntos en lugar de puntos individuales en el dibujo de su Sprite. (En
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otras palabras, cada punto coloreado en su Sprite consiste en dos puntos juntos).
Usted tiene cuatro colores para escoger de: Color del Sprite (tabla anterior), Multico-
lor 1, Multicolor 2 y “color del fondo” (el color del fondo es conseguido con la pareja
de puntos desactivados (a 0), y los puntos aparecen transparentes). Considere un
bloque horizontal de 8 puntos en el dibujo de un Sprite. El color de CADA PAR de
puntos se determina mediante las combinaciones posibles iluminado/apagado de
cada pareja, segun la siguiente tabla:

D] COLOR DEL FONDO (Con los dos puntos en blanco, se muestra el color

existente debajo del Sprite).
MULTICOLOR 1 (lluminando el punto de la derecha en un par de

puntos, LOS DOS PUNTOS se mostraran del color
Multicolor 1).

COLOR DE SPRITE (iluminando el punto de la izquierda en un par de
puntos, LOS DOS PUNTOS apareceran del color
del Sprite).

MULTICOLOR 2 (lluminando los dos puntos, AMBOS se mostraran

del color Multicolor 2).

Mire la linea horizontal de 8 puntos mostrada mas abajo. Este bloque coloca el color
del fondo en los dos primeros puntos, los segundos dos puntos seran del color
Multicolor 1, la tercera pareja de puntos sera del color del Sprite, y por ultimo, la
cuarta pareja de puntos sera del color Multicolor 2. El color de cada PAREJA de
puntos depende de que bits de cada pareja estan activados y cuales desactivados,
de acuerdo con la ilustracién anterior. Después de determinar el color deseado para
cada pareja de puntos, el proximo paso es sumar los valures de los puntos ilumina-
dos en cada blogue de 8 puntos, y POKE el resultado en la posicion de memoria
adecuada. Por ejemplo, si la linea de 8 puntos mostrada abajo es el primer bloque
en un Sprite que se inicia en la posicion 832, el valor de los puntos iluminados es
16+8+2+1 = 27, por lo que efectuaremos POKE 832,27

27
o e e
1BlB 2

| 128 | 64 | 32 15\5‘4|2|1\

ESTO APARECE ASI EN EL SPRITE

COLOR MULTICOLOR COLOR
FONDO 1 SPRITE

MULTICOLOR
2

COLISION:

Usted puede detectar cuando un Sprite ha chocado con otro usando esta linea: IF
PEEK(V+30)ANDX=XTHEN (inserte aqui una accion). Esta linea detecta si un

- —11

y conlrol s a




(

Sprite particular ha chocado CON CUALQUIER OTRO SPRITE, donde X es igual a
1 para el Sprite 0, 2 para el Sprite 1, 4 para el Sprite 2, 8 para el Sprite 3, 16 para el
Sprite 4, 32 para el Sprite 5, 64 para el Sprite 6, y 128 para el Sprite 7. Para compro-
bar si un Sprite ha chocado con un “CARACTER DE LA PANTALLA” use esta linea:
IF PEEK(V+31)ANDX=XTHEN (inserte aqui la accion).

USO DE CARACTERES GRAFICOS EN LAS INSTRUCCIONES DATA

El siguiente programa crea un Sprite usando espacios y circulos solidos (Elallzlel)
en las instrucciones DATA. El Sprite y los numeros POKE que lo forman son mos-
trados en la pantalla.

B s Lo/ vone

16 PRIHT* 2" sFORT=ATOE FOK gret] BNERT
20 G

433 END

canmn GRTA" 000000 :

gaaal DATA® (TTITTTIT i
o DRTRY Tt !
% GATRT CTTLU L i
fand DATE® shed 000 Bl
iaas DATR oeand obb oW

; staet o0 womd ¢

el anet :
PO LT .
g , eI B
EiR TETR § M0B00NR0 D "
£patl ORTA® ¢ obedadd 9 !
fa s DRTR" § Wi o8 "

AAa13 (AT [ ] i
614 IRTR" o "
gARLS DRTR (B | -
GaALE [RTA (A | i
fRaLT [ATR' (111 :
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CAPITULO

PROGRAMACION
DE SONIDO Y
MUSICA EN SU

COMMODORE 64

e |ntroduccion
Control de volumen.
Frecuencia de las ondas sonoras
e Uso de voces multiples
e Cambio de la forma de onda
e E| generador de envolvente
@ Filtrado

® Técnicas avanzadas
e Sincronizacion y modulacion de timbre




INTRODUCCION

Su Commodore 64 esta equipado con uno de los mas sofisticados generadores de
sonido de los disponibles en cualquier ordenador. Posee ftres voces totalmente pro-
gramables, ATAQUE/DECAIMIENTO/SOSTENIMIENTO/RELAJACION (ADSR),
filtros, modulacion, y “ruido blanco”. Todas estas caracteristicas estan disponibles
directa y facilmente mediante instrucciones BASIC y/o lenguaje maquina. Esto sig-
nifica que usted puede crear sonidos y musica muy compleja usando programas re-
lativamente faciles de disenar.

Esta seccion del Manual de Referencia del Programador ha sido creada para ayu-
darle a explorar todas las caracteristicas del chip de sonido 6581 “SID", el sintetiza-
dor de sonido y musica incorporado a su ordenador. Explicaremos la teoria, ideas
musicales y la forma de convertir estas ideas en canciones completas introducidas
en su ordenador.

Usted no necesita ser un experto programador o un excelente musico para aprove-
char las habilidades musicales de su Commodore 64. Esta seccion esta llena de
ejemplos de programacion con completas explicaciones para que pueda iniciarse
en las técnicas adecuadas.

El generador de sonido es activado mediante POKE en posiciones de memoria es-
pecificas. Una completa lista de estas posiciones se encuentra en el Apéndice O.
Deseamos explicarle cada concepto, paso a paso. Al finalizar el estudio, usted sera
capaz de crear una variedad casi infinita de sonidos, y estara listo para realizar sus
propios experimentos de sonido y musica.

Cada seccion de este capitulo se inicia con un pequefo programa de ejemplo y una
completa explicacién linea a linea de lo que él mismo realiza, para mostrarle el
modo de funcionamiento y las caracteristicas de cada funcién. Las explicaciones
técnicas son para que las lea siempre que tenga curiosidad por saber las teorias de
la formacién de sonido.

La herramienta de trabajo de los programas de sonido es la instruccion POKE.
POKE coloca un valor determinado (NUM) en una posicién de memoria especifica.
(MEM).

POKE MEM,NUM
Las posiciones de memoria (MEM) empleadas para la sintetizacion musical empie-
zan en la 54272 y terminan en la 54296, ambas incluidas. Estas son las posiciones
con las que debe trabajar la instruccién POKE para usar el chip 6581 (SID). Otra
forma de usar las posiciones mencionadas antes es recordar solo la posicién 54272
y entonces sumarie un nimero entre 0 y 27. Haciendo esto usted puede hacer
POKE en todas las posiciones (de 54272 a 54296) que necesita del chip SID.
Los numeros (NUM) gue debe usar en sus instrucciones POKE deben estar entre 0
y 255, ambos incluidos.
Cuando usted tenga un poco de practica en la confeccién de musica, puede introdu-
cirse mas a fondo en las técnicas de programacion usando la funcién PEEK. PEEK
es una funcién que lee el contenido de una posicibn de memoria especifica.

X=PEEK(MEM)

El valor de la variable X es el contenido actual de la posicion de memoria MEM.
Por supuesto, sus programas incluiran otras instrucciones BASIC, pero para una
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completa explicacion de las mismas debe consultar la seccion de instrucciones
BASIC de este manual. (Pag. 23 y siguientes).

Ahora pruebe este simple programa que utiliza Gnicamente 1 de las 3 voces disponi-
bles. El ordenador ¢ estd listo? Escriba NEW, entre este programa y ejecttelo (RUN).

Después guardelo en su Commodore DATASSETTE (R) 0 en su unidad de disco
Commodore.

PROGRAMA DE EJEMPLO 1:

5 S=54272

16 FORL=CTOG+2d sPOKEL ,8:HEXTSREM PORRR EL CHIF 0 SOHIDD
20 POKES+3,9:POKESH:, 8

30 PORES+24, 15:REM POHE EL YOLLMEN FL MAYINO
4@ RERDHF,LF DR

5 [FHFCBTHEHEND

66 POKES+L, HF :POKES,LF

76 FOKES+4, 23

88 FORT=1TODR :HEXT

% POKESH4, 32 ;FORT=1T058:HEXT

16@ GOT04A

118 DATAZS, 177,258, 22, 214,250

120 DATR2S, 177,254, 25,177,250

{3 DATRZS, 177,125, 28,214,125

140 [RTAR2, 4,758, 25,177,258

136 DRTR2E, 214,259, 13,63, 250

158 DHTA19,63,290,19,63,258

178 DRTR2A, 154,62, 24, 63,62

1% DATA25,177,258,24, 63,125

1% DATA19,83,299,-1,-1,-1

A continuacion se explica el programa linea a linea. Estidiela junto con el programa,
hasta comprender que es lo que hace cada instruccion del programa.
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EXPLICACION LINEA A LINEA DEL PhuGRAMA 1

Lineas Descripcién
5 Asigna a S el valor del inicio del chip de sonido
10 Dorra todos los registros de sonido
20 Asigna Ataque/Decaimiento para la voz 1 (A=0, D=9).
Asigna Sostenimiento/Relajacién a la voz 1 (S=0, R=0).
30 Coloca el volumen al maximo.
40 Lee la alta y baja frecuencia y la duraciéon de la nota.
50 Si la frecuencia es menor de 0 la cancion se ha terminado.
60 POKE las frecuencias alta y baja en la voz 1.
70 Coloca la forma de onda “diente de sierra” para la voz 1.
80 Bucle de tiempo para la duracion de la nota.
90 Desactiva la forma de onda “diente de sierra” para la voz 1.
100-180 | Regreso para ejecutar la siguiente nota.
Datos de la cancidn: alta frecuencia, baja frecuencia, duracion de la
nota.
190 Ultima nota de la cancion y —1 senalando el final de la cancion.

CONTROL DE VOLUMEN

El registro 24 del chip contiene el control de volumen. El volumen puede colocarse
entre 0 y 15. Los otros 4 bits se usan para propdsitos que veremos mas adelante.
Por ahora es suficiente que conozca que el volumen va de 0 a 15. Mire la linea 30
del programa 1 para ver cémo es seleccionado.

FRECUENCIAS DE LAS ONDAS SONORAS

El sonido es creado por el movimiento de ondas en el aire. Piense en una piedra
lanzada al agua y las ondas que forma. Unas ondas similares son creadas en el aire
para generar sonidos. Si cuenta el tiempo trascurrido entre el pico de una onday el
de la siguiente, encontraré el nimero de segundos por ciclo en la onda (n=ndmero
de segundos). El reciproco de este numero (1/n) le da el nimero de ciclos por se-
gundo. Los ciclos por segundo se conocen comunmente como la frecuencia. La al-
tura de un sonido (grado de elevacion) se determina por la frecuencia de las ondas
que lo producen.

El generador de sonido de su Commodore usa dos posiciones para determinar la
frecuencia. El Apéndice E le proporciona los valores de las frecuencias para repro-
ducir ocho octavas completas de notas musicales. Para crear una frecuencia de las
que no estan especificadas en la lista use "F,,"(frecuencia de salida) y la siguiente
formula para representar la frecuencia (F,) del sonido que desee crear. Recuerde
que cada nota requiere un numero de alta y baja frecuencia.

Fn = Fou/.06097

Una vez haya averiguado el valor de F,, para su “nueva” nota el proximo paso es
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crear los valores de alta y baja frecuencia para su nota. Para lograr esto, debe re-
dondear el valor de F despreciando el valor decimal. Usted tiene ahora ur; valor en-
tero. Ahora puede descubrir la alta frecuencia de la nota (Fr) usando la formula F,=
F./256 y la baja frecuencia (F) mediante la férmula F,= F.—(256"F}). .

En este punto usted ya ha ejecutado una cancién con una voz de su ordenador. Si
desea detenerse aqui sustituya los nimeros DATA por los de su cancién favorita y
serd el “director” de la “"orquesta electrénica” en su sala de conciertos casera,

USO DE VOCES MULTIPLES

Su ordenador Commodore tiene tres voces (osciladores) controladas independien-
temente. Nuestro primer ejemplo sélo utilizaba una de ellas. Mas adelante, usted
aprendera a cambiar la calidad del sonido creado por las voces. Pero ahora vamos
a ver como tocan las tres voces juntas.

Este programa de ejemplo le muestra una forma de trasladar una partitura a su
‘orquesta electronica”. Escribalo, y guardelo (SAVE) en su DATASSETTE (R)oen
su unidad de disco Commodore. No olvide ejecutar NEW antes de introducir el
programa.

PROGRAMA DE EJEMPLO 2:

18 S=04E72 FORL=ETOS+24 s PORKEL  BaHERT

& DINHG2, 208) (2, 208) (02, 008)

3 DIMFBCLLD

4 YCE)=17 O D=E50(2)=1

A POEESHA, BaPOKES+22, 1 204 FUKE 423, 244
66 FORT=ATO11 :RERDFDE 13 sNERT
18 Flrk=aT02

116 1=4

28 READHH

13 IFHI=ATHENZ50

148 R KD a TEHMCATHENH=- 1 s |

19 DRZ=HM7128:007=CNM-1 228000 /16
60 HT=Hi-1 26408 (€400

{78 FR=FGINT)

198 TFOCH=TTHENA

1% FORI=RTOOCETEP-{ sFR=FRAZ SHELT
20 PR/ 256 P - 2S0NHE,

2B [FORY={THERHAK, D=RFYLOE, sl
20 FORI=LTORE-1:HOK, D=HFaL i, D=Ll
2 HOE, T=HFoeL (8, D=LFoCOK, TimhR-|
248 1=1+1:6070129

&0 IFTINTHEMIM=]

X6 HEXT

Y POKESHS, BiFIRES+, 240
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13 POHESHIZ S5 POESHE, 133

dTiedp

S50 POREG+24,3!
R4l FORT=ATOIH
SER POKES, Lok, [ POKES? LA, ;
SR FRESH MO, D PRERE R L TR
Sed O, [ aPORESHLLLLOL D

(T0GHHEHT HERT

447

£, 01443
TE bdEld

1RaR DATASHE, 504,594, 5
1618 [RTRLELS, 57 592 067

1%2% DATAIAST, 583,555,595, 285, 3
{ER [ATALEGS, 565,531,337 054,23
164% DATRIELS, 534,55, 594,552 567
{6k DRTRIELS, 567,585,231, 22, 341, 327
{38 DATALCET

1353 [nThA

Zoe% DATRSS3, 585,502,543, 227, 328

8B [ATRIGLL 553,585,578, 570, 078

207 [#TR1%, 196,563,320, 578

R DATRGZE, 107,309,307 308,30, 578,588
2048 [RTRIEBS, 552,322,324, 5352, 587

205 [ATAGZY, 327, 1666, 583
2068 DRTARZ?, 329,567,320, 325
2070 DATA3E, 328, 1003,575, 824
2088 GATAZ24, 322,327,385, Lol
2999 [ATRY

J08e DATASE?, 565,567, 304,
18 DRTAISAL, 567,311,316, 567
3320 [ATRIEG, 204,293, 26
W30 RTRGe, 171, 176, 20, 221, 551, 566, 8
3048 DATHZ19,309,210, 306,295,297, 299, 284
WGA DRTRISES, 562, 567, 318, 315,311

3058 DRTAZ8E, 313,297

7R RTRIZER, 567,500, 211,200

a0 DATAZAR, 309, 285, 398

8% [RTRIST?, 299,290, 306, 318, 211, 2
3190 DATRSA2,546, 1573

% 61
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He aqui la explicacion linea a linea é\,. programa de ejemplo 2. Por ahora, interése-

se en como se controlan las tres voces.

EXPLICACION LINEA A LINEA DEL PROGRAMA 2:

Linea (s)

Descripcion

10

20

30

40
50

60
100
110
120
130
140

150
160
170
180
190

200
210

220

230

240
250

260
500

510

520

530

540

Asigna el inicio de las posiciones de sonido a S y borra
los registros de sonido. -
DIMensiona tablas para contener la actividad de la can-
cién, 1/16 de medida por posicion.

DIMensiona una tabla para contener la frecuencia de
cada nota.

Almacena el control de onda para cada voz.

Asigna la anchura de pulso para la voz 2.
Asigna la alta frecuencia para el filtrado.

Asigna la resonancia para el filtro y el filtro de la tercera
voz.

Lee la frecuencia base de cada nota.

Inicia el bucle de decodificaciéon para cada voz.
Inicializa el puntero de la tabla de actividad.

Lee el codigo de nota.

Si el cédigo es 0, pasa a la siguiente voz.

Coloca la forma de onda adecuada a la voz. Si es un si-
lencio, el control de onda esta a 1.

Decodifica duracién y octava.

Decodifica nota.

Asigna la frecuencia de base para esta nota.

Si es la octava alta, salta el bucle de divisién.
Divide la frecuencia de base por 2 el nimero de veces
necesario.

Asigna la alta y baja frecuencia.

Si es la dieciseisava nota, asigna tabla: alta frecuencia,
baja frecuencia, y control de onda.

Para el ultimo impulso de la nota asigna tabla: alta fre-
cuencia, baja frecuencia, control de onda. (Voz activada).
Para el dltimo pulso de la nota asigna tabla: alta frecuen-
cia, baja frecuencia, control de onda. (Voz desactivada).
Incrementa el puntero de la tabla. Busca la siguiente nota.
Si es mas larga que antes, reasigna numero de activi-
dades.

Pasa a la siguiente voz.

Asigna Ataque/Decaimiento para voz 1 (A=0, D=0).
Asigna Sostenimiento/Relajacion voz 1 (S=15, R=0).
Asigna Ataque/Decaimiento voz 2 (A=5, D=5)

Asigna Sostenimiento/Relajacion voz 2 (S=8, R=5)
Asigna Ataque/Decaimiento voz 3 (A=0, D=1 0)

Asigna Sostenimiento/Relajacién voz 3 (5=12, R=5)
Volumen a 15, filtro pasabajo.

Inicia bucle para cada 1/16 de medida.

e —1
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r Linea (s) Descripcion
550 POKE baja frecuencia de |a tabla para todas las voces.
560 POKE alta frecuencia de la tabla para todas las voces.
570 POKE control de forma onda de la tabla para todas las
voces.
580 Bucle de tiempo para cada 1/16 de media y retorno parala
préxima 1/16 de medida.
590 Pausa. Después apaga volumen.
600620 Datos de la frecuencia base.
1000—-1999 Datos voz 1.
20002999 Datos voz 2.
30003999 Datos voz 3.

Los valores usados en las instrucciones DATA se han extraido de la tabla del Apén-
dice E y de la siguiente tabla:

TIPO DE NOTA DURACION
116 128
1/8 256
PUNTEADA 1/8 384
1/4 512
1/4+1/16 640
PUNTEADA 1/4 768
1/2 1024
1/2+1/16 1152
1/2+1/8 1280
PUNTEADA 1/2 1536
ENTERA 2048

El numero de nota de la tabla de notas se suma a la duracion segin la tabla anterior
Entonces, cada nota puede ser entrada usando sélo un namero que es decodificado
por el programa. Este es solo uno de los métodos para codificar los valores de las
notas. Usted puede usar el que le sea mas comodo. El sistema usado en este pro-
grama para codificar notas es el siguiente:

1) La duracién (numero de medidas 1/16) es multiplicada por 8.

2) El resultado del paso 1 se suma a la octava elegida (0-7).

3) El resultado del paso 2 es multiplicado por 16.

4) Sume el valor de la nota elegida (0-11) al resultado del paso 3.

En otras palabras:
(((D*8)+0)"16)+N)

Donde D=duracion, O=octava, y N=nota.
Se obtiene un silencio usando el negativo del numero de duracion (Namero de mé-
didas 1/16 * 128).
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CONTROL DE MU(.-IPLES VOCES

Una vez haya visto el uso de las tres voces, sabra que el ritmo de las distintas voces
debe ser coordinado. Esto se realiza en el programa de la siguiente forma:

1) Dividir cada medida musical en 16 partes.
2) Almacenar lo que ocurre en cada intervalo de 1/16 en tres tablas distintas.

Las frecuencias alta y baja se calculan dividiendo las frecuencias de la octava mas
alta por dos (lineas 180-190). El control de onda es una senal para iniciar la nota o
continuarla cuando ya esta sonando. Es también una sefal de stop para detener la
gjecucion de la nota. La eleccion de forma de onda para cada voz se realiza en la
linea 40.

También, éste es sélo uno de los métodos para controlar voces multiples. Usted
puede probar sus propios métodos. Sin embargo, usted puede ahora tomar cual-
quier partitura y asignar el valor apropiado a cada nota para poder ejecutar melodias
con tres voces.

CAMBIO DE LA FORMA DE ONDA

La calidad tonal del sonido se llama timbre. El timbre de un sonido es determinado
en principio por su “forma de onda”. Si usted recuerda el ejemplo de la piedra en el
agua sabré que las ondas forman circunferencias alrededor del punto de impacto.
Estas ondas son casi iguales a las primeras que vamos a estudiar, las ondas sinu-
soides 0 senoidales (mostradas abajo).

TN R

Para obtener un poco mas de practica, vuelva al primer programa de ejemplo para
investigar las distintas formas de onda. La razén de que le hagamos retroceder al
primer programa es que es mas facil efectuar los cambios con s6lo una voz. Cargue
(LOAD) el primer programa de musica de su DATASSETTE (R) o su unidad de
disco Commodore y ejecttelo (RUN) otra vez. Este programa utiliza la forma de
onda “diente de sierra” (mostrada aqui).

g

g
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Pruebe a cambiar el niumero de la linea 70de 33 a 17 y g. .«amero de la linea 90 de
32 a 16. Su programa aparecera de la siguiente forma:

PROGRAMA DE EJEMPLO 3 (EJEMPLO 1 MODIFICADO)
& S=hdare 1A Q07048

3 118 BATAES, 177,258, 28,214, 25
20 FRE 126 ORTASS, 177, 2008, 25, 177, 250
W PRECH, 15 138 DRTRZS, 177,125, 28,214,125
4 RERDHF,LF, [ 148 [RT=32, 94,750, 25,177,250
S TFHF {BTHEHEND 158 QRTR2E, 214 ,258,19,63, 2
5 FOKESH HF s PORES LF {ef DRTALY, 63,250, 19,63, 250
78 POKESH, 17 17 DATAZL, 154 ,62,24,63.63
&8 FORT=1TO00R sHEXT 186 ORTR2G, 177,258, 24 63,125
9 PORESH, [FE0ET = THGRNERT 19 DATRLG,83,250,-1,-1,-1

Ahora ejecute (RUN) el programa.

Advierta que la calidad del sonido es distinta, menos vibrante, mas hueco. Esto ocu-
rre porque hemos cambiado la forma de onda a una onda triangular (mostrada aba-
jo).

La tercera forma de onda musical se llama onda de pulso variable (mostrada abajo).

ANCHO
—DE PULSO —

Esta es una onda rectangular y usted determina la longitud del ciclo de pulso de la
onda que desee. Esto se realiza para la voz nimero 1 usando los registros dos y
tres: El registro 2 es el byte menos significativo de la anchura de pulso-(L,, = 0 a
255). El registro 3 contiene los cuatro bits mas significativos. (Hy, = Opa 15).
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Estos dos registros juntos éspecifican un nimero de 12 bits para el ancho de pulso
de la onda, que puede determinar usando la siguiente formula:

PW, = Hpw'256 + Lo,
La anchura de pulso se determina mediante la siguiente ecuacion:
PWou = (PW,/40.95)%

Donde si PW tiene un valor de 2048, proporciona una onda cuadrada. Esto significa
que el registro 2 (L,.)=0 y el registro 3 (H,.)=8.
Ahora incluya esta linea en su programa:

15 POKES+3,8:POKES+2,0

Ahora cambie el nimero de inicio en la linea 70 de 17 a 65 y el namero de paro de la
linea 90 de 16 a 64, y ejecute (RUN) el programa. Cambie ahora el ancho de pulso
(registro 3 en linea 15) de B a 1. jAdvierte el dramatico cambio en la calidad del
sonido?

La dltima forma de onda disponible para usted es el ruido blanco (Mostrada abajo).

Esta forma de onda se usa con frecuencia para lograr efectos de sonido especiales.
Para oir como suena, cambie el nimero de inicio de la linea 70 de 65 a 129 y el
nimero de paro de la linea 90 de 64 a 128.

COMPRENSION DE LAS FORMAS DE ONDA

Cuando una nota suena, consiste en una onda que oscila en una frecuencia funda-
mental y los armonicos de dicha onda.

La frecuencia fundamental define el grado de elevacion de la nota. Los arménicos
son ondas con frecuencias gue son multiplos enteros de la frecuencia fundamental.
Una onda sonora se compone de la frecuencia fundamental y todos los arménicos

que forman el sonido.
-——ONDA RESULTANTE

FUNDAMENTAL (1.*" ARMONICO)

2° ARMONICO 3. ARMONICO
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La teoria musical dice que la frecuencia fundamental e{\ -1 armonico ndmero 1. E
segundo armonico tiene una frecuencia doble de la fundamental, El tércer armonico
es tres veces la frecuencia fundamental, y asi sucesivamente. La suma de
armonicos presentes en la nota proporcionan el timbre de la misma.

Un instrumento acustico, como la guitarra o el violin, tiene una estructura de
armonicos muy complicada. De hecho, la estructura de los arménicos puede variar
en una misma nota. Usted ya ha probado las formas de onda disponibles en el
sintetizador de musica de su Commodore. Ahora vamos a hablar acerca de como
los arménicos trabajan con las ondas triangulares, de diente de siera y
rectangulares.

Una onda triangular contiene solo arménicos impares. El valor de cada arménico
presente es proporcional al reciproco del cuadrado del nimero de arménico. En
otras palabras, el nimero de arménico 3 es 1/9 mas bajo que el arménico 1 , porque
el cuadrado de 3 es 9 (3X3) y el reciproco de 9 es 1/9.

Como puede ver, hay una similitud en la forma de la onda triangular con una onda
senoidal oscilando en la frecuencia fundamental.

Las ondas de diente de sierra contienen todos los arménicos. El valor de cada
armonico presente es proporcional al reciproco del nimero de arménico. Por
ejemplo, el arménico 2 es 1/2 ruidoso que el arménico numero 1.

La onda rectangular contiene arménicos impares en proporcion al reciproco del
nimero de armonico. Otras ondas rectangulares contienen armoénicos variables.
Cambiando el ancho de pulso, el timbre del sonido producido por una onda
rectangular puede variar tremendamente.

Escogiendo con cuidado la forma de onda a usar, usted puede conseguir una
estructura de arménicos que se parezca mucho al sonido que desee. Para refinar el
sonido puede afadir otro aspecto de la calidad de sonido disponible en su
Commodore 64, que se llama filiro [sto se explicard mas adelante.

EL GENERADOR DE ENVOLVENTE

El volumen de un tono musical cambia desde el momento en que empieza a oirlo
hasta que desaparece el sonido. Cuando una nota es producida, va desde el
volumen 0 al volumen maximo. El tiempo que tarda en conseguirlo se llama
ATAQUE. Después, la nota pasa del volumen maximo a un volumen medio. El
tiempo en que ocurre esto se llama DECAIMIENTO. E| propio volumen medio se
llama el volumen de SOSTENIMIENTO, hasta que por fin vuelve al volumen cero. El
tiempo en que tarda en conseguirlo se llama RELAJACION. A continuacion se
muestra un diagrama de las fases de una nota:

NIVEL SUSTANCIAL - -
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Cada una de las fases mencionadas antes, da una serie de calidades y
restricciones a la nota. Los limites se llaman parametros.

Los parametros de ATAQUE/DECAIMIENTO/ SOSTENIMIENTO/RELA._JACION
llamados también ADSR, pueden ser controlados para su uso por otro qonjunto de
posiciones del chip generador de sonido. LOAD el primer programa de e;t_emplolotra
vez. Ejecutelo (RUN) y recuerde como suena. Entc_mces. pruebe a cambiar la linea
20 de forma que el programa aparezca como sigue:

PROGRAMA DE EJEMPLO 4 (EJEMPLO 1 MODIFICADO):

198 [HTREZLE3, 250 -1 -1 -1

Los registros 5 y 6 definen el ADSR para la voz 1. El ATAQUE es |la mitad alta del
registro 5, es decir los cuatro bits mas significativos del registro 5. El DECAIMIE_N-
TO esta contenido en la mitad baja del registro 5. Usted puede escoger cuaiqu!er
nimero entre 0 y 15 para el ATAQUE, multiplicarlo por 16 y afadir cualquier
numero entre 0 y 15 para el DECAIMIENTO. Los valores que corresponden a estos
nimeros se muestran mas adelante.

El nivel de SOSTENIMIENTO se encuentra en los cuatro bits mas significativos del
registro 6. Puede ir de 0 a 15. Define el volumen de sostenimiento para la nota. El
tiempo de RELAJACION se encuentra en los otros 4 bits del registro 6.
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He aqui el significado de los valores de ATAQUE, DE((m|MIENTO. SOSTENIMIEN-

TO Y RELAJACION:

VALOR TIEMPO DE ATAQUE | TIEMPO DE DECAIMIENTO/RELAJACION
(TIEMPO/CICLO) (TIEMPO/CICLO)
0 2 ms 6 ms
1 8 ms 24 ms
2 16 ms 48 ms
3 24 ms 72 ms
4 38 ms 114 ms
5 56 ms 168 ms
6 68 ms 204 ms
7 80 ms 240 ms
8 100 ms 300 ms
9 250 ms 750 ms
10 500 ms 1.5 s
11 800 ms 245
12 1s 3s
13 3s 9s
14 5s 155
15 8 s 24 s

He aqui unos valores para cclocar en el programa de ejemplo. Pruebe con otros
valores. La variedad de sonidos que puede producir es inmensa. Para lograr un
sonido parecido al del violin, cambie la linea 20 por la que sigue:

20 POKES+5,88:POKES+6,89:REM A=5;D=8;5S=5;R=9

Cambie a la forma de onda triangular y descubra el sonido de un xiléfono usando
estas lineas:

20 POKES+5,9:POKES+6,9:REM A=0;D0=9;5=0;R=9
70 POKES+4,17
90 POKES+4,16:FOR T=1 TO 50:NEXT

Cambie a la forma de onda cuadrada y pruebe el sonido de un piano con las
siguientes lineas:

15POKES +3,8:POKES+2,0
20POKES+5,9:POKES+6,0:REM A=0,D=9;S=0;R=0
70POKES+4,65

90POKES+4,64:FORT=1 TO 50:NEXT

Los sonidos mas excitantes son los que Unicamente puede producir el sintetizador
de sonido, sin imitar a ningln instrumento conocido. Por ejemplo, pruebe:

20POKES+5,144:POKES+6,243:REM A=9;D=0;S=15;R=3
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FILTRADO

El contenido en arménicos de una forma de onda puede ser cambiado usando un
filtro. El chip SID estd equipado con tres tipos de filtros. Pueden ser usados
individualmente o en combinacion con otros. Vuelva a cargar el programa de
ejemplo numero 1 para experimentar con los filtros. Hay varios controles de filtro
que debe ajustar.

Anada la linea 15 al programa para ajustar la frecuencia de corte del filtro. La
frecuencia de corte es el punto de referencia para el filtro. Usted debe ajustar el
punto de corte para las frecuencias alta y baja en los registros 21 y 22. Para activar
el filtro en la voz numero 1, POKE en el registro 23.

Después cambie la linea 30 para ver el uso del filtro pasa altos (Vea el mapa de
registros del chip SID).

PROGRAMA DE EJEMPLO 5 (EJEMPLO 1 MODIFICADO):

16 FORL=5TIE “'lPEL_.%;lEE"r'!T LUB DHTAZS, 177, 256, 28,214, 258

15 PORESHE2, 122P
2 FOKESHS, 3iPIRES

30 POKES+A, 79

4 RERLH LR, O]

B TFHF<ATHERERD

B POREZ+] HF sPOKES LF
8 PORESH, 23

A FORT=1TO0R EAT

{20 DRTAZS, 177,258, 25, 177,250
13 LiH{HZ'Z_,Iu,. ;J;»L;-l‘t 125
148 [RTHEZ, 24, 750

154 OATH2E,214
{6l OHTR:9, 52,250, 19,63,250
{78 DATHZL, 154,863,724 ,63,63
{88 DRTRZS, 177,250, 24,63, 125
13 ORTHLS,63,238,-1,-1,-1

90 FUKESH, 32 sFORT=1 TOSENERT

Ejecute (RUN) el programa. Advierta como los tonos bajos tienen su volumen
cortado. La calidad de la nota es distinta. Esto sucede porque usa un filtro de
pasa/alto que atenua (reduce el volumen) las frecuencias por debajo de la fre-
cuencia de corte especificada.

El chip SID de su Commodore posee tres tipos de filtros. Hemos usado el filtro
pasaaltos. Este filtro deja pasar todas las frecuencias iguales o por encima del
punto de corte, atenuando las situadas debajo del mismo.

VOLUMEN

PUNTO DE CORTE
|
FRECUENCIA
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( . .
El chip SID dispone también de un filtro pasabajos. Lomo su nombre implica, este

filtro deja pasar las frecuencias por debajo del punto de corte y atenua las que estan
por encima del mismo.

VOLUMEN

PUNTO DE CORTE
L

B o
FRECUENCIA

Finalmente, el chip estad equipado con un filtro pasabanda, que deja pasar una
banda limitada de frecuencias alrededor del punto de corte, atenuando las demas.

VOLUMEN

PUNTO DE CORTE
|
FRECUENCIA

Los filtros pasaaltos y pasabajos se pueden combinar para formar un filtro que ate-
nue las frecuencias de corte dejando pasar todas las demas.

—W—_

VOLUMEN

PUNTO DE CORTE
|

FRECUENCIA

El registro 24 determina el tipo de filtro que desee usar. Otra funcion Qel registro 2_4
es el control de volumen. El bit 6 controla el filtro pasaaltos (0=desact|v9do. 1=act-
vado), el bit 5 es el que controla el filtro pasabanda y el bit 4 controla el filtro pasaba-
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jos. Los tres bits menox _.gnificativos de la frecuencia de corte se determinan por el
registro 21 (de 0 a 7), mientras que los 8 bits de la alta frecuencia de corte se deter-
minan por el registro 22 (de 0 a 255).

Actuando cuidadosamente con los filtros, usted puede cambiar la estructura de ar-
monicos de cualquier forma de onda para crear el sonido que necesite. Los filtros
combinados con las fases ADSR de los sonidos pueden producir efectos muy
interesantes.

TECNICAS AVANZADAS

Los parametros del chip SID pueden ser cambiados dinamicamente durante la eje-
cucién de una nota para crear interesantes y divertidos efectos. Para poder realizar
estos cambios facilmente, salidas digitizadas del tercer oscilador y del tercer gene-
rador de envolvente estan disponibles para usted en los registros 27 y 28, respecti-
vamente.

La salida del oscilador 3 (registro 27) estd directamente relacionada con la forma de
onda seleccionada. Si selecciona la onda diente de sierra para el oscilador 3, el re-
gistro presenta una serie de nimeros incrementados paso a paso de 0 a 255 en el
tiempo determinado por la frecuencia del oscilador 3. Si selecciona la onda triangu-
lar, la salida se incrementa de 0 a 255 para después decrementar otra vez hasta 0.
Si selecciona la onda de pulso, la salida salta de 0 a 255 y de 255 a 0 repetidamen-
te. Finalmente, seleccionando la onda de ruido, la salida muestra numeros al azar.
Cuando el tercer oscilador se usa para modulacién, usted normalmente NO desea
oir su safida. Ajustando el bit 7 del registro 24 se desactiva la salida de audio de la

voz 3 istro 27 siempre refleja los cambios en la salida del oscilador y no es
afectac: ningin modo por el generador de envolvente (ADSR).
El regist: le da acceso a la salida del generador de envolvente del oscilador 3.

Funcionz -/ mismo modo que la salida del oscilador 3. El oscilador debe ser activa-
do para :cducir cualquier salida de este registro.
EIVIBRA 10 (una rapida variacion de frecuencia) se puede lograr afiadiendo la sali-

da del osciiador 3 a la frecuencia-de otro oscilador. El programa de ejemplo 6 ilustra
esta idea.

PROGRAMA DE EJEMPLO 6:

19 5=td272 138 HE=INT(FG/256) s F=FORHDISS
& FORL=BT024 FOKESHL, B :HEXT 146 POKES+3,LF sFOKES+H W

3 POKES+3,8 158 NERT

40 PIEESHS, 41 :POKES+6, 89 168 PI¥ES+ 54

30 POKESH4, 117 178 GOTOB8

69 POEECHS, 16 B9 DATR4817,2,5183,2, 54872
78 POKES+24,143 518 DHTABSAZ,4,5447,2,2503 4
8 PERDFR, IR G20 DRTRERT,4,8585,12,%634,2
B IFFR=BTHEREND 43 DATA9E24.4, 18814, 2, 9563,2
188 POKES+4, 65 Sod TRTR9R34, 4, 058312

18 FORT=1T00RED 368 DHTAA,B

128 FO=FRAPEEK{54+27)/2

He aqui la explicacion linea a linea del programa de ejemplo 6.
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EXPLICACION LINEA A LINEA DEL PROGFIAMI& ~E EJEMPLO 6: EXPLICACION LINEA g cINEA DEL PROGRAMA DE EJEMPLO 7:

Linea (s) Descripcion Linea (s) Descripcion
: | : | inici ; . 15 - _ — ;

;g gzirgrgalosa :;:gtt:?s ?je.la c;t:‘ilslc:jed(?slo?w?cllz SID 10 Asigna a la variable S el inicio del chip SID.
30 Coloca la anchura de pulso para la voz 1. gg ;Emrtaa l?f;.;e?r':g::ng; z?]ni:i:zd:;el ehip.
40 Ajusta el Ataque/Decaimiento en la voz 1 (A=2, D=9). 40 Colsea orj1da Wahdalat Bn voz 3

Ajusta Sostenimiento/Relajacién voz 1 (S=5, R=9). 50 Ajusta anchura d eg pulso en voz.1

Ajusta baja fre i la voz 3.
gg Clglsocaa Ialé;o{mguzl::l:ng:f?r iai g‘::l;r aen e s 60 IC:c»loc:a el volumen a 15, desactiva la salida de audio de

: ; L a voz 3.
70 I‘;"fgf ;-" volumen a 15, desactiva la salida de audio de 70 |Ajusta Sostenimiento/Relajacion voz 1 (S=15, R=0).
80 2 12 lr.ecuencia y duracién de Ia nota 80 POKE inicio cor)trol de forma de onda voz 1.
90 Si la frecuencia es igual a 0, el programa para. 19(?0 ?n?cglu;lidil : ijjae {ireerr;'uegl Elg pam ia siena,
100 POKE el inicio del control de forma de onda voz 1. 110 Caleul f - : b
110 IHicio -del Bucls de duracién de s hela alcula r13ueva recuencia usando la salida del oscilador
[ ; nuamero 3.
120 g:ég:l:opueva frecuencia utilizando la salida del tercer 120 Calcuia la alta y baja frecuencia.
- 13 : :
130 Calcula las frecuencias alta y baja. 1 48 ,’:ﬁﬁifgﬁcl{} I::jaejaugre;]c%encna 80 Y02 1
140 POKE alta y baja frecuencia en la voz 1. 150 Besactiva &l volumenp :
150 Fin del bucle de duracién de la nota. :
160 POKE paro de control de la forma de onda voz 1. :
170 Regresa para procesar la siguiente nota. La forma de on_da de ruido blanco se puede usar para crear una gran cantidad de
500-550 | Frecuencias y duraciones para la cancion. efectos de Son'd?- El siguiente programa imita aplausos usando la forma de onda

560 |Ceros sefalando el fin de la cancion. de ruido filtrada:

Una gran variedad de efectos de sonido pueden ser conseguidos usando efectos di- PROGRAMA DE EJEMPLO 8:
namicos. Por ejemplo, el programa del sonido de una sirena mostrado a continua- (8 55477
cién cambia dindmicamente la frecuencia de salida del oscilador 1 basandose en la % FM;E?EIQ 4 sPOVESHL 0 sHEXT

salida de la onda triangular del oscilador nimero 3.

PROGRAMA DE EJEMPLO 7: % PIRES+9, 248 PIRESH, 23

1 5=54272 40 FORESHS .8
o8 FORL=BTOS4PORE AL, BT 3 PORES+22, 14
3 FEEE+14.5 £8 PRES+22, |
8 BIHESH, 16 1 PIKES#24, 79
58 PORESH3, 1 & FORH=11015
9 PORESH, 129

68 POKES+Z4,143
78 FORESHE, 241
o8 FUKES+H, €5
30 FR=529

1 FOET= ”i'::ﬂFl

19 FORT=1TO250:NEXT :POKESH, 128
118 FORT={T00A HEXT SHEXT
28 PORES+24,9

:";.: 't 5
(FO/Z56 Y LF=FO-HF¥ZSE
136 PurEM_LF FOEES+! HF
148 KEAT
158 POKESH24, 4@

ontrol s a
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EXPLICACION LINEA A LINEA DEL PROGRAMA ( EJEMPLO 8:

Linea (s) Descripcién
10 Asigna la variable S el inicio del chip de sonido.
20 Borra los registros del chip de sonido.
30 Ajusta las frecuencias alta y baja para la voz 1.
40 Ajusta Ataque/Decaimiento voz 1 (A=0, D=8).
50 Ajusta la alta frecuencia de corte del filtro.
60 Activa el filtro para la voz 1.
70 Volumen a 15, filtro pasaaltos.
80 Cuenta 15 palmadas.
90 Inicio del control de forma de onda.
100 Espera. (Bucle vacio). Después para el control de forma

de onda.

110 Espera. Después pasa a la siguiente palmada.
120 Desactiva el volumen.

SINCRONIZACION Y MODULACION DE TIMBRE

El chip 6581 (SID) le permite crear estructuras de arménicos mas complejas me-
diante la sincronizacion y modulacién de timbre de dos voces.

El proceso de sincronizacion es basicamente una operacion l6gica AND de dos for-
mas de onda. Cuando una u otra es cero, la salida es cero. El siguiente ejemplo utili-
za esta técnica para imitar a un mosquito:

PROGRAMA DE EJEMPLO 9:

18 §=34272

20 FORL=ATO24 :FORESSL  B:HEXT

3 POKES+, 188

48 POKESHS, 213

50 POKEGHS, 28

& FORES+24, 15

78 PRESH, 19

B FORT=1T00068 HEXT

S POKESH4, 18

10 FORT=1TO106E NEAT :PURES424, 8

1 64 microelectromca F E =
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EXPLICACION LINEA A LINEA DEL PROGRAMA DE EJEMPLO 8:

Linea (s) Descripcion
10 Asigna la variable S el inicio del chip de sonido.
20 Borra los registros del chip de sonido.
30 Ajusta la alta frecuencia para la voz 1.
40 Ajusta Ataque/Decaimiento para la voz 1.
50 Ajusta la alta frecuencia para la voz 3.
60 Coloca el volumen a 156.
70 Ajusta el inicio de onda triangular, sincroniza el control

de forma de onda para la voz 1.

80 Bucle de tiempo.

a0 Ajusta el paro de la onda triangular, sincroniza el control
de forma de onda para la voz 1.

100 Espera. Después, desactiva el volumen.

La sincronizacién se activa en la linea 70 mediante el ajuste de los bits 0,1y 4 del re-
gistro 4. El bit 1 activa la sincronizacién entre las voces 1y 3. Los bits 0 y 4 tienen
las funciones usuales de activar la voz 1 y ajustar la forma de onda triangular.
La modulacién de timbre (activada en la voz 1 ajustando el bit 3 del registro 4 en la
linea 70 del siguiente programa) reemplaza la salida triangular del oscilador 1 por
una combinacion con el “timbre modulado” de los osciladores 1 y 3. Esto produce
una estructura de sobretono no arménico que sirve para imitar el sonido de campa-
nas y gongs. El siguiente programa reproduce las campanadas de un reloj:

PROGRAMA DE EJEMPLO 10:

10 5=54272

2 FORL=RTOES sPIRES4L, BaNERT
W PNESH

4R PSS, 4

W PORES+IS, 38

£ PORESH24,15

T8 FORL=1TOLZ:PORESH, 21

& FORT=1T0RGAHEXT (POKESH, 28
9 FORT=1T010E2 HEXT sHERT

EXPLICACION LINEA A LINEA DEL PROGRAMA DE EJEMPLO 10:

Linea (s) Descripcion

10 Asigna a la variable S el inicio del chip de sonido.

20 Borra los registros del chip de sonido.

30 Ajusta la alta frecuencia para la voz 1.

40 Ajusta el Ataque/Decaimiento voz 1. (A=0, D=9).

50 Ajusta la alta frecuencia para la voz 3.

60 Ajusta el volumen a 15.

70 Cuenta las campanadas, ajusta el inicio de |la onda trian-
gular, control de modulacién de timbre de la voz 1.

80 Bucle de tiempo, para la onda triangular, modulacion de
timbre.

90 Bucle de tiempo, préxima campanada.

y control s a
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Los efectos disponibles mediante el uso de los Registros de Control del chip SID
son numerosos y variados. El tinico modo de conocer y apreciar todas las capacida-
des de su Commodore 64 es practicar y experimentar. Los ejemplos contenidos en
esta seccion del Manual de Referencia del Programador tnicamente exploran una
pequena parte de las posibilidades del chip SID.

Pronto aparecera el libro CREANDO MUSICA CON SU COMMODORE 64 que con-
tiene desde los mas simples divertimentos y juegos hasta la instruccién musical de
tipo profesional.
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CAPITULO

DE BASIC A
LENGUAJE
MAQUINA

® ;Qué es el Lenguaje Maqguina?

e ;Como puede usted escribir programas en
Lenguaje Maquina?

® Notacién Hexadecimal

® Modos de direccionamiento

® |[ndexacion

e Subrutinas

e Notas utiles para el principiante

e Acercamiento a una tarea importante

® Juego de instrucciones del microprocesador
MCS6510

® Organizacion de la memoria del
Commodore 64

e E| KERNAL

e Actividades del KERNAL durante
la puesta en marcha

e Uso del Lenguaje Maquina desde el BASIC

e Mapa de memoria del Commodore 64

e e )




QUE ES EL LENGUAJE MAQUINA?

El corazon de todos los microordenadores es el microprocesador central. Es un chip
muy especial que actua como el “cerebro” del ordenador. El Commodore 64 no es
una excepcion. Cada microprocesador entiende un conjunto de instrucciones (o
lenguaje) propio. Estas instrucciones se llaman instrucciones del lenguaje maquina.
Para ser mas precisos, el lenguaje maquina es el UNICO lenguaje de programacion
que comprende el microprocesador. Es el lenguaje NATIVO de la maquina.
Si el lenguaje maquina es el unico lenguaje que comprende el Commodore 64,
entonces, ;coémo comprende también el CBM BASIC? El CBM BASIC NO ES el
lenguaje maquina del Commodore 64. Pero, ;como el Commodore 64 entiende
instrucciones en BASIC como PRINT o GOTO?

Para contestar a esta pregunta, primero debe saber lo que sucede en el interior de
su Commodore 64. Ademas del microprocesador, que es el cerebro de su
ordenador, existe también un programa en lenguaje maquina almacenado en una
memoria especial que no puede ser modificada. Y, ain méas importante, este
programa no se borra al desconectar el ordenador, al revés de lo que ocurre con un
programa escrito por usted. Este programa en lenguaje maquina se llama el
SISTEMA OPERATIVO del Commodore 64. Su ordenador sabe lo que debe hacer
gracias a que cuando se conecia, este programa se ejecuta automaticamente.
El SISTEMA OPERATIVO se encarga de “organizar” la memoria de su maquina
para que realice distintas tareas. También comprueba los caracteres que escribe
desde el teclado y los coloca en la pantalla, ademas de realizar muchas otras
funciones. El SISTEMA OPERATIV( puede ser considerado como la “inteligencia y
personalidad" de su ordenador. De forma que cuando conecta el ordenador, el
SISTEMA OPERATIVO toma el cor o de la maquina y —una vez realizadas las
tareas de inicializacion— le dice:

READY  (listo)

El SISTEMA OPERATIVO del Cominiodore 64 le permite a partir de ahora escribir
en el teclado y utilizar el EDITOR DE PANTALLA incorporado a su ordenador. El
EDITOR DE PANTALLA le permite mover el cursor, insertar y borrar letras, etc., y,
de hecho, es s6lo una parte del sistema operativo que se ha incorporado para una
mayor comodidad en la entrada y edicién de programas.

Todas las instrucciones y comandos del BASIC son reconocidas por otro programa
en lenguaje maquina presente en su Commodore 64. Este programa ejecuta la
parte correspondiente del mismo que corresponde a las instrucciones del CBM
BASIC que ha escrito usted. Este programa se llama INTERPRETE BASIC, ya que
cada instruccion es interpretada por orden, una a una por él mismo, a menos que
encuentre alguna instruccién que no comprenda, en cuyo caso nos mostrara el
conocido mensaje:

?SYNTAX ERROR

READY

QUE ASPECTO TIENE EL CODIGO MAQUINA?

Usted estara probablemente familiarizado con los comandos BASIC PEEK y POKE,
que le permiten leer y cambiar los valores de las posiciones de memoria.

microelectronica F E =
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Probablemente habra usado estas instrucciones para dibujar graficos en la pantalla
o crear efectos de sonido.

Cada posicion de memoria posee un numero que la identifica. Este numero es
conocido como la “direcciéon” de memoria. Si imagina la memoria del Commodore
64 como una calle llena de edificios, el nimero de cada puerta sera, por supuesto,
la direccion. Ahora veamos las distintas secciones de la “calle” y sus propositos:

MAPA DE MEMORIA SIMPLIFICADO DEL COMMODORE 64

DIRECCION DESCRIPCION
0 yid —Registros del 6510

2 —Inicio de la memoria
hasta —Memoria usada por el Sistema Operativo
1023

1024
hasta —Memoria de pantalla
2039

2040
hasta —Punteros de los SPRITES
2047

2048
hasta —Esta es SU memoria. Aqui se pueden almacenar pro-
40959 gramas en BASIC, Lenguaje Maquina o ambos

40960
hasta —8K del intérprete CBM BASIC

49151

49152 :
hasta —~RAM para programas especiales
53247

53248
hasta —Registros del VIC-II
53294

55296
hasta —RAM de color
56296

56320
hasta —Registros de Entradas/Salidas

57343

57344
hasta —8K del Sistema Operativo KERNAL CBM
65535
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Si no comprende lo que significa cada parte de la memoria, en otras partes de este
manual encontrard explicaciones detalladas.

Los programas en Lenguaje Magquina (C/M) consisten en instrucciones que pueden
0 no tener operandos (parametros) asociados con ellas. Cada instruccion ocupa
una posicion de memoria, y cada operando se almacena en una o dos posiciones
siguiendo a la instruccién.

En sus programas en BASIC, las palabras como PRINT o GOTO ocupan, de hecho,
una sola posicién de memoria, en lugar de una por cada letra de la palabra. E|
contenido de la posicion que representa una palabra reservada BASIC determinada
se llama “token“ (sefial). En lenguaje méaquina, hay distintas senales para las
distintas instrucciones, pero también ocupan un solo byte (byte=posicién de
memoria).

Las instrucciones en lenguaje maquina son muy simples. Por esto, una instruccién
no puede realizar grandes tareas. Las instrucciones en lenguaje maquina pueden
cambiar el contenido de una posicién de memoria o alguno de los registros internos
(posiciones especiales de almacenamiento) del microprocesador. Los registros
internos son la base del lenguaje maquina.

LOS REGISTROS
DEL MICROPROCESADOR 6510

EL ACUMULADOR

Este es el registro MAS IMPORTANTE del microprocesador. Hay varias instruccio-
nes en C/M que le permiten copiar el contenido de una posicién de memoria en el
acumulador, copiar el contenido del acumulador en una posicién de memoria, modi-
ficar directamente el contenido del acumulador u otro registro, sin afectar a |a me-
moria. Y ademds el acumulador es el Unico registro que dispone de instrucciones
para realizar operaciones matematicas.

EL REGISTRO X

Este es un registro importante. Dispone de instrucciones para realizar todas las
transformaciones que se pueden realizar con el acumulador. Pero hay otras instruc-
ciones para realizar cosas que soblo puede hacer el registro X. Varias instrucciones
de lenguaje maquina le permiten modificar el contenido del registro X sin afectar a la
memoria, copiar el contenido de una posicion de memoria en este registro, o copiar
el contenido del registro en una posicién de memoria.

EL REGISTRO Y

Este es otro importante registro. Hay instrucciones para realizar con él todas las
transformaciones realizables con el acumulador y el registro x. Pero hay también
otras instrucciones que sirven para lograr cosas que sélo puede realizar el registro
Y. Varias instrucciones en lenguaje maquina le permiten copiar el contenido de una
posicién de memoria en el registro Y, copiar el contenido de este registro en una po-
sicion de memoria Y modificar este contenido sin afectar a la memoria.
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EL REGISTRO DE ESTADO

Este registro consiste en 8 “banderas” (flags) (una bandera=cualquier senal que in-
dica que alguna cosa ha, o no ha ocurrido). 5

EL CONTADOR DE PROGRAMA

Este registro contiene la direccion de la instruccion en C/M que se esté ejecutando
en cada momento. Puesto que el sistema operativo esta “ejecutandose” (RUN) per-
manentemente en su Commodore 64 (Como en todos los ordenadore;), el contador
de programa esta cambiando siempre. Sélo puede ser parado deteniendo de algu-
na forma el microprocesador.

EL PUNTERO DE STACK (STACK=PILA)

Este registro contiene la posicion de la primera posicién disponible en el_stack. EI
stack se usa como almacén temporal de datos por un programa en lenguaje maqui-
na y por el ordenador.

EL PORT DE E/S

istro se encuentra en las posiciones 0 (para el REGISTRO DE DIRECCION
ESEtTDf'?OS) y 1 (para el actual PORT). Es un port de E/S de 8 p?ts. Enel C_ommodo-
re 64, se usa este registro para el manejo de la memoria, permitiendo al microproce-
sador controlar mas de 64K de memoria RAM y ROM. _
Los detalles de estos registros no se encuentran aqui. Se han desc!'lto someramen-
te para que comprenda los principios que se explicardn a continuacién.

¢COMO PUEDE USTED ESCRIBIR PROGRAMAS
EN LENGUAJE MAQUINA?

Puesto que los programas en C/M residen en memoria, y el _Qommodore 64 no
posee caracteristicas que le permitan escribir y depurar con fac!ht_jad estos}!engua-
jes, debera usar un programa que lé de estas facilidades, o escribir uste_ed mismo un
programa en BASIC que le “permita” escribir programas en Igngua]e maquina.
El método mas comun de escribir un programa en C/M es medlgn'te unos progra-
mas llamados ensambladores. Estos programas le permiten escribir las .lnstrucuo-
nes de C/M en formato mnemonico, lo que hace que un programa escrito de esta
forma sea mas legible que una lista de nimeros. Hecugrde: Un programa que le
permite escribir programas en C/M en formato mneménico se llama ENSAMBLA-
DOR. Légicamente, un programa que se encargé de mostrar en formato mnemaoni-
co un programa en C/M residente en la memoria del ordenador es llamado DESEN-
SAMBLADOR. Uno de los cartuchos fabricados por Comr_'nodore para su C-64 es el
llamado MONITOR DE LENGUAJE MAQUINA, que contiene ensamblador, desen-

samblador, etc:

64MON

i i i i le permite
El cartucho 64MON, disponible en su tienda hablt'ual, €s un programa que ;
viajar del mundo del BASIC al del lenguaje maquina. Puede mostrar el contenido de
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los registros internos del microprocesador, le permite también ver areas de memoria
y modificarlas en la pantalla, usando el editor de pantalla incorporado. Posee tam-
bién un ensamblador/desensamblador, asi como otras caracteristicas que le permi-
tiran programar facilmente en lenguaje maquina. El uso de un ensamblador NO ES
imprescindible para escribir programas en C/M, pero le permite hacerlo de forma
mucho mas facil. Si desea ez Lir frecuentemente en C/M debera pensar en la
compra de un ensamblador. Sk ie debera con toda probabilidad entrar sus pro-
gramas mediante POKE, lo qu¢ - ademas de muy engorroso— es sumamente im-
practicable por la facilidad con gue se cometen errores. Los ejemplos mostrados en
este capitulo estan escritos en el formato del 64MON. Sin embargo, todos los en-
sambladores tienen un formato parecido, por lo que dichos ejemplos seran compati-
bles con cualquiera de ellos.

Antes de explicar otras caracteristicas del 64MON debemos estudiar el sistema de
numeracion hexadecimal.

NOTACION HEXADECIMAL

La mayoria de programadores en lenguaje maquina utilizan la notacién hexadeci-
mal para referirse a las distintas posiciones de memoria de sus programas.
Algunos ensambladores le permiten referirse a direcciones y nimeros en decimal
(base 10), binario (base 2), octal (base 8) y, por supuesto, en hexadecimal (base 16)
(o “hex”, como dice la mayoria de la gente). Estos ensambladores realizan las con-
versiones por usted.

DECIMAL HEXADECIMAL BINARIO
0 0 00000000
1 | 00000001
2 o 00000010
3 3 00000011
4 4 00000100
5 5 00000101
6 6 00000110
7 7 00000111
8 8 00001000
9 9 00001001
10 A 00001010
1N B 00001011
12 ¢ 00001100
13 D 00001101
14 E 00001110
15 F 00001111
16 10 00010000 »
172 e F EE

(

La notacién hexadecimal puede parecerle al principio un poco engorrosa o dificil de
aprender, pero como en la mayoria de las cosas, no tardara en tener una gran
soltura si practica un poco.

Estudiando los nimeros decimales (base 10), se dara cuenta de que cada digito
tiene un rango entre 0 y un nimero igual a su base menos 1 (en la notacién decimal
(base 10), base~1=9, es decir, el rango va de 0 a 9). ESTA REGLA SE APLICA A
TODAS LAS BASES. Los numeros binarios (base 2) tienen digitos que van de 0 a 1
(1=base-1). De forma similar, los digitos de los nimeros hexadecimales van de 0 a
15 pero puesto que no dispoemos de digitos Gnicos que representen un valor
superior a 9, se han usado las 6 primeras letras del alfabeto.

Veamoslo de otra manera; he aqui un ejemplo de como se construye un nimero en
base 10 (decimal):

< 1 )
Base elevada a 1 fJ3 10 10 10
potencias crecientes..... 1000 100 10 i
EqUiValeRaginsi ... z ceee s e cvomen R
) é 9@

Considere 4569 (base 10)
=(4X1000)+(5X100)+(6X10)+9

Ahora vea un ejemplo de cémo se construye un nimero en base 16 (nimero
hexadecimal):

3 X 4 o
Base elevada a 16 16 16 18
potencias crecientes..... 4096 256 16 1
E e e e
| 1 D @

Considere 11D9 (base 16)
=1X4096+1X256+13X16+9

Por esto, 4569 (base 10)=11D9 (base 16).

Como se explico antes, se pueden direccionar 65536 posiciones de memoria (de 0
a 65535). Este rango en hexadecimal va de 0 a FFFF.

Normalmente los nimeros hexadecimales se escriben precedidos del signo délar
(8). De esta forma se puede distinguir un nimero hexadecimal de uno decimal.
Ahora veamos algunos nimeros hexadecimales usando el 64MON. Escriba:

B

PC SR AC XR YR SP

., 0401 32 04 5E 00 F6 (Pueden ser distintos)

Ahora si escribe:
.M 0000 0020 (y pulse RETURN)

usted vera filas de 6 numeros hexadecimales. El primer nimero —de 4 digitos— es la
direccion de memoria del primer byte de cada fila, y los otros cinco nimeros mues-
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tran el contenido de las posiciones de memoria a partir de la direccién inicial de la
linea.

Usted debe intentar “pensar” en hexadecimal. No es muy dificil, porque no tiene
que convertir los numeros a decimal.

Por ejemplo, si usted dice que se almacena un determinado valor en la posicion
$14ED en lugar de 5357, no hay ninguna diferencia.

SU PRIMERA INSTRUCCION EN LENGUAJE MAQUINA

LDA-CARGA EL ACUMULADOR

En el lenguaje ensamblador del 6510, los mneménicos tienen siempre 3 caracteres.
LDA representa “carga el acumulador con...” y lo que debe cargarse en el acumula-
dor se determina por los parametros asociados a la instruccion. El ensamblador co-
noce las sefales de cada instruccion, y lo Gnico que hace cuando “ensambla” una
instruccion es colocar en memoria (en la posicion especificada por usted) la senal
(token) de la instruccion seguida de los parametros que haya entrado. Algunos en-
sambladores producen mensajes de error, 0 avisan cuando intenta ensamblar algo
que el programa o el microprocesador go conocen.
Si usted coloca el simbolo “#” delante de los parametros asociados con la instruc-
cion, significa que desea cargar el registro afectado con el valor que sigue al simbo-
lo "#". Por ejemplo:
LDA # $05 $=HEX
Esta instruccion coloca el valor $05 (decimal 5) en el acumulador. El ensamblador
coloca en la direccion de memoria deseada para esta instruccion $A9 (que es la
sefal para esta instruccion particular, en este modo), y coloca $05 en la posicion de
memoria que sigue a la que almacena el codigo de la instruccion ($A9).
Si el pardmetro asociado a una instruccién tiene delante el simbolo “#", el parame-
tro es un “valor”, en lugar de el contenido de una posicion de memoria u otro regis-
tro. Esto se llama modo “inmediato”. Para comprenderlo mejor, compare con otro
modo:
Si desea colocar el contenido de la posicién de memoria e$102E en el acumulador,
estara usando el modo “absoluto” de la instruccion:

LDA $102E

El ensamblador puede distinguir entre los dos modos porque el Gltimo no tiene un
“#" delante del parametro. El microprocesador 6510 distingue los dos modos
porque la instruccién posee un codigo distinto para cada modo. LDA (inmediato)
posee el codigo $A9, y LDA (absoluto) posee el codigo $AD.

El mneménico que representa cada instruccion indica normalmente su uso. Por
ejemplo, consideremos la instruccion LDX: ;que cree usted que realiza?

Si ha respondido “carga el registro X con...” enhorabuena, pase al final de la lec-
ci6n. Si no ha sido asi no se preocupe, el lenguaje maquina requiere paciencia y no
se puede aprender en un dia.

Los varios registros internos pueden ser considerados como posiciones de memo-
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ria, ya que pueden g.uergar un byte de informacién. No es necesario explicar el sis-
tema de numeracion binario (base 2) puesto que sigue las mismas reglas explica-
das para los otros sistemas, pero sepa que un “bit” es un digito binario y un “byte”
es un conjunto de 8 bits. Esto significa que el maximo valor que puede tener un byte
es el maximo valor que se puede obtener con un nimero binario de 8 digitos. Este
nimero es 11111111 (binario), que equivale a $FF (hex) y a 255 (decimal). Proba-
blemente habra comprendido que s6lo se pueden colocar nimeros entre 0 y 255 en
una posicién de memoria. Si intenta POKE 7680,260 (que es la instruccion BASIC
que “dice™: “Coloca en la posicién de memoria 7680 el valor 260"), se encontrara
conque el intérprete BASIC sabe que una posicion de memoria sélo puede contener
nimeros entre 0 y 255, por lo que su Commodore 64 replicara:

?ILLEGAL QUANTITY ERROR

READY
L]

Si el limite de contenido de un byte es $FF (hex), ;como se expresa en memoria el
parametro de la instruccién absoluta “LDA $102E"?. Es expresada en dos bytes.
(Por supuesto, ya que no cabe en uno). Los dos digitos bajos (de la derecha) del nd-
mero hex forman el “byte bajo” de la direccién, y los dos digitos altos (de la izquier-
da) del niumero hex forman el "byte alto” de la direccion.

El 6510 requiere que cualquier direccion se especifique con el byte bajo primero, y a
continuacion el byte alto. Esto significa que la instruccion “LDA $102E" se expresa
en memoria como 3 valores (bytes) consecutivos:

$AD,$2E,$10

Ahora sélq necesjta conocer ofra instruccién para poder escribir su primer progra-
ma. Estg instrucciéon es BRK. Para una completa explicacion de ésta y el resto de
instrucciones de lenguaje maquina refiérase al libro M.O.S. 6502 Programming Ma-

gt;asl.lgero, por ahora, piense que la instruccién BRK es muy similar a la END del

Si egcribe un programa con el 64MON y coloca la instrucciéon BRK al final, cuando
se g;ecuta el programa se vuelve al 64MON al encontrarla. Esto no sucedera si hay
algin error en su programa, @ si no se encuentra la instruccion BRK (al contrario
que en BASIC, en que no es necesario colocar END para que se termine un progra-
ma). Por supuesto, la tecla STOP le permitird parar el programa.

ESCRIBIENDO SU PRIMER PROGRAMA

Siha usadq POKE para colocar caracteres en la pantalla se habra dado cuenta de
:;ue los codigos para POKE difieren de los cédigos CBM ASCII. Por ejemplo, si en-
ra:

PRINT ASC(“A") (y pulsa
El Commodore 64 responde:

65

READY

y control s a
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Sin embargo, para colocar una “A" en la pantalla medial, POKE, el codigo es 1.
Entre:

[OIEHEEIVI para borrar la pantalla
POKE 1024,1 (y (1024 es el inicio de la memoria de pantalla)

La “P” de la instruccion POKE se convertird en una "A"..
Ahora pruebe lo mismo en lenguaje maquina. Escriba lo siguiente en el 64MON: (El
cursor debe estar parpadeando a la derecha de un punto (.)).

A 1400 LDA #8$01 (y pulse [IEISVIRIN)

El Commodore 64 le responde: ./ 1400 LDA ##01
A 1402

Escriba: ST #0400

(La instruccién STA coloca el contenido del acumulador en una posicion de memo-
ria especificada).
El Commodore 64 muestra: ./~ 1405

Ahora escriba: BRE
Limpie la pantalla y escriba: G 1400

La “G” se convertira en una “A” si ha realizado correctamente todas las operacio-
nes. : ; .

Ahora ya ha escrito su primer programa en lenguaje maquina. Su proppsﬂo es co-
locar la letra A en la primera posicion de la memoria de pantalla (egquma superior
izquierda). Habiendo aprendido esto, ahora podemos explorar otras instrucciones y
principios.

MODOS DE DIRECCIONAMIENTO
PAGINA CERO

Como se indic6 antes, las direcciones absolutas se expresan en términos de byte
bajo y byte alto. El byte alto con frecuencia se refiere a la PAGINA de memoria. Por
ejemplo, la direccién $1637 se encuentra en la pagina $16 (22) y $q277 se encuen-
tra en la pagina $02 (2). Existe sin embargo un modo especial de dweccuonarmgnto
que se conoce como direccionamiento de pagina cero y, como su nombre.mdlca.
esté asociado con el direccionamiento de las posiciones de memoria contenidas en
dicha pagina. Cuando se utiliza este modo de direccionamiento, se asume que la di-
reccion tiene SIEMPRE el byte alto con valor cero. El modo de direccionamiento de
pagina cero permite expresar una direccién con sélo un byte (el byte bajo) en lugar
de los dos que se utilizan en el direccionamiento absoluto. Como hemos dicho an-
tes, en este modo el microprocesador asume que el byte alto tiene el valor de cero.
Por esto, el direccionamiento de pagina cero puede referirse exclusivamente a posi-
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ciones entre $0000 y $00FF. Esta informacion y modo de direccionamiento puede
que no le parezcan importantes, pero mas adelante necesitara recordar los princi-
pios del direccionamiento de pagina cero.

LA PILA (EL STACK)

El 6510 posee algo conocido como stack (pila). Se usa por el programador y el mi-
croprocesador para almacenar datos temporales y recordar, por ejemplo, el orden
en que han ocurrido diversas cosas. La instruccion del BASIC GOSUB, que permite
al programa ejecutar una subrutina, debe recordar el punto desde el que ha sido lla-
mada, de forma que cuando el intérprete BASIC encuentre la instruccién RETURN
sepa a donde ha de dirigirse. Cuando en un programa en BASIC el intérprete ejecu-
ta una instruccion GOSUB, se “coloca” la posicién actual del programa en la pila
antes de ejecutar la subrutina, y cuando se ejecuta RETURN, el intérprete “saca” la
informacion de la pila para devolver la ejecucién del programa al punto adecuado. El
intérprete usa instrucciones como PHA, que coloca en la pila el contenido del
acumulador, y PLA (la inversa) que extrae un valor de la pila y lo coloca en el acu-
mulador. El registro de estado se puede colocar y extraer de la pila mediante PHP y
PLP respectivamente.

La pila es una zona de memoria de 256 bytes de largo, colocada en la pagina 1dela
memoria. Por esto ocupa las posiciones $0100 a $01FF. Esta zona de memoria
esta organizada al revés. En otras palabras, |a primera posicién de la pila es $01FF
y la dltima $0100. Otro registro del procesador es el llamado puntero de pila (stack
pointer), que apunta siempre a la primera posicién disponible en la pila. Cuando se
coloca algo en la pila, se coloca siempre en la posicién contenida en el puntero, y
dicho puntero se mueve a la siguiente posicion (decrementado). Cuando algo se ex-
trae de la pila, se incrementa el puntero de pila, y el byte al que apunta el mismo es
colocado en el registro especificado.

Hasta este punto hemos cubierto las instrucciones en modo inmediato, de pagina
cero y absoluto. También hemos cubierto —aunque realmente no hayamos hablado
de & el modo “implicito”. El modo implicito significa que la informacién esta con-
tenida implicitamente en la propia instruccién. En otras palabras, la instruccién ya
indica qué registros, banderas y memorias se utilizan. Los ejemplos son PHA, PLA,
PHP, y PLP, que se refieren al proceso en la pila, y al acumulador y el registro de
estado, respectivamente.

NOTA: A partir de este punto se utilizaran las siguientes abreviaciones: X por registro X; Y
por registro Y; A por acumulador; S por puntero de pila y P por estado del procesador.

INDEXACION

La indexacion es una parte muy importante en el lenguaje maquina del 6510. Puede
definirse como “crear la direccién actual mediante la suma de la direccién de base y
el contenido de los registros X o Y."

Por ejemplo, si X contiene $05, y el microprocesador ejecuta la instruccion LDA en
el “modo absoluto indexado X” con la direccion de base $9000, la direccion cuyo
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contenido se cargara en el acumulador serd $9000 + $05 = $9005. El formato mne-
ménico de una instruccién en modo absoluto indexado es el mismo que para el
modo absoluto excepto que a la direccion se afiade “X” o “Y”" para indicar que se
suma el indice a la direccion:

EJEMPLO:
LDA $9000, X

En el microprocesador 6510 estan disponibles los modos absoluto indexado, inde-
xado de pagina cero, indexado indirecto e indirecto indexado.

INDEXADO INDIRECTO

Este modo le permite inicamente utilizar el registro Y como indice. La direccion ac-
tual debe ser de pagina cero, y el modo de la instruccion se llama indirecto porque la
direccion especificada en la instruccién contiene el byte bajo de la direccion actual,
y el siguiente byte contiene el byte alto de la direccion actual.

EJEMPLO:

Suponga que la direccién $01 contiene $45, y que la direccion $02 contiene $1E. Si
la instrucecién para cargar el acumulador en modo indexado indirecto se ejecutay
la posicién de memoria de pagina cero debe ser $01, entonces la direccion actual
debe ser:

Orden bajo = contenido de $01
Orden alto = contenido de $02
Registro Y = $00

Por lo que la direccion actual es igual a $1E45 + Y = $1E45
El nombre de este modo implica de hecho un principio de “indireccién” que puede
ser dificil de comprender en un primer momento. Veamoslo de otro modo:

“Voy a depositar esta carta en la oficina de correos situada en la CALLE MEMORIA
$01, y la direccién de la carta es $05 casas después de la CALLE MEMORIA
$1600." A continuaciéon se muestra el codigo equivalente:

LDA #$00 - Carga el byte bajo de la direccion de base.
STA #$02 - Ajusta el byte bajo de la direccion indirecta.
LDA #%16 ~ Carga el byte alto de la direccion indirecta.
STA #%03 — Ajusta el byte alto de la direccién indirecta.
LDY #$05 — Ajusta el indice indirecto (Y).

LDA ($02),Y — Carga indexando indirectamente con Y.

INDIRECTO INDEXADO

El indirecto indexado s6lo le permite el uso del registro X como indice. Es parecido
al anterior, pero es la direccion contenida en el puntero de pagina cero la que es in-
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dexada, en lugar de hacerlo con la direccién de base. Por esto, la direccion de base
ES realmente la direccion de base puesto que el indice X ya ha sido usado para la
indireccién. El indirecto indexado se puede usar también si tenemos una tabla de
punteros indirectos colocada en la pagina cero, puesto que el registro X puede
entonces especificar el puntero a usar.

EJEMPLO:

Suponga que la posicién $02 contiene $45, y la posicién $03 contiene $10. Si la ins-
truccion para cargar el acumulador en el modo indirecto indexado se ejecuta y la di-
reccion especificada de péagina cero debe ser $02, la direccion actual sera:

Orden bajo = contenido de ($02+X)
Orden aito = contenido de ($03+X)
registro X = $00

Por lo que el puntero actual es igual a $02 + X = $02.

La direccién actual es la direccion indirecta contenida en $02 y $03, o sea $1045.
Esto puede ser dificil de comprender. Veadmoslo de otro modo:

“Voy a llevar esta carta a la quinta oficina de correos a partir de la CALLE MEMO-
RIA $01, y la direccién de la carta es CALLE MEMORIA $1600." Este es el codigo
equivalente:

LDA #$00 - Carga el byte bajo de la direccion de base.
STA #$06 — Ajusta el byte bajo de la direccién indirecta.
LDA #$16 — Carga el byte alto de la direccién de base.
STA #$07 - Ajusta el byte bajo de la direccién indirecia.
LDX #$05 - Ajusta el indice indirecto (X).

LDA ($01,X) - Carga indexando indirectamente por X.

NOTA: De los dos modos de direccionamiento indirecto el primero es mucho mas usado que
el segundo.

RAMIFICACIONES Y TESTS

Otro principio muy importante del lenguaje maquina es su habilidad para comparar y
detectar ciertas condiciones, de forma similar a la estructura “IF..THEN,
IF..GOTO" en CBM BASIC.

Hay varias banderas en el registro de estado que son afectadas por distintas
instrucciones de diferente forma. Por ejemplo, hay una bandera que se activa
cuando una instruccion ha causado un resultado cero, y se desactiva cuando el
resultado no es cero. La instruccion:

LDA Ag00

causa la activacién de la bandera de resultado cero, puesto que el resultado de la
misma es que el acumulador contenga cero.
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Hay un juego de instrucciones que permiten —cuando se aa una condicién particu-
lar— saltar a otra parte del programa. Un ejemplo de estas instrucciones es BEQ,
que significa: salta si el resultado es cero. Las instrucciones de ramificacion saltan si
la condicion es cierta y, si no o es, el programa continta en la siguiente instruccion,
como si no hubiera ocurrido nada. Las instrucciones de ramificaciéon no saltan por el
resultado de la(s) anterior(es) instruccion(es), sino que examinan el registro de es-
tado. Como se ha mencionado, existe en este registro una bandera de resultado
cero. La instruccion BEQ salia si esta bandera (conocida como Z) esta activada.
Cada instruccion de ramificacion tiene su opuesta. La instruccion BEQ tiene su
opuesta en BNE, que significa salta si el resultado no es igual a cero. (Si Z no est4
activada).

Los registros de indice tienen un numero de instrucciones asociadas que modifican
su contenido. Por ejemplo, la instruccion INX INcrementa el registro X. Si el registro
X contiene $FF (el maximo valor que puede tener X) antes de ser incrementado, di-
cho registro volvera a cero. Si desea que un programa haga algo hasta que el regis-
tro X contenga cero, puede usar la instruccion BNE para hacer un bucle que prose-
guira hasta que se dé la condicién mencionada (que X=0).

La instruccién opuesta a INX es DEX, que significa DEcrementa el registro X. Si el
registro X contiene 0 y se ejecuta DEX, este registro pasara a tener el valor 255.
Las instrucciones INY y DEY actiian de forma similar pero utilizando el registro Y.
Pero qué se debe hacer si queremos que un programa no realice nada hasta que
los registros X o Y tengan un valor determinado? Existen para este fin las instruccio-
nes de comparacién, CPX y CPY, que le permiten comparar los registros de indice
con valores concretos, o incluso con el contenido de direcciones de memoria. Si de-
sea ver si el registro X contiene $40, deberd usar la instruccion:

CPX #%40 — Compara X con el “valor” $40
BEQ — Salta a otra parte del programa si la condicién
(otra parte es cierta.

del programa)

Las instrucciones de ramificacién y comparacion juegan un gran papel en un pro-
grama en lenguaje maquina.

El operando de las instrucciones de ramificacion es la direccion de la parte del pro-
grama a la que se debe pasar cuando se cumplen las condiciones. Sin embargo, €l
operando es s6lo un vinculo entre donde esta el programa y el lugar al que debe Ir
Este operando solo tiene un byte y, por esto, el rango de las instrucciones de ramifi-
cacion estd limitado a 128 bytes hacia atrds o 127 hacia adelante.

NOTA: Esto da un total de 255 bytes, que es —por supuesto— el maximo nimero de valores
que puede contener un byte.

El 64MON le indica si usted ha entrado una direccion fuera de rango, negéndose a
“ensamblar” esta instruccion particular. El 64MON permite sin embargo escribit la
direccién absoluta, convirtiendo ésta al valor apropiado para el operando. Esta es
una de las ventajas de usar un ensamblador. Las instrucciones de ramificacion dan
una gran agilidad a un programa en lenguaje maquina.

NOTA: Nos es imposible explicar todas las instrucciones de ramificacion una por una. Para
obtener mas informacion consulte la bibliografia en el Apéndice F.
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SUBRUTINAS

Usted puede usar en lenguaje maquina (igual que en BASIC) subrutinas. La instruc-
cion para llamar a una subrutina es JSR (Salta a subrutina), seguida de la direccion
absoluta especifica.

Hay una subrutina en el sistema operativo que imprime un caracter en la pantalla. El
codigo CBM ASCII del caracter debe encontrarse en el acumulador antes de llamar
a esta subrutina. La direccién de esta subrutina es $FFD2.

Aplicando esta informacién podemos realizar el siguiente programa que imprime
“HI” en la pantalla:

A 1400 LDA #%48 —carga el codigo CBM ASCIl de “H”
A 1402 JSR $FFD2  —lo imprime

A 1405 LDA #$49 —carga el codigo CBM ASCII de “|"
A 1407 JSR $FFD2 —lo imprime también

A 140A LDA #$0D —carga el codigo de retorno de carro
A 140C JSR $FFD2 —lo imprime para pasar de linea

A 140F BRK - vuelve al 64MON -
.G 1400 —imprime “HI" en la pantalla y vuelve
al 64MON

La rutina utilizada para imprimir el caracter forma parte de la “tabla de saltos” del
KERNAL. La instruccién similar a GOTO en BASIC es en lenguaje maquina JMP,
que significa saltar a la direccion absoluta especificada. El KERNAL es una larga lis-
a de subrutinas “standarizadas” que controlan TODAS las entradas y salidas del
Commodpre 64. Cada entrada de la “tabla de saltos” del KERNAL se dirige hacia
un subrutina del sistema operativo. Esta tabla de saltos se encuentra entre las posi-
ciones $FF84 a $FFF5 en el sistema operativo. En la seccion de este manual dedi-
cada al KERNAL se explica detalladamente el propésito, funcionamiento y requisi-
1os de todas las subrutinas del KERNAL. Sin embargo, estamos usando algunas ru-
tnas del mismo en esta seccién para demostrarle lo efectivo que es.

Ahora vamos a aplicar los conocimientos aprendidos en un nuevo programa que co-
locara las instrucciones en su contexto para que vea realmente como se utilizan.
Este programa muestra el alfabeto usando una rutina del KERNAL. La unica instruc-

;’;’:‘ nueva es TXA, que significa transferir el contenido del registro X al Acumula-

1407 CPX #$5B  —hemos pasado de la “Z"?

1409 BNE $1402 —no, contin
e inla en $1402

A 1400 LDX #%$41 ~ X=CBM ASCII de “A"
A 1402 TXA - A=X

A 1403 JSR $FFD2 - imprimir caracter

: 1406 INX —incrementa el contador
A

A

- si, vuelve al 64MON

Para ; :
o ver como su Commodore 64 imprime el alfabeto, escriba el ya familiar coman-

-G 1400
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Los comentarios colocados al lado de cada instruccion exr'“~an de manera clara el
curso del programa y su légica. Si desea escribir un progre. 1 en lenguaje maquina
hagalo primero en un papel, y después pruebe una a una las diversas secciones del
mismo.

NOTAS UTILES PARA EL PRINCIPIANTE

Una de las mejores formas de aprender lenguaje maquina es viendo programas
realizados por otras personas. Constantemente se publican en revistas especializa-
das. Estadielos también aunque el articulo y programa estén destinado a otro or-
denador, siempre que use el microprocesador 6510 (o el 6502). Debe asegurarse
que comprende la totalidad del programa que estudie. Esto requiere perseverancia,
especiaimente si esta estudiando una nueva técnica que no habia visto antes. Este
estudio puede incluso enfurecerle, pero si prevalece la paciencia, usted saldra victo-
rioso de la prueba.

Cuando haya estudiado suficientes programas en lenguaje maquina usted DEBE
escribir uno propio. Puede ser una utilidad para sus programas en BASIC, un juego,
o cualquier tipo de programa en lenguaje maquina.

Procure utilizar todas las utilidades disponibles, ya sea las del ordenador o bien las
de un programa que le permita escribir, editar y corregir errores de los programas en
C/M. Un ejemplo puede ser el KERNAL, que le permite comprobar las teclas pulsa-
das, imprimir texto, controlar periféricos tales como discos, impresoras, modems,
elc., manejar la memoria y la pantalla... Es extremadamente potente y facil de usar
(Vea la seccion sobre el KERNAL, pag. 223).

Ventajas de escribir sus programas en lenguaje maquina:

1. Velocidad—El lenguaje maquina es cientos, y en algunos casos miles de veces
més rapido que un lenguaje de alto nivel como el BASIC.

2. Seguridad-Un programa en lenguaje maquina puede ser totalmente “impermea-
ble”, es decir, el usuario puede hacer UNICAMENTE lo que el programa le per-
mita, y nada mas. Con un programa en BASIC debe prestar mucha atencion

para evitar que el usuario no interrumpa el programa entrando por ejemplo un
cero que cause:

?DIVISION BY ZERO ERROR IN 830

READY
| ]

En esencia, las posibilidades del ordenador s6lo se pueden maximizar progra-
mando en lenguaje maquina.

ACERCAMIENTO A UNA TAREA IMPORTANTE

Cuando intente desarrollar un programa serio debe “pensar” como un ordenador,
intentando descubrir de forma casi inconsciente todo lo que pasara al ejecutarse
cada instruccion. Debe planear el trabajo de antemano y, una vez iniciado, es una
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puena idea escribirlo en pay” Use diagramas de bloques para indicar el uso de la
memoria, los médulos o sub._.nas requeridos, el curso del programa, etc. Imagine
que desea realizar una juego de ruleta en lenguaje maquina. Usted debera
planteario aproximadamente de la siguiente forma:

Mostrar el titulo

Preguntar si el jugador necesita instrucciones.
Sk-mostrarlas—Después empezar el juego
NO-Empezar el juego

INICIO inicializar todo lo necesario

Mostrar el tablero de ruleta

Tomar las apuestas

Hacer girar la rueda

Detener lentamente la bola

Comprobar las apuestas con el nimero que ha salido
Informar al jugador

Le queda dinero al jugador?

Sl-volver al paso 6

NO-Informar al jugador y volver a INICIO

® ® @ 9 © @ & ® ® © ® © @ O

Estas son las principales lineas del programa. Cada médulo es aproximado, puede
modificarlos si lo cree conveniente. Si se encuentra con un gran problema, divida el
médulo en partes lo mas pequenas posible y pruébelas individualmente, luego una-
lo todo. Piense que no hay casi nada imposible.

Sin embargo, la tnica forma de adquirir soltura en estos procesos es la PRACTICA.
Practique y no abandone a la primera. Sus esfuerzos se veran ampliamente recom-
pensados.

JUEGO DE INSTRUCCIONES DEL MICROPROCESADOR MCS6510
ORDEN ALFABETICO

ADC Suma la memoria al acumulador con acarreo
AND “AND"” de la memoria con el acumulador
ASL Cambia el bit de la izquierda (memoria o acumulador)

BCC Salta si esta desactivado el acarreo

BCS Salta si estd activado el acarreo

BEQ Salta si el resultado es cero

BIT Compara los bits de la memoria con el acumulador
BMI Salta si el resultado es negativo

BNE Salta si el resultado no es cero

BPL Salta si el resultado es positivo

BRK Fuerza una interrupcion

BVC Salta si no hay desbordamiento

BVS Salta si hay desbordamiento
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CLC
CLD
CLI

CLVv
CMP
cPX
CPY

DEC
DEX
DEY

EOR

INC
INX
INY

JMP
JSR

LDA
LDX
LDY
LSR

NOP

ORA

PHA
PHP
PLA
PLP

ROL
ROR
RTI

RTS

SBC
SEC
SED
SEI

STA
STX
STY

§
[

Borra la bandera de acarreo \
Borra el modo decimal

Borra el bit de desactiacion de interrupcion
Borra la bandera de desbordamiento
Compara memaria con acumulador
Compara memoria con registro X
Compara memoria con registro Y

Decrementa la memoria una unidad
Decrementa una unidad el registro X
Decrementa una unidad el registro Y

“OR exclusivo” de la memoria con el acumulador

Incrementa la memoria en uno
Incrementa el registro X en uno
Incrementa el registro Y en uno

Salta a una nueva direccion
Salta a nueva direccién guardando direccion de retorno

Carga el acumulador con la memoria

Carga el registro X con la memoria

Carga el registro Y con la memoria

Cambia el bit de la derecha (memoria o acumulador)

No opera
“OR" de la memoria con el acumulador

Pone el acumulador en la pila
Pone el registro de estado en la pila
Saca el acumulador de la pila
Saca el registro de estado de la pila

Desplaza un bit a la izquierda (memoria o acumulador)
Desplaza un bit a la derecha (memoria o acumulador)
Vuelve de la interrupcién

Vuelve de la subrutina

Resta la memoria del acumulador con acarreo en resta
Activa la bandera de acarreo

Activa el modo decimal

Desactiva el estado de interrupcion

Guarda el acumulador en la memoria

Guarda el registro X en memoria

Guarda el registro Y en memoria

microelectronica
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TAX
TAY
TSX
TXA
TXS
TYA

En este sumario se

<T l¢—4—>:‘>| >4 | <WUVITX>P

Transfiere
Transfiere
Transfiere
Transfiere
Transfiere
Transfiere

-

el umulador al registro X
el acumulador al registro Y
el puntero de pila al registro X
el registro X al acumulador
el registro X al puntero de pila
el registro Y al acumulador

utilizaran las siguientes convenciones:

Acumulador

Registros de indice
Memoria

Registro de estado del procesador
Puntero de pila

Cambio

No cambio

Suma

AND légico

Resta

“OR EXCLUSIVO” légico
Transfiere de la pila
Transfiere a la pila
Transfiere a

Transfiere desde

OR légico

Contador de programa
Contador de programa alto
Contador de programa bajo
Operando

Modo de direccionamiento inmediato

NOTA: Al final de cada labla se encuentra entre paréntesis un numero de referencia (Ref: XX)
del libro “MCS6500 MICROCOMPUTER FAMILY PROGRAMMING MANUAL" en donde se
define y detalla la instruccién a fondo.

microelectronica

185 ¥ conirol s a

R =




7
ADC f ADC | ASL b ASL
Suma la memoria al acumulador con acarreo Cambia el bit izquierdo
Operacion: A+ M+ C— A, C Operacion: C « ms | 5 I4 la L211 lﬂj g
(Ref.: 2.2.1) (Ref.: 10.2)
NZCIDV NZC I DV
NNV = AT
Modo de Formato en Codigo Num. NGm. : - s
Direc. ensamblador Operan. | Bytes | Ciclos Modo de Formato en Cédigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato ADC —Oper. 69 2 2
P4g. Cero ADC Oper. 65 2 3 Acumulador ASL A 0A 1 2
Pag. Cero, X ADC Oper., X 75 2 4 Pag. Cero ASL Oper. 06 2 5
Absoluto ADC Oper. 6D 3 4 Pag. Cero, X ASL Oper., X 16 2 6
Absoluto, X ADC Oper., X 7D 3 4 Absoluto ASL Oper. OE 3 6
Absoluto, Y ADC Oper., Y 79 3 4* Absoluto, X ASL Oper., X 1E 3 7
(Indir., X) . ADC (Oper., X) 61 2 6
(Indir.), Y ADC (Oper.), Y 4l 2 5*
*Suma 1 si se cambia de pégina.
AND AND
AND légico con el acumulador
Operacién: AAM— A
BCC BCC
(Ref.: 2.2.3.0)
Salta si acarreo desactivado
NZCIDYV
VvV ---- Operacién: Salta si C =0
Modo de Formato en Codigo Nam. Nam. (Ref.: 4.1.1.3)
Direc. ensamblador Operan. Bytes Ciclos
Inmediato AND —Oper. 29 2 2 N2C D
Pag. Cero AND Oper. 25 2 b o T
Pag. Cero, X AND Oper., X 35 2 4
ﬁg}ﬂ:ﬁ X ::g 8pe:. X gg g :. Modo de Formato en Cadigo Nuam. Nam.
Absoluto: Y AND Oggr:: v 39 3 4 Direc. ensamblador Operan. Bytes Ciclos
(Indir., X) AND (Oper, X) 21 2 6 RELATIVO BCC Oper. 90 2 2
(Indir.), Y AND (Indir), Y 31 2 5
"Suma 1 si el salto va a la misma pagina.
*Suma 1 si se cambia de pagina. "Suma 2 si se salta a otra pégina.
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BCS | BCS | pir BIT

Salta si acarreo activado Compara los bits de memoria con acumulador

Operacion: Salta si C =1 Operacion: AAM, M7 — N, Mg — V
Los bits B y 7 se transfieren al registro de estado. Si el resultado de AAM es cero en-

e dalidA), tonces Z =1, sino Z = 0.
ri E E l_‘f \_j (Ref.. 4.2.1.1)
N ZCIDV
Modo de Formato en Cédigo Num. Nam. g
i Direc. ensamblador Operan. Bytes Ciclos
RELATIVO BCS Oper. BO 7 o Modo de Formato en Cédigo Nam. NUm.
Direc. ensamblador Operan. Bytes Ciclos
*Suma 1 si se salta a la misma pagina. Pag. Cero BIT Oper. 24 2 3
*Suma 2 si se salta a otra pagina. Absoluto BIT Oper. 2C 3 4
BEQ BEQ BMI BMI

oaild sl el resuliago) es cor Salta si el resultado es negativo

Opstapion: Seleisl 2 =7 Operacion: Salta si N =1

(Ref.: 4.1.1.5) (Ref.. 4.1.1.1)
I\lZ CiDV NZCIDV
:\Jlllodo de Formato en Codigo Nam. gﬂm- Modo de Formato en Cadigo Num. Num.
irec. ensamblador Operan. Bytes iclos Direc. ensamblador Operan. Bytes Ciclos
RELATIVO BEQ Oper. FO 2 & Lﬂe|at‘wo BMI Oper. 30 2 2"

*Suma 1 si se salta a la misma pagina.
«*Suma 2 si se salta a otra pagina.

“*Suma 1 si se salta a la misma péagina.
*Suma 2 si se salta a otra pagina.

i — ] - —1
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BNE BNE
Salta si resultado distinto de cero
Operacién: Salta si Z=0
(Ref.: 4.1.1.6)
NZCIDYV
Modo de Formato en Codigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Relativo BNE Oper. DO 2 2%
*Suma 1 si se salta a la misma pagina.
*Suma 2 si se salta a otra pagina.
BPL BPL
Salta si el resultado es positivo
Operacién: Salta si N=0
(Ref.: 4.1.1.2)
NZCIDV
Modo de Formato en Codigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Relativo BPL Oper. 10 2
*Suma 1 si se salta a la misma pagina.
*Suma 2 si se salta a ofra pagina.
microelectronica F E =
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BRK BRK
Fuerza una interrupcién
Operacién: PC + 2 | P |
(Ref.: 9.11)

NZCIDYV

 mp o f Giem
Modo de Formato en Cédigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Implicito BRK 00 1 7

*E| comando BRK no puede eliminarse activando .

BVC BVC

Salta si no hay desbordamiento

Operacion: Salta si V=10

(Ref.: 4.1.1.8)

NZCIDV
M.odo de Formato en Cddigo Nam. Nam.
Direc. ensamblador Operan. | Bytes Ciclos
Relativo BVC Oper. S0k 2 2!

"Suma 1 si se salta a la misma pagina.

Suma 2 si se salta a otra pagina.
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\ LD CLD
BVS Bvs | C
- Borra el modo decimal
Salta si hay desbordamiento
racion: 0 — D
Operacién: Salta si V=1 Ope
(Ref.: 3.3.2)
(Ref.: 4.1.1.7)
NZCIDYV
NZCIDV oy
- Modo de Formato en Cédigo Nam. Num.
Modo: do Eormala en Codigo N, Rl Direc. ensamblador Operan. Bytes Ciclos
Direc. ensamblador Operan. Bytes Ciclos Implicito CLD D8 1 2
Relativo BVS Oper. 70 2 2"
CLI CLI
*Suma 1 si se salta a la misma pagina.
*Suma 2 si se salta a otra pagina. Borra el bit de desactivacion de interrupcion
Operacién: 0 — |
(Ref.: 3.2.2)
NZCIDYV
= SHONES.
Modo de Formato en Cédigo Nam. NaGm.
Direc. ensamblador Operan. Bytes Ciclos
Implicito cu 58 1 2
CLC CLC CLV CLV
Borra la bandera de acarreo Borra la bandera de desbordamiento
Operacion: 0-> C Operacion: 0 — V
(Ref.: 3.0.2) (Rel.: 3.6.1)
Y, NZciDv
Tk e U e OGBS ST < IR P b el et 0
- Modo de Formato en Cédigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos =
Implicito cLV B8 1 2
Implicito CLC 18 1 2
e F EE 193 =i F Ek
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CMP CMP

Compara memoria con acumulador

Operacion: A-M

(Ref.: 4.2.1)

NZC I DV

VY e =
Modo de Formato en Cédigo Num. Nam.
Direc. ensamblador Operan Bytes Ciclos
Inmediato CMP #Oper. Cc9 2 2
Pag. Cero CMP Oper. C5 2 3
Péag. Cero, X CMP Oper., X D5 2 4
Absoluto CMP Oper. CD 3 4
Absoluto, X CMP Oper., X DD 3 4*
Absoluto, Y CMP Oper., Y D9 3 4*
(Indir., X) CMP (Oper., X) C1 2 6
(Indir.), Y CMP (Oper.), Y D1 2 5"

*Suma 1 si se cambia de:pagina

CPX CPX

Compara memoria con registro X

Operacién: X-M

(Ref.: 7.8)

NZCIDY

VRN
Modo de Formato en Cadigo Nam. Num.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato CPX #Oper. EO 2 2
Pag. Cero CPX Oper. E4 2 3
Absoluto CPX Oper. EC 3 4

i —1

CPY CPY

Compara memoria con registro Y

Operacion: Y-M

(Ref.: 7.9)

NZCI DV

NN = - =
Modo de Formato en Cadigo NUm. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato CPY #Oper. co 2 2
Pag. Cero CPY Oper. C4 2 3
Absoluto CPY Oper. cC 3 4

DEC DEC

Decrementa la memoria en una unidad

Operacién: M-1 - M

(Ref.: 10.7)

N ZC By

Y
Modo de Formato en Cadigo Num. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Pag. Cero DEC Oper. Cé 2 3
Pag. Cero, X DEC Oper., X D6 2 6
Absoluto DEC Oper. CE 3 6
Absoluto, X DEC Oper. DE 3 i
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DEX : DEX '
EOR EOR
Ty Decrementa el registro X en una unidad
: “Or exclusivo” de la memoria con el acumulador
Operacion: X-1— X
Operacion: AYM— A
(Ref.: 7.6)
(Ref.: 2.2.3.2)
NZCI DV
vVvV---- NZCI DYV
R
Modo de Formato en Cadigo NGm. NGm.
Direc. ensamblador Operan. | Bytes | Ciclos Modo de Formato en Céodigo | Nam. Nam.
' irec. I ; i
implicito DEX CA ] > Direc ensamblador Operan Bytes Ciclos
Inmediato EOR #Oper. 49 2 2
Pag. Cero EOR Oper. 45 2 3
P&g. Cero, X EOR Oper., X 55 2 4
Absoluto EOR Oper. 4D 3 4
Absoluto, X EOR Oper., X 5D 3 4*
Absoluto, Y EOR Oper., Y 59 3 4
(Indir., X) EOR (Oper., X) 41 2 6
(Indir.), Y EOR (Oper), Y 51 2 5*
*Suma 1 si se salta de pagina.
INC INC
DEY DEY Incrementa fa memoria en una unidad
Decrementa el registro y en una unidad Operacion: M + 1 — M
Operacién: Y-1 —= Y {Ref.: 10.6)
(Ref.: 7.7) NZCI DYV
VY e
NZCI DYV
Vi = =
Modo de Formato en Codigo Nam. Num.
Direc. ensamblador Operan. Bytes Ciclos
Modo de Formato en Codigo Nam. Nam.
. : Pag. Cero INC Oper. E6 2 5
Direc.
irec ensamblador Operan. Bytes Ciclos Pag. Cero INC Oper., X F6 2 6
Implicito DEY 88 1 2 Absoluto INC Oper. EE 3 6
Absoluto, X INC Oper., X FE 3 7
- 196 e o HEE
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INX INX JMP JMP
Incrementa el registro X en una unidad Salta a una nueva direccion
Operacién: X + 1 — X Operacién: (PC + 1) — PCL
(PC + 2) - PCH
(Ref.: 7.4)
(Ref.: 4.0.2 y 9.8.1)
NZCI DV
RN e = e NZCIDYV
Modo de Formato en Cadigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos Modo de Formato en Cadigo Num. Num.
implicito INX Es ] 2 Direc. ensamblador Operan. Bytes Ciclos
Absoluto JMP Oper. 4C 3 3
Indirecto JMP (Oper.) 6C 3 5
JSR JSR
INY INY Salta a nueva direccién guardando direccion de retorno
Incrementa el registro y en una unidad Operacién: PC+2 | , (PC + 1) — PCL
(PC + 2) » PCH
Operacién: ¥ + 1 = Y
(Ref.: 8.1)
(Ref.: 7.5)
NZCIDYV
N G R e v s e iy s AR IR Ve s e - . | R m s
Mol o s
Modo de Formato en Cédigo Nam. Nam.
Modo de Formato en Coédigo Nam. Nam. Direc. ensamblador Operan. Bytes Ciclos
Direc. nsamblador Operan. Bytes Ciclos
5 ShnT P ki Absoluto JSR Oper. 20 3 6
Implicito INY c8 1 2
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LDA LDA
Carga el acumulador con la memoria
Operacion: M— A
(Ref.: 2.1.1)
NZCI DYV
VVe=--=-
Modo de Formato en Codigo Num. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato LDA #Oper. A9 2 2
Pag. Cero LDA Oper. A5 2 3
Pag. Cero, X LDA Oper., X BS 2 4
Absoluto LDA Oper. AD 3 4
Absoluto, X LDA Oper., X BD 3 4*
Absoluto, Y LDA Oper., Y B9 3 4"
(Indir., X) LDA (Oper., X) Al 2 6
(Indir.), Y LDA (Oper), Y B1 2 5t
*Suma 1 si se salta de pagina.
LDX LDX
Carga el registro X con la memoria
Operacion: M— X
(Ref.: 7.0)
NZCI DV
VN e =
Modo de Formato en Cadigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato LDX #Oper. A2 2 2
Pag. Cero LDX Oper. A6 2 3
Pag. Cero, Y LDX Oper., Y B6 2 4
Absoluto LDX Oper. AE 3 4
Absoluto, Y LDX Oper., Y BE 3 4
*Suma 1 si se salta de pagina.

LDY LDY
Carga el registro y con la memoria
Operacién: M— Y
(Ref.: 7.1)
NZCI DV
i
Mpdo de Formato en Codigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato LDY #Oper. A0 2 2
Pag. Cero LDY Oper. A4 2 3
P4ag. Cero, X LDY Oper., X B4 2 4
Absoluto LDY Oper. AC 3 4
Absoluto, X LDY Oper., X BC 3 4"
*Suma 1 si se salta de péagina.
LSR LSR
Cambia el bit de la derecha {(memoria o acumulador)
Operacion: 0— [ 7] 6][5[4]8]2[1]|0] > C
(Ref.: 10.1)
NZC I DV
s VAR ViR
Mpdo de Formato en Caédigo Nam. Nam.
Direc ensamblador Operan. Bytes Ciclos
Acumulador LSR A 4A 1 2
Pag. Cero LSR Oper. 46 2 5
Pag. Cero, X LSR Oper., X 56 2 6
Absoluto LSR Oper. 4E 3 6
Absoluto, X LSR Oper., X 56 3 T
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NOP NOP PHA PHA
No se opera Pone el acumulador en la pila
Operacion: No se opera (Se pierden 2 ciclos) Operacion: A |
NZCIDYV (Ref.: 8.5)
NZCIDV
Modo de Formato en Codigo Nam. Nam.
: Direc. ensamblador Operan. Bytes Ciclos
i — Modo de Formato en Codigo Nam. Nam.
' Implicito NOP EA 1 2 Direc.  ensamblador Operan. | Bytes | Ciclos
k
s Implicito PHA 48 1 3
4
P PHP PHP
Eéi Pone el registro de estado en la pila
i Operacion: P |
% ORA : ORA (Ref.: 8.11)
3 NZCIDW
5 “Or" de memoria ¢on acumulador 0909000200 ERls L F =
Operacion: A V M — A Modo de Formato en Cédigo | Num. Num.
Direc. i
: (Ref: 2.2.3.1) ensamblador Operan. Bytes Ciclos
Implicito PHP 08 1 3
NEZ2C - DicV,
VV---- :
PLA PLA
Modo de Formato en Cédigo Num. Nam. Coge el acumulador de la pila
Direc. ensamblador Operan. Bytes Ciclos
g y Operacion: A 1
Inmediato ORA #Oper. 09 2 2
Pag. Cero ORA Oper. 05 2 3 (Ref.: 8.6)
Pag. Cero, X ORA Oper., X 15 2 4
Absoluto ORA Oper. oD 3 4' NZC I DV
Absoluto, X ORA Oper., X 1D 3 4 v R
Absoluto, Y ORA Oper., Y 19 3 4
8:3::) XY) 82? ggpz:) )3 ?1 g g Modo de Formato en Codigo | Num. Num.
), per.), Direc. ensamblador Operan. Bytes Ciclos
Implicito
*Suma 1 si se salta de pagina. i R i ! :
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PLP PLP ROR ROR
Coge el registro de estado de la pila pesplaza un bit a la derecha (memoria o acumulador)
Operacion: P 1 Operacién:l—> [c] - [FIe]s]a=]2]" MJ
(Ref.: 8.12) (Ref.: 10.4)
NZCIDV NZC I DV
De la pila VN Ve =
Modo de Formato en Cédi . : Modo de Formato en Cédigo Nam. Nam.
f go Nam. NUm. . .
Direc. ensamblador Operan. Bytes Gt Direc. ensamblador Operan. Bytes Ciclos
Impilici Acumulador ROR A 6A 1 2
diii i &8 1 4 Pag. Cero ROR Oper. 66 2 5
P4ag. Cero, X ROR Oper., X 76 2 6
Absoluto ROR Oper. 6E 3 6
Absoluto, X ROR Oper., X TE 3 7
[_NOTA: La instruccion ROR esta disponible en el microprocesador desde junio de 1976. J
ROL ROL

Desplaza un bit a la izquierda (memoria o acumulador)

operacion: (7 |6[5 |4 [3][2]1]0] «cC

RTI RTI

Vuelve de una interrupcion

(Ref.: 10.3)
NZCI DV Sl L
VVYV- - -
(Ref.. 9.6)
Mlodo de Formato en Cédigo Nam. Num. 3 f)ecial D'Iav
Direc. ensamblador Operan. Bytes Ciclos i
Acumulador ROL A 2A 1 2
Pag. Cero ROL Oper. 26 2 5 Made de hailaihl e B ico
iﬁg. Cero, X ROL Oper., X 36 2 6 Birgo. o e Gl = e
soluto ROL Oper. 2E 3 6 Implicito RTI 40 1 o
Absoluto, X ROL Oper., X 3E 3 7 p
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RTS

Vuelve de una subrutina

Operacion: PC 1 PC + 1— PC

RTS

(Ref.: 8.2)

NZCIDYV
Modo de Formato en Caodigo Num. Nuam.
Direc. ensamblador Operan. Bytes Ciclos
Implicito RTS 60 1 6

SBC SBC

Resta la memoria del acumulador con acarreo

Operacion: A-M-C — A

(Ref.: 2.2.2)

NZGCI DV

vVVYV - -V
Modo de Formato en Codigo Ndm. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Inmediato SBC #Oper. E9 2 2
Pag. Cero SBC Oper. ES5 2 3
Pag. Cero, X SBC Oper., X F5 2 4
Absoluto SBC Oper. ED 3 4
Absoluto, X SBC Oper., X FD 3 4*
Absoluto, Y SBC Oper., Y F9 3 4"
(Indir., X) SBC (Oper., X) E1 2 6
(Indir.), Y SBC (Oper.), Y F1 2 5"

*Suma 1 si se salta de péagina.
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SEC SEC
Activa la bandera de acarreo
Operacion: 1 — C
(Ref.: 3.0.1)
NZCIDYV
] e
Modo de Formato en Cadigo Num. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Implicito SEC 38 1 2
SED SED
Activa el modo decimal
Operacién: 1 —>D
(Ref.: 3.3.1)
NZCIDV
ot o R FEE
Modo de Formato en Codigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Implicito SED F8 1 2
SEI SEI
Activa el estado de interrupcion inhibida
Operacion: 1 — |
(Ref.: 3.2.1)
NZCIDYV
e ) b
Modo de Formato en Cdodigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
| Impiicito SEI 78 1 2
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STA ( ST (
A1 sty STY
Almacena el acumulador en memoria ; ; :
Almacena el contenido del registro y en memoria
Operacion: A— M
s E: Operacién: Y — M
(Ref.: 2.1.2)
(Ref.: 7.3)
NZCIDV
______ NZCIDYV
Modo de Formato en Codigo Nam. Nam. : . ;
Num.
irec. I ; i Modo de Formato en Codigo Num. |
Direc ensamblador Operan Bytes Ciclos Dirgs e bl Operan. Bytes Cicloe
Pag. Cero STA Oper. 85 2 3
Pag. Cero, X STA Oper., X 95 2 4 Pag. Cero STY Oper. - 2 1
Absoluto STA Oper. 8D 3 4 Pag. Cero, X STY Oper., X 94 .
Absoluto, X STA Oper., X 9D 3 5 Absoluto STY Oper. = 2
Absoluto, Y STA Oper., Y 99 3 5
(Indir. X) STA (Oper., X) 81 2 6
(Indir.), Y STA (Oper.), Y 91 2 6
STX STX
Almacena el registro X en memoria
reg TAX . TAX
racion: X — M
5 Transfiere el acumulador al registro X
(Ref.: 7.2)
Operacién: A— X
NZCIDV
______ (Ref.: 7.11)
NZE |1l DN
Modo de Formato en Coédigo | Nam. | Num. ¥ =m s 2
Direc. ensamblador Operan. Bytes Ciclos
P4g. Cero STX Oper. 86 2 3 Modo de Formato en Cadigo Nam. Num.
Pag. Cero, Y STX Oper., Y 96 2 4 Direc. ensamblador Operan. Bytes Ciclos
Absoluto STX Oper. 8E 3 4
B Implicito TAX AA 1 2
m.,..c.m.-e.llEE T, .,m.|IE=
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TAY TAY | 1xs TXS
Tiashonel sinaniagor Al ryEEE Transfiere el registro X al puntero de pila
Operacion: A— Y Operacion: X — S
(Raf: T (Ref.: 8.8)
N NZCIDV
Modo de Formato en Cddigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos Modo de Formato en Cédigo NUm. Num.
Implicito TAY A8 1 2 Direc ensamblador Operan. Bytes Ciclos
Implicito TXS 9A 1 2
TSX TSX
Transfiere el puntero de pila al registro X
Operacion: S— X
(Ref. 8.9)
NZCI DV
VV- - - -
Modo de Formato en Codigo Nam. Nam.
Direc. ensamblador Operan. Bytes Ciclos
Implicito TSX BA 1 2
TXA mEA | TYA e
Transfiere el registro X al acumulador Transfiere el registro y al acumulador
Operacin: X —A Operacion: Y — A
(Ref.: 7.12) (Ref.. 7.14)
NZC I NZC I DV
viu - - VS =
godo de Formato en Cédigo Nam. Num. Modo de Formato en Cédigo Nam. Nam.
Ifec. ensamblador Operan. | Bytes | Ciclos Direc. ensamblador Operan. | Bytes | Ciclos
implicito TXA 8A 1 2 Implicito TYA 98 1 2
e — — ]
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MODO DE DIRECCIONAMIENTO DE LAS INSTRUCCIONES MODO DE DIRECCIONAMIENTO DE LAS INSTRUCCIONES
Y RELACION DE LOS TIEMPOS DE EJECUCION Y RELACION DE LOS TIEMPOS DE EJECUCION
(En ciclos de reloj) (En ciclos de reloj)
> > e
5 o ¢ ¢ x > 5~ E o g g 2 x > < > g
T39888 080,80 32883838 0gg0,8280¢
28 .s5355£283885 S5 sese33352883
E3EEES382:ss 8 E3LLtsss2isss
SEFSS283EREE S SESSYIT I ER &L G
ADC 2 3 4 4 4° 4+ . 6 5° JSR 5 6
AND 2 3 4 4 4I 4' . 6 5. LDA 2 3 4 . 4 4' 4‘ 6 5'
ASL NNeE e T, . . e LDX o R 4
80C e e LDY o3 a 4 4°
BCS RO ¢ SO LSR 2 5 6 6 7 .
BEQ S e U NOP : s - .2 -
BIT G RS N ORA 28 4 & ¥4 . 6 5°
BMI e e e s DA PHA 3
BNE e e e D PHP 3
BPL e e L e PLA 4
BRK P R PLP e, . 4
BVC ot em e . w D ROL 256 . 6 7
BVS 2 PR R R R Cw ROR Js g . 6 7 .
- cLC 2 RTI : o =t 6
i CLD 2 RTS 6 ;
CLI : 2 SBC 2 3 4 4 4 4% 6 5°
| cLv a3 . 2 . SEC 2
L CMP oA 4 4°4°* 6 5* SED >
E CPX 2 3 4 ; SEI e ien 2 ;
CPY 33 4 STA 3 4 45 5 6 6
1 DEC TN L B STX R
DEX ERET SRR R ol L e e STY 3 4 4
H BE s s g TAX 2
i EBR . 2 34 . 4 A% 6 5° TAY 2
INC e s R R TSX 2
INX SRTATII G RS o O NN TXA 2
INY R S e R T AT S R TXS 2
JMP NGRS A R R T e TYA AR e . 2
o Eiifke ik CIElo of o8 indaia saltan : :‘ Suma un ciclo si se indexa saltando de pégina.
** Suma un ciclo si se bifurca. Suma u:: :I‘Icmr:iuumupigim. Sum un ciclo ol se bifurca. Suma uno adiciona sl se salta de pagina.
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00 -BRK 2F - SE - LSR- Absoluto, X 8D — STA- Absoluto
01 - ORA- (Indirecto, X) 30 -BMI BF -* 8E - STX- Absoluto
02 —* 31 —AND (Indirecto), Y 60 -RTS 8F -~
03 -* 32 - 61 — ADC- (Indirecto, X) 90 -BCC
04 - 33 -* g =* 91 - STA- (Indirecto), Y
05 - ORA-Pag. Cero 34 -° 63 =0 92 -*
06 - ASL-Pag. Cero 35 — AND- Pag. Cero, X B = 93 -
Q7 = 36 -ROL-Pag. Cero, X 65 - ADC-P4g. Cero 94 - STY-Pag. Cero, X
08 -PHP 7 = 66 —ROR- Pag. Cero 95 - STA-P4ag. Cero, X
09 - ORA- Inmediato 38 -SEC 67 - 96 - STX-Pég. Cero, Y
OA —ASL- Acumulador 39 — AND- Absoluto, Y 68 PLA g7 ="
oB -* 3A -7 69 - ADC- Inmediato 98 -TYA
oc -* B -* 6A — ROR- Acumulador 99 - STA- Absoluto, Y
0D - ORA-Absoluto ac —* 6B -* 9A -—-TXS
OE - ASL- Absoluto 3D - AND- Absoluto, X 6C - JMP- Indirecto 98 -*
OF -* 3E - ROL- Absoluto, X 6D - ADC- Absoluto 9Cc -*
10 -BPL dps = 6E - ROR- Absoluto 9D - STA- Absoluto, X
11— ORA- (Indirecto), Y 40 -RTI 6F =+ 8 ~*
12 - 41 - EOR- (Indirecto, X) 70 BVS 9F -+
13 -* 42 -* 71 = ADC- (Indirecto), Y A0 - LDY- Inmediato
14 =-* 443 -* 70 wE A1 —LDA- (Indirecto, X)
15 - ORA-Pag. Cero, X 4 -* 73 A2 - LDX- Inmediato
16 —ASL-Pag. Cero, X 45 - EOR-P4ag. Cero 74 = A3 =*
17 - 46 —LSR-Pag. Cero 75 —ADC- P4g. Cero A4 —LDY- Pag. Cero
18 -CLC 47 =" 76 —ROR- Pég. Cero A5 - LDA-Pag. Cero
19 - ORA- Absoluto, Y 48 -PHA 77 A6 —LDX-Pag. Cero
1A =* 49 — EOR- Inmediato 78 —SEIl A7 ="
8 = 4A - LSR- Acumulador 79 - ADC- Absoluto, Y A8 -TAY
1c -+ A =t 7 =" A9 - LDA- Inmediato
1D - ORA- Absoluto, X 4C - JMP- Absoluto 7B =" AA —=TAX
1E — ASL- Absoluto, X 4D - EOR- Absoluto 0 =% AB -*
TR = 4E - LSR- Absoluto 7D - ADC- Absoluto, X AC - LDY- Absoluto
20 -JSR A et 7E - ROR- Absoluto, X AD - LDA- Absoluto
21— AND- (Indirecto, X) 50 -BVC B ¥ AE - LDX- Absoluto
225 = 51 —EOR- (Indirecto), Y 80 -+ SAbR
23 -7 52 =~ 81 —STA- (Indirecto, X) BO -BCS
24 —BIT- Pag. Cero 53 -* g2 -+ B1 - LDA- (Indirecto), Y
25 — AND-Pag. Cero 54 -* g3 ¢ B2 . =%
26 - ROL-Pag. Cero 556 —EOR- Pag. Cero 84 —STY-Pag. Cero B3 -*
27 - 56 —LSR-Pag. Cero 85 —STA-Pag. Cero B4 -LDY-P4g. Cero, X
28 -PLP T e 86 - STX-Pag. Cero B5 -LDA-Pag. Cero, X
29 — AND- Inmediato 58 -CLI 87 -—* B6 - LDX-Pag. Cero, Y
2A — ROL- Acumulador 59 - EOR- Absoluto, Y B8 —DEY B7 -*
5B _* EA —* Bg -—* B8 -CLV
2C - BIT- Absoluto 5B -* BA —TXA B9 - LDA- Absoluto, Y
2D - AND- Absoluto 5C ~* 8B -+ BA -—-TSX
2E - ROL- Absoluto 5D - EOR- Absoluto, X 8C - STY- Absoluto BB -*
* Estos codigos se reservan para expansiones futuras. En el presente no estn asignados a * Estos codigos se reservan para expansiones futuras. En el presente no estan asignados a
ninguna instruccion. ninguna instruccion.
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BC - LDY- Absoluto, X DE - CMP- Absoluto, X
BD - LDA- Absoluto, X DF -*

BE - LDX- Absoluto, Y E0 - CPX- Inmediato
BF -* E1 - SBC- (Indirecto, X)
C0 -CPY-Inmediato E2 -*

C1 - CMP- (Inmediato, X) E3 -*

cz -* E4 - CPX-Pag. Cero
c3 -° E5 -SBC- Pag. Cero
C4 -CPY-Pag. Cero E6 - INC- Pag. Cero
C5 -CMP-Pag. Cero E7 -*

C6 - DEC-Pag. Cero E8 —INX

c7r -* E9 - SBC- Inmediato
C8 —INY EA - NOP

C9 - CMP- Inmediato EB --

CA -DEX EC - CPX- Absoluto

ce -* ED - SBC- Absoluto

CC - CPY- Absoluto EE - INC— Absoluto

CD - CMP- Absoluto EF -*

CE - DEC- Absoluto FO -BEQ

CF -* F1 -SBC- (Inmediato), Y
D0 -BNE F2 -

D1 - CMP- (Indirecto), Y F3 -"

D2 -* F4 -

D3 —* F5 -SBC-Pag. Cero, X
D4 -~ F6 —INC-Pag. Cero, X
D5 - CMP-Pag. Cero, X F7 -*

D6 -DEC-P&ag. Cero, X F8 -SED

D7 -* F9 - SBC- Absoluto, Y
D8 -CLD FA -*

D9 - CMP- Absoluto, Y FB -*

DA -* FC -~

DB -* FD - SBC- Absoluto, X
DC -* FE - INC—- Absoluto, X
DD - CMP- Absoluto, X FF -*

* Estos codigos se reservan para expansiones futuras. En el presente no estan asignados a
ninguna instruccion.

ORGANIZACION DE LA MEMORIA DEL
COMMODORE 64

El Commodore 64 posee 64K bytes de RAM. Dispone también de 20K bytes de
ROM que contienen el sistema operativo, el intérprete BASIC y el juego de caracte-
res standard. También tiene 4K de entradas/salidas para periféricos. ;,Cémo es
posible el acceso a toda esta memoria si un ordenador con un bus de direcciones dé
16 bits normalmente sélo puede direccionar 64K.?

El secreto se encuentra en el propio microprocesador 6510.

21 6 microelectronica F E =
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En el chip se encuentra un port de E/S. Este port se usa para controlar que RAM,
ROM o E/S debe aparecer en determinadas posiciones de la memoria del sistema.
Este port se usa también para controlar el Datassette, por lo que es importante que
(nicamente se vean afectados los bits correctos.

El port de E/S del 6510 se encuentra en la direccion 1. El registro de direccién de
datos de dicho port se encuentra en la posicion 0. El port se controla igual que
cualquier otro port del sistema... el registro de direccion de datos indica si el port es
de entrada o de salida, y la transferencia de datos ocurre en el mismo port.
A continuacién se definen las lineas del port de control del 6510:

NOMBRE | BIT DIRECCION DESCRIPCION
LORAM 0 SALIDA Control para RAM/ROM en
$A000-SBFFF (BASIC)
HIRAM 1 SALIDA Control para RAM/ROM en
$E000-$FFFF (KERNAL)
CHAREN 2 SALIDA Control de la ROM E/S en $D000-
$DFFF
3 SALIDA Linea de escritura del cassette
4 ENTRADA | Interruptor del sentido del cassette
5 SALIDA Control del motor del cassette

El valor adecuado para el registro de direccion de datos es:

BITS 54321
10111

(Donde 1 es salida y 0 entrada)

Esto da un valor de 47 en decimal. El Commodore 64 ajusta automaticamente este
valor en el registro de datos.

Las lineas de control realizan, en general, las funciones indicadas en su descrip-
¢ién. Sin embargo, algunas combinaciones de lineas de control se usan ocasional-
mente para lograr una configuracion particular de memoria.

LORAM (bit 0) Esta linea controla normalmente los 8K del intérprete BASIC en
ROM. Esta linea esta ALTA para la operacién con BASIC. Si se coloca BAJA, la
ROM del BASIC desaparece de la memoria y es reemplazada por 8K de RAM en las
posiciones $A000—$BFFF.

HIRAM (bit 1) Esta linea controla normalmente los 8K del KERNAL en ROM. Cuan-
do esta linea esta ALTA (normal) el KERNAL esta presente. Si se programa BAJA el
KERNAL desaparecera de la memoria para dejar paso a 8K de RAM desde $E000 a
$FFFF.

CHAREN (bit 2) Se usa para controlar la ROM de 4K bytes que contiene el juego de
caracteres. Desde el punto de vista del procesador, esta ROM ocupa el mismo
espacio que la zona de E/S ($D000-$DFFF). Cuando esta linea estd a 1 (normal),
en el espacio de direccionamiento del procesador aparecen los registros de E/S, no
siendo accesible el juego de caracteres en ROM. Cuando esta linea esta a 0 es el
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juego de caracteres el que aparece en Iu
. . gar de las E;\ Jue no son i
gqég:ggg?cig:ant:g sélodne£351ta acceder al juego de caracteres cuanggcses lgljssé: l
mos de M a RAM. Es necesario tener i i n
. ; un e
gzal;tzue?r Zsta operacion. (Vea la seccién de CARACTERES Pﬂgge;fl:nijédfg&‘? e
pitulo de GRAFICOS). CHAREN no tiene efecto en una configuracién de mgragl

ra que no precise E/S. En su lugar aparecerd RAM desde $D000 a $DFFF

NOTA: En cualquier ma i

' pa de memoria conteniendo R i

gl c : o ROM, la escritura (P i
el :::r:&:as;oi;a;pcc:gfﬁrgg EaK;:‘(?M se a\'aa_:tparé en la RAM exis(te?lra(!_:")dzza:gf 3:?;
sultado el valor contenido en ROM, neo u:na %mm R L

MAPA DE MEMORIA BASICO DEL COMMODORE 64

8K ROM KERNAL

E000-FFFF OR
RAM
i Bee 4K E/S O RAM O

ROM CARACTERES

C000-CFFF 4K RAM

8K ROM BASIC
0

A000-BFFF RAM
(o]
CARTUCHO
8K RAM
8000-9FFF o
CARTUCHO
4000-7FFF 16K RAM
0000-3FFF 16K RAM

y control s a
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D000-D3FF  VIC (Controlador de video) , 1K Bytes
D400-D7FF  SID (Sintetizador de sonido) 1K Bytes
DB0-DBFF  RAM de color 1K Nybbles
DCOO-DCFF  CIA 1 (Teclado) 256 Bytes
DDO0-DDFF  CIA 2 (Bus serie/RS—232/Port usuario) 256 Bytes
DEOO-DEFF E/S abiertas #1 (Activacién CP/M) 256 Bytes
DFOO-DFFF E/S abiertas #2 (Disco) 256 Bytes

Las dos E/S abiertas son para usos generales de E/S, cartuchos de E/S (como el
IEEE), activacién del cartucho Z-80 (CP/M en opcion) y para enlazar con unidades
de disco de gran rapidez y bajo coste.

Esta previsto el inicio automatico de los programas contenidos en los cartuchos de
expansion del C—64. El programa en cartucho se ejecuta si los 9 primeros bytes del
mismo (a partir de la posicion 32768 ($8000)) contienen datos especificos. Los dos
primeros bytes deben contener la direccidn de inicio de la ejecucién del programa
en cartucho. Los proximos 2 bytes (32770-32771) ($8002-$8003) deben contener
el vector de inicio usado por el programa en cartucho. Los proximos 3 byes deben
ser las letras CBM con el bit 7 a 1 en cada letra. Los Gltimos dos bytes deben
contener los digitos “80" en PET ASCIL.

MAPAS DE MEMORIA DEL COMMODORE 64

Las siguientes tablas le muestran las distintas configuraciones de memoria disponi-
bles en el Commodore 64, el estado de las lineas que seleccionan cada configura-
cion y el probable uso de la misma.

X=INDIFERENTE
8K ROM KERNAL 0=BAJO
E000 1=
OEE ALTO
D000 LORAM =1
4K RAM (BUFFER) HIRAM =1
€000 GAME =1
8K ROM BASIC | ExROM =1
AQ00
8K RAM
8000
16K RAM
4000
16K RAM
Esta es la configuracion normal.
Proporciona BASIC.
0000
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| ] : |
X=INDIFE ( (
=INDIFERENTE X=INDIFERENTE
8K RAM 0=BAJO
0=BAJO
E000 1=ALTO 1=ALTO
0000 L ED LORAM = 1 I AN
4K RAM HIRAM =0
€000 GAME = 1 LORAM =0
EXROM = X €000 HIRAM = 0
B GAME =1
LORAM = 1 EXROM = X
16K RAM Binay oo 16K RAM o
GAME =) LORAM =0
8000 (Los caracteres en ROM no estan 8000 : gmg . ')J(
disponibles en esta configuracion) EXROM =0
EXROM =0
16K RAM
16K RAM
4000
4000
16K RAM Memoria disponible: 60K de RAM y (Este mapa le da acceso a los 64K
4K E/S. Las rutinas para gestionar 18K HAM de RAM. En cualquier operacién de
las EJ_’S deben ser escritas por el E/S serd necesario permitir el ac-
e HERR 0000 ceso del procesador a la zona E/S)
X=INDIFERENTE
8K ROM KERNAL 0=BAJO X=INDIFERENTE
E000 1=ALTO 8K ROM KERNAL 0=BAJO
4K E/S 1=ALTO
D000 E000
4K RAM LORAM =0 D00G il
Cooo HIRAM = 1 4K RAM (BUFFER) LORAM =1
SQRMOEM = )1( €000 HIRAM = 1
= GAME =0
16K RAM 8K ROM BASIC EXROM = 0
A00D
8K ROM CARTUCHO
8000 (EXP. BASIC)
8000
16K RAM
16K RAM
4000
4000
(Este mapa se puede usar con otros i
16K it
RAM lenguajes (incluyendo CF/M), con un ey (Esta_ es la configuracion standard_ de
i un sistema en BASIC con expansion en
total de 52K RAM usuario, E/S y ru- i
0000 tinas para manejar las E/S ROM del BASIC 32K RAM usuario y
para manejar las E/S) — hasta 8K ROM de extension del BASIC)
220 """”::::::::‘:I" o4 “"“;‘:‘J:f,'.:f’t'?FE [ =]




EQ00
D000
C000

A0CO

8000

4000

0000

E000

Co00

8000

4000

8K ROM KERNAL

4K E/S

4K RAM (BUFFER)

8K ROM (CARTUCHO)

8K RAM

16K RAM

16K RAM

8K ROM KERNAL

4K 110

4K RAM (BUFFER)

16K ROM (CARTUCHO)

16K RAM

16K RAM

X=INDIFERENTE
0=BAJO
1=ALTO

LORAM
HIRAM
GAME
EXROM

co =0

(Este mapa le proporciona 40K contiguos
de RAM usuario y hasta 8K de ROM conec-
table para aplicaciones basadas en ROM
que no requieran el BASIC)

X=INDIFERENTE
0=BAJO
1=ALTO

LORAM
HIRAM
GAME

EXROM

W
o0 ==

(Este mapa le proporciona 32K contiguos
de RAM usuario y hasta 16K de ROM en
cartucho para aplicaciones que no re-
quieran el BASIC. (Proceso de texto, otros
lenguajes, etc.))
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~] Xx=INDIFERENTE
8K CARTUCHO ROM 0=BAJO
E000 1=ALTO
4K E/S
D000
4K ABIERTO LORAM = X
G000 HIRAM = X
8K ABIERTO GAME =0
EXROM =1
A00O
8K CARTUCHO ROM
8000
16K ABIERTO
4000
(Este es el mapa de memoria para video
12K ABIERTO juegos ULTIMAX. Advierta que los 2K de
expansion RAM, si se requieren, son ac-
1000 R cedidos fuera del C—64 y cualquier RAM
0000 presente en el cartucho es ignorada)

EL KERNAL

Uno de los principales problemas de cara a los programadores en el campo de los
microordenadores es el miedo a las modificaciones que el fabricante pueda hacer
en el ordenador. Los programas en lenguaje maquina no durarian mucho tiempo,
obligando a continuas revisiones. Commodore ha desarrollado un método para pro-
teger a los autores de software llamado KERNAL.

Basicamente, el KERNAL es una tabla de bifurcaciones standarizada de rutinas de
entradas, salidas y manejo de la memoria del sistema operativo. Las direcciones de
cada rutina varian con cada actualizacion del sistema, pero la tabla de saltos del
KERNAL también se modifica. Si los programas en lenguaje maquina utilizan las ru-
tinas del sistema soélo a través del KERNAL serd muy facil modificar los programas
para adaptarlos a cualquier ordenador Commodore. E| KERNAL es el sistema ope-
rativo de su Commodore 64. Todas las entradas, salidas y manejos de memoria
estan controladas por el KERNAL.

Para simplificar los programas en lenguaje maquina, y para evitar que queden
obsoletos por futuras modificaciones del sistema operativo del comodore 64, el
KERNAL dispone de una tabla de saltos para su utilizacién. Aprovechando al maxi-
mo las 39 rutinas de E/S y utilidades disponibles desde la tabla, no sélo ahorrara
tiempo, sino que se facilitard enormemente la conversion de programas entre
ordenadores Commodore.

La tabla de saltos se encuentra en la ltima pagina de la memoria del sistema, en
memoria de sélo lectura (ROM).

Para utilizar esta tabla KERNAL, primero se han de preparar los parametros que ne-
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cesita la rutina para trabajar. Después se hace un JSR al lugar apropiado de la tabla.
Después de realizar la funcién especifica, el KERNAL transfiere nuevamente el con-
trol al programa en lenguaje maquina del usuario. Dependiendo de la rutina que se
utilice, algunos registros pueden pasar parametros a su programa. Los registros
particulares de las rutinas KERNAL se detallan en la descripcion individual de las
subrutinas.

Una buena pregunta seria: ;Por qué se ha de utilizar siempre la tabla de direcciona-
mientos? ¢ Por qué no se puede hacer que la instruccion JSR salte directamente a la
rutina deseada? La tabla tiene su razén de ser en que si el KERNAL o el BASIC se
modifican, los programas seguiran funcionando. En versiones futuras del sistema
podran cambiar las direcciones de cada rutina, pero la tabla seguira funcionando
correctamente.

ACTIVIDADES DEL KERNAL DURANTE
LA PUESTA EN MARCHA

1) Al conectarse el ordenador, el KERNAL ajusta primero el puntero de pila (stack),
y borra el modo decimal.

2) El KERNAL comprueba entonces la presencia de un cartucho ROM con ejecu-
cion automatica en la posicion $8000 (32768). Si esta presente, se suspende la
inicializacién normal y se transfiere el control al cédigo del cartucho. Si no se en-
cuentra ROM de ejecucién automética el proceso de inicializacién continta.

3) Después, el KERNAL inicializa las E/S. El bus serie es inicializado. Ambas CIA
6526 son ajustadas a los valores correctos para el funcionamiento normal del te-
clado, y se activa el reloj de 60 Hz. El chip de sonido (SID) es limpiado. Se selec-
ciona el mapa de memoria BASIC standard y se cierra el motor del cassette.

4) Ahora el KERNAL ejecuta una comprobacién de RAM, ajustando los punteros de

principio y fin de memoria. También se inicializa la pagina cero y el buffer del
cassette.
La rutina de comprobacion de RAM no es destructiva y se inicia en la posicion
$0300, continuando hacia arriba. El puntero de fin de RAM se ajusta cuando se
encuentra la primera posicién que no corresponde a RAM. El limite inferior de
memoria se ajusta siempre a $0800, y la pantalla se sitia siempre a partir de
$0400.

5) Por ultimo, el KERNAL realiza estas ofras actividades. Se colocan los valores
normales en los vectores de E/S. Se forma la tabla indirecta de saltos en la pagi-
na 3. Se borra la pantalla y todas las variables del editor de pantalla son iniciali-
zadas. Entonces se usa el indirecto en $A000 para inicializar el BASIC.

COMO UTILIZAR EL KERNAL

Cuando se escriben programas en lenguaje maquina es conveniente usar las ruti-
nas que ya forman parte del sistema operativo para operaciones de E/S, acceso al
reloj interno, manejo de memoria y operaciones similares. Es un esfuerzo innecesa-
rio escribir estas rutinas de nuevo estando disponible en su Commodore 64. Un facil
acceso al sistema operativo ayuda a programar mas rapidamente en lenguaje
maquina.

IIE:
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Como ya se ha dicho, el KERNAL es una tabla de saltos. Es exactamente una rela-
cion de instrucciones JMP a rutinas del sistema operativo.

Para utilizar una rutina del KERNAL se han de realizar todos los preparativos que la
misma requiera... Si la rutina precisa que se realice antes otra rutina KERNAL, se ha
de hacer. Si la rutina precisa que un determinado numero se encuentre en el
acumulador, el nimero debe estar en él. De lo contrario hay pocas posibilidades de
que el programa funcione correctamente.

Una vez se hayan hecho todos los preparativos, se debe llamar a la rutina por medio
de la instruccion JSR. Todas las rutinas KERNAL a las que se tiene acceso estan
estructuradas como subrutinas, finalizando con la instruccion RTS. Cuando la rutina
KERNAL finaliza su tarea se devuelve el control al programa en la instruccion si-
guiente a la JSR. ;

Alguna de las rutinas del KERNAL, devuelven codigos de error en el registro de es-
tado o en el acumulador en caso de problemas. Es buena norma comprobarlo. Si se
ignora un error devuelto, el resto del programa puede quedar totalmente inservible.
Estos son los pasos a dar para utilizar el KERNAL:

1) Preparacion
2) Llamada a la rutina
3) Comprobacién de errores

En la descripcion de las rutinas del KERNAL se utilizaran las siguientes convencio-
nes:

- NOMBRE DE FUNCION: Nombre de la rutina del KERNAL.

- DIRECCION DE LLAMADA: Es la direccién de llamada a la rutina KERNAL (en
hexadecimal).

- REGISTROS DE COMUNICACION: Los registros que aparezcan en este epigra-
fe son los que se usan para pasar parametros desde y hacia las rutinas del KERNAL.

— RUTINAS DE PREPARACION: Algunas rutinas del KERNAL requieren una pre-
paracion de datos antes de usarse. Las rutinas necesarias apareceran en este apar-
lado.

- DEVOLUCION DE ERRORES: El retorno de una rutina del KERNAL con el aca-
rreo activado indica que se ha producido un error. El acumulador contiene el nime-
ro de este error.

— NECESIDADES DE PILA: Es el numero de bytes de la pila (el stack) que seran
utilizados por la rutina del KERNAL.

- DESCRIPCION: Es una descripcion general de la rutina, incluyendo ejemplos de
funcionamiento.

A continuacion se relacionan todas las rutinas del KERNAL con sus nombres, direc-
ciones de llamada en decimal y hexadecimal y funcién de cada una de ellas.
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RUTINAS DEL KERNAL UTILIZABLES POR EL USUARIO

(

DIRECCION
NOMBRE FUNCION
HEX DECIMAL

SETLFS $FFBA 65466 Ajusta la direccion logica y la
direccién secundaria.

SETMSG $FF90 65424 Controla los mensajes del
KERNAL.

SETNAM $FFBD 65469 Coloca el nombre de fichero.

SETTIM $FFDB 65499 Ajusta el reloj de tiempo real.

SETTMO $FFA2 65442 Ajusta el tiempo del Bus serie.

STOP $FFEA 65505 Rastrea la tecla de STOP.

TALK $FFB4 65460 Ordena. al periférico que
envie datos.

TKSA $FF96 65430 Envia direccién secundaria
después de TALK.

UDTIM $FFEA 65514 Incrementa el reloj de tiempo
real.

UNLSN $FFAE 7~ 65454 Envia al bus serie la orden
de terminar la “escucha”.

UNTLK $FFAB 65451 Envia al bus serie la orden
de terminar el envio de
datos.

VECTOR $FF8D 65421 Lee/Ajusta los vectores
de E/S.

DIRECCION
NOMBRE HEX FUNCION
DECIMAL

éﬁm—h? $FFA5 65445 Acepta un byte del port serie.

L5 $'EE86 65478 Abre un canal de entrada,

ey $ 9 65481 Abre un canal de salida.

$FFCF 65487 Toma un caracter de un
canal.

g:-gﬂu(._)r_UT $FFD2 65490 Envia un caracter a un canal,

o $'|:FA8 65448 Envia un byte al port serie.

iy $FF81 65409 Inicializa el editor de pantalla.

$FFE7 65511 Cierra todos los canales y
ficheros.

CLOSE $FFC3 65475 Cierra un fichero logico
especificado.

CLRCHN $FFCC 65484 Cierra los canales de entrada
y salida.

GETIN $FFE4 65512 Coge un caréacter del buffer
de teclado.

IOBASE $FFF3 65523 Devuelve la direccidn de base
de los dispositivos de E/S.

II-Cl)éI;I_EI'N $FF84 65412 Inicializa las E/S.

$FFB1 65457 Maneja dispositivos del Bus
Serie.

LOAD $FFD5 65493 Carga a RAM desde un
periférico.

MEMBOT $FFOC 65436 Lee/Ajusta el inicio de la
memoria.

MEMTOP $FF99 65493 Lee/Ajusta el final de la
memoria.

gfg:_l :EFCO 65472 Abre un fichero l6gico.

FFO 65520 Lee/Ajusta la posicién X, Y
del cursor.

RAMTAS $FF87 65415 Inicializa RAM, coloca buffer
del cassette, coloca la
pantalla a partir de $0400.

Eg}gﬂs $FFDE 65502 Lee el reloj de tiempo real.

il $FFB7 65463 Lee la palabra de Estado
de E/S.

RESTOR $FFBA 65418 Restituye los valores norma-
les de E/S.

g(A:VE $FFD8 65496 Guarda RAM en un periférico.

SC:EEY $FFIF 65439 Rastrea el teclado.

N $FFED 65517 Devuelve la organizacion X,Y
de la pantalla.

SECOND $FFa3 65427 Envia la direccién secundaria
después de LISTEN.

s — el

B-1. Nombre de la funcién: ACPTR

Proposito: Toma datos del Bus Serie
Direccion de llamada: $FFA5 (65445)
Registros de comunicacion: A
Rutinas preparatorias: TALK, TKSA
Errores devueltos: Ver READST
Necesidades de pila: 13

Registros afectados: A, X

Descripcion: Esta rutina se usa para tomar informacién de un periférico a través
del Bus Serie. (Por ejemplo el disco). Toma un byte de datos del Bus colocandolo en
el acumulador. Se debe haber llamado previamente a la rutina TALK para que el pe-
riférico envie datos al Bus. Si el periférico precisa un comando adicional se le debe
enviar a través de la rutina TKSA antes de llamar a ésta. Los errores se devuelven

en la palabra de estado.

Cémo usarla:

0) Enviar un comando al periférico para que se prepare para enviar datos al Bus
Serie. (Utilizar las rutinas TALK y TKSA).

1) Llamar a esta rutina. (Mediante JSR).

2) Procesar los datos.
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EJEMPLO:

Toma un byte del Bus:

JSR ACPTR
STA DATA

B-2. Nombre de funcién: CHKIN

Propdsito: Abrir un canal de entrada
Direccion de llamada: $FFC6 (65478)
Registros de comunicacion: (OPEN)
Rutinas preparatorias: 3, 5, 6
Necesidades de pila: Ninguna
Registros afectados: A, X

Descripcion: Un fichero logico abierto previamente con la rutina OPEN del KER-
NAL se puede definir como canal de entrada mediante esta rutina. Naturalmente, el
periférico de dicho canal debe ser de entrada. Si no fuese asi se produciria un error,
abortando la rutina.

Si se utiliza un dispositivo de entrada que no sea el teclado se debe llamar a esta ru-
tina antes de poder utilizar las rutinas de entrada de datos CHRIN o GETIN. Si se
desea entrar datos a través del teclado y no hay abiertos otros canales de entrada,
no se necesita llamar a esta rutina ni a la OPEN.

Cuando se utiliza esta rutina con un periférico del Bus Serie se envia directamente
la direccién de comunicacién (y la direccion secundaria si se ha especificado en la
rutina OPEN).

Como usarla:

0) Abrir el fichero légico si es necesario. (Vea la descripcion).
1) Cargar el registro X con el nimero de fichero l6gico utilizado.
2) Llamar a esta rutina (utilizando el comando JSR).

Errores posibles:

#3: Fichero no abierto
#5: Periférico no presente
#6: El fichero no es de entrada.

EJEMPLO:

Preparacion para entrada desde el fichero légico 2.
LDX #2
JSR CHKIN

B-3. Nombre de funcion: CHKOUT

Propésito: Abrir un canal de salida
Direccion de llamada: $FFC9 (65481)
Registros de comunicacion: X
Rutinas preparatorias: (OPEN)
Errores devueltos: 3, 5, 7
Necesidades de pila: Ninguna
Registros afectados: A, X
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Descripcion: Permite definir como canal de salida un fichero abierto mediante la ru-
tina OPEN. Por lo tanto, el periférico correspondiente debe ser de salida, de lo con-
trario se produciria un error y la rutina seria abortada.

Se debe llamar a esta rutina antes de enviar datos al periférico de salida a no ser
que éste sea la pantalla. Si se desea usar la pantalla y no hay definidos otros cana-
les de salida es innecesario llamar a esta rutina y abrir el canal mediante la OPEN.
Cuando se usa esta rutina para abrir un fichero de salida se envia automaticamente
la direccion de escucha especificada en la rutina OPEN, y la direccion secundaria si
hiciera falta.

Cémo usarla:

r RECUERDE: Esta rutina no es necesaria si se desea utilizar la pantalla como periférico.

0) Use la rutina del KERNAL OPEN para especificar el nimero de fichero légico, la
direccion de escucha y —si es preciso la direccién secundaria.

1; Cargue en el registro X el nimero de fichero logico utilizado en la rutina OPEN.

2) Llame a la rutina mediante JSR.

EJEMPLO:
LDX #3 ;DEFINE EL FICHERO LOGICO 3 COMO CANAL DE SALIDA
JSR CHKOUT

Errores posibles:

#3: Fichero no abierto

#5: Periférico no presente
#7: El fichero no es de salida

B-4. Nombre de funcion: CHRIN

Propdsito: Toma un caracter de un canal de entrada
Direccién de llamada: $FFCF (65487)

Registros de comunicacién: A

Rutinas preparatorias: (OPEN, CHKIN)

Errores devueltos: Ver READST

Necesidades de pila: Ninguna

Registros afectados: A, X

Descripcién: Esta rutina toma un byte de datos de un canal preparado como entra-
da mediante la rutina CHKIN. Si no se ha definido otro canal de entrada, los datos
se toman del teclado. El byte de datos se envia al acumulador. El canal permanece
abierto después de la llamada.

La entrada desde el teclado se trata de una forma especial. Primero se activa el cur-
sor y se hace parpadear hasta que se pulsa la tecla RETURN en el teclado. Todos
los caracteres de la linea (hasta 88) se guardan en el buffer de entrada del BASIC.
Entonces se pueden tomar uno a uno mediante esta rutina. Al encontrar el RETURN
se ha procesado toda la linea. La siguiente vez que se llama a esta rutina se repite
el proceso, parpardeando el cursor.
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Cémo usarla: (

DESDE EL TECLADO:
1) Obtener un byte de datos llamando a esta rutina mediante JSR.
2) Almacenar el byte de datos.

" 3) Comprobar si es el ultimo byte (si es un retorno de carro).
4) Si no lo es, volver al paso 1. i

EJEMPLO:
LDY #00 ;PREPARA EL REGISTRO Y PARA GUARDAR
LOS DATOS
RD JSR CHRIN ;GUARDA EL Y BYTE EN LA Y POSICION DEL AREA
;DESTINADA A ALMACENAR LOS DATOS
INY
CMP #CR ;¢ES UN RETORNO DE CARRO?
BNE RD ;NO, TOMAR OTRO BYTE DE DATOS
EJEMPLO:
JSR CHRIN
STA DATA

DESDE OTROS PERIFERICOS:

0) Utilizar las rutinas OPEN y CHKIN del KERNAL.
1) Llamar a esta rutina.
2) Guardar los datos.

EJEMPLO:

JSR CHRIN
STA DATA

B-5. Nombre de la funcién: CHROUT

Propésito: Envia un caracter.

Direccion de llamada: $FFD2 (65490)
Registros de comunicacién: A

Rutinas de preparacién: (CHKOUT, OPEN)
Errores devueltos: Ver READST
Necesidades de pila: 8+

Registros afectados: A

Descripcion: Esta rutina envia un caracter a un canal de salida ya preparado. Hay
que preparar previamente el canal de salida mediante las rutinas OPEN y CHKOUT.
Si no se hiciese, los datos se enviaran a la pantalla. El byte de datos a enviar se car-
ga en el acumulador, llamando después a esta rutina, enviandose al periférico indi-
cado. El canal sigue abierto después de llamar a esta rutina.

NOTA: Hay que tener mucho cuidado al utilizar esta rutina para enviar datos a periféricos co-
nectados al Bus Serie puesto que los datos se enviaran a todos los periféricos de salida
abiertos en el Bus. Para evitar esto debera cerrar todos los canales que no se deban utilizar
antes de llamar a esta rutina.
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coémo usarla: (

0) Utilizar la rutina KERNA CHKOUT si es necesaria (Vea descripcion).
1) Cargar el dato a enviar en el acumulador.
2) Llamar a esta rutina.

EJEMPLO:

:DUPLICA LA INSTRUCCION BASIC CMD4, "A”;

LDX #4 FICHERO LOGICO 4

JSR ;ABRE EL CANAL DE SALIDA
LDA #'A

JSR CHROUT ;ENVIA UN CARACTER

B-6. Nombre de la funcién: CIOUT

Proposito: Transmite un byte por el Bus Serie
Direccién de llamada: $FFA8 (65448)
Registros de comunicacién: A

Rutinas preparatorias: LISTEN [SECOND]
Errores devueltos: Ver READST

Necesidades de pila: 5

Registros afectados: Ninguno

Descripcion: Esta rutina se utiliza para enviar informacién a periféricos conectados
al Bus Serie. Una llamada a esta rutina pondra un byte de datos en el Bus serie. An-
tes de llamar a esta rutina se debe ejecutar la rutina LISTEN para preparar al perifé-
rico para recibir datos del Bus Serie. (Si el periférico necesita direccion secundaria,
se le debe enviar mediante la rutina SECOND). El acumulador se carga con €l byte
que se quiere enviar. E| periférico debe haber sido preparado mediante LISTEN o
se producira un error. La rutina tiene un buffer de un caréacter. (Se guarda el byte
anterior al que se quiere enviar). Cuando finaliza la transmisién de datos llamando a
la rutina UNLSN, el caracter del buffer se envia junto con un EOI (Fin o identifica-
cién). Entonces se envia el comando UNLSN al periférico.

Cémo usarla:

0) Llame primero a la rutina del KERNAL LISTEN (y si es necesario también a la ru-
tina SECOND).

1) Cargue el acumulador con un byte de datos.

2) Llame a esta rutina para enviar el byte de datos.

EJEMPLO:

LDA #'X
JSR ClIOUT

;ENVIA UNA X AL BUS SERIE
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T
Propésito: Inicializar al editor de pantalla y el chip dp video 6567.
Direccion de llamada: $FF81 (65409) (p
Registros de comunicacién: Ni o
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de piia:
Registros afectados: A, X, Y

Descripcion: F«i= ritina ajust o hip de video 6567 del Commodore 64
para la oper- Lainal a0 seinicializa el editor de pantalla del KER-
NAL. Esta ruting dene ser cliizada por los programas en cartucho.
Como uaila:

1} Liamar a esta rutina.

EJEMPLO:

JSR CINT

JMP RUN ;EMPEZAR EJECUCION

B-8. Nombre de la funcién: CLALL

Propdsito: Cierra todos los ficheros.
Direccién de llamada: $FFE7 (65511)
Registros de comunicacion: Ninguno
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 11

Registros afectados: A, X

Descripcién: Esta rutina cierra todos los ficheros abiertos. Al llamarla se inicializan
los punteros de la tabla de ficheros, cerrando todos los ficheros. Ademas, inicializa
los canales de E/S.

Cémo usarla:

1) Llamar a esta rutina.

EJEMPLO:

JSR CLALL ;CIERRA TODOS LOS FICHEROS Y COLOCA LOS
VALORES
;NORMALES EN LAS E/S.

JMP RUN EMPIEZA LA EJECUCION

|IE=
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Proposito: Cierra » fichero logico.
Direccién de llan\  a: $FFC3 (65475)
Registros de comunicacion: A

Rutinas preparatorias: Ninguna

Errores devueltos: 0, 240 (Ver READST)
Necesidades de pila: 2+

Regiciros afectados: A, X, Y

Descripciv: - sfa rutina se utiliza para cerrar un fichero lbgico después de realizar
las operacic . = de E/S deseadas. Se llama después de cargar en el acumulador el
nimero de fi 10 l6gico que se desea cerrar. (El mismo nimero utilizado al abrirlo
con la rutin: L OEN).
Cémo usaria
1) Cargar « 1o de fichero légico a cerrar en el acumulador.
2) Llamar & .0 . ndhina.
EJEMF! ).
CIEF i Cafant, 15
LDA
JSK
B-1 .. tuncién: CLRCHN
i impiar los canales de E/S
. e Hamada: $FFCC (65484)
comunicacion: Ninguno
« piweparatorias: Ninguna
¢ devueltos: Ninguno
wiades de pila: 9
i . ous afectados: A, X
i 01 Se utiliza para limpiar todos los canales abiertos y que vuelvan a sus
. .es. Se utiliza normalmente después de abrir canales de E/S (como el
4 .1l v haberlos utilizado en operaciones de E/S. El periférico de salida
oniiai os oi 3 (pantalla), y el de entrada el O (teclado).
B L3 . canales a cerrar es el port serie, se envia primero la sedal UNTALK
pars i | ~1nal de entrada o la UNLISTEN si el canal es de salida. Si no se uti-
flza i=jando activa la escucha del Bus Serie) algunos periféricos pueden
reci . .mente los datos del COMMODORE 64. Uno de los medios de
Sac . ¢sto es dejat al disco con TALK y la impresora con LISTEN. De
esta i . .aden obtener directamente impresiones de ficheros en disco.
Esta i _.ccuta automaticamente cuando se llama a la rutina CLALL.
Coma
1) Uaie rutina mediante JSR.
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EJEMPLO:
JSR CLRCHN

B-11. Nombre de la funcién: GETIN

Propésito: Tomar un caracter.
Direccion de llamada: $FFE4 (65058)
Registros de comunicacion: A
Rutinas preparatorias: CHKIN, OPEN
Errores devueltos: Vea READST
Necesidades de pila: 7+

Registros afectados: A (X, Y)

Descripcion: Si el canal es el teclado, esta rutina coge un caracter de la cola del te-
clado colocando su valor en ASCIL en el acumulador. Si la cola esta vacia, el valor
cargado en el acumulador sera 0. Los caracteres se ponen automaticamente en |a
cola gracias a una de las interrupciones, que se encarga de rastrear el teclado y lla-
mar a la rutina SCNKEY. El buffer del teclado puede almacenar hasta 10 caracteres.
Si se pulsan mas teclas, se perderan si el buffer esta lleno. Si el canal es el RS-232,
entonces se usa el registro A para colocar el caracter leido. Vea READST para
comprobar la validacién. Si el canal es el Bus serie, el cassette o la pantalla, llame a
la rutina BASIN.

Coémo usarla:

1) Llame esta rutina con JSR.
2) Compruebe si el acumulador contiene 0. (Buffer vacio).
3) Procese los datos.

EJEMPLO:

JESPERA UN CARACTER
WAIT JSR GETIN

CMP #0

BEQ WAIT

B-12. Nombre de la funcién: IOBASE

Propésito: Definir una péagina de memoria de E/S
Direccion de llamada: $FFF3 (65523)

Registros de comunicacion: X, Y

Rutinas preparatorias: Ninguna

Errores devueltos:

Necesidades de pila: 2

Registros afectados: X, Y

Descripcion: Esta rutina coloca en los registros X e Y la direccién donde se en-
cuentra la memoria mapeada de E/S. Esta direccién puede utilizarse para acceder a
la memoria mapeada de E/S de los periféricos del Commodore 64. Es el nimero de
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las direcciones de comienzu de la pagina en la que se encuentra el registro de.E/S
deseado. El registro X contiene el byte bajo de la direccion, mientras que el registro

contiene el byte alto.
Esla rutina sirve );)tara permitir la compatibilidad entre el CommoQore 64 y el VIC-20,
asi como con los futuros modelos de Commodore. Si las direcmoqes de E/S en un
programa escrito en lenguaje maquina se toman mediante esta rutina, sera compa-
tible con futuras versiones del Commodore 64, del KERNAL o del BASIC.

Como usarla:

1) Llamar a esta rutina mediante JSR. .

2) Guardar los registros X e Y en direcciones consecutivas.
3) Cargar el registro Y con la direccion.

4) Acceder a la direccién de E/S.

EJEMPLO:

:COLOCA EL REGISTRO DE DIRECCION DE DATOS DEL PORT DE USUARIO
A 0 (ENTRADA)

JSR IOBASE

STX POINT :AJUSTA LOS REGISTROS DE BASE
STY POINT+1

LDY #2

LDA #0 ;\VALOR DEL DDR DEL PORT USUARIO

STA (POINT), Y ;COLOCA EL DDR A 0
B-13. Nombre de funcién: IOINIT

Propdsito: Inicializar los periféricos de E/S
Direccion de llamada: $FF84 (65412)
Registros de comunicacién: Ninguno
Rutinas preparatorias: Ninguna

Errores devueltos:

Requerimientos de pila: Ninguno
Registros afectados: A, X, Y

Descripeién: Esta rutina inicializa todos los periféricos de E/S. Normalmente se
llama como parte de la inicializacién de un programa en cartucho.

EJEMPLO:
JSR IOINIT

B-14. Nombre de la funcién: LISTEN

Propdsito: Prepara un periférico para recibir datos
Direcciéon de llamada: $FFB1 (65457)

Registros de comunicacioén: A

Rutinas preparatorias: Ninguna

Errores devueltos: Ver READST

Necesidades de pila: Ninguna

Registros afectados: A

microelectromca F E =

235 y control s a




(

Descripcion: Esta rutina prepara un periférico en el Bus Serie para recibir datos. Se
debe cargar el acumulador con un nimero de periférico entre 0 y 31 antes de llamar
a esta rutina. LISTEN ejecuta un OR bit a bit para convertirlo en la direccién de es-
cucha, y después transmite el dato como comando al bus serie. El periférico especi-
ficado pasa a modo de “escucha”, y queda listo para recibir informacion.

Como usarla:

1) Cargue el acumulador con el nimero de periférico.
2) Llame esta rutina mediante JSR

EJEMPLO:
'PREPARA LA RECEPCION DE DATOS DEL PERIFERICO 8

LDA #8
JSR LISTEN

B-15. Nombre de funcion: LOAD

Propésito: Cargar RAM desde un periférico
Direccion de llamada: $FFD5 (65493)
Registros de comunicacion: A XY

Rutinas preparatorias: SETLFS, SETNAM
Errores devueltos: 0,4,5,8,9 (Vea también ST)
Necesidades de pila: Ninguna

Registros afectados: AX.Y

Descripcion: Esta rutina carga en la memoria del Commodore 64 datos directa-
mente desde un periférico de entrada. Se puede utilizar también para la verificacion,
comparando los datos del perriférico con los residentes en memoria, sin modificar el
contenido de ésta. El acumulador debe estar a 0 para operaciones decargayal
para operaciones de verificacion. Si el periférico de entrada se ha abierto con direc-
cion secundaria (SA) de 0, la informacién de cabecera del periférico se ignorara. En
este caso, los registros X e Y deben contener la direccion de inicio para la carga. Si
se ha enviado al periférico la direccion secundaria 1 0 2, los datos se cargaran en
memoria empezando en la direccion especificada en la cabecera. Esta rutina de-
vuelve la posicion mas alta de RAM que se ha alcanzado. Antes de llamar a esta ru-
tina se deben ejecutar las rutinas SETLFS y SETNAM.

Coémo usarla:
0) Llamar a las rutinas SETLFS y SETNAM. Si se desea una carga relocatable, 12
rutina SETLFS debe enviar una direccion secundaria de 0.

1) Coloque en el acumulador un O para cargar 0 un 1 para verificar.
2) Si se desea una direccion de carga, coléquela en los registros X e Y.

3) Llame a la rutina mediante JSR.
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EJEMPLO:
;CARGA UN FICHERO DESDE CINTA

th :’:EE‘E”,\?E ;PONE EL NUMERO DE PERIFERICO
e e E(F:’gtlcE)CEL NUMERO DE FICHERO LOGICO
JSR SETLFS : A LA DIRECCION SECUNDARIA 1

LDA" #NAME1-NAME ;CARGA EN EL ACUMULADOR EL NUMERO DE

CARACTERES DEL NOMBRE DEL FICHERO

LDX #<NAME ;EcLAﬁga EHNEX E Y LA DIRECCION DONDE SE INICIA
v DEL FICHERO
JSR SETNAM
LDA 50 INDICA CARG
: A (0= CARGA/1=VERIFIC
LDX #SFF g::nézéc(): DE LA CARGA DONDE INDIQUEAE/'\ON)
i ERA DE LA CINTA
JSR LOAD
STX VARTAB FIN DE CA
STY VARTAB+1 ; e
NAME BYT “ "
NAVIE BYT “FILE NAME

'

B-16. Nombre de funcién: MEMBOT

P_rop6§ito: Ajustar el inicio de memoria
Dire_ccmn de llamada: $FFC9 (65436)
Reqlstros de comunicacién: X,Y
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: Ninguna
Registros afectados: X,Y

Descibala : ;

acar‘:;::?;g';-c EI]S':La}I ar{Lj:tma S€ usa para ajustar el inicio de la memoria. Si el bit de

el tcnr esta a 1 cuando se llama a esta rutina, se devuelve en los

bl aun' ero dgl _byte mas bajo de la memoria. En el Commodore 64

poii LI e lva:jlor inicial de este puntero es $0800 (2048 decimal). Si el bit

e acumula c_rr esta a cero, los valores de X e Y se transfieren a los
y bajo respectivamente del puntero de inicio de la memoria RAM

Como se usa:

Para leer el inicio de memoria
1) Colocar el bit de acarreo a 1
2) Llamar a esta rutina*

?ara ajustar el inicio de la memoria
) Colar el bit de acarreo a cero
2) Llamar a esta rutina*

* Antes de i
ek H;lmal;’ a estas rutinas para modificar los limites de memoria se deben
e Y el valor del nuevo puntero que se desea (N. del T.)
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EJEMPLO:
;MOVER UNA PAGINA HACIA ARRIBA EL INICIO DE LA MEMORIA

SEC ;,LEE EL INICIO DE LA MEMORIA

JSR MEMBOT

INY

CLC ;COLOCA EL NUEVO VALOR COMO INICIO DE
LA MEMORIA

JSR MEMBOT

B-17. Nombre de la funcién: MEMTOP

Propésito: Ajustar el final de la memoria
Direccién de llamada: $FF99 (65433)
Registros de comunicacion: X e Y
Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: XY

Descripcion: Esta rutina se utiliza para ajustar el final de la memoria RAM. Al
llamar a esta rutina con el bit de acarreo a 1, se cargara el puntero de fin de
memoria en los registros X e Y. Cuando se llama con el bit de acarreo a 0, el
contenido de los registros X e Y se cargara en el puntero de fin de memoria, modifi-
candolo.

EJEMPLO:

;,LIBERA EL BUFFER DEL RS-232
SEC
JSR MEMTOP
DEX
CLC
JSR MEMTOP

;LEE EL FINAL DE LA MEMORIA

;AJUSTA EL LIMITE DE LA MEMORIA.

B-18. Nombre de la funciéon: OPEN

Propésito: Abre un fichero légico

Direccion de llamada: $FFCO (65472)
Registros de comunicacién: Ninguno

Rutinas preparatorias: SETLFS, SETNAM
Errores devueltos: 1, 2, 4, 5, 6, 240, READST
Necesidades de pila: Ninguna

Registros afectados: A, X, Y

Descripcion: Esta rutina se usa para abrir un fichero Iégico. Una vez activado el
fichero logico, puede ser utilizado para operaciones de E/S. Muchas de las rutinas
del KERNAL de E/S llaman a esta rutina para crear el fichero légico con el que van a
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trabajar. Esta rutina no requiere argumentos, pero deben haberse ejecutado previa-
mente las rutinas SETLFS y SETNAM.

Cémo se utiliza:

0) Utilizar la rutina SETLFS.
1) Utilizar la rutina SETNAM.
2) Llamar a esta rutina.

EJEMPLO:
Esta es una simulacion de la sentencia BASIC: OPEN 15,8,15, “I:0"

LDA #NAME2-NAME ;LONGITUD DEL NOMBRE DE FICHERO
PARA SETLFS

LDY #>NAME

LDX #<NAME

JSR SETNAM

LDA #15

LDX #8

LDY #15

JSR SETLFS

JSR OPEN

NAME BYT “|:0”

NAME2

B-19. Nombre de la funcién: PLOT

Propésito: Ajusta la posicién del cursor
Direccién de llamada: $FFFO
Registros de comunicacion: A, X, Y
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: A, X, Y

Descrlip_clén: Una llamada a esta rutina con la bandera de acarreo activada carga
Ia’ posicion actual del cursor en coordenadas X, Y en los registros X e Y. X es el
numero de columna (0-79) e Y el numero de fila (0-24). Una llamada con la bande-

;? de Scarreo a cero mueve el cursor a la posicién X, Y determinada por los registros
ey.

Cémo usarla:

Lectura de la posicion del cursor.

1) Activar la bandera de acarreo.

2) Llamar a esta rutina.

3) Tomar la posicion X, Y de los registros X, Y respectivamente.

Modificacigin de la posicién del cursor.
1) Desactivar la bandera de acarreo.

2) Colocar en los registros X e Y la posicién deseada.
3) Uamar a esta rutina.
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EJEMPLO:

‘MUEVE EL CURSOR A LA FILA 10, COLUMNA 5 (5, 10)
LDX #10

LDY #56

CLC

JSR PLOT

B-20. Nombre de la funcion: RAMTAS

Propésito: Realizar una comprobacion de RAM
Direccién de llamada: $FF87 (65415)
Registros de comunicacioén: A, X, Y

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: 2

Registros afectados: A, X, Y

Descripcion: Esta rutina se usa para realizar una comprobacion de RAM vy ajustar
el inicio y fin de la memoria RAM. También reajusta las posiciones de memoria de
$0000 a $0101 y de $0200 a $03FF, ajustando el buffer del cassette y colocando la
memoria de pantalla a partir de la posicién $0400. Normalmente se llama a esta ruti-
na como parte del proceso de inicializacién de un programa en cartucho.

EJEMPLO:
JSR RAMTAS

B-21. Nombre de la funcién: RDTIM

Proposito: Leer el reloj del sistema
Direccién de llamada: $FFDE (65502)
Registros de comunicacion: A, X, Y
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: A, X, Y

Descripcion: Esta rutina se usa para leer el reloj del sistema. La resolucion del mis-
mo es de 1/60 de segundo. La rutina devuelve 3 bytes. El acumutador contiene el
byte mas significativo, el registro X contiene el byte intermedio y el registro Y el byte
menos significativo.

EJEMPLO:

JSR RDTIM
STY TIME
STX TIME+1
STA TIME+2

TIME *=*+3
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B-22. Nombre de la funcién: READST

Propésito: Lee la palabra de estado.
Direccion de llamada: $FFB7 (65463)
Registros de comunicacion: A
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: A

Descripcion: Esta rutina devuelve el estado actual de los periféricos de E/S en el
acumulador. Se utiliza normalmente después de una operacion de E/S. Da informa-
cién sobre el estado o errores ocurridos durante una operacion de E/S.

Los bits devueltos en el acumulador contienen la siguiente informacién: (Vea la
tabla)

POS | VALOR i
BIT BIT LECTURA CASSETTE
ST ST CASSETTE L/E SERIE VERIFY Y LOAD
0 1 E. Fuera de
tiempo
1 2 L. Fuera de
tiempo
2 4 Bloque corto Bloque corto
3 8 Bloque largo Bloque largo
4 16 Error de Lec. Algun error
irrecuperable
5 32 Error de Error de
comprobacion comprobacién
6 64 Fin de fichero Linea EOI
7 -128 Fin de cinta Periférico Fin de cinta
no presente

Como usarla:

1) Llamar a esta rutina.

2) Decodificar la informacion del Acumulador
EJEMPLO:

;,COMPROBACION DE FIN DE FICHERO DURANTE LA LECTURA
JSR READST

AND #64 ;COMPRUEBA EL BIT DE EOF (EOF=FIN DE FICHERQ)
BNE EOF ;BIFURCA EN CASO DE EOF
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B-23. Nombre de la funcion: RESTOR

Propésito: Inicializa el sistema y los vectores de interrupcion
Direccion de llamada: $FFBA (65418)

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: 2

Registros afectados: A, X, Y

Descripcion: Esta rutina devuelve los valores normales a todos los vectores del
sistema utilizados en rutinas KERNAL y BASIC. (Vea el mapa de memoria para co-
nocer las posiciones de los vectores). La rutina VECTOR del KERNAL se utiliza
para leer y modificar vectores individuales.

Como usarla:

1) Llamar a esta rutina.

EJEMPLO:
JSR RESTOR

B-24. Nombre de la funcion: SAVE

Propésito: Guardar contenido de la memoria en periféricos
Direccién de llamada: $FFDB (65496)

Registros de comunicacién: A, X, Y

Rutinas preparatorias: SETLFS, SETNAM

Errores devueltos: 5, 8, 9, READST

Necesidades de pila: Ninguna

Registros afectados: A, X, Y

Descripcién: Esta rutina se encarga de guardar parte del contenido de la memoria
del Commodore 64 en un periférico como el Datassette o la unidad de disco. La me-
moria se guarda desde una direccion indirecta de pagina cero especificada en el
acumulador hasta la direccion especificada en los registros X e Y. Se debe utilizar
las rutinas SETLFS y SETNAM antes de llamar a ésta. Sin embargo, no es necesa-
rio especificar nombre de fichero si se utiliza el periférico 1 (cinta). Se producira un
error si intenta utilizar otro periférico sin asignar nombre de fichero.

NOTA: El periférico 0 (teclado) y el 3 (pantalla) no se pueden utilizar para guardar algo en
ellos. Si se intenta se producira un error deteniéndose la rutina.

Cémo se utiliza:

0) Utilizar las rutinas SETLFS y SETNAM (a no ser que se quiera grabar en cinta
sin nombre de fichero).

1) Cargar dos direcciones consecutivas de pagina cero con el puntero de inicio de
la zona a grabar.
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2) Cargar el acumulaudr con el byte de pagina cero inicio del puntero.
3) Cargar en los registros X e Y la ultima direccion a copiar.
4) Llamar a esta rutina.

EJEMPLO:

LDA #1 ;DISPOSITIVO=1:CASSETTE

JSR SETLFS

LDA #0 ;NO SE DA NOMBRE DE FICHERO

JSR SETNAM

LDA PROG ;CARGA INICIO DE LA MEMORIA A GRABAR

STA TXTTAB ;BYTE BAJO

LDA PROG+1

STA TXTTAB+1 BYTE ALTO

LDX VARTAB :CARGA X CON EL BYTE BAJO DE FIN DE MEMORIA

LDY VARTAB+1
LDA #<TXTTAB

;CARGA Y CON EL BYTE ALTO DE FIN DE MEMORIA
:CARGA EL ACUMULADO CON LA DIRECCION DE PAGINA

:CERO QUE CONTIENE EL BYTE BAJO DEL PUNTERO
JSR SAVE

B-25. Nombre de funcién: SCNKEY

Propdsito: Rastrear el teclado
Direccion de llamada: $FF9F (65439)
Registros de comunicacion: Ninguno
Rutinas preparatorias: |OINIT
Errores devueltos: Ninguno
Necesidades de pila: 5

Registros afectados: A, X, Y

Descripcion: Esta rutina rastrea el teclado comprobando si se ha pulsado alguna
tecla. Es la misma rutina llamada por la rutina de interrupcién. Si se ha pulsado algu-
na tecla, se coloca su valor ASCII en el buffer de teclado. Esta rutina es llamada
solo si se pasa a través del IRQ normal.

Cémo usarla:

1) Llame a esta rutina.

EJEMPLO:
GET JSR SCNKEY ‘RASTREA EL TECLADO
JSR GETIN TOMA UN CARACTER
CMP #0 ‘ES NULO?
BEQ GET Sl... RASTREA OTRA VEZ
JSR CHROUT JIMPRIMALO
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B-26. Nombre de la funcién: SCREEN

Proposito: Devuelve el formato de la pantalla
Direccion de llamada: $FFED (65517)
Registros de comunicacién: X, Y

Rutinas preparatorias: Ninguna
Necesidades de pila: 2

Registros afectados: X, Y

Descripcion: Esta rutina devuelve el formato de la pantalla, por ejemplo 40 colum-
nas en Xy 25 lineas en Y. Ha sido implementada en el Commodore 64 para permitir
la compatibilidad de sus programas.

Como usarla:

1) Llamar a esta rutina.

EJEMPLO:

JSR SCREEN
STX MAXCOL
STY MAXROW

B-27. Nombre de la funcién: SECOND

Propésito: Enviar una direccién secundaria para LISTEN
Direccion de llamada: $FF93 (65427)

Registros de comunicacion: A

Rutinas preparatorias: LISTEN

Errores devueltos: Vea READST

Necesidades de pila: 8

Registros afectados: A

Descripcién: Esta rutina se utiliza para enviar una direccién secundaria a un
periférico de E/S después de hacer una llamada a Ia rutina LISTEN. No puede utili-
zarse después de la rutina TALK.

La direccion secundaria se utiliza normalmente para informar al periférico sobre al-
gun modo especial antes de realizar las operaciones de E/S.

Cémo usarla:

1) Cargue el acumulador con la direccién secundaria a enviar.
2) Llame a esta rutina.

EJEMPLO:

;DIRECCION DE PERIFERICO 8 CON LA DIRECCION SECUNDARIA 15
LDA #8

JSR LISTEN

LDA #15

JSR SECOND
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B-28. Nombre de la funcién: SETLFS

Propésito: Ajustar un fichero l6gico
Direccion de llamada: $FFBA (65466)
Registros de comunicacion: A X,Y
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: Ninguno

Descripcion: Esta rutina ajusta el nimero de fichero l6gico, direccin del periférico
y la direccion secundaria para otras rutinas del KERNAL.

El nimero de fichero légico se utiliza por el sistema como una clave para la tabla de
ficheros creada con la rutina OPEN. La direccion del periférico puede estar entre 0 y
31. El Commodore 64 usa los siguientes cédigos para los dispositivos CBM:

DIRECCION PERIFERICO
0 TECLADO
1 DATASSETTE
2 RS-232
3 PANTALLA CRT
4 IMPRESORA SERIE
8 DISCO CBM SERIE

Los numeros iguales o mayores a 4 se refieren al Bus Serie. Una orden a un
periférico se envia como una direccién secundaria sobre el Bus serie. Si no se
desea direccion secundaria, el registro Y debe estar a 255.

Cémo usarla:

1) Cargar el acumulador con el nimero de fichero légico.
2) Cargar el registro X con el nimero de periférico.
3) Cargar el registro Y con la orden.

EJEMPLO:

FICHERO LOGICO 1, PERIFERICO 4 Y SIN COMANDO.
LDA #1

LDX #4

LDY #255

JSR SERTLFS

B-29. Nombre de funcién: SETMSG

Propésito: Controla la salida de los mensajes del sistema
Direccion de llamada: $FF90 (65424)

Registros de comunicacién: A

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: 2

Registros afectados: A
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Descripcion: Esta rutina controla la impresion de los mensajes de control y error
del KERNAL. Se puede seleccionar el mensaje de error mediante el acumulador.
Un ejemplo de mensaje de error puede ser “FILE NOT FOUND". "PRESS PLAY
ON TAPE" es un ejemplo de mensaje de control.

Los bits 6 y 7 de este valor determinan el tipo de mensaje que es. Sielbit7estaa
es un mensaje de error. Si el bit A estd a 1 es un mensaje de control.

Cémo usarla:

1) Cologque el valor deseado en el acumulador.
2) Llame a esta rutina.

EJEMPLO:

LDA #%$40
JSR SETMSG
LDA #8380
JSR SETMSG
LDA #0

JSR SETMSG

:ACTIVA MENSAJES DE CONTROL
;ACTIVA MENSAJES DE ERROR
:DESACTIVA TODOS LOS MENSAJES
B-30. Nombre de la funcién: SETNAM

Proposito: Ajustar el nombre del fichero
Direccién de llamada: $FFDB (65469)
Registros de comunicacion: A, X, Y
Rutinas preparatorias: Ninguna
Necesidades de pila: Ninguna
Registros afectados: Ninguno

Descripcion: Esta rutina se utiliza para ajustar el nombre del fichero para las ruti-
nas OPEN, SAVE o LOAD. En el acumulador se debe cargar la longitud del nombre,
y en los registros X e Y la direccion de inicio del nombre de fichero en el formato
standard de byte bajo y byte alto. La direccién debe ser una posicion de memoria
vélida donde debe encontrarse el nombre del fichero en ASCII. Si no se desea
nombre de fichero, el acumulador debe estar a cero, representando una longitud de
0 caracteres. En este caso los registros X e Y pueden estar ajustados a cualquier
posicién de memoria.

Cémo usarla:

1) Cargue el acumulador con la longitud del nombre.

2) Cargue el registro X con el byte bajo de la direccién donde se encuentra el inicio
del nombre.

3) Cargue el registro Y con el byte alto de la direccion mencionada.

4) Llame a esta rutina.

EJEMPLO:

LDA #NAME2-NAME ;CARGA LA LONGITUD DEL NOMBRE

LDX #<NAME ;:CARGA LA DIRECCION DONDE SE ENCUENTRA
LDY #>NAME

JSR SETNAM
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B-31. Nombre de funcién: SETTIM

Proposito: Ajustar el reloj del sistema
Direccion de llamada: $FFDB (65499)
Registros de comunicacién: A, X, Y
Rutinas preparatorias: Ninguna
Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: Ninguno

Descripcion: El reloj del sistema es mantenido por una de las rutinas de interrup-
cién que lo actualiza cada 1/60 de segundo. El reloj consta de 3 bytes, lo cual le
permite contar hasta 5.184.000 sesentaavos de segundo, lo que equivale a 24
horas. Al llegar a este limite se pone automaticamente a cero. Antes de llamar a
esta rutina para poner en hora al reloj, el acumulador debe contener el byte mas sig-
nificativo, el registro X el siguiente y el registro Y el byte menos significativo.

Coémo usarla:

1) Cargue el acumulador con el byte mas significativo de los tres necesarios para
ajustar el reloj.

2) Cargue el registro X con el siguiente byte.

3) Cargue el registro Y con el byte menos significativo.

4) Llame a esta rutina.

EJEMPLO:

AJUSTAR EL RELOJ A 10 MINUTOS (3600 SESENTAAVOS DE SEGUNDO)
LDA #0 MAS SIGNIFICATIVO

LDX #>3600

LDY #<3600 JMENOS SIGNIFICATIVO

JSR SETTIM

B-32. Nombre de funcién: SETTMO

Propésito: Activar la bandera de espera del Bus IEEE
Direccion de llamada: $FFA2 (65422)

Registros de comunicacién: A

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: 2

Registros afectados: Ninguno

Descripcién: Esta rutina activa de bandera de espera del bus IEEE. Cuando esta
bandera esta activada, el Commodore 64 espera durante 64 milisegundos una
sefial del periférico conectado al Bus. Si el periférico no responde al Commodore 64
con la sefial de validacion de direccion de datos (DAV) en este tiempo, se produce
una condicion de error. Si se llama a esta rutina con un 0 en el bit 7 del acumulador
se activa la bandera de espera. Si el bit 7 del acumulador esta a 0, la bandera se
desactiva.
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NOTA: El Commodore 64 usa esta caracteristica para comunicar que no se encuentra el
fichero cuando se intenta OPEN Unicamente con la tarjeta |EEE.

Coémo usarla:

PARA ACTIVAR LA BANDERA DE ESPERA:
1) Coloque el bit del acumulador a 0.
2) Llame a esta rutina.

PARA DESACTIVAR LA BANDERA DE ESPERA:
1) Coloque el bit 7 del acumulador a 1.
2) Llame a esta rutina.

EJEMPLO:

;DESACTIVAR LA BANDERA:
LDA #0
JSR SETTMO

B-33. Nombre de la funcién: STOP

Propésito: Comprobar si se ha pulsado la tecla
Direccion de llamada: $FFE1 (65505)

Registros de comunicacién: A

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: Ninguna

Registros afectados: A, X

Descripcién: Si se pulsa la tecla durante la ejecucién de la rutina UDTIM, al
llamar a la rutina STOP se activara la bandera Z. Ademas, se colocaran los valores
standard en los canales. Las otras banderas quedaran inalteradas. Si no se ha pul-
sado la tecla STOP, el acumulador contendrd un byte que representa la dltima fila
rastreada del teclado. Por este medio es posibie también detectar si se han pulsado
otras teclas.

Coémo usarla:

0) Debe llamar a UDTIM antes de utilizar la rutina.
1) Llame a esta rutina.
2) Compruebe la bandera de resultado cero (Z).

EJEMPLO:

JSR UDTIM iCOMPRUEBA LA TECLA STOP
JSR STOP

ENE *+5 ;NO SE HA PULSADO

JMP READY ;=... STOP
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B-34. Nombre de la funcién: TALK

Propdsito: Enviar el periférico del Bus serie orden de transmitir
Direccion de llamada: $FFB4 (65460)

Registros de comunicacién: A

Rutinas preparatorias: Ninguna

Errores devueltos: Vea READST

Necesidades de pila: 8

Registros afectados: A

Descripcion: El acumulador debe cargarse con el nimero de periférico (entre 0 y
31) antes de llamar a esta rutina. Cuando se llama, ejecuta un OR bit a bit para con-
vertir este nimero en el orden TALK. Entonces se transmite este dato por el bus
serie.

Cémo usarla:

1) Cargue el acumulador con el nimero de periférico.
2) Llame a esta rutina.

EJEMPLO:

;CONTROLAR EL PERIFERICO 4 PARA COMUNICACIONES
LDA #4
JSR TALK

B-35. Nombre de funcién: TKSA

Propésito: Enviar una direcciéon secundaria al periférico controlado por la
rutina TALK

Direccién de llamada: $FF96 (65430)

Registros de comunicacién: A

Rutinas preparatorias: TALK

Errores devueltos: Vea READST

Necesidades de pila: 8

Registros afectados: A

Descripcion: Esta rutina envia una direccion secundaria a un periférico controlado
por la rutina TALK. Esta rutina debe llamarse con el acumulador conteniendo un
nimero entre 0 y 31. La rutina envia este numero como direccion secundaria sobre
el Bus Serie. Sélo puede llamarse a esta rutina después de TALK. No funciona
después de LISTEN.

Cémo usarla:

0) Use la rutina TALK.
1) Cargue el acumulador con la direccién secundaria.
2) Llame a esta rutina.
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EJEMPLO:

JENVIA LA DIRECCION SECUNDARIA 7 AL PERIFERICO 4
LDA #4

JSR TALK

LDA #7

JSR TKSA

B-36. Nombre de funcion: UDTIM

Propésito: Actualizar el reloj del sistema
Direccién de llamada: $FFEA (65514)
Registros de comunicacién: Ninguno
Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno
Necesidades de pila: 2

Registros afectados: A, X

Descripcidn: Esta rutina actualiza el reloj del sistema. Normalmente la utiliza la ru-
tina de interrupcion del KERNAL cada 1/60 de segundo. Si el programa del usuario
interfiere las rutinas normales de interrupcién, debe utilizarse esta rutina para
actualizar el tiempo. Igualmente debe llamarse a la rutina STOP si se desea que
esta tecla funcione.

Como usarla:

1) Llamar a esta rutina.

EJEMPLO:
JSR UDTIM

B-37. Nombre de funcién: UNLSN

Direccion de llamada: $FFAE (65454)
Registros de comunicacién: Ninguno
Rutinas preparatorias: Ninguna
Errores devueltos: Vea READST
Necesidades de pila: 8

Registros afectados: A

Descripcion: Esta rutina ordena a todos los periféricos del Bus Serie que detengan
la recepcion de datos desde el Commodore 64. LLamando a esta rutina se envia
una orden UNLISTEN sobre el Bus Serie. S6lo quedan afectados los periféricos a
los que anteriormente se les envio la orden LISTEN. Normalmente se llama a esta
rutina cuando el Commodore 64 ha finalizado el envio de informacion a los periféri-
cos. Enviandola se recuperan los periféricos para utilizarlos en otras funciones.

Cémo usarla:

1) Llamar a esta rutina.
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EJEMPLO:
JSR UNLSN

B-38. Nombre de la funciéon: UNTLK

Propdsito: Enviar la orden UNTALK
Direccién de llamada: $FFAB (65451)
Registros de comunicacién: Ninguno
Rutinas preparatorias: Ninguna
Errores devueltos: Vea READST
Necesidades de pila: 8

Registros afectados: A

Descripcion: Esta rutina transmite la orden UNTALK al Bus Serie. Todos los perifé-
ricos afectados por la rutina TALK detendran el envio de datos cuando reciban esta

orden.

Como usarla:

1) LLamar a esta rutina

EJEMPLO:
JSR UNTLK

B-39. Nombre de funcion: VECTOR

Proposito: Manejo de los vectores de RAM
Direccion de llamada: $FF8D (65421)
Registros de comunicacion: X, Y

Rutinas preparatorias: Ninguna

Errores devueltos: Ninguno

Necesidades de pila: 2

Registros afectados: A, X, Y

Descripcion: Esta rutina maneja todos los vectores del sistema almacenados en
RAM. Llamando a esta rutina con el bit de acarreo del acumulador activado, se al-
macena el contenido actual de los vectores en RAM en una lista apuntada pornios
registros X e Y. Cuando esta rutina es llamada con el acarreo desactivado, la lista
de vectores confeccionada por el usuario y punteada por los registros XeYes
transferida a la lista de vectores en RAM del sistema.

NOTA: Esta rutina precisa cuidado en su uso. La mejor manera de utilizarla es leer primero el
contenido entero de los vectores en el area del usuario, alterar los vectores deseados y
copiar la nueva configuracién en los vectores del sistema.
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Cémo usarla:

LEER LOS VECTORES DEL SISTEMA EN RAM:

1) Activar el acarreo.

2) Colocar en los registros X e Y la direccion de la zona donde se desean tener los
vectores. i

3) Llamar a esta rutina.

COLOCAR LOS VAORES MODIFICADOS EN LOS VECTORES
DEL SISTEMA EN RAM

1) Desactivar el acarreo.

2) Ajustar los registros X e Y a la direccién donde se inicia la tabla de valores que
debe ser cargada en los vectores.

3) Llamar a esta rutina.

EJEMPLO:

;CAMBIAR LAS RUTINAS DE INPUT UN NUEVO SISTEMA.
LDX #<USER
LDY #>USER
SEC

JSR VECTOR

LDA #<MYINP
STA USER+10
LDA #MYINP

STA USER+11
LDX #<USER
LDY #>USER
CLC

JSR VECTOR

LEE LOS ANTIGUOS VALORES
;CAMBIA EL VECTOR DE INPUT

;ALTERA EL SISTEMA

USER *=*+26

CODIGOS DE ERROR

A continuacion se muestra una lista de mensajes de error que se pueden producir al
utilizar las rutinas de KERNAL. Si se produce un error, el bit de acarreo del acumula-
dor se activa, y se coloca el numero del mensaje de error en el acumulador.

NOTA: Algunas rutinas del KERNAL no utilizan estos codigos de error. En su lugar, los
errores se identifican mediante la rutina READST.
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NUMERO SIGNIFICADO

Rutina finalizada por la tecla [EIleI&.
Demasiados ficheros abiertos.
Fichero abierto previamente.

Fichero no abierto.

No se ha encontrado el fichero.
Periférico no conectado.

El fichero no es de entrada.

El fichero no es de salida.

Falta el nombre del fichero.

Numero de periférico ilegal.

Cambio del final de memoria para alojar/desalojar el buffer
del RS-232.
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USO DEL LENGUAJE MAQUINA DESDE
EL BASIC

Hay varios métodos disponibles en su Commodore 64 para usar conjuntamente
BASIC y lenguaje maquina, incluyendo instrucciones especiales del BASIC, asi co-
mo posiciones clave en el sistema operativo. Existen cinco formas distintas de utili-
zar rutinas en lenguaje maquina desde el BASIC:

1) La instruccién SYS del BASIC.

2) La instruccion USR del BASIC.

3) Cambiando uno de los vectores de E/S en RAM. s
4) Cambiando uno de los vectores de interrupcion en RAM.
5) Cambiando la rutina CHRGET.

1) Lainstruccion SYS X del BASIC causa un SALTO a una rutina en lenguaje ma-
quina colocada a partir de la direceién X. La rutina debe finalizar con la instruc-
cion RTS (Volver de subrutina). De esta forma se transfiere nuevamente el
control al BASIC. -

Los parametros se pasan entre la rutina en lenguaje maquina y el BASIC me-
diante las instrucciones PEEK y POKE del BASIC, y sus equivalentes en len-
guaje maquina.

La instruccion SYS es el método mas simple y Gtil de combinar BASIC, y sus
equivalentes en lenguaje maquina. Los PEEKs y POKEs permiten pasar facil-
mente los parametros necesarios. Pueden existir varias instrucciones SYS en un
programa, cada una refiriéndose a una rutina distinta, o refiriéndose todas a la
misma.

2) La funcién USR(X) del BASIC transfiere el control a una subrutina en lenguaje
maquina cuya direccion se encuentra almacenada en las posiciones 785 y 786.
(La direccién se almacena en el formato standard byte bajo/byte alto). El valor de

microelectronica F E =

253 y control 5 3




3

4

—

—_

X es evaluado y pasado a la rutina en lenguaje méqu( a traves del acumulador
en coma flotante #1, cuyo inicio se encuentra en la posicion $61 (consulte el
mapa de memoria para méas detalles). Puede ser devuelto un valor al BASIC si
se coloca en dicho acumulador. La rutina en lenguaje maquina debe terminarse
con la instruccion RTS para devolver el control al BASIC.

Esta instruccion difiere de la SYS en que debe ajustar un vector indirecto. El
vector indirecto es el formato mediante el cual se pasa la variable de coma flo-
tante a la rutina en C/M. Es necesario cambiar el vector si se precisa mas de una
rutina en lenguaje maquina.

Cualquiera de las rutinas internas del BASIC a las que se accede mediante los
vectores de E/S situados en la pagina 3 (Vea MODOS DE DIRECCIONAMIEN-
TO, PAGINA CERO) puede ser modificada o reemplazada por la rutina propia
del programador. Cada vector de 2 bytes consiste en la direccion (byte/bajo/byte
alto) utilizada por el sistema operativo.

La rutina VECTOR DEL KERNAL es la forma mas sencilla de cambiar cualguie-
ra de los vectores, pero si s6lo se desea cambiar uno, se puede hacer mediante
POKE o su equivalente en lenguaje maquina. El nuevo vector debe dirigirse a
la direccién de inicio de la rutina utilizada para cambiar o potenciar la rutina
original del sistema. Cuando se ejecuta el comando BASIC afectado, se ejecuta-
ra la rutina del usuario. Si después de ejecutada ésta es necesario ejecutar
también la rutina del sistema, el programa del usuario debe terminar con la ins-
truccion JMP (salto) a la direccion original del vector. Si no es asi, la rutina debe
terminar con RTS para devolver el control al BASIC.

El VECTOR DE INTERRUPCION DEL HARDWARE (IRQ) puede ser cambiado.
Cada sesentaavo de segundo, el sistema operativo transfiere el control a la ru-
tina especificada en este vector. El KERNAL utiliza normalmente esto para ac-
tualizar el reloj, rastrear el teclado, etc. Si se usa esta técnica, debe siempre
transferir el control a la rutina normal de IRQ a menos que la rutina que la reem-
place esté preparada para manejar el chip CIA. (RECUERDE terminar su rutina
con la instruccion RTI si la CIA es manejada por su rutina).

Este método es Uil para tareas que deban funcionar al mismo tiempo que un
programa en BASIC, pero tiene el inconveniente de ser mas dificil.

NOTA: jjjDESACTIVE SIEMPRE LAS INTERRUPCIONES ANTES DE CAMBIAR ESTE
VECTORI!!

5

—

La rutina CHRGET se usa por el BASC para encontrar cada caracter/token
(token=codigo de un byte en que se transforma cada instruccién BASIC). Esto
permite facilmente afadir nuevos comandos BASIC. Naturalmente, cada nuevo
comando debe ser escrito en lenguaje maquina. Una forma comun de usar este
método es especificar un caracter (@ por ejemplo) para que realice una nueva
tarea. La nueva rutina CHRGET busca este caracter especial. Si no se encuen-
tra, el control se pasa a la rutina CHRGET normal del BASIC. Si el carécter es-
pecial se localiza, el nuevo comando se interpreta y ejecuta por su rutina en len-
guaje maquina. Esto minimiza el tiempo extra de ejecucion preciso para buscar
los nuevos comandos. Esta técnica se suele llamar “cuna”.
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DONDE COLOCAR RUTINAS EN LENGUAJE MAQUINA

El mejor lugar para colocar rutinas en C/M en el Commodore 64 es en la zona entre
$C000-$CFFF, asumiendo que éstas sean menores de 4K bytes. Esta seccion de
memoria esta libre y no es perturbada por el BASIC.

Si por alguna razon no es posible o deseable colocar la rutina en lenguaje maquina
en $C000, por ejemplo si la rutina ocupa mas de 4K., es necesario reservar una
zona de memoria para la rutina, de forma que el BASIC no pueda acceder a ella. El
final de memoria se sitia normalmente en $9FFF. Este final puede ser cambiado
mediante la rutina del KERNAL MEMTOP, o mediante las siguientes instrucciones
BASIC:

10 POKES51,L:POKE5S2,H:POKES5,L:POKES6,H.CLR

Donde H y L son los bytes alto y bajo respectivamente de la nueva direccion de final
de memoria. Por ejemplo, si desea reservar un area desde $9000 hasta $9FFF para
sus programas en lenguaje maquina, utilice lo siguiente:

10 POKES1,0:POKES2,144:POKE55,0:POKES6,144:CLR

COMO ENTRAR PROGRAMAS EN LENGUAJE MAQUINA

Existen 3 métodos comunes de entrar programas en el lenguaje maquina:

1) INSTRUCCIONES DATA:

Leyendo instrucciones DATA (READ) y colocando sus valores en la zona de memo-
ria deseada (POKE) se colocara en memoria una rutina el lenguaje maquina en me-
moria. Este es el método mas simple. No se precisan métodos especiales para
quardar el programa y es sencillo depurarlo. Los inconvenientes son que ocupa mas
espacio y se debe esperar mientras se coloca en memoria. Sin embargo, este méto-
do es muy util para rutinas cortas.

EJEMPLO:
10 RESTORE:FOR X=1TO9:READA:POKE12*4096+ X,A:NEXT

PROGRAMA EN BASIC

1000 DATA 161,1,204,204,204,204,204,204,96

2) -MONITOR DE LENGUAJE MAQUINA(64MON)

Este programa le permite entrar sus programa en C/M en hexadecimal o en sus
mneménicos, y grabar la parte de memoria donde se almacena el programa. Las
ventajas de este método incluyen una gran facilidad en la introduccion del
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programa, correccion y facilidad de guardar y cargar progre...ds. El inconveqiente
es que normalmente sera necesario un programa en BASIC para cargar la rutina en
lenguaje maquina. (Para mas detalles sobre el 64MON vea la seccion de programa-
cion en lenguaje maquina).

EJEMPLO:

A continuacién se muestra un tipico programa en BASC que carga un programa en
C/M grabado con el 64MON:

10 IF FLAG=1 THEN 20
15 FLAG=1:LOAD “NOMBRE DE LA RUTINA EN C/M",11
20

IRESTO DEL PROGRAMA EN BASIC

3) PAQUETE ENSAMBLADOR/EDITOR

Las ventajas son similares al uso de un monitor en lenguaje maquina, pero los
programas son incluso mas faciles de entrar. Los inconvenientes son los mismos
que los resefiados para el 64MON.

MAPA DE MEMORIA DEL COMMODORE 64

ETIQUETA HEX DECIMAL DESCRIPCION
D6510 0000 0 Registro direccion de datos
6510.
R6510 0001 1 Registro E/S 8 bit 6510.
0002 2 Sin uso.
ADRAY1 0003-0004 34 Vector Flotante-Fijo.
ADRAY2 0005-0006 5-6 Vector Fijo-Flotante.
CHARAC 0007 7 Busca carécter.
ENDCHR 0008 8 Bandera busqueda de
comillas.
TRMPOS 0009 9 Guarda la columna de TAB.
VERCK 000A 10 0=LOAD, 1=VERIFY.
COUNT 000B 11 Puntero del Buffer de
entr./Num. de suscritos.
DIMFLG 000C 12 Bandera: Dimension normal
de Tablas.
VALTYP 000D 13 Tipo de datos: $FF=cadena,
$00=Numeérico.
INTFLG 000E 14 Tipo de datos: $80=Enteros,
$00=Flotantes.
GARBFL 000F 15 Bandera: Busca DATA/comi-
llas LIST/GarbageCollection.
SUBFLG 0010 16 Bandera: Llamada a FN.
=
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ETIQUETA HEX DECIMAL DESCRIPCION

INPFLG 0011 17 Bandera: $00=INPUT, $40=
GET, $98=READ.

TANSGN 0012 18 Bandera: Signo TAN/Resul-
tado de la comparacion.

0013 19 Bandera: Comillas INPUT.

LINNUM 00140015 20-21 Valor entero.

TEMPPT 0016 22 Puntero: Stack temporal de
cadenas.

LASTPT 0017-0018 23-24 Vector de ultimo literal.

TEMPST 00190021 25-33 Pila temporal de literales.

INDEX 0022-0025 34-37 Area de punteros de utilidad.

RESHO 0026-002A 3842 Producto de multiplicacién
Coma flotante.

TXTTAB 002B-002C 4344 Puntero: Inicio del BASIC.

VARTAB 002D—-002E 45-46 Puntero: Inicio de variables.

ARYTAB 002F-0030 4748 Puntero: Inicio de tablas.

STREND 0031-0032 49-50 Puntero: Fin de tablas (+1).

FRETOP 0033-0034 51-52 Puntero: Inicio de cadenas.

FRESPC 0035-0036 53-54 Puntero de cadenas, Utilidad.

MEMSIZ 0037-0038 55-56 Puntero: Méxima direccién
utilizable por el BASIC.

CURLIN 0039-003A 57-58 Ndmero de linea actual
BASIC

OLDLIN 003B-003C 5960 Numero de linea previo.

OLDTXT 003D-003E 61-62 Puntero de direccién para
CONT.

DATLIN 003F-0040 6364 Numero de linea DATA actual.

DATPTR 0041-0042 6566 Puntero: Direccién del actual
item de DATA.

INPPTR 0043-0044 67-68 Vector: Rutina de INPUT.

VARNAM 00450046 69-70 Actual nombre de variable
BASIC.

VARPNT 00470048 71-72 Puntero: Dato actual de la
variable BASIC.

FORPNT 0049-004A 73-74 Puntero: Variable de indice
FOR-NEXT.

004B-0060 75-96 Punteros temporales del

area de datos.

FACEXP 0061 97 Exponente del acumulador
de coma flotante 1.

FACHO 00620065 98-101 Mantisa acum. 1.

FACSGN 0066 102 Signo Acum. 1.

SGNFLG 0067 103 Puntero: Constante de
evaluacion de series.

BITS 0068 104 Acum. 1. Digito de overflow.

ARGEXP 0069 105 Acum. 1. Exponente.

ARGHO 006A—006D 106-109 Acum. 2: Mantisa.
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ETIQUETA HEX DECIMAL DESCRIPCION

ARGSGN 006E 110 Acum. 2: Signo.

ARISGN 006F 111 Signo del resultado de la
Comparacion entre el
Acum. 1 y el Acum. 2.

FACOV 0070 112 Acum. #1: redondeo.

FBUFPT 0071-0072 113-114 Puntero: Buffer del Cassette.

CHRGET 0073-008A 115-138 Subrutina: Busca el préximo
caracter del BASIC.

CHRGOT 0079 121 Entrada para buscar otra vez
el mismo byte de texto.

TXTPTR 007A-007B 122-123 Puntero: Byte actual del
texto BASIC.

RNDX 008B—008F 139-143 Valor de la semilla de la
funcion RND.

STATUS 0090 144 Palabra de estado del
KERNAL para E/S (ST).

STKEY 0091 145 Bandera: Teclas STOP/RVS.

SVXT 0092 146 Constante de tiempo del
Cass.

VERCK 0093 147 Bandera: 0=LOAD, 1=VERIFY.

C3P0 0094 148 Bandera: Salida de caracter
por el Bus Serie

BSOUR 0095 149 CarActer con buffer para el
Bus Serie

SYNO 0096 150 Num. Sincronizacion Cassette.

LDTND 0097 151 Area de datos temporales.

DFLTN 0098 162 Nuam. ficheros abiertos/indi-
ce a la tabla de ficheros.

DFLTN 0099 153 Periférico de entrada nor-
mal (0).

DFLTO 009A 154 Periférico normal de salida
(CMD) (3).

PRTY 009B 155 Paridad de carécter (casset).

DPSW 009C 156 Bandera: Byte recibido (cass).

MSGFLG 009D 157 Bandera: $80=Modo directo,
$00=Modo programa.

PTR1 009E 158 Error paso de cinta 1.

PTR2 009F 159 Error paso de cinta 2.

TIME 00A0—-00A2 160-162 Reloj tiempo real (1/60 seg).

00A3-00A4 163-164 Area de datos temporales.

CNTDN 00AS5 165 Contador de sincronizacion
del Cassette.

BUFPNT 00A6 166 Puntero: Buffer E/S del cass

INBIT 00A7 167 RS—232 Bits de input/Temp
de cassette.

BITCI 00A8 168 RS-232 Cuenta bit de input/
Temp. cassette.
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ETIQUETA HEX DECIMAL DESCRIPCION

RINONE 00A9 169 Bandera RS-232: Comprueba
el Bit de Start.

RIDATA 00AA 170 RS-+232 Byte de input buffer/
Temp. de cassette.

RIPRTY 00AB 171 RS-232 Paridad/corto CNT
de cassette.

SAL 00AC—00AD 172-173 Puntero: Buffer cassette/
scroll de pantalla.

EAL O0AE-00AF 174-175 Direcciones de fin de cinta/
fin de programa.

CMPO 00B0-00B1 176177 Constantes de cinta, tiempos.

TAPE1 00B2-00B3 178179 Punter: Inicio del buffer
Puntero del Cassette.

BITTS 00B4 180 RS-232 cuenta hit de salida
Tem. Cassette.

NXTBIT 00B5 181 RS—232 Préximo bit a enviar/
Bandera de fin de cinta.

RODATA 00B6 182 Rs—232 Buffer de salida.

FNLEN 00B7 183 Longitud del nombre de
fichero actual.

LA 00B8 184 Numero de fichero logico
actual.

SA 00B9 185 Direccién secundaria actual.

FA 00BA 186 Numero de periférico actual.

FNADR 00BB—00BC 187-188 Puntero: Nombre del fichero
actual.

ROPRTY 00BD 189 RS-232 paridad salida/
Temp. cassette.

FSBLK 00BE 190 Contador de blogues R/W
cass.

MYCH 00BF 191 Buffer de palabra serie.

CAS1 00CO 192 Trabado del motor del casset.

STAL 00C1-00C2 193-194 Direccion de inicio E/S.

MEMUSS 00C3-00C4 195-196 Tem de LOAD cassette.

LSTX 00C5 197 Tecla pulsada: CHR$(n). 0=
no hay tecla pulsada.

NDX 00C6 198 NOm. de caracteres en el
buffer de teclado (cola).

RVS 00C7 199 Bandera: Imprimir caracte-
res inversos. 1=S8i/0=No.

INDX ooCs 200 Puntero: Fin de linea logica
para INPUT.

LXSP 00C9—00CA 201-202 Pos X,Y del cursor al inicio
de INPUT.

SFDX oocB 203 Bandera: Imprimir caracte-
res con Shift.

BLNSW ooccC 204 Parpadeo del cursor: 0=Si.
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ETIQUETA HEX DECIMAL DE\SCRIPCION

BLNCT 00CD 205 Timer: Tiempo entre parpa-
deo del cursor.

GDBLN 00CE 206 Caracter bajo el cursor.

BLNON 00CF 207 Bandera: ultimo parpadeo
del cursor. Encend./Apag.

CRSW 00D0O 208 Bandera: INPUT o GET
desde el teclado.

PNT 00D1-00D2 209-210 Puntero: Direccion actual de
la linea de pantalla.

PNTR 00D3 211 Columna del cursor en la
linea actual.

QTSW 00D4 212 Bandera: Editor en modo
comillas. 0=NO.

LNMX 00D5 213 Longitud de la linea fisica.

TBLX 00D6 214 Pos. del cursor en la linea
fisica.

00D7 215 Area de datos Temp.

INSRT ooD8 216 Bandera: Modo insert.>@=
NO. IMSERC.

LDTB1 00DS—-00F2 217-242 Tabla de link de pantalla/
Temp. editor.

USER 00F3—-00F4 243-244 Puntero de color de pantalla.

KEYTAB 00F5—-00F6 245-246 Vector: Tabla de decodifica-
cion del teclado.

RIBUF 00F7—-00F8 247-248 Puntero del buffer de

: . entrada RS-232.

ROBUF 00F9-00FA 249-250 Puntero del buffer de salida
del RS-232.

FREKZP 00FB—OOFE 251-254 Espacio libre en pag. 0 para
necesidades de progra-
macion.

BASZPT 00FF 255 Area de datos Temp BASIC.
0100-01FF 256-511 Area de Stack del procesador.
0100-010A 256266 Area de trabajo de cadenas.

BAD 0100-013E 256-318 Entrada de error cassette.

BUF 02000258 512-600 Buffer INPUT del sistema.

LAT 0259-0262 601-610 Tabla KERNAL: Num. de
fichero légico activo.

FAT 0263-026C 611-620 Tabla KERNAL: Num. perifé-
rico para cada fichero.

SAT 026D-0276 621-630 Tabla KERNAL: Direccion se-
cundaria de cada fichero.

KEYDE 0277-0280 631-640 Buffer de teclado (FIFO).

MEMSTR 0281-0282 641642 Puntero: Principio memoria
para el O.S.

MEMSIZ 02830284 643644 Puntero: Fin de memoria
para el O.S.
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ETIQUETA HEX DECIMAL DESCRIPCION

TIMOUT 0285 645 Bandera: variable KERNAL
para espera |[EEE.

COLOR 0286 646 Codigo de color actual.

GDCOL 0287 647 Color de fondo bajo el cursor.

HIBASE 0268 648 Fin de memoria de pantalla
(pagina)

AMAX 0289 649 Tamano del Buffer de te-
clado.

RPTFLG 028A 650 Bandera: repeticion de tecla
$80=repeti-
cién

KOUNT 0288 651 Contador de velocidad de

repeticion

DELAY 028C 652 Contador de retraso en la re-
peticion

SHFLAG 028D 653 Bandera tecla Shift/-
CTRL/C<

LSTSHF 028E 654 Modelo de la ultima mayuscu.

KEYLOG 028F-0290 655656 Vector: activacion de la tabla
de teclado

MODE 0291 657 Bandera: $00=desactivar te-
clas SHIFT/$80=activarlas

AUTODN 0292 658 Bandera: Scroll automatico
0=SI

M51CTR 0283 659 RS-232: registro de control
de imagen del 6551

M51CDR 0294 660 RS-232: registro de co-

mando de imagen del 6551

M51AJB 02950296 661-662 RS—-232 no Standard (USA)
PBS (TIEMPO/2-100)

RSSTAT 0297 663 RS-232 Registro de estado
de 6561

BITNUM 0298 664 RS—232 Numero de bits a
env.

BAUDOF 0299-029A 665666 RS-232 baudios (tiempo)
TIEMPO BIT (ps).

RIDBE 0298 667 Indice de fin debuffer de
entrada del RS-232.

RIDBS 029C 668 Pagina de inicio del buffer
de entrada RS-232.

RODBS 029D 669 Péagina de inicio del buffer
de salida RS-232.

RODBE 029E 670 Indice de fin de buffer de
salida del RS—232.

IRQTMP 029F-02A0 671-672 Almacena el vector de IRQ
durante las E/S con el cass.

ENABL 02A1 673 Activa RS-232.
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ETIQUETA HEX DECIMAL DESCRIPCION
02A2 674 TOD durante E/S del cassette
02A3 675 Almacenamiento Temp. para

lectura del cassette.
02A4 676 Indicador D1IRQ durante lec-
tura del cassette.
02A5 677 Indice de linea.
02A6 678 Bandera: 0=NTSC/1=PAL.
02A7-02FF 679-767 No usado.

IERROR 03000301 768-769 Vector: imprime mensajes de

error BASIC.

IMAIN 0302-0303 770-771 Vector: inicio de BASIC.

ICRNCH 03040305 772773 Vector: Conversion de texto

BASIC.
IQPLOP 0306-0307 774-775 Vector: Listados BASIC.
IGONE 0308-0309 776-777 Vector: enlaces BASIC CAR.
IEVAL 030A-030B 778-779 Vector: evaluacion de codigo
BASIC.

SAREG 030B 780 Almacenamiento del registro
A del 6510.

SXREG 030C 781 Almacenamiento del registro
X del 6510.

SYREG 030E 782 Almacenamiento del registro Y
del 6510.

SPREG 030F 783 Almacenamiento del registro
SP del 6510.

USRPOK 0310 784 Instruccion JMP para USR.

USRADD 03110312 785-786 Direccion USR (bajo/alto).
0313 787 Sin uso.

CINV 0314-0315 788-789 Vector: interrupcién del hard

ware (IRQ).

CBINV 0316-0317 790-791 Vector: interrupcion por BRK.

NMINV 0318-0319 792-793 Vector: interrupcién no enmas-

carable

IOPEN 031A-031B 794795 RUTINA OPEN

ICLOSE 031C-031D 796797 RUTINA CLOSE

ICHKIN 031E-031F 798-799 RUTINA CHKIN

ICKOUT 0320-0321 800801 RUTINA CHKOUT

ICLRCH 0322-0323 802-803 RUTINA CLRCHN

IBASIN 03240325 804-805 RUTINA CHRIN
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ETIQUETA HEX DECIMAL DESCRIPCION
IBSOUT 0326-0327 806807 RUTINA CHROUT
ISTOP 0328-0329 808-809 RUTINA STIOP
IGETIN 032A-032B 810-811 RUTINA GETIN
ICLALL 032C-032D 812-813 RUTINA CLALL
USRCMD 032E-032F 814-815 RUTINA DEFINIBLE
USUARIO
ILOAD 0330-0331 816-817 RUTINA LOAD
ISAVE 0332-0333 818-819 RUTINA SAVE
0334-033B 820-1019 Sin uso
TBUFFR 033C-03FB 828-1019 Buffer de E/S del cassette
03FC-03FF 1020-1023 Sin uso
VICSCN 0400-07FF 1024-2047 Area de 1024 bytes de me-
moria de pantalla.
0400-07E7 1024-2023 Matriz de video: 25 lineas 40
columnas.
07F8—07FF 2040-2047 Punteros de Sprites
0800-9FFF 204840959 Espacio normal para progra-
mas en BASIC.
8000-9FFF 32768-40959 Cartucho de ROM.8192 bytes.
AOD0-BFFF 4096049151 ROM del BASIC. 8192 bytes
(u 8K de RAM).
CO000—CFFF 49152-53247 RAM—4096 bytes.
DO00-DFFF 53248—57343 | RAM de color y de E/S o
juego de caracteres ROM o
RAM (4096 bytes).
E000-FFFF 5734465535 ROM del KERNAL—8192

bytes (u 8K. de RAM).

ENTRADA/SALIDA DEL COMMODORE 64

HEX

DECIMAL

BITS

DESCRIPCION

0000

0001

0
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7-0

Registro de direccion de da-
tos del 6510 (xx101111)
Bit=1:Salida, Bit=

x=sin cuidado.

Port de E/S del 6510
LORAM (0=BASIC desco-

nectado).

HIRAM (0=Desconectada el

KERNAL).

CHAREN (0=conectada
ROM de caracteres).
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HEX DECIMAL BITS DESCRIPCION
3 Linea de salida de datos del
cassette.
4 Interruptor de sentido del
cassette. 1=cerrado.
5 Control del motor del casse-
tte O=funciona 1=no funciona-
6-7 | Indefinidos.
D000-DO2E 53248-53294 CONTROLADOR DE VIDEO
MOS 6566 (VIC-I).
D000 53248 Pos X Sprite 0.
D001 53249 Pos Y Sprite 0.
D002 53250 Pos X Sprite 1.
D003 53251 Pos Y Sprite 1.
D004 53252 Pos X Sprite 2.
D005 53253 Pos Y Sprite 2.
D006 53254 Pos X Sprite 3.
D007 53255 Pos Y Sprite 3.
Doo8 53256 Pos X Sprite 4.
D009 53257 Pos Y Sprite 4.
DO0A 53258 Pos X Sprite 5.
DO0B 53259 Pos Y Sprite 5.
DooC 53260 Pos X Sprite 6.
DooD 53261 Pos Y Sprite 6.
DOOE 53262 Pos X Sprite 7.
DOOF 53263 Pos Y Sprite 7.
D010 53264 MSB de la posicién X de los
Sprites 0-7.
DO11 53265 Registro de control del VIC-II.
7 Comparacién de barrido
(bit8). Vea 53266.
6 Modo de color de texto ex-
tendido. 1=activado.
5 Modo Bit-Map. 1=Activado.
4 Pantalla a color de borde.
1=Activado @=Pantalla
Eliminada.
3 Selec. Display de 24/25 li-
neas. 1=25 lineas.
2-0 | Scroll uniforme a la posic. Y
(0-7).
D012 53266 Valor de L/E de barrido para
comparar en IRQ.
D013 53267 Pos X de lapiz éptico.
D0o14 53268 Pos Y de lapiz Optico.
D015 53269 Activacién de Sprites. 1=act.
Do16 53270 Registro de control del

264
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HEX

DECIMAL

BITS

DESCRIPCION

DO17

DO18

Do19

DO1A
Do1B
DO1C
Do1D
DO1E
DO1F
D020
Do21
Do22
D023

D024
D025

53271

53272

53273

53274
53275
53276
53277
53278
53279
53280
53281
53282
53283

53284
53285
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7-6

7-4

31

Sin uso.

MANTENGA SIEMPRE ESTE
BIT A O

Modo Multicolor. 1=activado.
(Texto o Bit Map).

Seleccionar 38/49 columnas
1=40 columnas.

Scroll uniforme a la posic. X.

Expandir Sprites 0-7 en ver-
tical (Y) 2X.

Registro de control de me-
moria del VIC-II.

Direccion de base de la ma-
triz de video.

Direccion de base de los da-
tos sobre caracteres.

Bandera del registro de IRQ.
(Bit=1:Hay IRQ).

Activado en cualquier condi-
cién de IRQ.

Bandera de IRQ de lapiz 6p-
tico.

Bandera IRQ de colisién en-
tre Sprites.

Bandera IRQ de colision en-
tre Sprites y datos.

Bandera IRQ de compara-
cion de barrido.

Registro de mascara de IRQ.
1=interrupcion activada.

Prioridad de Sprites y/o
caracteres. 1==Sprite.

Modo Multicolor de Sprites
0-7: 1=Modo activado.

Expansion horizontal (X) de
los Sprites 0-7 (2X).

Deteccién de colisiones
entre Sprites.

Deteccién de colisiones entre
Sprites y datos.

Color del borde.

Color de fondo 0.

Color de fondo 1.

Color de fondo 2.

Color de fondo 3.

Registro de Sprite multicolor.

0.
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HEX DECIMAL BITS DESCRIPCION
D026 53286 Registro de Sprite multicolor.
1
D027 53287 Color de Sprite 0.
D028 53288 Color de Sprite 1.
D029 53289 Color de Sprite 2.
D02A 53290 Color de Sprite 3.
D02B 53291 Color de Sprite 4.
D02C 53292 Color de Sprite 5.
D02D 53293 Color de Sprite 6.
DO2E 53294 Color de Sprite 7.
D400-D7FF 54272-55295 CHIP DE SONIDO MOS 6581
(SID)
D400 54272 Voz 1: Byte bajo de frecuencia.
D401 54273 Voz 1: Byte alto de frecuencia.
D402 54274 Voz 1: Anchura de pulso
(Bajo).
D403 54275 7—4 | Sin uso.
3-0 | Voz 1: Anchura de pulso
(Alto).
D404 54276 7 Onda aleatoria de ruido. 1=SI.
6 Onda de pulso, 1=Si.
5 Onda diente de sierra, 1=Si.
4 Onda triangular, 1=Si.
3 Test bit, 1=desactiva oscil.1
2 Modulacién en anillo. Osc. 1
con salida del osc.3.
1=activado.
1 Sincronizacién Osc.1 con 3.
1=activado.
0 Bit de puerta. 1=empezar
Atag/Deca/Sos. 0=empezar
relajacion.
D405 54277 Generador de envolvente
Osc. 1.
7—4 | Duracion Ataque (0-15).
3-0 | Duracién Decaimiento (0-15).
D406 54278 Generador de envolvente
Osc. 1.
7—4 | Ciclo de Sostenimiento
(0-15).
3-0 | Duracién de relajacion (0-15).
D407 54279 Voz 2. Frecuencia (bajo).
D408 54280 Voz 2. Frecuencia (alto).
D409 54281 Voz 2. Anchura de pulso
(bajo).
D40A 54282 7-4 | Sin uso.
266 A 'I EL

HEX

DECIMAL

BITS

DESCRIPCION

D40B

D40C

D40D

D40E
D40F
D410
D411

D412

D413

D414

D415

54283

54284

54285

54286
54287
54288
54289

54290

54291

54292

54293
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7-4

74

Voz 2. Anchura de pulso
(alto).
Registro de control voz 2.
Onda de ruido. 1=Si.
Onda de pulso. 1=8i.
Diente de sierra. 1=S5i.
Onda triangular. 1=Si.
1=Desactiva Osc. 2.
Modulacién de timbre Osc. 2
con salida Osc. 1 1=acti-
vado.
Sincronizacién Osc. 2 con 1.
1=activado.
1=Bit de puerta. 0=Inicio Re-
lajacion.
Generador de envolvente 2.
Ciclo de Ataque (0-15).
Ciclo de decaimiento. (0-15).
Generador de envolvente 2.
Ciclo de sostenimiento (0—15).
Ciclo de relajacion (0-15).
Voz 3. Frecuencia (bajo).
Voz 3. Frecuencia (alto).
Voz 3. Anchura de pulso (bajo).
Sin uso.
Anchura de pulso (alto).
Registro de control voz 3.
Onda de ruido. 1=Si.
Onda de pulso. 1=8i.
Diente de Sierra. 1=S8i.
Onda triangular. 1=3Si.
1=Desactiva oscilador 3.
Modulacion en anillo entre
Osc. 3y 2. 1=8i.
Sincronizacién entre Osc. 3
Osc. 2. 1=85i.
1=Alta/Dec/Sost, 0=Relaja-
cion.
Generador de envolvente 3.
Ataque (0-15).
Decaimiento (0—15).
Generador de envolvente 3.
Sostenimiento (0-15).
Relajacion (0—15).
Frecuencia de corte del filtro
(bajo) (Bits 2-0).

y control s a
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HEX DECIMAL [BITS DESCRIPTION

D415 54293 Filter Cutoff Frequency: Low-Nybble (Bits 2-0)
D416 54294 Filter Cutoff Frequency: High-Byte
D417 54295 Filter Resonance Control / Voice Input Control

7-4 |Select Filter Resonance: 0-15

3 Filter External Input: 1 = Yes, 0 = No

2 Filter Voice 3 Output: 1 = Yes, 0 =No

1 Filter Voice 2 Output: 1 = Yes, 0 =No

0 Filter Voice 1 Output: 1 = Yes, 0 =No
D418 54296 Select Filter Mode and Volume

7 Cut-Off Voice 3 Output: 1 = Off, 0 =0n

6 Select Filter High-Pass Mode: 1 =0On

5 Select Filter Band-Pass Mode: 1 =0On

4 Select Filter Low-Pass Mode: 1 = On

3-0 |Select Output Volume: 0-15
D419 54297 Analog/Digital Converter: Game Paddle 1 (0-255)
D41A 54298 Analog/Digital Converter: Game Paddle 2 (0-255)
D41B 54299 Oscillator 3 Random Number Generator
D41C 54230 Envelope Generator 3 Output
D500-D7FF (54528-55295 SID IMAGES
D800-DBFF (55296-56319 Color RAM (Nvbbles)
DC00-DCFF|56320-56575 MOS 6526 Complex Interface Adapter (CIA) #1
DCO00 56320 Data Port A (Keyboard, Joystick, Paddles, Light-Pen)

7-0

Write Keyboard Column Values for Keyboard Scan

7-6

Read Paddles on Port A /B (01 =Port A, 10 =Port B)

Joystick A Fire Button: 1 = Fire

3-2

Paddle Fire Buttons

3-0

Joystick A Direction (0-15)

microelectronica P E =
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HEX DECIMAL [BITS DESCRIPTION
DCOo1 56321 [Data Port B (Keyboard, Joystick, Paddles): Game Port 1
7-0 |[Read Keyboard Row Values for Keyboard Scan
7 Timer B Toggle/Pulse Qutput
6 Timer A: Toggle/Pulse Output
4 Joystick 1 Fire Button: 1 = Fire
3-2 [Paddle Fire Buttons
3-0 |Joystick 1 Direction
DCO02 56322 [Data Direction Register - Port A (56320)
DCO3 56323 Data Direction Register - Port B (56321)
DCO04 56324 Timer A: Low-Byte
DCO03 56325 Timer A: High-Byte
DCO06 56326 Timer B: Low-Byte
DCO7 56327 Timer B: High-Byte
DCO8 56328 Time-of-Day Clock: 1/10 Seconds
DCO09 56329 Time-of-Day Clock: Seconds
DCOA 56330 Time-of-Day Clock: Minutes
DCOB 56331 Time-of-Day Clock: Hours + AM/PM Flag (Bit 7)
DCOC 56332 Synchronous Serial I/O Data Buffer
DCOE 56334 CIA Control Register A
74 Time-of-Day Clock Frequency: 1 = 50 Hz, 0 =60 Hz
6 Serial Port I/O Mode Output, 0 = Input
5 Timer A Counts: 1 = CNT Signals, 0 = System 02 Clock
4 Force Load Timer A: 1 = Yes
3 Timer A Run Mode: 1 = One-Shot, 0 = Continuous
2 Timer A Output Mode to PB6: 1 = Toggle, 0 = Pulse
1 Timer A Output on PB6: 1 = Yes, 0 =No
0 Start/Stop Timer A: 1 = Start, 0 = Stop

microelectronica F E =
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HEX

DECIMAL

BITS

DESCRIPCION

DCOF

DD00-DDFF
DDOO

DDO1

56335

56576-56831
56576

56577

270

6-5

~

1-0

Contador Timer A. 1=senal
CNT 0=reloj 02 del sistema.

Fuerza carga del Timer A.
1=8l.

Modo de marcha Timer A.
1=Paso a paso. 0=conti-
nuo.

Modo de salida Timer A a

PB6 0=pulso/1=Togle.

Salida del Timer A en PBS6.
1=Si/0=No.

Parada/Marcha Timer A.1=
Marcha 0=parada.

Registro de control B CIA.

Ajusta alarma reloj TOD 1=
alarma/0=Reloj.

Seleccion modo Timer B:
00=_Cuenta pulsos del reloj
02.
01=cuenta transiciones
positivas de CNT.
10=Cuenta pulsos Timer A.
11=Cuenta pulsos Timer A
mientras CNT sea positivo.

Igual al registro de control
A de la CIA pero para el
Timer B.

MOS 6256 (CIA #2).

Port de datos A (Bus Serie
RS—232, Control de
memoria).

Entrada de datos Bus Serie.

Entrada de pulsos del reloj
por el bus serie.

Salida del Bus Serie.

Salida de pulsos del reloj por
el Bus Serie.

Salida de la sefial ATN por el
Bus Serie.

Salida de datos RS-232
(Port usuario).

Seleccion de banco de la
memoria del VIC-II
(normal = 11).

Port de datos B (Port

N

i

DECIMAL

BITS

DESCRIPCION

usuario, RS—232).

microelectronica F E =
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DDo2
DDO03

DDo4
DDO05
DD06
DDo7
DDo8

DDo09
DDOA
DDoB

DDoC
DDOD

DDOE

56578
56579

56580
56581
56582
56583
56584

56585
56586
56587

56588
56589

56590
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Usuario/RS—-232 listo para
datos.

Usuario/RS-232 Borrado
para envio.

Usuario.

Usuario/RS-232 Deteccion
de transporte.

Usuario/RS-232 indicador
de timbre.

Usuario/RS—232 terminal de
datos lista.

Usuario/RS-232 Peticion de
envio.

Usuario/RS—-232 datos
recibidos.

Registro de direccién de
datos Port A.

Registro de direccion de
datos Port B.

Timer A. Byte bajo.

Timer A. Byte alto.

Timer B. Byte bajo.

Timer B. Byte alto.

Reloj diario. 1/10 de
segundo.

Reloj diario. Segundos.

Reloj diario. Minutos.

Reloj diario. Horas +bandera
AM/PM (bit 7).

Buffer serie E/S sincrono.

Control de interrupcion de
la CIA. (Leer NMls/escribir
masc.).

Bandera NMI (1=NMI)/ajusta
bandera de borrado.

FLAG1 NMI (Usuario/RS—
232 datos de entrada
recibidos).

Interrupcion port serie.

Interrupcion Timer B.

Interrupcion Timer A.

Registro de control CIA (A).

Frecuencia reloj diario. 1=50
Hz. 0=60 Hz.

Modo port serie. 1=salida.
O=entrada.
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HEX DECIMAL BITS DESCRIPCION
5 Contador Timer A. 1=Sefa-
les CNT, O=reloj 02 del
sistema.
4 Fuerza carga Timer A. 1=8i.
3 Modo del timer A. 1=uno a

uno O=continuo.
2 Salida de Timer A por PB6.
0=Pulso 1=Togle.

1 alida de Timer A por PB6.
g CAPITULO
0 Paro/Marcha Timer A. 1=Mar-
cha 0=Paro.
DDOF 56591 Registro de control CIA (B).
7 Ajuste alarma/TOD. 1=alar-
ma/0=reloj.

6-5 Seleccion de modo Timer B:

00=Cuenta pulsos del reloj G u IA D E

02.
01=Cuenta transiciones

O Gossts variio ENTRADAS/SALIDAS
10=Cuenta pulsos de
Timer A.

11=Cuenta pulsos de

Timer A mientras CNT sea e Introduccion

positivo. e Salida al televisor
4-0 | Igual al registro de control A, e Salida a otros periféricos
pero para el Timer B. e Los ports de juego
DEOO-DEFF 56832-57087 Reservado para expansiones e Descripcion del Interface RS-232
futuras de E/S. ® ;
DF0O-DFFF 57088-57343 Reservado para expansiones B! lioreo) Usuana

e E|l bus serie
e E| port de expansion
e Cartucho microprocesador Z-80

futuras de E/S.

microelectronica F E =
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INTRODUCCION

Los ordenadores tienen tres caracteristicas fundamentales: pueden hacer célculos,
tomar decisiones y comunicarse. Los calculos son faciles de programar. La mayoria
de reglas matematicas le son conocidas. Programar decisiones no es excesiva-
mente complicado, ya que solo se deben conocer unas sencillas reglas de ldgica
Las comunicaciones son la parte mas compleja, ya que solo disponen de muy
pocas reglas sin excepcion. Esto no es un descuido en el disefio del ordenador, sino
que las reglas estan pensadas para poder comunicar virtualmente cualquier cosa, y
de varias maneras. La tnica regla general es |a siguiente: Cualquier envio de infor-
macion debe presentarla de forma que el receptor pueda comprenderia.

SALIDA AL TELEVISOR

La forma mas facil de comunicar en BASIC es la instruccién PRINT. PRINT usa la
pantalla de T.V. como periférico de salida, y sus ojos son el periférico de entrada, ya
que comprenden l|a informacién presentada en pantalla.

Al imprimir en la pantalla, su principal objetivo es dar un formato a la impresion de
modo que se pueda leer facilmente. Usted debe ir probando formatos como un artis-
ta: puede usar colores, mayusculas y mindsculas, simbolos graficos, etc. Recuerde:
por perfecto que sea el programa no estara completo si no muestra de una manera
clara y legible los resultados.

La instruccion PRINT usa ciertos codigos de caracter como “comandos” del cursor.
La tecla no imprime nada, inicamente mueve el cursor en una direccion de-
terminada. Otros comandos cambian el color, borran la pantalla, insertan y borran
espacios... La tecla tiene el codigo de caracter (CHR$) 13. Una tabla
completa de estos codigos se muestra en el apéndice C.

El lenguaje BASIC dispone de dos funciones que trabajan junto a la instruccion
PRINT. TAB posiciona el cursor en la posicién deseada desde la izquierda de la
pantalla, SPC mueve el cursor a la derecha el nimero de espacios deseado desde
la posicion actual.

Los signos de puntuacién en la instruccién PRINT sirven para separar y formatear la
informacién. El punto y coma (;) separa dos items sin espacios entre ellos. Si se en-
cuentra un PRINT seguido de punto y coma, el proximo PRINT se imprimira a conti-
nuacion del anterior, en lugar de regresar al principio de la linea siguiente. El punto y
coma suprime el retorno de carro ejecutado normalmente al finalizar una instruccion
PRINT.

La coma (,) separa los items en columnas. El Commodore 64 tiene 4 columnas de
10 caracteres cada una en la pantalla. Cuando el ordenador imprime una coma el
cursor se mueve a la derecha hasta el inicio de la préxima columna. Si la posicion
actual del cursor sobrepasa el inicio de la ultima columna la informacién se impri-
mira al inicio de la linea siguiente. Al igual que con el punto y coma, si este es el Ul-
timo caracter a imprimir en una linea se suprime el retorno del carro.

Las comillas (“*) separan texto literal de variables. La primera comilla de la linea in-
dica el inicio del 4rea literal, y la comilla de cierre finaliza esta area. Sin embargo, en
algunos casos se puede omitir la comilla de cierre.

El RETORNO DE CARRO (CHR$ 13) obliga al cursor a desplazarse al inicio de |2

microelectranica F E =
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pro’xnma’ linea logica en la pantalla. La nueva linea légica no siempre coincide con la
nueva hnea real. Si usted escribe algo hasta el final de una linea, ésta se enlaza
a_utornatlcamente con la siguiente. El ordenador no reconoce dos,lineas distintas
sino que cree estar en presencia de una linea larga. Los enlaces se encuentran en‘
la tabla de enlace de lineas (line link table) (Vea el mapa de memoria para ver como
se activa).

Urja linea légica puede tener 1 o 2 lineas de largo, dependiendo de donde se ha es-
crflo. La linea logica donde se encuentra el cursor determina la linea a donde ira el
mismo al pulsarse un IEEHVER La linea logica del inicio de la pantalla determina si
la pantalla se deslizara (scroll) 1 o 2 lineas a la vez.

Hay otras formas de utilizar la pantalla como periférico de salida. El capitulo de grafi-
cos describg los comandos para crear objetos que se muevan a través de la panta-
lla. La seccidn destinada al VIC-ll indica como cambiar el tamaro y color de la pan-

talla, y el capitulo de sonido explica j
. el modo de lograr que surjan del altavoz
televisor melodias y efectos sonoros. ] b

SALIDA A OTROS PERIFERICOS

Con frecuencia es neces_ario enviar la salida a otros periféricos en lugar de la panta-
gelpcéomo el cassette, la impresora, la unidad de discos o el modem. La instruccion
N en BASIC crea un “canal” para comunicar con uno de estos periféricos.

Cuando el canal es abierto (OPEN), la instruccion PRINT i
o # envia caracteres a este

EJEMPLO de las instrucciones OPEN y PRINT#
1(138 %I;,EEN 4,4:PRINT#4,“ESCRIBIENDO EN IMPRESORA™
N 3,8,3,“0:FICHERO-DISCO,S,W”:PRINT#4, “ENVI
o oy NIDAD DE DISCO" ' p iy
0 OPEN 1,1,1,"FICHERO-CASS.“:PRINT#1, “ENVIO A CASSETTE”
s Lo ; TTE
130 OPEN 2,2,0,CHR$(10):PRINT#2, “ENVIO A MODEM*

La jnstrucc_ién OPEN difiere segun el periférico a que se destina. Los parametros de
la instruccién OPEN se muestran para cada periférico en la siguiente tabla.

i S—11
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TABLA DE PARAMETROS DE LA INSTRUCCION Ok .

FORMATO: OPEN fichero# periférico#,nimero,cadena

PERIFERICO | Num. NUMERO CADENA 1
Perif.
CASSETTE 1 0=Entrada Nombre fichero
1=Salida
2=Salida con EOT
MODEM 2 0 Registros de control
PANTALLA 3 0,1

IMPRESORA 4,5 | 0=Mayus.Graf.
7=Mayus.Minus.
DISCO de 8 | 2-14=Canal de
a 11 | datos.

Texto a imprimir

Unidad#, nombre de fichero,
tipo de fichero Comando
Read/Write

15=Canal de or-
denes.

SALIDA A LA IMPRESORA

La impresora es un periférico de salida similar a la pantalla. El principal problema
cuando se envian datos a la impresora es lograr una buena presentacion de los mis-
mos. Sus herramientas para lograr esto son: Caracteres invertidos, de doble tama-
fio, mayusculas y mindsculas, asi como graficos por puntos programables.

La funcion SPC trabaja en la impresora del mismo modo que en la pantalla. Sin
embargo, la instruccion TAB no trabaja correctamente, ya que tiene en cuenta la po-
sicion del cursor en la pantalla, y no la posicion de la cabeza de escritura de la
impresora.

La instruccion OPEN para la impresora crea un canal para la comunicacion.
Ademas especifica el juego de caracteres a emplear, seleccionando entre
mayusculas y graficos o mayusculas y minusculas.

EJEMPLOS de la instruccion OPEN para la impresora:

OPEN 1,4:REM MAYUSCULAS Y GRAFICOS
OPEN 1,4,7:REM MAYUSCULAS Y MINUSCULAS

Cuando se trabaja con un juego de caracteres, lineas individuales pueden ser
impresas en el otro juego. Por ejemplo, si la impresora esta en modo mayusculas y
graficos, se puede pasar al modo de mayusculas/minusculas mediante la impresion
del codigo de cursor abajo (CHR$(17)). Para volver al modo mayUsculas/mindscu-
las se emplea el cédigo de cursor arriba (CHR$(145)).

Otras funciones especiales de la impresora se controlan mediante codigos de ca-
racteres. Todos estos codigos simplemente se imprimen, al igual que cualquier otro
caréacter.
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TABLA DE CODIGOS UE CONTROL DE LA IMPRESORA

CODIGO CHR# PROPOSITO

10 Alimentar linea.

13 RETURN (alimentacion de linea automética en
las impresoras CBM).

14 Inicio de caracteres de doble ancho.

15 Fin de caracteres de doble ancho.

18 Inico de los caracteres invertidos.

146 Fin de los caracteres invertidos.

17 Cambio al juego de caracteres mayusc./minusc.

145 Cambio al juego de caracteres mayusc/graficos.

16 Tab a la posicion indicada por los siguientes dos
caracteres.

27 Movimiento a un punto especifico.

8 Inicio del modo gréfico de puntos programables.

26 Repeticion de datos graficos.

Vea el manual de su impresora Commodore para los detalles de uso de los distintos
codigos de control.

SALIDA AL MODEM

El modem es un sencillo periférico que se encarga de traducir los codigos de carac-
ter en impulsos de audio y vicecersa, de forma que varios ordenadores se puedan
enlazar por medio de las lineas telefdnicas. La instruccién OPEN para el modem in-
cluye los parametros que fijan la velocidad de transmision y el formato del ordena-
dor con el que desea comunicarse. En la cadena que sigue a la instruccién OPEN
deben enviarse dos caracteres para determinar esto.

Las posiciones de los bits del primer cédigo de caracter determinan la velocidad
(baudios), el numero de bits de los datos, y el nimero de bits de stop. El segundo
codigo es opcional, y especifica la paridad y duplex de la transmisién. Vea la sec-
cién sobre el RS—232 o el manual de su VICMODEM para obtener detalles de este
periférico.

EJEMPLO DE LA INSTRUCCION OPEN PARA EL MODEM

OPEN 1,2,0,CHR$(6):REM 300 BAUDIOS
100 OPEN 2,2,0,CHR$(163)CHR$(112):REM 110 BAUDIOS, ETC.

Muchos ordenadores usan el Cédigo Americano Standard para Intercambio de In-
formacion, conocido como ASCII. Este standard difiere en algunos codigos de ca-
racter del codigo utilizado en el Commodore 64. Si se debe comunicar con otros
ordenadores, los codigos de caracteres Commodore deben ser traducidos a sus
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equivalentes en ASCII. Una tabla de los codigos ASCII se incluye en el apéndice C
de este libro.

La salida al modem es una tarea poco complicada, aparte de la necesidad de con-
vertir los codigos de caracter. Sin embargo, usted debe conocer bien el sistema re-
ceplor de la comunicacion enviada, especialmente cuando escribe programas que
“hablen® con otro ordenador sin intervencion humana. Un ejemplo de esto es un
programa que envie automaticamente a un banco de datos su numero de cuenta y
su clave secreta. Para lograr que esto sea perfecto debe calcular cuidadosamente
el ndmero de caracteres a enviar y el numero de caracteres de retorno del carro
(RETURN). De otra forma, el equipo receptor de la informacion puede que no la
comprenda.

TRABAJANDO CON EL CASSETTE

Los aparatos a cassette disponen de una capacidad casi ilimitada para almacenar
datos. Cuando mas larga sea la cinta, mas informacion se podra almacenar en ella.
Sin embargo, la limitacién de estos aparatos reside en el tiempo de acceso y la velo-
cidad de transmisién. Cuantos mas datos se encuentren en una cinta, mas tiempo
necesitara el ordenador para encontrar la informacién deseada.

El programador debe intentar minimizar el factor tiempo cuando trabaja con el
cassette. Una practica comun consiste en leer el fichero en cassefte entero y tras-
ladarlo a la memoria RAM, realizar todos los procesos sobre esta memoria y rees-
cribir el fichero entero en cassette. Esta técnica le permite examinar, clasificar y mo-
dificar sus datos. Sin-embargo, el limite para sus ficheros sera el de la memoria
RAM disponible, lo que no siempre serd suficiente.

Si su fichero entero ocupa mas memoria RAM que la disponible en su Commodore
64, es probablemente el momento de adquirir una unidad de disco. La unidad de
disco puede leer datos de cualquier parte del disco, sin necesidad de leer los datos
anteriores. Usted puede escribir las modificaciones precisas encima de los viejos
datos sin perjudicar al resto del fichero. Es por esto que la unidad de disco se usa en
general para todas las aplicaciones serias (contabilidad, stock, proceso de
textos...).

La instruccién PRINT# formatea los datos igual que lo hace la instruccion PRINT.
Los simbolos de puntuacion trabajan igual. Pero recuerde, usted no esta trabajando
ahora con la pantalla. El formato se debe efectuar pensando en que los datos seran
extraidos mediante la instruccion INPUT# o GET#.

Considere la orden PRINT#1 ,A$,B$,C$. Usandola con la pantalla, las comas entre
las variables producen espacios en blanco entre los items para formatear éstos en
columnas de diez caracteres de ancho. En el cassette, se afade un numero de es-
pacios entre 1y 10, dependiendo de la longitud de la cadena. Esto reduce el espa-
cio de almacenamiento de su cassette.

Cuando intente leer los datos mediante la orden INPUT#1,A$,B$,C$ el ordenador
no encuentra datos para B$ y C$. A$ contiene los datos de las tres variables, mas
los espacios entre ellas. ;Qué ha sucedido? Echemos un vistazo al fichero en
cassefte:

A$="“PERRO" B$="GATO" C$="VACA"
PRINT#1,A$,B$,C$
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12345678910111213141516171819202122232425

PERRO GATO V A C A RETURN

La instruccion INPUT# trabaja como la instruccion INPUT normal. Al escribir datos
en contestacion a una instruccion INPUT, los diferentes datos se separan pulsando
la tecla o usando comas entre ellos. La instruccién PRINT# coloca un
RETURN al final de la linea al igual que la instruccion PRINT normal. A$ contiene
las tres cadenas porque no se han separado entre ellas en el cassette, s6lo des-
pués de grabadas las tres cadenas se ha colocado un RETURN.

Un separador adecuado en el cassette es una coma (,) o un RETURN. El codigo
RETURN se coloca automaticamente al final de una instruccién PRINT o PRINT#.
Una forma de colocar un RETURN entre distintos datos es usar una instruccién
P_HINT# para cada dato a grabar. Un método mejor es asignar a una variable el c6-
digo CHR$ de RETURN, que es CHR$(13), o una coma. El modo de hacer esto es
R$="“":PRINT#1,A$ R$ B$ R$ C$. No use comas u otro signo de puntuacién entre
lc;s nombtrtes de variable, ya que s6lo ocupan memoria en el ordenador y espacio en
el cassette.

El fichero escrito de este modo aparecera de la siguiente forma:

123456789 10111213141516
PERRO, GATO, V A CA RETURN

La infslruccién GET# toma los datos del cassette un solo caracter a la vez. Esta ins-
trucgnén recibe cada carécter, incluso el codigo de RETURN y otros signos de pun-
tuacién. El cédigo CHR$(0) se interpreta como una cadena vacia, no como una ca-
dena de un caréacter con el codigo 0. Si intenta realizar la funcién ASC en una cade-
na vacia recibird el mensaje de error ILLEGAL QUANTITY ERROR.

La linea GET#1, A$: A=ASC(A$) se usa con frecuencia en programas para exami-
nar i_og datos en cassette. Para evitar mensajes de error, la linea debe modificarse y
escribirla asi: GET#1, A$:A=ASC(A$+chr$(0)). EIl CHR$(0) al final es un seguro

;c;ntra cadenas vacias, sin afectar la funcién ASC cuando hay otros caracteres en

ALMACENAMIENTO DE INFORMACION EN DISCO

|Los dlskqnqs tienen 3 formas distintas de almacenamiento. Los ficheros secuencia-
Ers son 5|m|1ares.a los de gassette, pero pueden utilizarse varios al mismo tiempo.
08 !lgheros relativos organizan los datos en registros, y entonces se pueden leer y
mpdﬁmar rggistros individuales en el fichero. Los ficheros de acceso al azar le per-
miten trabajar con datos en cualquier parte del disco. Estan organizados en seccio-
nes !del 256 bytes llamadas bloques.
Ir.lasll_lm:tat_:nones ;ie‘la i::nstruccién PRINT# se han explicado en la seccion del casse-
e. Las mismas limitaciones se aplican al disco. Son necesarios RETURNs o comas
para separar datos. EI CHR$(0) es igualmente leido por la instruccion GET# como
una cadena vacia.

Los fi i
s ficheros relativos y de acceso al azar usan “canales” separados de datos y de
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comando. Los datos escritos en el disco se envian por el canal de datos, almace-
nandose en un “buffer” (memoria temporal RAM) del disco. Cuando se ha llenado
un registro o bloque, se envia una orden por el canal de comando que le indica a la
unidad en que parte del disco debe almacenar la informacion. Entonces el conteni-
do completo del buffer es escrito en la parte deseada del disco.

Las aplicaciones que requieran grandes cantidades de datos a procesar se almace-
nan mejor en ficheros relativos de disco. Estos ficheros proporcionan un tiempo de
espera minimo y una gran comodidad para el programador. El manual de la unidad
de disco proporciona completa informacién sobre el uso y forma de programar
ficheros en disco.

LOS PORTS DE JUEGO

El Commodore 64 posee dos Ports de Juego de 9 contactos cada uno. Estos ports
le permiten conectar mandos de palanca (joystick), raquetas (paddles) o un lapiz
6ptico. Cada port acepta un joystick o un paddle. El lapiz 6ptico debe ser conectado
en el Port A (Unicamente) para control grafico especial, etc. Esta seccion contiene
ejemplos de como usar los joysticks y paddies desde el BASIC o el lenguaje maqui-

na.

El joystick digital se conecta a la CIA#1 (Adaptador Complejo de Interface MOS
6526). Este periférico de Entrada/Salida también controla los botones de fuego de
los paddles y la exploracion del teclado. El chip CIA 6526 tiene 16 registros que se
encuentran en las posiciones de memoria de 56320 a 56335 inclusive ($DC00 a
$DCOF). E! Port A se encuentra en la posicion 56320 ($DC00) y el Port B esta en la
posicion 56321 ($DCO1).

Un joystick digital tiene cinco interruptores distintos, cuatro de los cuales se usan
para determinar la direccién y uno para el botén de fuego. El joystick esta dispuesto
de la siguiente forma:

(Arriba)
FUEGO
(Int. 4)
ARRIBA
(Int. 0)
L
POUIERDR, . - pias Ao DERECHA
(Int. 2) L (Int. 3)
'
ABAJO
(int. 1)

Estos interruptores corresponden a los 5 bits menos significativos de los registros
56320 o0 56321. Normalmente los bits estan a 1 si NO se escoge direccion o el boton
de fuego NO esta pulsado. Cuando el boton de tuego esta pulsado, el bit correspon-
diente (bit 4 en este caso) cambia a 0. Para leer el joystick desde BASIC se puede
usar la siguiente subrutina:
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1@ FORK=ATOIB:REN POKE LA [{llull‘l[lﬂ (L STRING

26 READDRS (K tHEXT

W DATA"UH*, Mo, o

i DATAUSH","*,"E" ", "SE°

59 PRINT*GOING. . )

5 GOGUE1AA:PEM LEE EL JONSTICK

65 TFDRECTY)=""THEHERREM MIFAR 51 HA $100 ESCIGIOH LKA IRECTION
7% PRINTORSCJY) ;" + 1PEM DICE QUE DIPECTION

£ [EFR=LETHEHEGREN MIFR 51 HA 5100 PULSAOGO EL BOTOH (€ DISFARU
R PRINT*——F——[-—-f--- - LTl

| SY=PEEK (563780 (REMITGE EL YRLOR CEL J(METICK

|18 FRLYAHDIG REM FORMA EL STATLS OEL BOTON DE DI3PARI

{20 T=15-¢ TFMEN S ) sFEM FORIA EL VALOR (€ LA DIRECCION

138 RETURH

NOTA: Para el segundo joystick, utilice JV=PEEK(56321)

Los valores de JV corresponden a las siguientes direcciones:

JV IGUAL A DIRECCION j

0 NINGUNA
1 ARRIBA

2 ABAJO

3 e

4 IZQUIERDA

5 ARRIBA E IZQUIERDA
g ABAJO E IZQUIERDA
8 DERECHA

9 ARRIBA Y DERECHA
10 ABAJO Y DERECHA

U_na pequefa rutina en codigo maquina que cumpla la misma tarea puede ser |a
siguiente:

1@ . FAGE cJOYSTICK.8/5)  JOYSTICK -

10 BUTTOM READ
@10

1@2@ :AUTHOR - BILL HINDORFF

1038

104@ DR=$Cll@

1@se Dir=#C111

1aEa =020

ior@ DJRR  LDA $DCe@
A OHLY?

1@20 DJRRE LIY #a

¢(GET IMPUT FROM FORT

iTHIS ROUTINE RERDS AND
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DECODES THE 1QEE
1a3a LIx #a SIOYSTICK/FIREEUTTON Attt R 2 A EE AL AR KER S ANE LTSRS VRN E RS e A R T
IHFLUT DATA IM 1014 % FOUR FRADDLE READ ROUTIHE <CAM ALSO BE LISED
1198 LSFE H s THE RACCUMULATOR. THIS FOR ThiO>
LEAST SIGHMIFICAMT 1E28
1118 ECS DJFO J5 BITS COMTARIM THE i AR AR RS AR EAREESERN SN SRR E R AL LS R FEE LR LT EEH T E
SHMITCH CLOSURE 1@z€ JAUTHOR - BILL HIMDORFF
1120 TEY JINFOREMATION. IF A SWITCH i@g4@ FORTA=¥DC@R
13 CLOSED THEW IT : 1058 CIDDRA=¢DCAZ
1123 DIRG LER A JFEODUCES A ZERO BIT. IF 10 S1D=30400
FoSWITCH IS OFEM THEH 1878 #=F7100
1143 ECS DJRI 1T PRODUCES A OHE BIT. 1850 EBIUFFEF #=%+1
THE JOWSTICK DIR- 1228 FLOLY #=%+2
115@ INY (ECTIOHE ARE RIGHT. LEFT, 1106 FTLY #=%+2
FOFWARD . BACEMWARD 1118 ETHA #=#%+1
11 DIR1 LSR R JBIT3=RIGHT., EBIT2=LEFT. 1120 ETHE #=#%+1
FIT1=FACKWARD. 1170 #=%C068
117 BCS DJIRZ JEITa=FORKMARD AND 1148 FILED
FIT4=FIRE BUTTOH. 11568 LInd #1 JFOR FOUR PALDLES
1128 DE% JAT RTS TIME DX AMD DY OF TWO AMALOG JOPSTICKS
COMTHIN 275 COMPLIMENT 1148 FILRDG JEMTREY FPDIMT FOR
1128 DJR2 LSR A JDIRECTION HMUMEBERS I.E. OHE FRIF (COMDITION X 13T
FFF=-1, $GA=0. $01=1. 117a SEI
1206 BCS DJRZ iDx=1 (MOVE RIGHT), Dx=-1 1180 LIA CIDDRF JGET CURFREMT “WALUE
CMOVE LEFT). OF DR
1210 M iDx=a (HO % CHAHGE). 117@ TR BUFFEFR JSAVE IT AWAY
Y=—1 CMOVE IUP SCREEM». 1268 LTA #$C0
1228 DIR2 LSE H ;Iv=1 (MOVE DOWH SCREEMY. 12168 STR CIDDER JSET PORT AR FOR
D=8 (MO ¥ CHARNGE:. : THFUT
12Za STx DX i THE FORWARD JOYSTICK b LDA #$20
FOZITION CORRESFOMDS 1223 FILRD1
1240 sSTY DY ;TO MOYE UP THE SCREEN 1240 STA FORTH JADDRESS A PRIR OF
AHD THE BACKWARD FRIDLES
250 RTS iPOSITION TO MOVE DOMWM o LI #3568 SWAIT A WHILE
SChEEH. 1268 FILRDZ
tean s 127a MOP
1278 AT RTS TIME THE CARRY FLAG COMTAIMS THE FIRE 1280 TEY
EUTTON STATE. EFL
129&_Q;F C=1 THEM BUTTOM MOT FRESSED. IF C=0 THEHN LIA SGET ¥ WALUE
£ STA

LIA CGET Y WALUE
EHMD =TH
1240 LDA :TIME TO REAR
FADDLE FIRE
1258 ORA #£50 SMAKE IT THE SAME
A= OTHER FAIE
PADDLES (Raquetas) 1360 STH BTHA sBIT 2 15 PIL %,
: feaat : EIT 3 IS5 FDL ¥
Un paddle se conecta a la CIA#1 y al chip SID (Periférico de Interface de ngdo 137@ LDA #£40
MOS 6581) a través del port de juego. El valor del paddle es leido por los registros ) DE™ JALL PAIRS TOMWED
LEER CON SEGURIDAD UTILIZANDO SOLO EL BASIC!!!! La mejor forma de usar 1400 LDR EBUFFEF
los paddles, desde BASIC o desde cédigo maquina, es usar la siguiente rutina en 1418 STA CITDRA :FESTORE PREWIOUS
lenguaje maquina...(SYS a ella desde BASIC, entonces PEEK las posiciones de YALLJE OF DDR
memoria utilizadas por la rutina). 14z@ LDA FORTA+1 JFOR 2HD PRIR -
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1428 STH ETHE JBIT 2 IS PDL #.
BIT 3 15 POL. Y

1448 CLI

1450 RTS

1456 .END

Los paddles pueden ser leidos usando el siguiente programa en BASIC:

18 C=12%¥403CREM SET PRDDLE ROUTIME START
11 FEM FOKE IM THE FADDLE RERADIMNG RQUTIME
1% FORI=@TOES: RERDA: FOKEC+I . A HERT
@ SYSCREM CALL THE PRLIDLE ROUTIME

FEM PRINT FIRE BUTTOH STATUS
FEINT:FRINT"FIFE A ":S1."FIRE B ";S52
FORM=1TOS@ HEXT REM WALT A WHILE

78 FL1=PEEK(C+2T7) 'REM SET FALILE QOHME WALUE
48 PZ=FEEK(C+2%2:REM " ! T "

S FE2=FEEK(C+252) ‘FEM o THEEE *

Q. Fe4=FEEK (C+2€B) REM " : FOUR "

&1 REM RERD FIRE EUTTOMW STATUS

22 T1=FEEKC(C+251 ) I 3Z=FPEEK (C+Z&ZD

Z@ FEINTF1,FP2.F3,F4:REM FPRIMT PADDLE VALUES

T

/I
EEH?ﬁIHT“.“ipRIHTiﬁOTD 20 'REM CLERR SCREEM AND DO
23 FEM DIATA FOR MACHIME CODE ROUTIME

i@?FDHTHISEJIAIEEJ1?3:2:228:141»Ba15341694192a141a
-‘;J-"_'L'EIJ 169

128 DRTAL. 193,173, 26. 212, 157, 3, 193, 173, 0,220, 9, 123,

ifggg?12169;64,282316;222: F2.0,133.141,2,220. 173,
140 DATRE, 193, 85, 26

LAPIZ OPTICO

El lapiz 6ptico coloca el valor de la posicion de la pantalla que esta explorando en un
par de registros (LPX,LPY) con un estrecho margen de error. El registro de posicion
X 19 ($13) contiene los 8 MSB de la posicién X en el momento de la exploracion.
Puesto que la posicion de X esta definida por un contador de 512 posiciones (9 bits),
se obtiene una resolucién de dos puntos horizontales. De forma similar, la posicion
de Y se almacena en el registro 20 ($14), pero al tener sol6 8 bits se obtiene la posi-
cion de barrido dentro de la pantalla. La lectura del 1apiz optico se efectia una vez
por cuadro, y las subsiguientes lecturas en el mismo cuadro no tienen efecto. Por
esto, usted debera tomar varias muestras antes de colocar el lapiz hacia la pantalla
(3 o mas muestras, dependiendo de las caracteristicas de su lapiz optico).
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DESCRIPCION OEL INTERFACE RS-232
DESCRIPCION GENERAL

El Commodore 64 dispone de un interface RS-232 incorporado para la conexion de
cualquier modem RS-232, impresora u otro periférico. Para conectar un periférico al
Commodore 64 todo lo que necesita es un cable y un poco de programacion.
El RS-232 del Commodore 64 esta dispuesto en el formato standard de este interfa-
ce, pero los voltajes tienen niveles TTL (de 0 a 5V) en lugar de los niveles normales
del RS-232 (de —12 a 12V). El cable entre el Commodore 64 y el periférico debe
tener en cuenta esta necesaria conversion de voltaje. El cartucho de interface Com-
modore RS-232 cumple este proposito.

El software para ajustar el interface puede ser construido a partir de BASIC o me-
diante el KERNAL para los programas en coédigo maquina.

El software de interface RS-232 en BASIC utiliza las instrucciones normales en
BASIC: OPEN, CLOSE, CMD, INPUT#, GET#, PRINT# y la variable reservada
ST. INPUT# y GET# toman los datos desde el buffer receptor, mientras que
PRINT# y CMD colocan los datos en el buffer emisor. El uso de estas instrucciones
asi como ejemplos seran mostrados mas adelante en este capitulo.

El KERNAL del RS-232 a nivel de byte y de bit funciona bajo el control de la CIA#2
6526, temporizadores e interrupciones. El chip 6526 genera NMI (Interrupciones
no enmascarables) requeridas para el proceso del RS-232. Esto permite que el pro-
ceso del RS-232 pueda tener lugar simultineamente con la ejecucion de programas
en BASIC o lenguaje maquina. EI KERNAL dispone también de rutinas para prote-
ger de la disrrupcion causada por las NMI del RS-232 a los datos a enviar al
cassette o diskette. Durante las actividades del cassette o diskette NO pueden ser
recibidos datos desde un periférico RS-232. Pero gracias a que estos apartados son
sélo locales (asumiendo que ha elaborado los programas cuidadosamente) no se
produce ninguna interferencia en los resultados.

Hay dos buffers en el interface RS-232 de su Commodore 64 para prevenir la perdi-
da de datos durante la emision y recepcion de los mismos.

Los buffers del KERNAL de su Commodore 64 consisten en dos buffers FIFO
(First—In/First—Out), cada uno de 256 bytes de capacidad, situados en la zona mas
alta de la memoria. La apertura (OPEN) de un canal RS-232 automaticamente re-
serva 512 bytes de memoria para estos buffers. Si no hay suficiente espacio de me-
moria al final del programa no aparecera mensaje de error, pero su programa puede
ser destruido. (VAYA CON CUIDADO!

Estos buffers son cancelados automaticamente al ejecutar la instruccion CLOSE.

APERTURA DE UN CANAL RS-232

Sélo se puede abrir un canal RS-232 a la vez; una segunda instruccion OPEN
causa el reajuste de los punteros de buffer. Todas los caracteres en cualquiera de
los dos buffers se perderan.

Se pueden colocar hasta 4 caracteres en el campo del nombre de fichero. Los dos
primeros son los caracteres de control y comando; los otros dos estan reservados
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para sistemas futuros. La velocidad de transmision, paridad y otras opciones se
pueden seleccionar usando esta caracteristica.

No se chequean los errores en el caracter de control para detectar una velocidad de
transmision no implementada. Cualquier caracter de control ilegal causa que el
sistema envie los datos de salida a una velocidad muy lenta (menos de 50 baudios).

SINTAXIS EN BASIC

OPEN Ifn,2,0,“<registro de control><registro de comando><opt baudios bajo>
<opt baudios alto>"

Ifn—El numero de fichero logico que puede ser cualquier nimero entre 1y 255. Si
escoge un numero superior a 127 se alimentara una linea despues de cada retorno
de carro.

GiEl
VELOCIDAD (BAUDIOS)
BITS DE STOP

olo|o!o|NoMPLEMENTADO
ololol1 50 BAUDIO
0-1 BIT DE STOP o6lol1]|o0 75
1-2 BITS DE STOP
olol1|1]| 110
ol1lolo| 1345
ol1lol1] 150 o
LONGITUD 0Oj1j1j0 300
DE PA
LABRA ol1]1|1]| s00
BIT | LONGITUD DE LA
6 | 5 |PALABRA DE DATOS 110|100 1200
0 8 BITS 110l0]|1| (1800) 2400
0|1 7 BITS 11010 2400
110 6 BITS 1lo{1]1| 3800 INI]
111 5 BITS 111]0]0]| 4800 (NI] J
11101 7200 (NI]
NO SE USA =
111(1]0| 9800 (NI]
111{1]1]19200 [NI]

Fig 6-1. Mapa de Registros de Control.

I.IE:
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<registro de control>-ts un caracter de un solo byte (vea Fig 6-1) requerido para
especificar la velocidad de transmision en baudios. Si los 4 bits mas bajos de este
caracter estan a cero (0), los caracteres <opt baudios bajo><opt baudios alto> dan
la correspondiente velocidad basandose en lo siguiente:
<opt baudios bajo>=<frecuencia del sistema/tasa/2—100—<opt baudios alto>"256
<opt baudios alto>=INT((frecuencia del sistema/tasa/2—100)/256

EEEEE

OPCIONES DE PARIDAD HANDSHAKE

BIT[BIT[BIT
7. 64 5 QPGIONER 0-3 LINEAS
1-X LINEAS

_ 0 PARIDAD INHABILITADA EN
EMISION Y RECEPCION

1 PARIDAD INPAR
RECEPCION/TRANSMISION

; | PariDAD PaR
01 RECEPCION/TRANSMISION

MARCA TRANSMITIDA PRUEBA

1 0 1 DE PARIDAD INHABILITADA
1 1 1 ESPACIO TRANSMITIDO PRUEBA
DE PARIDAD INHABILITADA
DUPLEX

0-FULL DUPLEX
1-HALF DUPLEX

NO SE USA

NO SE USA

NO SE USA
Fig 6-2. Mapa de Registros de Comando.

Las férmulas anteriores se basan en los siguientes hechos:

Frecuencia del sistema = 1.02273E6 NTSC (T.V. en Estados Unidos)
= 0.98525E6 PAL (T.V. en la mayoria de los paises de
Europa, entre ellos Espana).
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<registro de comando>—Es un caracter de un solo bytc (Vea Fig. 6-2) que define
otros parametros del terminal. Este caracter NO es imprescindible.

ENTRADA DEL KERNAL

OPEN ($FFCO0) (Vea las especificaciones del KERNAL para obtener mayor
informacion).

NOTA IMPORTANTE: En un programa en BASIC, la apertura de un canal RS-232 debe
hacerse ANTES de definir cualquier variable o tabla porque un CLR se ejecuta automatica-
mente cuando se abre un canal RS-232 (Esto sucede porque se deben reservar 512 bytes
para los buffers). Recuerde también que su programa puede ser destruido si no se dispone
de 512 bytes libres antes de la apertura de un canal RS-232.¢c

RECEPCION DE DATOS DESDE UN CANAL RS-232

Cuando se reciben datos de un canal RS-232, el buffer receptor del Commodore 64
puede almacenar 255 caracteres antes de llenarse por completo. Esto se indica por
la variable de estado del RS-232 (ST en BASIC, o RSSTAT en codigo maquina). Si
ocurre un desbordamiento de la capacidad del buffer, todos los caracteres recibidos
desde que el buffer estaba completo se perderan. Obviamente, se debe procurar re-
coger rapidamente la informacién residente en el buffer para que éste no llegue
nunca a llenarse.

Si desea recibir datos desde un periférico RS-232 a gran velocidad debera utilizar
un programa en lenguaje maquina, ya que el BASIC es demasiado lento y probable-
mente perderia caracteres.

SINTAXIS EN BASIC

Recomendada: GET#lfn,<variable de cadena>
NO recomendada: INPUT#lIfn,<lista de variables>

ENTRADAS DEL KERNAL
CHKIN($FFC6)-Vea la seccion sobre el KERNAL para mas detalles

GETIN($FFE4)-Vea la seccion sobre el KERNAL para mas detalles
CHRIN(SFFCF)-Vea la seccion sobre el KERNAL para mas detalles

NOTAS:

Si la palabra es menor de 8 bits, todos los bits no usados contendrén el valor cero.
Si un GET# no encuentra datos en el buffer, se devuelve una cadena vacia ().

Si se usa INPUT#, el sistema espera hasta que encuentra una cadena no vacia seguida de
retorno del carro. Por eslo, si las senales Clear to Send (CTS) o Dataset Ready (DSR) desa-
parecen durante la ejecucion de INPUT#, el sistema se queda en estado de solo RESTORE.
Es por esto por lo que NO se recomienda el uso de INPUT# o CHRIN (rutina equivalente del
KERNAL).

La rutina CHKIN maneja la linea x de acuerdo con el standard de la EIA para los interfaces
RS-232 (Agosto de 1979). Las senales Request to send (RTS), CTS y Received line signal

(DCD) se han implementado en el Commodore 64 definido como un terminal de datos.
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ENVIO DE DATOS A UN CANAL RS-232

Cuando se envian datos, el buffer de salida puede contener 255 caracteres antes de
que se desborde. El sistema puede esperar en la rutina CHROUT hasta que se per-
mita la transmision o se pulsen las teclas ERIVINICINCIE v NRISSHNCIRIE.
SINTAXIS EN BASIC

CMDlfn-actia igual que en las especificaciones del BASIC

PRINT#lfn,<lista de variables>

ENTRADAS DEL KERNAL

CHKOUT($FFC9)-Vea la seccién del KERNAL para mas informacion.
CHROUT($FFD2)-Vea la seccion del KERNAL para mas informacioén.

NOTA IMPORTANTE: No existe un retardo del retorno del carro en el canal de salida. Esto
significa que una impresora normal RS-232 puede no imprimir bien a menos que se
implemente algun tipo de "HOLD-OFF" (se pida al Commodore 64 que espere) o exista algun
“BUFFER” en la impresora. EI "HOLD-HOFF" se puede improvisar faciimente en el
programa. Si se trabaja con la sefial CTS (x-lineas) el Commodore 64 realizard un
"HOLD-OFF" hasta que se permita la transmisién.

La rutina CHKOUT maneja el handshake de x-lineas que sigue las normas EIA (agosto de
1979) para los interfaces RS-232—-C. Las lineas RTS, CTS y DCD se han implementado con
el Commodore 64 como dispositivo terminal de datos.

CIERRE DE UN CANAL RS-232
El cierre de un canal RS-232 descarta todos los datos presentes en los buffers en el
momento de la ejecucion (hayan o no sido transmitidos o impresos), para todas las

transmisiones y recepciones del RS-232, ajusta la sefnal RTS y las lineas altas (Sy.)
de datos transmitidos, y destruye los dos buffers del RS-232.

SINTAXIS EN BASIC

CLOSEIfn

ENTRADA DEL KERNAL

CLOSE($FFC3)-Vea la seccion correspondiente al KERNAL para mas informacion.

IIEE
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NOTA: Asegurese de que se han transmitido todos los datos antes de cerrar un canal RS-232.
Una forma de chequear esto desde BASIC es:

100 SS=ST:IF(SS=0 OR $S=8) THEN100
110 CLOSE Ifn

Tabla 6-1. Lineas del Port de Usuario

(6526 DEVICE #2 Loc. $DD00—$DDOF)

IN/

PIN | 8326 DESCRIPCION EIA | ABV . | mooos
o | 1 ou

C | PBO |RECEIVED DATA ®8) | So | N |12

0 | PB1 |REQUEST TO SEND A | RTS | out| 1*2

£ | B2 |DATA TERMINAL READY | (CD) | DTR | OUT| 1*2
F | PB3 |RING INDICATOR e | R N | 3

i | pa |RECEIVED LINE SIGNAL | (CF) | DCD | IN | 2

J | PB5 |UNASSIGNED () | xxx | IN| 3

x | pBs |CLEAR TO SEND ) | cts | N | 2

L | PB7 |DATA SET READY o) | osR | IN| 2

8 |FLAG2 | RECEIVED DATA @ | Sm | N |12
m | Pa2 |TRANSMITTED DATA | (BA) | Sew | OUT| 12
A | oND |PROTECTIVE GROUND | (A) | GND 12
N | GND | SIGNAL GROUND AB) | GND 123
MODOS:

1) 3-LINE INTERFACE (Sin,Sout,GND)

2) X-LINE INTERFACE

3) Utilizable por el usuario (no usado)

* Estas lineas permanecen altas en MODO 3-LINE

[71 (6] (5] [4] [3] [2] [1] [0] (Machine Lang.—RSSTAT

$ ' 3 3 i :—PARITY ERROR BIT

__ FRAMING ERROR BIT
RECEIVER BUFFER OVERRUN BIT
RECEIVER BUFFER—EMPTY
(USE TO TEST AFTER A GET#)
CTS SIGNAL MISSING BIT
UNUSED BIT

DSR SIGNAL MISSING BIT
BREAK DETECTED BIT

Figura 6-3. Registro de Estado (ST) del RS-232.
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NOTAS:

Si los BITS estan a cero no se detecta error.

El registro de estado del RS-232 puede ser leido desde BASIC usando la variable ST.
Si ST es leido desde BASIC o usando la rutina del KERNAL READST la palabra de estado del
RS-232 es borrada. Si se precisan mdiltiples usos de la palabra de estado, ésta debe ser asig-
nada a otra variable. Por ejemplo:

SR=ST:REM ASIGNA ST A SR

El estado del RS—232 puede ser leido (y borrado) sdlo cuande el canal RS—232 ha sido el ulti-
mo en utilizarse para una operacion de E/S.

PROGRAMAS DE MUESTRA EN BASIC

16 REM ESTE PROGRAMA EHYIA ¥ RECIBE DATOS A/IE LN SILENT 768

11 REM TERMINAL MODIFICADO PRRR PET ASCII

28 REM T1 SILENT 768 COLOCADO:368 BAUDICS,ASCIT OE 7 BITS,PARIDAD [MPAR

21 REM FULL DUPLEX

3 FEM MISHA COLOCACION EN EL ORDEMADOR QUE USRHDO LN IHTERFASE [E 3 LINERS
109 OPEN 2,2,3,CHRECE+32)4CHRE(324126) :REM ABRIR EL CANAL

118 GETH2, A% :REM COMECTAR EL CAHAL RECEPTORCTIRO A IHVALIDA)

203 REM BUCLE PRINCIPAL

216 GET B#:REM COGE DEL TECLACO DEL OROEHAOOR

228 IF BSO"" THEN PRINTH2,6%:REM S SE PULSK UNA TECLA,SE ENVIA AL TERMINAL
¢ GETH2,C4:REM COGE UNA TECLA DEL TERMINAL

249 PRINT B$;C$;:REM IMPRIME LRS ENTRADRS DE DATOS EN LA PANTALLA DEL ORDENAOOR
750 SR=ST:IF SR=A OR SR= THEW ZBM:REM REVISA EL ESTATUS,SI ES BUENO ENTOMCES
3 REM AYISH DE ERROR

316 PRIMT"ERRPR: *;

328 IF SR AHD | THEN PRINT “PARIDAD"

23 IF SR RHD 2 THEH PRINT “ESTRUCTURH"

348 IF SR A0 4 THEN PRINT "BUFFER RECEPTOR LLENO"

58 IF SR AND 128 THEN PRINT “BRERK®

368 IF (PEEK(ET3) AND | THEN 35@:REM ESPERA A TODOS LOS CHRACTERES

I78 CLOSE Z:END

160 OPEN 5,2,3,CHR$(6)

110 DIN F2(235), TA(255)

208 FOR J=32 TO 64:T2(1)=J :NEXT

218 T2(13)=13:T2(28)=8 :RY=18:CT=0

228 FOR J=63 T0 98:K=J+32:T2(1)=K:NEXT

238 FOR J=91 TO 95:TA(J)=J:NEXT

248 FOR J=193 T0 218:K=J-128:TA(1)=K :NEXT

298 TU(146)=16:T(133)=16

268 FOR J=8 T0 255

278 k=T D)
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268 IF KOBTHEN Fadkd=1Fuck128)=]

290 NEXT

360 PRINT * "CHR$(147)

310 GET#S,R$

320 IF R$=""0R ST@ THEN 308

330 PRINT® “CHRECIS7) ;CHRS (FLCRSCRS)))
340 IF FA(ASCCR$))=34 THEN POKE212,0

358 GOTO 318

368 PRINTCHR$CRY)" "CHR$C157) ;CHR$(146) ;:0ET RS
378 IF RSO THENPRINTHS, CHR$ C(TUCASCORSD)) ;
383 C1=CT+

399 IF CT=8 THENCT=0:RY=164-RY

410 6070318

POSICIONES DE LOS PUNTEROS DE BUFFERS
RECEPTOR/TRANSMISOR

$00F7-RIBUF-Un puntero de dos bytes indicando la posicién de base del buffer
receptor.

$00F9-ROBUF-Un puntero de dos bytes indicando la posicién de base del buffer
transmisor.

Las dos posiciones de arriba son ajustadas por la rutina OPEN del KERNAL, cada
una apuntando a un buffer de 256 bytes distinto. Se desactivan escribiendo un cero
en los bytes mas significativos ($00F8 y $00F9), lo que sucede al ejecutar la rutina
CLOSE del KERNAL. También pueden ser activados/desactivados por el progra-
mador en lenguaje maquina para sus propios propésitos, es decir para crear Unica-
mente los buffers necesarios. Cuando se usa una rutina &n lenguaje maquina para
posicionar los buffers se debe tener sumo cuidado ert colocar el valor correcto en
los punteros de limite de memoria (top of memory), especialmente si programas en
BASIC deben ejecutarse simultdneamente.

POSICIONES DE PAGINA CERO Y SU USO EN EL SISTEMA DE
INTERFACE RS-232

$00A7-INBIT-Almacenamiento temp. entrada bit receptor
$00A8-BITCI-Cuenta del bit recibido.
$00A9—-RINONE-Bandera de inicio de check del bit recibido
$00AA-RIDATA-Posicion buffer/assembly del byte recibido
$00AB-RIPRTY-AImacenamiento del bit de paridad recibido
$00B4-BITTS—Cuenta del bit transmitido
$00B5-NXTBIT-Proximo bit a transmitir
$00B6-RODATA-Posicion buffer/assembly del byte transmitido

Todas estas posiciones de pdagina cero se usan localmente y solo muestran una
guia para comprender las rutinas asociadas. Estas posiciones no pueden ser utiliza-
das desde BASIC o el KERNAL a nivel de programador para lograr que el RS-232
realice alguna tarea. Deben ser usadas las rutinas para el sistema RS-232.
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POSICIONES Dé ~UERA DE LA PAGINA CERO Y SU USO EN EL
SISTEMA DE INTERFACE RS-232

Almacenamiento general del RS-232

$0293-M51CTR-Registro de control del Pseudo 6551 (vea Fig. 6-1)

$0294-M51COR-Registro de comando del PSEUDO 6551 (vea Fig. 6-2)

$0295-M51AJB-Los dos bytes siguientes a los registros de control y comando en
el campo del nombre de fichero. Estas posiciones contienen la velocidad en
baudios para el inicio del test de bit durante la actividad del interface.

$0297-RSSTAT-EI registro de estado del RS-232 (Vea Figura 6-3)

$0298-BITNUM-E! nimero de bits enviados/recibidos

$0299-BAUDOF-Dos bytes que son iguales al tiempo de un bit (Basado en el
sistema de reloj/baudios)

EL PORT DEL USUARIO

El port del usuario es un modo de conectar el Commodore 64 con el mundo exterior
Usando las lineas disponibles en este port puede conectar el Commodore 64 a una
impresora, un sintetizador de voz, un modem e incluso se puede conectar a otro
ordenador.

El port del Commodore 64 esta conectado directamente a uno de los chips CIA
6526. Mediante programacion, la CIA puede conectar con muchos otros periféricos.

DESCRIPCION DE LOS CONTACTOS DEL PORT (PINS)

12 3 4 65 6§ 7 8 9 1011 12
pa— - eSS N

L ew v s s
ABCDETFHUJKLMN

y control 5 a
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CARA SUP.

1
2
3

10
11

12
CARA INF.

Zim TR - rTmMmmoN® r

TIERRA
+5V
RESET

CNTI

SP1

CNT2

SP2

PC2

SERIAL

ATN

9 VAC+FASE
9 VAC-FASE

GND

GND
FLAG2
PBO
PB1
PB2
PB3
PB4
PBS
PB6
PB7
PA2
GND

DESCRIPCION DE CONTACTOS DEL PORT

__
w DESCRIPCION

(100 mA MAX.)

Activando este contacto, el Commodore
64 se reinicia (RESET) completamente.
Los punteros del programa en BASIC son
reajustados, pero la memoria no se borra.
Es también una salida RESET para perife-
ricos externos.

Contador del port serie desde la CIA#1.
(Vea ESPECIF.CIA)

Port serie desde la CIA#1. (Vea ESPECIF.
CIA 6526)

Contador del port serie desde la ClA#2.
(Vea ESPECIF.CIA)

Port serie desde la CIA#2. (Vea ESPE-
CIF.CIA 6526)

Linea de handshaking desde la ClA#2
(Vea ESPECIF.CIA)

Este contacio estad conectado a la linea
ATN del bus serie.

Conectado directamente al transformador
del Commodore 64 (50 mA MAX.).

El Commodore 64 le da control sobre el
PORT B del la CIA#1. Ocho lineas de En-
tradas/Salidas estan disponibles, asi
como dos lineas para handshaking con un
periférico exterior. Las lineas de E/S para
el PORT B se controlan por dos posicio-
nes. Una es el PORT propiamente dicho, y
se encuentra en la posicion 56577
($DD01). Naturalmente, PEEK para_leer
entradas y POKE para ajustar salidas.
Cada una de las 8 lineas de E/S pueden
activarse como entrada o salida colocan-
do el valor adecuado en €l REGISTRO DE
DIRECCION DE DATOS.

i
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El REGISTRO DE Di‘n..;CCION DE DATOS se encuentra en la posicién 56579

($DDO03). Cada una de las ocho lineas del port tiene un BIT en el registro de ocho
bits REGISTRO DE DIRECCION DE DATOS (DDR), que controla las lineas que
sirven para entradas y las que sirven para salidas. Si un bit del DDR esta a 1, la
correspondiente linea en el port seré de SALIDA. Si el biten el DDR esta a0, lalinea
correspondiente en el port sera de ENTRADA. Por ejemplo, si el bit 3 del DDR esta
a 1, la linea 3 del port serd de salida. Un ejemplo adicional:

Si el DDR esta ajustado del siguiente modo:

BIT # :76543210
VALOR:00111000

Usted puede ver que las lineas 5, 4 y 3 son de salida, puesto que sus bits asociados
estan a 1. El resto de las lineas, al tener sus bits a 0, seran de entrada.

Para PEEK o POKE el port de usuario, es necesario usar el DDR ademas del port
propiamente dicho.

Recuerde que las instrucciones PEEK y POKE precisan un numero entre 0y 255.
Los nimeros dados en el ejemplo de uso del DDR deben ser traducidos a un
numero decimal antes de poder usarse. El valor resultante es:

254 244 28=32 + 16 + 8 = 56

Advierta que el bit# para el DDR es el mismo numero que 2 elevado a la potencia
del lugar de orden del bit.

(16=2 1 4=2X2X2X2, 8=2 1 3=2X2X2)

Las oftras dos lineas, FLAG1 y PA2 son distintas del resto del port de usuario. Estas
dos lineas se utilizan principalmente para handshaking, y se programan de distinta
forma desde el port B.

El handshaking es necesario cuando se comunican dos periféricos. Puesto que uno
de los Peritéricos puede ir a mayor velocidad que el otro es necesario dar a los
periféricos un modo de que sepan que es lo que esta haciendo el otro periférico.
Incluso cuando los periféricos trabajan a la misma velocidad, el handshaking es
necesario para que los peritéricos sepan si el otro va a enviar datos o si los ha
recibido correctamente. La linea FLAG1 posee unas caracteristicas especiales que
la hacen idénea para este trabajo.

FLAG1 es una entrada sensitiva a un corte negativo que puede ser usada como una
entrada de interrupcion de propésitos generales. Cualquier transicion negativa en la
linea FLAG1 activa el bit de interrupcién FLAG. Si el bit de interrupcion FLAG es ac-
tivado, se causa una PETICION DE INTERRUPCION. Si el bit FLAG no es activado,
puede ser encabezado desde el registro de interrupcién bajo control del programa.

PA2 es el bit 2 del port A de la CIA. Es controlado al igual que cualquier otro bit del
port. El port esta situado en la posicién 56576 ($DDO00). El registro de direccion de
datos se encuentra en la posicion 56578 ($DD02).
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EL BUS SERIE

El bus serie esta dispuesto en forma de una cadena en margarita disenada para
permitir al Commodore 64 comunicarse con periféricos como el VIC-1 541 (Unidad
de Disco) o el VIC-1525 (Impresora Grafica). La ventaja del bus serie es que se le
puede conectar mas de un periférico. Pueden coneclarse hasta cinco periféricos al
mismo tiempo en este port.

Hay tres tipos de operacion sobre el bus serie: CONTROL, EMISION vy
RECEPCION. El periférico de CONTROL es el encargado de controlar la operacion
del bus serie. E| TRANSMISOR transmite datos por el bus. E| RECEPTOR recibe
datos desde el bus.

El Commodore 64 es el controlador del bus. También -actta como EMISOR (por
ejemplo cuando envia datos a la impresora) y como RECEPTOR (por ejemplo cuan-
do carga un programa desde el disco). Los periféricos pueden ser de entrada (la im-
presora), de salida 0 ambas cosas a la vez (la unidad de disco). Sélo el Commodore
64 puede actuar como controlador.

Todos los periféricos conectados al bus serie pueden recibir los datos transmitidos
por el bus. Para lograr que el Commodore 64 transmita los datos al periférico
adecuado, cada uno de ellos posee una DIRECCION de bus. Usando esta direccion
de periférico el Commodore 64 puede controlar los accesos al bus. Las direcciones
en el bus serie van de 4 a 31.

El Commodore 64 puede ordenar a un periférico que emita o reciba datos. Si el
Commodore 64 ordena a un periferico que ENVIE datos, iniciara este envio hacia el
bus. Si el Commodore ordena a un periférico que RECIBA datos, el periférico que
recibe la orden quedara listo para recibir los datos que se le envian. (Desde el
Commodore 64 u otro periférico conectado al bus). Sélo un periférico a la vez puede
ENVIAR datos: de otro modo habria una confusion en el sistema. Sin embargo,
cualquier nimero de periféricos pueden RECIBIR datos al mismo tiempo que uno
los EMITE.

DIRECCIONES NORMALES DEL BUS SERIE

NUMERO PERIFERICO
405 IMPRESORA GRAFICA 1525
6 PLOTTER VL-1520
8 UNIDAD DE DISCO 1541

Otras direcciones de periférico son también posibles. Cada periférico dispone de su
propia direccion. Algunos de ellos, como la impresora grafica 1525, permiten la
eleccion entre dos numeros de direccién a la conveniencia del usuario.

La DIRECCION SECUNDARIA permite al ordenador transmitir informacion sobre la
puesta en marcha al periférico adecuado. Por ejemplo, para establecer conexion
con la impresora y que ésta se coloque en el modo MAYUSCULAS/MINUSCULAS,
use lo siguiente:

OPEN 1,4,7
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donde:

1 es el numero de fichero lagico. (El nimero que utiliza en la instruccion PRINT#)
4 es la DIRECCION de la impresora, ¥

7 es la DIRECCION SECUNDARIA que indica a la impresora que entre en el
modo MAYUSCULAS/MINUSCULAS.

Se usan seis lineas en el bus serie -3 de entrada y 3 de salida—. Las tres lineas de
entrada reciben las sepales de datos, control y tiempo, enviandolas al Commodore
64. Las tres lineas de salida envian a los periféricos conectados al bus serie las li-
neas de datos, control y tiempo.

CONTACTOS DEL BUS SERIE

PIN DESCRIPTION

SRQ IN SERIE
TIERRA

ATN E/S SERIE
CLK E/S SERIE
DATOS E/S SERIE
SIN CONEXION

oo h b LN —

SRQ IN SERIE: (PETICION DE SERVICIO SERIE)

Cualquier periférico en el bus serie puede enviar esta senal baja cuando precisa
atencion del Commodore 64. EI Commodore 64 toma entonces el control del peri-
férico.

ATN E/S SERIE:(ATENCION E/S SERIE)

El Commodore 64 usa esta sefal para iniciar una secuencia de comandos para un
periférico del bus serie. Cuando el Commodore 64 envia esta sefal baja, todos los
periféricos conectados al bus serie inician la “escucha” para que el Commodore 64
transmita la direccion. El periférico al que se dirige la direccion debe responder en
un lapso de tiempo predeterminado; de otro modo, el Commodore 64 asume que
dicho periférico no estéa conectado al bus, y retorna un error en el registro de estado
(ST).
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CLK E/S SERIE: (RELOJ E/S SERIE) (

Esta sefial se usa para controlar el tiempo en que se envian los datos en el bus
serie.

DATOS E/S SERIE:

Los datos en el bus serie se transmiten bit a bit por esta linea.

EL PORT DE EXPANSION

El conector de expansion es un conector hembra de 44 contactos (22/22) situado en
la parte trasera del Commodore 64. Con el Commodore 64 encarado hacia usted, el
conector de expansion se encuentra a la derecha del ordenador, en la parte trasera.
Para usar este conector se requiere un conector macho de 44 contactos (22/22).
Este port se usa para expansiones del sistema que requieran el acceso al bus de
direcciones o al bus de datos del ordenador. Es necesario tomar precauciones
cuando se usa una expansién de este tipo, ya que es posible danar el Commodore
64 por una mal funcién del equipo conectado.

El bus de expansion esta dispuesto de la siguiente forma:

2221201918 17161514131211109 8 7 854321

ZY XWVUTSRPNMLKJHFEDCBA

Las senales disponibles en el conector son las siguientes:

NOMBRE c* DESCRIPCION

GND 1 Tierra

+5VDC 2 (El total de los periféricos del port de usuario y

+5VDC 3 cartuchos no pueden exceder de 450mA.)

IRQ 4 | Linea de peticién de interrupcion al 6502
(activa baja)

RW 5 Lectura/Escritura

DOT CLOCK 6 Reloj para video de 8.18 MHz.

1101 7 | Blogue 1 E/S @$DE00-S$DEFF (activo
bajo) sin buffer

GAME 8 | Entrada activo bajo til

EXROM 9 Entrada activo bajo til

1102 10 | Blogque 2 E/S | $DF00-$DFFF (activo
bajo) con buffer de salida ttl

*C=NUMERQO DE CONTACTO
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NOMBRE i e DESCRIPCION

ROML 11 Bloque de 8K. RAM/ROM decodificado @$8000
(activo bajo) con buffer ttl de salida

BA 12 | Senal disponible del bus desde el chip VIC-II
sin buffer 1 carga max.

DMA 13 | Linea de peticién de acceso directo a memo-
ria (entrada activo bajo) entrada ttl

D7 14 | Bit del bus de datos 7

D6 15 Bit del bus de datos 6

D5 16 | Bit de bus de datos 5

D4 17 | Bit de bus de datos 4 sin buffer, 1 ttl c.max

D3 18 | Bit de bus de datos 3

D2 19 | Bit de bus de datos 2

D1 20 | Bit de bus de datos 1

DO 21 Bit de bus de datos 0

GND 22 | Tierra

GND A Tierra

ROMH B 8K. RAM/ROM decodificada @$E000 con
buffer.

RESET C RESET 6502 (activo bajo) con buffer tti de
salida sin buffer de entrada

NMI D | 6502 Interrupcion No Enmascarable (activo
bajo) con buffer ttl de salida, sin buffer de
entrada.

02 E Reloj del sitema en fase 2

Al5 F Bit del bus de direcciones 15

Al4 H Bit del bus de direcciones 14

A13 J Bit del bus de direcciones 13

Al12 K Bit del bus de direcciones 12

All L Bit del bus de direcciones 11

A10 M Bit del bus de direcciones 10

A9 N Bit del bus de direcciones 9

A8 P Bit del bus de direcciones 8 sin buffer, 1 ttl

: carga maxima

A7 R Bit del bus de direcciones 7

Ab S Bit del bus de direcciones 6

A5 i Bit del bus de direcciones 5

A4 U Bit del bus de direcciones 4

A3 Vv Bit del bus de direcciones 3

A2 W | Bit del bus de direcciones 2

Al X Bit del bus de direcciones 1

AO Y Bit del bus de direcciones 0

GND Z Tierra

*C=NUMERO DE CONTACTO

A continuacién se muestra una descripcion de las lineas mas importantes del port
de expansion:
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GND esta conectado a la tierra del sistema.
DOT CLOCK Es el RELOJ, A 8.18 MHz. Todos los tiempos del sistema se derivan
de este reloj.
BA es la sefal del VIC—I| sobre disponibilidad del bus. Esta linea pasa a bajo 3 ci-
clos antes de que el VIC—II actlie sobre los buses del sistema, y permanece baja
hasta que el VIC—Il ha terminado la tarea de mostrar nueva informacion.

DMA es la linea de ACCESO DIRECTO A MEMORIA. Cuando-esta linea esta baja,
el bus de direcciones, el bus de datos y la linea de lectura/escritura del procesador
6510 entran en estado de alta impedancia. Esto significa que un procesador externo
puede tomar el control de los buses del sistema. Esta linea s6lo puede ser activada
cuando el reloj 02 esta bajo. También, puesto que el VIC-Il sigue con sus tareas, el
periférico externo debe adaptarse al ritmo del VIC-II. (Vea el diagrama del VIC-1).
Esta linea esta arriba en el Commodore 64.

CARTUCHO PROCESADOR Z-80

Leyendo este libro y practicando con su ordenador se habra dado cuenta de lo
versatil que es el Commodore 64. Para aumentar esta versatilidad y lograr que el
ordenador sea atin mas capaz, se han disefiado una serie de periféricos tales como
el Datassette, la unidad de disco, la impresora...Todos estos aparatos pueden ser
conectados a su Commodore 64 mediante los diversos ports de que dispone. Lo
que hace que nuestros periféricos sean realmente buenos es que éstos son
“inteligentes”. Esto significa que no ocupan memoria RAM, siempre necesaria
Usted dispone de los 64K. de memoria libres en su Commodore 64.

Otra ventaja de su Commodore 64 es que de hecho la mayoria de programas que
escriba para el hoy seran compatibles con los ordenadores Commodore del
manana. Esto es posible gracias a la calidad del sistema operativo (OS) de nuestros
ordenadores.

Sin embargo, hay una cosa que el sistema operativo del Commodore 64 no puede
hacer: lograr la compatibilidad de sus programas con los de un ordenador fabricado
por otra compafia.

Probablemente usted no se habra preocupado acerca del uso de otros ordenadores
porque el Commodore 64 es muy facil de usar. Sin embargo, para el usuario gue
desee disponer de software que no esté disponible en el formato de su Commodore
64 hemos creado el cartucho Commodore CP/M (R)

CP/M (R) no es un sistema operativo "dependiente del ordenador”. Este sistema
usa parte de la memoria disponible para programas para ejecutar su propio sistema
operativo. Hay ventajas e inconvenientes en esto. Los inconvenientes son que los
programas que escriba deben ser mas cortos que los que podria escribir usando el
sistema operativo de su Commodore 64. Ademés, usted NO puede usar las carac-
teristicas del poderoso editor de pantaila de su Commodore. Las ventajas son que
ahora puede disponer de una vasta biblioteca de programas disefiados para traba-
jar con CP/M (R) y el microprocesador Z-80, y los programas que escriba en este
sistema pueden ser transportados y ejecutados en otros ordenadores que dispon-
gan del CP/M (R) y un procesador Z-80.

Muchos ordenadores que disponen en opcion de una tarjeta Z-80 requieren mani-
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pulaciones en el interior del ordenador para instalarla, lo que puede estropear algin
componente si no se tiene mucho cuidado. El cartucho Commodore CP/M (R)
elimina este riesgo puesto que se conecta en el port de expansion sin que deba
quitar ningtin tornillo ni tocar ningln componente que mas tarde podria causar
problemas.

USO DEL COMMODORE CP/M (R)

El cartucho Commodore Z-80 le permite utilizar programas disefados para fchio-
nar con el microprocesador Z-80 en su Commodore 64. El cartucho se suministra
con un diskette que contiene el sistema operativo CP/M (R).

EJECUCION DEL COMMODORE CP/M (R)
Para entrar en el sistema CP/M (R):

1) LOAD el programa CP/M desde su unidad de disco
2) Escriba RUN
3) Pulse la tecla IEI=HEEL

En este punto los 64K. de memoria RAM estan disponibles para el microprocesador
central 6510, o bien 48K. de RAM estan disponibies para el procesador central
7-80. Usted puede pasar alternativamente de uno a otro procesador, pero NO
puede usar los dos al mismo tiempo en un solo programa. El paso de un procesador
a otro es posible gracias al sofisticado mecanismo de tiempo de su Commodore 64.

Puesto que las direcciones de memoria cambian al utilizar el cartucho Z-80, debe
recordar que se debe anadir 4096 a las direcciones con las que trabaja en CP/M (R)
para obtener las direcciones equivalentes en el sistema operativo normal de su
Commodore 64. Las correspondencias de memoria entre los dos procesadores se
muestran en la siguiente tabla:

z-80 DIRECCIONES 6510 DIRECCIONES
DECIMAL HEX DECIMAL HEX
0000-4095 0000-OFFF 4096-8191 1000 1FFF
40968191 1000 1 FFF B8192-12287 2000 2FFF
819212287 2000-2FFF 1228816383 3000-3FFF
12288-16383 3000 3FFF 16384—-20479 4000~ 4FFF
16384-20479 4000 4FFF 20480—24575 5000— 5FFF
20480-24575 5000 5FFF 2457628671 6000- 6FFF
2457628671 6000 6FFF 2867232767 7000- 7FFF
28672-32767 7000 7FFF 32768-36863 8000 - BFFF
32768-36863 8000- 8FFF 3686440959 9000- 9FFF
3686440959 9000-9FFF 4096045055 AO000—- AFFF
40960-45055 AD00-AFFF 45056—-49151 BOOO— BFFF
45056—-49151 BOOOQ— BFFF 49152-53247 CO000- CFFF
49152- 53247 CO00— CFFF 53248-57343 DOOQ— DFFF
53248-57343 D000 - DFFF 5734461439 EOQO—EFFF
5734461439 EO00- EFFF 61440-65535 FOO0 - FFFF
61440- 65535 FOOO - FFFF 0000-4095 0000—OFFF
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Para ACTIVAR el procesador Z-80 y DESACTIVAR el procesador 6510, escriba el
siguiente programa:

16 REM ESTE PROGPAM ES PRRA SER LSHOO CIH EL CRETUCHO OEL 264

24 REM PRIMERQ ALMATENA LDS DATDS DEL 780 EN §!1068(Z80=5000)

o PEM ENTOMCES DESCONECTH EL IRD [EL 513 Y FACILITR

4t REM EL CRRTLCHO DEL 2o, EL CRRTUCHD DEL 230 DEBE SER DESCINECTAN
S8 REM PAER FRCILITAR EL SYSTEMA e5id

163 PEM ALMACENA LOG DRTOS DEL 209

{18 FEAD B:REM COGE EL TRAWD CEL COCIGD DEL 260 GUE TIEHWE WUE SER MOWIDO
128 FOR 1=48% T0 4895+B-1:REM MIEVC EL CODIG0

130 READ R:POKE LA

148 HE2T 1

260 FEM EJECUTR EL COOIGD CEL 25

218 PORE 56333, 127 :REM [ESCORECTR EL IR0 DEL &519

220 PIKE 56852 B REM COMECTR EL CARTUCHT [EL 20w

&3 POKE S67333,129:PEM CONECTR EL IR0 DEL 5510 CLAMR MR SIM0 HECHO €L
285 CHRTUCHD [EL 23w

2418 END

1o REM SECCION D DRTIC DEL CODIGD MApLinA OEL 223

110 DFTA 16:REM TaMaMD OF LOS OATOS OUE DEREN SER PHISDO0S

1168 FEM CONECTA EL COOI00 OEL 2%

1118 DATH 0,00, B85 PEM NUESTRD CARTUCHD 239 ECESTTR COMECTRR TIEWRO DM 4iaed
{2u REM [(AT0S [ TRAEAIO DEL 204

1218 D8TR 23,02, 245:PEM L0 HL MNCLOCACTZACTON 2N LA PRUTHLUA)

12 [HTR 52:FEM INC HLCTHCREMENTR ESA LOCHLTZRCIOND

1360 FEM DRTOS OEL RUTD DESCOHECTOR ORL 208

1218 [ATA 62, B1:kE4 LD A,

1329 DATA 560,08, 200 sREm L0 (M ReLOCRLIZRCTON [EL 1)

1228 DATA @8, 26, B0, (REM HOF sHOP 0P

1348 DATR 135,60, 20050 TP sidd

Para mas detalles acerca del CP/M (R) de Commodore y el cartucho procesador
Z—80 lea el Manual DE Referencia del Z-80.
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APENDICE A: Simbolo en : Simbolo en
Palabra Abreviatura la pantalla Palabra Abreviatura la pantalla
|
| werts e R F e[ RIGHTS R (EXIED ! rRKJ
LEN NINGUNA LEN RND R @GR N R [/]

! LET W SHIFT [ L E RUN R E&) U R E
ABREVIATURAS DE LAS LIST W sHiFT I L K] SAVE s B ~ s [#)]
, PALABRAS CLAVE DE BASIC: iz kR el i <T
_ : LOG NINGUNA LOG SIN LY sHiFT I S E]
Para ayudarle a ganar tiempo a la hora de mecanografiar los programas y coman-
§ dos, el BASIC del Commodore-64 le permite abreviar la mayoria de las palabras cla- MID$ mETER | mE] SPC( 5 P s[]
? ves. La abreviatura para "PRINT” es un interrogante. Las abreviaturas para otras ==
i palabras se consiguen escribiendo la primera o las dos primeras letras de la pala- NEW NONE NEW SQR S Q s @
bra, con SHIFT (o sea pulsando simultaneamente SHIFT y la letra). Si estas abre-
viaturas se utilizan en un programa, cuando sea listado aparecera la palabra BASIC NEXT N gl ¢ N 5 SAATUS. - 5T ST
i entera (sin abreviar). Observe que algunas de las palabras, cuando estan abrevia-
I : ; L : N N S E ST
das, incluyen un paréntesis izquierdo. o m o D i m B

ON NINGUNA ON stor s [EIER T s [I]
oreN O ED P S STR$ ST R st

Simbolo en Simbolo en | oR NONE OR SYS s Y s [1

Palabra Abreviatura la pantalia Palabra Abreviatura la pantalla @
PEEK r BIED : P TAB( T @ A T
ABS ~AE@s Al END E N e =
poke P EED O P TAN NINGUNA TAN
AND A EIE N V4 EXP e B E I (SHEL I
POS NINGUNA POS tHen 7 (ER H T
ASC A s A (W] FN NINGUNA FN | L1
PRINT 2 ? TIME I Tl
ATN A T A FOR F & o F ]
PRINT# P LAl R P TIME$ Ti$ TI$
CHRS  C B el FRE N shiFT Bl et l;]
reap ¢ BED ¢ A USR v B s u [v]
cose cE@o o[ GET el shiFr | e |
i pEM NINGUNA REM VAL v B A v
CLR c B L cl GET# NINGUNA GET# ;
RESTORE RE 5 RE veriey v [EED ¢ v
cvo c Em@Em <N cosue GOENERS  Go[v| R (v] i
RETURN Rt (IER T Re(]] |war  w EXED A w4
cont c BEmo <[] coro cEmo o [J
cos NINGUNA cos IF NINGUNA IF ‘
paTA D EIE A D INPUT  NINGUNA INPUT !
i
DEF o EMED e 6 INPUT# | N v A |
| SHIFT NT |
DIM D | N INT NINGUNA | |
|

E = I microelectronica E =
microelecironica | 305 y contral s a

304 y contrel s a




APENDICE B

CODIGOS DE PANTALLA

La siguiente tabla, contiene todos los caracteres que posee el Commodore 64 en su
juego de caracteres. Muestra que nimero debera entrar por POKE en la memoria
de pantalla (registro 1024 a 2023) para obtener el caracter deseado. También se
puede ver, a que caracter le corresponde el nimero que se ha entrado por PEEK.
Hay dos juegos de caracteres disponibles pero sélo‘uno a la vez esto quiere decir
que no puede tener simultaneamente un pantalla caracteres de uno y otro juego. Se
puede cambiar de juego pulsando simultaneamente las teclas SHIFT y COMMO-
DORE.

Desde BASIC, haga POKE 53272,21 para obtener las maylsculas y POKE
53272,23 para cambiar a minusculas.

Cualquier caracter de la tabla puede ser presentado en modo INVERSO.

El codigo del caracter en INVERSO se obtiene, afadiendo al codigo del caracter
“128".

Si quiere visualizar un circulo en la posicién 1504, haga un POKE con el codigo del
circulo (81) en el registro 1504: POKE 1504,81.

Hay también una posicién de memoria correspondiente para el control del color de
cada caracter presentado en pantalla (registros 55296-56295). Para cambiar el co-
lor del circulo a amarillo (codigo de color 7), hara un POKE en la posicion de memo-
ria correspondiente (55776) con el cédigo: POKE 55776,7.

Refiérase al apéndice D para los mapas de memoria de pantalla y color, con sus c6-
digos correspondientes.

CODIGOS DE PANTALLA

SET1 SET2 POKE| SET1 SET2 POKE | SET1 SET2 POKE
@ 0 | i 9 R r 18
A a 1 J i 10 S s 19
B b 2 K k 11 ifi t 20
c c 3 L | 12 U u 21
D d 4 M m 13 Vv v 22
E e 5 N n 14 W w 23
F f 6 o} o] 15 X X 24
G g9 7 P p 16 Y y 25
H h 8 Q q 17 Z z 26

i l.l EE

306 y control 5 a

SET 1 SET 2 POKE SET 1 SET 2 POKE SET 1 SET 2 POKE
[ 27 9 57 W 87
£ 28 58 X 88
] 29 ; 59 (Il vy e
1 30 < 60 ¢ z 90
= 31 = 61 ~H 91

m 32 5 62 B | 92
! 33 ? 63 1) 93
2 34 H 64 =2 94
& 35 | % A 65 N N s
$ e |1l B8 e 96

% g |H © w | my 97
& g | BH b & | 98
' Sl B m | P 99
( @ = F 70 E 100
) 41 Bl e H £ 101
. 42 S [ 102
4 e Y | 73 ] 103
: el 0 | R . 104
. il e P A s

S T S 106
/ Bl M T (H 107
0 48 . N m (o 108
1 w B e w | [B 109
2 so | [ P s0 R 110
3 51 | @ o s . 111
4 52 L R 82 3 112
5 53 | v s e | H 113
6 sa |0 v e | H 114
7 55 | [ v @& H] 115
8 s6 | D4 v e L 116
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S8ET1 SET2 POKE BET1 SBET2 POKE S8ET BET 2 POKE APENDICE C

D 117 | il 6l -~
B | e | U 2 | B o
"

|
t
= e | 123 L | :
D i] 124 ! Este Apéndice le muestra qué caracteres aparecen si escribe: PRINT CHR$(X),
120 ‘ para todos los valores posibles de X. También le muestra los valores que obtendra,
ve los 0- 127 pero en video inverso. ‘ si escribe PRINT ASC (“X"), donde x es cualquier caracter que pueda escribir. Esto
HIRS es muy practico para comparar un caracter recibido por una instruccién GET, para
convertir la presentacion de Mayusculas a Minusculas y escribir comandos (basa-
l dos en caracteres) como el conmutador Mayusculas/Mindsculas) que no podrian
} ser escritos dentro de las comillas de un PRINT.

i

) i e
l
|

CODIGOS ASCIl Y CHR$

Los codigos 128-125 son los mis

Los codigos 192-223 son los mismos que los 96-127. Los cdodigos 224-254 son los
mismos que los 160-190. El cédigo 255 es el mismo que el 126.

VISUALIZAR CHR$| VISUALIZAR CHR$| VISUALIZAR CHR$| VISUALIZAR CHRS$

0| [ 19 & 38 9 57

| 1 20 : 39 : 58
2 21 ( 40 : 59
| 3 22 ) 41 g 60
| 4 23 * 42 = 61
{ 2 5 24 + 43 = B
i 6 25 ; 44 ? 63
‘ 7 26 - 45 @ 64
‘| oisasLes [T (€6 27 , 46 A 65
enasies [EEEN (9 : 28 / 47 B 66

5 10 29 0 48 C 67
' 1| L& 30 1 49 D 68
2| A 3 2 50 E 69

i 13 32 3 51 F 70
| 14 ! 33 4 52 G 71
k 15 g 34 5 53 H 72
16 # 35 6 54 | 73

17 $ 36 7 55 J 74

5 18 % 37 8 56 K 75
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APENDICE D
R |
SUALIZAR CHRS| VISUALIZAR CHRS | VISUALIZAR CHRS| VISUALIZAR CH : |
Ve | K 105 3 134 O 1es .
b Pl XN | ® ws| [ | | LOS MAPAS DE MEMORIA DE PANTALLA
N 78| V] 107 7 136 b aee ' COLOR Y PANTALA
|
0 CouliER 108 f2 137 B e ;
p o | N 109 4 138 [l e !
Q 168 Las tablas siguientes muestran, que situacion de memoria controla el
Q 81 [Z 110 f6 139 emplazamiento de los caracteres en la pantalla, y el registro que se utiliza para
140 ﬂ 169 l cambiar individualmente el color de un caracter , asi como la lista de los cédigos de
R 82 O L 2 | colores
s | O e Emmamhae | 1 o) ‘
r VIR 142 [:E 174 !
T 84 133 P | MAPA DE LA MEMORIA DE PANTALLA
143
U 85 D 14 COLUMNA
g 86 (v) 115 B 4 3 a7 ! 0 10 2 ) 3
D 116 w 145 b__l 174 I mfa
w 87 1024 — 7 | 5 L |
X TEER TN EA 146 175 L , IE EI s S A AR
r— ' B EEESEE
Y go| X 118 M 7 LE - lge e A
‘ T ] | - T I
z 90 119 | | B 7 i MaEEEEE |
| 1304 Ll - ]
[ 91 120 (4 149 /18 o H ; Aisseamaseecs
| e
¢ o2 | U 121 ) 180 Bl a7 a ‘ SEEEEN ‘ - o
- - — et ——
™~ H ! H
[ ea| @ s | Doteo ) R e
1584 ERE r( A REEE
v ow| B ow) bl sl REEEE | B e B
- 95| B} 12| [0 | (B e i A FRsEikRasTERER Amag R
= el [ s | @I sl WSS a AEEEEERANREERE M NaxanE mot
4 | 1864 i — — :
or | M nee | B aE AR & T
M 8| N 127 B 5 - 15 198e FOE 1.f} u
E 99 128 Chs 157 D 186 2023
= 100 120 | [ 158 ml 197 !
i 101 130 m 159 B 188 Los valores de los codigos de color que se pueden entrar por POKE, en un registro
E] 189 f para cambiar el color de un caracter son los siguientes.
B 12 131 160 |
161 190 0 NEGRO 4 PURPURA 8 NARANJA 12 GRIS 2
L[] 10s e L ol 5 ' 1BLANCO 5 VERDE 9 MARRON 13 VERDE claro
(1 104 | f 133 162 a"] 2R0OJO 6 Azul 1% ROJO claro 14 AZUL claro
| 3 CIAN 7 AMARIILO 11 GRIS 1 15 GRIS 3
|
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Por ejemplo para cambiar el color de un caracter situado en la esquina izquierda su-
perior de la pantalla, al rojo; escriba: POKE 55296,2.

APENDICE E

MAPA DE LA MEMORIA DE COLORES

|
COLUMNA 3 lf
30
o L Z | VALORES DE LAS NOTAS MUSICALES
| | :
3520 —= T TTTTTTTT [T } B - 1] ? I 0 |
55336 B ! s |
s [T el | |
59416 H | 1 . - ‘ Este Apéndice contiene una lista completa de Notas musicales con el nimero de
g:igg —— e i | ‘ £ G0 nota, el nombre de la nota, y los cdigos a entrar por POKE en los registros de Alta y
ggg;g Hﬂu{_ 2 B | 5 - L : 1 Baja Frecuencia del chip de sonidos para generar la nota deseada.
sshie - LTI CrE RENNEENE — i
A 5 o 1 ! - L e }
ggg;g H"T“:' S S e o o i — 1 & | N.° de Nota Nota-Octava Alta Frecuencia Baja Frecuencia
Lo S EERTsR R N AR 1S I * 0 c-0 1 18
R e aaas saannaaanx mnama s | | ' z
55896 | 1 R BEE T i '] | 2 D-0 1 52
55936 2 N EN ' : ; 3 D#-0 1 70
223?2 'i'l;'_' | T T] ’ 4 E-0 1 90
56056 S B I | ! | 5 F-0 1 110
g 1 - T a0 [ 6 F#-0 | 132
56176 V0 6 0 o 11 EIFE 7 G-0 | 155
52?&2 [ : . 8 G#-0 | 179
j | 9 A-0 1 205
56295 | 10 A#-0 1 233
| 11 B-0 2 6
12 c-1 2 a7
} 13 c#-1 2 69
i 14 D-1 2 104
‘ 15 D#-1 2 140
; 16 E-1 2 179
\ 17 F-1 2 220
18 F#—1 3 8
| 19 G 3 54
, 20 G#-1 3 103
21 A=l 3 155
22 A#—1 3 210
23 B-1 4 12
24 Cag 4 7
{ 25 C#-2 4 139
26 P2 4 208
| 27 D#-2 5 25
! 28 5 103
29 = 5 185
} 30 F#-2 6 16
31 G-2 6 108
32 G#-2 6 206
312 il F E = | 313 mEL F E =
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N.° de Nota “Nota-Octava Alta Frecuencia Baja Frecuencia ! N.° de Nota Nota-Octava Alta Frecuencia Baja Frecuencia
33 A-2 7 53 i 81 A-6 15
34 A# -2 7 163 i 82 A# -6 i o4
35 B-2 8 23 83 B 92
36 c-3 8 147 In 84 c_7 i D
37 c#-3 9 21 85 i :i; 4
38 0-3 9 159 | 86 5 o 83
39 D#-3 10 60 ‘ 8z D#-7 163 g
40 E-3 10 205 | 88 _7 i o
a F-3 1 114 . 89 F_7 :s o
2 F#-3 12 32 I 90 F#-7 3 -
43 G-3 12 216 i 91 e 193 252
44 G#-3 13 156 92 T 205 133
45 A-3 14 107 ' 93 e 27 il
46 A#-3 15 70 ! 94 e 230 176
47 B-3 16 47 A 103
48 c-4 17 37
49 C#-4 18 42
50 D-4 19 63
51 D# -4 20 100 .
52 E-4 21 154
53 F-4 22 227 |
54 F#-4 24 63 !
55 G-4 25 177
56 G#-4 27 56 !
57 A-4 28 214 ;
58 A#-4 30 14] |
59 B4 32 94
60 c-5 34 75 |
81 c#-5 36 85
62 D-5 38 126
63 D#-5 40 200
b4 E-5 43 52 |
85 F-5 45 198 |
66 F#-5 48 127 !
67 G-5 51 97 |
8 G#-5 54 1 !
69 A-5 57 172
70 A# -5 61 126
71 B-5 64 188
72 cob 68 149 }
73 c#-6 72 169
74 D—6 76 252 |
75 D#-6 81 161 ‘
76 E-6 86 105 |
77 3 91 140 -
78 F#-6 96 254
79 G-6 102 194 !
80 G#-6 108 223 ‘
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APENDICE G:.

MAPA DE LOS REGISTROS
DEL VIC CHIP

I "Registro N° | "77'"|' ; T R
“PET BASIC”, Richard Huskell é Decim.Hexag [PB7 | DB6 | DBS | DB4 | DB3 | DB2 | DB | DBO
= 0 0 [sox7 O L e s
“VIC Games and Recreation \ S0X0 | Companente X
I L Tt OO S (D . SPRITE 0
Telmas Courseware “BASIC and the Personal Computer”, T. A, | 1 1 |S0Y7 i -‘“S B e
: | sovo
Ratings Dwyer, and M. Critchfield I | :;:panemev
2 | LT L A ‘ ITE O
: " . | 2 2 SIX7 e i D S =
Total Information Ser- Understanding Your PET/CBM, Vol. 1, BASIC i) | stxo | spriTe 1x
; ety [ = ) s Sl
vices Programming ! 3 S ‘ S1Y0 | SPAITE 1v
: ’ . & W lsoxy| S GOl S e e e
“Understanding Your VIC”, David Schultz ! e iy - SoNd | SeRE o
5. 5 S0y el =
i e it e N [ s S2Y0 | SPAITE 2Y
| 6 6 [S3X7 L e g
| S e TR N S * S3X0 | SPRITE 3x
7 7 |say7 —_— ]
el SR s Al L e 53Y0 | SPRITE 3y
8 8 [54x7 RN B e
L e P h S4X0 | SPRITE 4x
9 9 [say7 R P s S
) S4Y0 | SPRITE 4y
10 A [55X7 |(FEORE R e s =
s e S5X0 | SPRITE 5X
i 11 B [s5v7 i R e R e
: $5Y0 | SPRITE 5Y
12 C [séx7 e
T | A 56X0 | SPRITE 6X
13 D [56Y7 R e e
R e e S6Y0 | SPRITE 6Y
14 E [S7X7 i e o
S7X0 | Componente X
SPRITE 7
15 Fols7v7 ) e :
S57Y0Q | Componente Y
SPRITE 7
16 : et
10 [S7X8 | S6XB| S5XB| S4XB | S3X8 | S2X8 | SIX8| SOXB | msB de
2 Coordenad. X
| EC5 | BSM | BLNK | RSEL |YSCL2 |YSCLI| YSCLO | ScroliModo
RC6 | RC5 | RC4 | RC3 | RC2 | RCI | RCO 7&.«\51’950 7
ool LPX0 | LAPIZ-OPT. X
RS LPYO | LAPIZ-OPT. Y :
— | = -
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1
( , ; L (

; R 1 | CODIGOS DECOLOR DEC. HEXA. COLOR
[Reglsm , DB7 \DBé N DB5 | DB4 | DB3 | DB2 |DBI |DBO | : S
Decm  Hexag | | - s 82 20 |0 0 NEGRO EXT 1 COLOR EXTEHIOR|
15 |se7 | SEO LANZAMIEN. iy : w5 R
21 ‘ SPRITE ( q5i 2t I BLANCO BKGDO
| ON/OFF e
L 7 3 bt i 44, 22 |2 2 ROJO BKGDI
r =S e Scroll/Modo | e
55 el e, | EsT | MO TSEL |l el Rl ? Jsut 2 3 TURQUESA  |BKGD2
SEXYO| ANULACION e s T
‘ 3% 17 szx\rﬂl ll e L 96 24 |4 4 MALVANVIOLETA|BKGDS |
| 5 ‘ : = = i 37 85 |5 5  VERDE SMC 0 SPRITE
| 24 18 |VS13 ‘VS!? vs11 | ¢cB13 | CB12 CB11 |CBIO Ao Memoana de MULTICOLOR 0
| caracter de {
' PANTALLA \ 8 26 |6 6 AZUL SMC | 1
e e e e T Toe [imal s |isec | riRa | o l 39 27 |7 7 AMARILLO S0COL SPRITE COLOR 0
’ DEMANDA 3 40 28 |8 8 NARANJA s1cotL |
\ ) ; x S
26 1A NG INE NG ] NG| MLPL | MISSC IMISBCIMRIRGY Interruptor i 4] 29 |9 9 MARRON $2COL 2
; ! | DEMANDA |
| MASCARAS? [ 42 2A |10 A ROJO 53COL 3
l 27 1B |BSP7 BSPO | Prioridad | 43 2B (11 B GRIS 1 S_EO_L ¢ 4
| ‘ fondo . 4 2e i & eas? s5coL 5
| SPRITE ‘
} [ | N Rk H ] 45 2D |13 D VERDE CL. S6COL 6
SCMO | SELECTOR
’ 28 1C |SCM7 ook \ 46 et B AZULICL. S7COL 7
i Sevl e . t 15 F  GRIS3
i £ SEXX0| AMPLIAGION
SEXX7 [
i L SPRITE X NOTA:
et Are S Ve o iibes: | SOLO LOS COLORES DE 0 A 7 PUEDEN SER UTILIZADOS EN MULTICOLOR.
30 1E SSC7 SSCO | CHOQUE DE ;
SPRITES
31 1F |sBC7 SBCO | CHOQUE DE
FONDO Y
SPRITE

|
— e TR
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APENDICE H:

DERIVACION DE FUNCIONES MATEMATICAS

Las funciones que no son intrinsecas al BASIC del Commodore 64 pueden calcular-

se de la forma siguiente:

FUNCION

EQUIVALENTE EN BASIC

APENDICE I:

CONEXIONES DE DISPOSITIVO

DE ENTRADA/SALIDA

Este apendice esta pensado para mostrarle que conexiones se pueden hacer con el

Commodore 64.

1) E/S Juegos

4) E/S Serie (Disco/IMP.)

SECANTE SEC(X)=1/COS(X | 1€ ) E/S

COSECANTE CSC((X))=1JSIN()E()} 2) Conexion Cart. 5) Salida Modulador
COTANGENTE COT(X)=1/TAN(X) : 3) Audio-Video 6) Cassete

SENO INVERSO ARCSIN(X)=ATN(X/SQR(-X"X+1)) | 7) Port del usuario

COSENO INVERSO
SECANTE INVERSA
COSECANTE INVERSA

ARCCOS(X)=ATN(X/SQR(=X*X+1))+/2
ARCSEG(X)=ATN(X/SQR(X"X-1))
ARCCSC(X)=ATN{X/SQR(X*X—1))+({SGN(X)
—1*"n/2

|

Control del Port 1

COTANGENTE INVERSA ARCOT(X)=ATN(X)+m/2 Contacto 1 2 3

SENO HIPERBOLICO SINH(X)=(EXP(X)-EXP(~X))/2 Pk TIPO NOTA 4 5
COSENO HIPERBOLICO TANH(X)=EXP(=X)/(EXP(x) + EXP(~X))*2+1 © o o o o
SECANTE HIPERBOLICA SECH(X)=2/(EXP(X)+EXP(-X)) ; jg: i?

COSECANTE HIPERBOLICA CSCH(X)=2/(EXP(X)-EXP(X)) g el Al O o © ©
COTANGENTE HIPERBOLICA COTH(X)=EXP(-X)/(EXP(X))~EXP(-X))"2 + 1 | 7 oV A TR TUL O
SENO HIPERBOLICO ARCSIN(X)=LOG(X+SQR(X"X+1)) I 5 Potencitm. A4

COSENO HIPERBOLICO INVERSO ARCCOSH(X)=LOG(X + SQR(X"X~1)) ] 6 Holéei A 1ap. 6b.

TANGENTE HIPERBOLICA INVERSA ARCTANCH(X)=LOG((t+X)/(1-X))/2 { 7 +5V Max. 50 mA

SECANTE HIPERBOLICO INVERSO ARCSECH(X)=LOG((SQR(-X*X+1)+1/X) | 8 TIERRA

COSECANTE HIPERBOLICA INVERSA | ARCCSCH(X)=LOG((SGN(X)*SQR(X"X+1/X) | . Potenciém. AX 1) E/S Juegos

COTANGENTE HIPERBOLICA INVERSA

ARCCOTH(X)=LOG((X+1)/(x~1))/2 |

; Control del Port 2

Contacto

Bila e TIPO NOTA

JOY BO
JOY B1
JOY B2
JOY B3
Potenciém. B4
botén B lap. 6p.
+5V Max. 50 mA
TIERRA
Potenciom. BX

N p WK =

)
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Expansién para cartuchos: El Cassette
. 1 2
Contacto Tipo Contacto Tipo Contacto Tipo : e
12 BA 1 TIERRA S:; PE\?HA
13 D[];A?A % 12\‘5 c-3 MOTOR DEL CASSETTE SR hE
15 D6 4 IRQ ) D-4 | LECTURA DEL CASSETTE
16 D5 5 RIW E-5 | GRABACION DEL CASSETTE
17 D4 6 Dot Cleck | 1 F-6 INTERRUPTOR CASSETTE
18 D3 7 10 2
19 D2 8 GAME
20 D1 9 EXROM /
21 DO 10 10 2
22 TIERRA 11 ROML | El Port del Usuario:
Contacto Tipo Contacto Tipo Contacto Tipo Nota
N A9 A GND ‘ A
P A8 B ROMH | ; 'JFFIEI)E\I;IRA Méx. 100 mA
i s c ALkl 3 RESET
S AB D NMI 4 CNT1
T A5 E 5 02 5 | spi
; o ~ 5 s i 6 CNT2
v A3 i ad ) 7. |'SPo
s i J e 8 PC2
é ﬁg:u E ﬁﬁ 9 'ENT. SERIAL ANT.
z TIERRA M A10 10 V= Max. 100 mA
11 V= Max. 100 mA
12 TIERRA
2221201918 17161514131211109 8 7 6 5 4 3 2 1 |
\|
ETTTTTY '
ZY XWVUTSRPNMLKJHFEDCEBA cOn.tﬂCtO Tlpo Nota
Audio/Video * |‘ : L
Contacto Tipo Nota { g IEIE_!%GE
1 LUMINANCIA | D PB1
2 TIERRA | E PB2
3 SALIDA AUDIO i F PB3
4 SALIDA VIDEO h H PB4
5 ENTRA AUDIO Fi PBS
| PB6
I PB7
, M PA2
E/S de Serie (impresora/disco) j N TIERRA
Contacto Tipo 1
1 SERIAL SQRIN |
2 TIF:"HHAQ : 12 3 456 7 8 9 101112
3 SERIAL ANT. INJOUT '
4 SERIAL CLK IN/OUT
5 SERIAL DATA IN/OUT
8 RESET ABCDETFHUIEKLMN
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APENDICE J

CONVERSION DE PROGRAMAS BASIC

ESTANDARD A BASIC DEL COMMODORE 64

Si tiene programas escritos en otro BASIC que el de Commodore, sera necesario
hacer unos pequenos retoques, antes de ejecutarlos con el Commodore 64, hemos
incluido algunos consejos para hacer la conversion méas sencilla.

Dimensiones de Cadenas

Borre todas las instrucciones que declaran la longitud de la cadena. Una instruccion
DIM A$(l,J) que dimensiona una matriz de cadenas para J elementos de longitud |,
deberan ser convertidos a la sentencia de BASIC Commodore DIM A$ (J).
Algunos BASICs utilizan una coma o signos para la concatenaccion de cadenas.
Cada una de ellas debe ser cambiada por un signo “+" que es el operador del
BASIC-Commodore para la concatacion de cadenas (alfabéticas).

En el Basic del Commodore 64, las funciones MID$, RIGHT$: LEFTS$, se utilizan
para obtener subcadenas de cadenas. Formatos como A$(1) para acceder al carac-
ter de orden | en A$, o A$(l,J) para sacar una subcadena de A$ de la posicion | a J,
deben cambiarse asi:

Otros BASICs BASIC del Commodore 64

AS(l) = X$ A$ = LEFT$(AS,I-1)+X$+MIDS(AS,1+1)

A$(l,J) = X$ A$ = LEFT$(AS,I-1)+X$+MIDF(AS,J+1)

Asignaciones Multiples ‘
Para poner a cero. B y C algunos BASICs le permiten instrucciones de este tipo:
1PLETB=C=©

El BASIC del Commodore 64 interpretaria el segundo signo = como un operador l6-
gico y ajustaria B = —1 si C = 0. Para evitar este problema convierte la instruccion en
la siguiente:

18C=9B=0

Instrucciones Multiples

Algunos BASICs utilizan una barra (atras) “" pra separar diversas instrucciones en
una misma linea. Con el BASIC-Commodore separe todas las instrucciones con los
2 puntos (:)

Wwn

Funciones MAT .
Los programas que utilizan las instrucciones MAT algunos BASICs deben ser escri-
tas utilizando un bucle FOR..NEXT para ser ejecutadas debidamente.

microelectronica F E =
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APENDICE K =

MENSAJE DE ERROR

Este apendice contiene una lista completa de los mensajes de error generados por
el Commodore 64 y la descripcion de las causas:

BAD DATA...(Datos incorrectos): Se recibieron datos alfanimericos desde un fi-
chero abierto, cuando el programa esperaba datos numericos.

BAD SUBSCRIPT...(Subscrito incorrecto): El programa intentaba hacer referencia
a un elemento de una matriz cuyo nimero estaba fuera de la gama especificada en
la instruccion DIM.

CAN'T CONTINUE...(No es posible continuar): El comando CONT no puede operar
porque no habia empezado la ejecucion del programa, hay un error o se ha cambia-
do una linea.

DEVICE NOT PRESENT...(Falta periférico): El periférico requerido no esta disponi-
ble para una instruccion OPEN, CLOSE, CMD, PRINT#, INPUT# o GET#.
DIVISION BY ZERO...(Divisién por cero): La divisién por cero no tiene sentido ma-
tematico y no esta permitida.

EXTRA IGNORED...(Se omite los datos extra): Se mecanografiaron demasiados
datos en respuesta a una instruccion INPUT. Se aceptaron sélo los primeros datos.
FILE NOT FUND...(Fichero no encontrado): Si usted buscaba un fichero en una cin-
ta, se encontré una marca END OF TAPE (final de cinta). Si se buscaba en un
diskette, no existe fichero con dicho nombre.

FILE NOT OPEN...(Fichero no abierto): El fichero especificado en una instruccion
CLOSE, CMD, PRINT#, IMPUT#, o GET# debe abrirse primero con OPEN.
FILE OPEN...(Fichero abierto): Se ha intentado abrir un fichero usando el nimero
de un fichero ya abierto.

FORMULA TOO COMPLEX...(Férmula demasiado completa): la expresion de ca-
dena evaluada deberfa dividirse por lo menos en dos partes para que el sistema pu-
diera elaborarla. 3

ILLEGAL DIRECT...(llegal directo): La instruccién INPUT sélo puede usarse incor-
porada en un programa, no en modo directo.

ILEGAL QUANTITY...(Cantidad ilegal): Un nimero usado como el argumento de
una funcion o instruccion esta fuera de la gama permitida.

LOAD: Hay un problema con el programa en la cinta.

NEXT WITHOUT FOR... (NEXT sin FOR): Hay bucles encajados incorrectamente o
un nombre de variable en una instruccion NEXT que no corresponde a la de la ins-
truccién FOR.

NOT INPUT FILE...Se han intentado introducir o extraer datos con INPUT o GET
en un fichero especificado sélo para salida de datos.

NOT OUTPUT FILE...(No fichero de salida): Se ha intentado grabar datos con
PRINT# en un fichero que estaba especificado sélo para la extraccién de datos.
OUT OF DATA... (Datos agotados): Se ejecutdé una instruccion READ, pero no
Quedaban datos por leer en la instruccion DATA.
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OUT OF MEMORY...(Memoria agotada): No que ( /a RAM para el programa
(0 sus variables. Puede ocurrir también cuando se <N demasiados bucles FOR
0 hay demasiadas instrucciones GOSUB.

OVERFLOW... (No cabe): El resultado de un calculo es mayor que el maximo nu-
mero permitido, que es 1.7141884/ + 38.

REDIM’'D ARRAY...Matriz redimensionada): Una matriz puede dimensionarse sélo
una vez, con DIM. Si se usa una variable de matriz antes de que esta sea dimensio-
nada, se ejecuta una operacion DIM automaticamente, estableciendo el nimero de
elementos de dicha matriz en diez, y cualquier posterior dimensionado generara el
mensaje de error.

REDO FROM START...(Volver a empezar desde el principio): Se mecanografiaron
datos de caracteres durante una instruccion INPUT, en vez de los datos numéricos
que se esperaban. Simplemente volver a efectuar la entrada en el teclado en modo
que sea correcta y el programa continuara por si mismo.

RETURN WITHOUT GOSUB...(RETURN sin GOSUBY): Se encontré una instruccion
RETURN sin que se hubiera incorporado un comando GOSUB.

STRING TOO LONG...(Cadena demasiado larga): Una cadena puede contener
como maximo 255 caracteres.

SYNTAX...(Sintanxis): Una instruccion no es reconocida por el VIC: hay un parénte-
sis de mas o menos, un error de mecanografiado, etc.

TYPE MISMATCH...(Los datos mecanografiados no coinciden): Este mensaje de
error se genera cuando se usa un niimero en vez de una cadena, o viceversa,
UNDEF’D FUNCTION...(Funcién no definida): se usé como referencia una funcion
definida por el usuario, pero la misma no habia sido definida usando la instruccion
DEF FN.

UNDEF’'D STATEMENT...(Instruccién no definida): Se intentd pasar con GOTO o
GOSUB o ejecutar con RUN una linea que no existia,

VERIFY...(Verificar): El programa en la cinta cassette o en el disco no coincide con
el programa actualmente en la memoria del ordenador.
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