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PREFAC E 

BASIC was dcveloped in 1965 by Dr. John Kemeny and Dr. Thomas Kurtz at Dart­
mouth Collegc for usc in an academic ell\'ironmcrll. Its usc has expanded considerabl), 
si nce then, particularl), since its lldoption in the late 1970's ilS the primary lanlluil lle on 
microcomputers. Today, it is IlTobably the most widely used language in [he world, wit h 
many minicom l)uterS ilnd over I million microcomputers using it as the 11I:li l1 

programming language. 
When HASIC was developed in 1965. only a few of the characteris tics of a good 

programming language as lIe knoll' them today had been rt'Cogniled. Further. little 
significant research had been published on how to design and write a good program. 
During that era, a program which produced the correct output w:ts considered a good 
program. Lillie or no consideralion was given to [he necd for reviewing a program al 
some future date. 

[n the years since UASIC was created, considerable maturity has occurred in the 
comput ing industry, paTlicularly wi th respect [0 thc programmin g proceSS. The tech­
niq ucs of s1TuclllTed programming, with a heavy ernph<lsis 011 dcveloping logic using 
well-defined cOlllrol structures and writing code wh ich is easy to read, understand, and 
modify, ha ... e become widely accepted in the industry. 

Unfortunately, this acceptance has not always bet'n applied in Ihe del'e1opment of 
programs written in the 1l,\ $ IC language. 1o.'105t periodicals serving Ihosc who USc the 
Hf\ SIC language illustrate programs which are so poorly ..... ri[lcn that only the original 
programmer can dl'Cipher the processing taking place. 1o. Ian y BAS IC 1t'.~tbook s illustrate 
tri vial examples thm violate the most fundamental rules of modern program design :Ind 
coding. Thesc books urge student s to get on the comllUtcr and try different mClhod~ 
without instruction in the usc of good program dcsign and coding . Indeed, StatcmenlS 
have cven been made in te.~tbooks that modern programming techniques cannot be 
taught when using thc BASIC language. Such Stil\ement s renect a completel:lck o f 
understimding about the concepts of modern progra m dl'sign. Good program dl'loign i ~ 

not dependent upon the I)rogramming languilge used. The programming languagt· is 
merely the vehicle to implement the program design. Good program design using thc 
comrol structures of structured programming can be implememed clearly and easil)' in 
any programming languagc. 

The widespreild usc of IlASIC as the first programming language taught 10 
students and the usc of poorly designed and wrinen programs in [he fir st progr:ll11rning 
course has led to considerable difficulty in la ter programming cu urses. For e.~ample, 

students who Im ... e been allowed or even encouraged to write programs in any for mat 
using any logic which will eventually work find the transition to a disciplined approach 
in programmi ng quite difficult. It has been the authors' experience in talking with 
instructors that many ~ tuderUs are unable to brea k tIlL' bad habit s acquired in their first 
programming course using the BASIC language. 

Clearly, then, there is a real need for a book which teaches good programming 
methodology using the H,\ SIC language. Thb te .~tbook is designed to teach not onl y the 
UAS IC hlnguage but also the proper and correct WilY S [0 design and write progntm~. 

The book uses a problem-oriented approach; that is, Ihe student is introduced 10 
computer programming through the usc of a series of sample programs [hal arc com­
I)letcly designed and coded. From Ihe first program, st udentS arc shown thc proper way 
[0 design ,HId code a program usi ng the IlAS IC lilngu;lge. Trh' ial e.~:lInplel> thm Imve no ., 



relation 10 an application arc a\'oided. Hea\'y e111phils i ~ is pl:lced on lLsing onl)' the three 
logic control struclUres found in structured programming: the SC<lllenee logic structure, 
thc if-then ·else logic SITllelllre, ilnd the looping l o~ ie siructure. lJy using these st ruc­
tures, the design and coding of the Ilrogr'HII is made much sim iller than when a shotgun, 
hallha7.ard approach is used. 

Each sample program is thoroughly documented with remarks. All coding is 
indented following coding standards to improve the readability of the program listing. 
Thc~c concepts, although nOi new, arc seldom found in textbook programs. The)' 
reflect a professional approach 10 the task of propramming in the same manncr that 
other educational disciplincs require adherence to certain standards and rules. Indeed, it 
is difficult to imagine th.1I an English teacher would allow a term paper to be submincd 
in an y form desired by the student; for example, wlt h no title page and no sentence or 
paragraph structure. YCt this is what has been occurri ng in BAS IC programming classes 
for many YC;lrs. The approach has o ft cn been . write the prOgram in .my wa)' you 
wall! jusl to get il to work. By fo llow in g the standards inlrodueed in thi s text. students 
will emerge with a firm fou ndation in progrolill design lind will he able 10 produce 
profe~sional quality so ftware. 

The book is designed \0 be used in a one quarter or one semeSler course in BASIC 
programming. No prior knowledge of data procc~sing or computer programming is 
re(lulred. The fi rst chapter providcs a brief overview of basic computer concept s. An 
explanation is also included of the tontepl of a stored program :lI1d the process of 
de"eloping n computer program. Each of the remaining t h;tpters contains an explrllllt­
tion of an applicat ion, the program design and program code for the nllplication, and a 
detailed ex planation of Ihe program design and 1hz program cod e. In addit ion, each 
ehallter contains an explanation o f ot her BAS IC statementS and programming 
techniques relatcd \0 Ihe cI:ISS o f problem being studied. 

There arc many well-defined concepts which musl be taught in ~1I1 introductory 
progrumming class. These includc basic input/ output oper:ttions, basic arithmetic 
operations, accumulating and printing totals, comll:lring, nrnl)' processing, searching 
and sOTling, string processing, file processing, and report generation. In addition. 
modern computer systems arc ccntered around tram:lction·oricnted or interactive proc· 
essing. In this t)'pe of ell\'ironmel1l , Ihe USl'r enters data direct ly int o the computer 
syslem, processing occurs, and the re~uh s arc immediately conveyed back to Ihe user. 
Inl enictive processing many times includes the usc of a mcnu fi nd the editing of data 
ent ered from the keyboard. The ~ample programs in this textbook arc unique because 
the), illustntte all of these important concepts. 

A I the conclusion of e<lth chapter, review questions, debugging exercises, and Stu­
dent programming assignments arc provided. The review (Iuest ions use a varicty of 
methods to test the student's understanding of the m.l1 erial co\'ered in the chapter. The 
debugging exercises present, for quderlt re"iew, bOlh syma.~ crrors and errors occurring 
in the execution of a IlTogram. The programming ass ignlllelll ~ ~hould be designed and 
coded using the sllIndards recommended in the textbook . Thesc assignmenl s range from 
upplications vcr)' similar to those shown in the sample program of the text 10 more dif­
ficult programs which require Cfc;n ivc I hinkins on the pun of the programmer to arr ive 
at a sol ut ion to the problem. 

UllOn completion of t h i ~ lextbook, the studelll will h;I\'c gained e.~Jlc rience and 



practicc in designing and writ ing a varicty of programs cOI'ering important program­
ming tcchniques applicable to all disciplines. The emphasis on good program design and 
coding will lay the fOllndation for the subseqllent st udy of other programming 
Illnguages, as well as prov iding the student with a model o f good software which may be 
uscd in analyzing and evalu ating packaged soft ware systems. 

As in every book, thele arc key peopic without whom the effort could not bc com· 
pleted. For th is book. we owe a sincere dcbt of gratitude 10 some very important people. 
The quality of color found in this book is a result of Ihe skill of Quality Graph ics in 
Santa Ana, California. Max Loftin and Sue Davis from Qualit y Graphics madl.' a 
significant contribution to this book. The book is printed by R. R. Don nelley & Sons. 
We litera lly would not have this book were it not for Ihe superb efforts of John Conley , 
Hob Rochclle, and Jane Kait son from Donnelley . 

Our prim ary gra tit ude must go to ou r twO colleagues al Anaheim who on every 
book perform above and beyond the call of duty. MOlfilYIl Martin, who typeset the book 
and performed an important role as color consultant, and Michael ll roussard , who 
transformed ou r seribblings into masterful dra wings and illustrations and laid ou! the 
book, arc tl\O people who cont inually mllke cont ributions that only the authors call 
truly understand and appreciate. This book is as much a par! of them as it is of us. 

Finally, it is appropriate to thank our spouscs - Kathlecn Shclly, Francis 
Cashman , Val Martin, and Marcia IJ roussard - for their patience and cncouragcment. 
Each of them has livcd with this book lon ger than shou ld be cxpected and for that wc 
thank them. 

Gary B. Shelly 
Thomas J. Cashman 
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COMPUTERS 
AND COMPUTER 
PROGRAMMING 

OBJ ECTIVES: 

Familiarization with computer systems 

Familiarization with the basic data processing cycle 
input, process, and output 

Familiarization with the function of a computer program 

An understanding of the operational capabilities of a 
computer system - input /output, arithmetic, and logical 
operations 

A familiarization with the program development cycle 
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Today, thc computcr is an integral part of our daily li ves. Airline reservation s 
arc made using a computer. A check used at the loca l department store may 
require complll er verificat ion. A bank teller is likely to lise a computer ter­
mi nal to find the balu nee in your account. Few aspects of our dai ly lives arc 
left untouched by some type of comput erized processing. With increasing fre­
quency, chi ldren in elementary schools , students in high schools and colleges, 
and business execut ives everywhere arc using the com pUler as a tool to assist in 
solving a variet y o f problems. 

The abi lit y to understand ,md lise a computer system is rapidly becoming 
as importa nt as the :,bil ity to rend and writ e. People from all wa lks o f life will 
routinely usc comput ers in the fut ure. The purpose of this book is to provide 
the abilit y to lise many com puter systems available today by teaching the 
BASIC computer programming language. 

To most people, the computer is a mystery. This view may have arisen from 
the rapid manner in which the compu ter has efll ered ou r lives and the variety 
of computer systems that ure found . 

Computer systems of all sizes and capabiliti es arc used loday. Very small 
computer systems ca n be used 10 eonlro l electric appliances or regu tat e gas 
consumption in an :ull omobile (Figure I- I). Microcomput er systems arc 
found in homes, businesses, und schools for a vurielY o f IIses (Figure 1-2). 
These mach in es provi de new methods for learnin g, accessing in formation, and 
performi ng caleulal io ns. 

Olher computer systems, not much larger than an average desk. are found 
in thousands o f businesses (Figure 1- 3). They are used for business, scientific. 
and engineering applicat ions. 

Very large computer systems may be used to prepare thousands of 
telepho ne bills each day or 10 perform the millions of calculations requ ired to 

make long-range weather fo recasts. Such systems typically req uire large rooms 
housing what uppea rs to be a bewildering ,lTray of ckctronic devices 
(Fi gure 1- 4). 

A computer is a device which can perform computations. including arithmet ic 
and logic operations, without human imervention. To accomplish th is, all 
computers perform basicall y the same functions regardless of thei r size. These 
functions arc: 

In t roduction 

Types of computers 

What is a computer 



Figure 1-1 This small chip i s a microorocessor capablo 01 logIcal and arrrhmeric Operallons 

Figure 1-2 The tBM per· 
sonal compurcr Shown 
herc can be used lor home, 
SC hool . and bu sl nllSS 
applicat ions 

Figure 1-3 Desk·slzo com· 
purors tram HewleU · 
Packard are wldery uSed by 
cngincors. SClcnhsrs. and 
busrness managers. 



Figura 1·4 Thrs large Burroughs computer forms lhe backbone e f a dala processing network at Midland Bank in tM Un, ted 
Krngdom. ThrS network prOCaSS(lS soma 23 mrilion items each day. large cempUlar sysloms SUCh as 11'115 are used rn 
apphCal!ons WI'I,ch roqulle IhO IlxllCulron of mrllrons 01 InSlfuChons each sccon(l 



CHAPTER 1.4 
ON' 

What is data? 

Input, processing, 
and output units 

1. Input / outpu t opcrations. which involve accepting daw for processin g 
and causing the result s of processing to be made available for usc. 

2. Arit hmetic operations, which allow IIU IllCriC da ta to be added, 
subtracted, multiplied, and di vided. 

3. Logical operations. which can, among other things, determine that 
one number is eq ual to. grealer than, or less than anot her number. 

These operatio ns are relatively simple amI straight- forward. The com­
puter is unique because it can perform these opera tions very fast with no 
human int ervention. For example, some computer systems can add tWo 
numbers in less than one- mill ionth of a second . These operations are carried 
out through the use o f elect ronic circu its. Since electronic circu its are vcry 
reliable, t he processing takes place rapid ly and reliably. 

The three operations a computer performs all require data. Data is the 
representation of facts, concept s, or instructions in a formalizcd manner 
suitable for communication. interpretation, and processing by humans or 
automati c machines. For example . data is the ba lance in a bank account , the 
score a studen t receives on a test. or the cOSt of an ite ll1 in a grocery store. 

The purpose o f a computer system is to acct;pt data , proccss daw. and as a 
result of the processing produce outPUt in the form of useful informat ion. 

Three primary unit s arc req uired 0 11 a computcr system in order to proccss 
data (Figure 1-5). These unit s arc: 

I. Input Unit s 
2. The P rocessor Unit 
3. OUtPUt Un its 

Input 

Input 

r 
___ --'-P:;rocesso r 

Unit 
C PU 

Main 
Computer 
Storage 

Flgurll 1- 5 A basic computor ~y $tom Is composod 01 Input unl! ~ , tho procossor unit , and outpu t units. 



Input un its mak e dat a avai lable for processing. A typica l input unit on 
many computer systems is a keyboard (Figure 1-6). 

The processor unit is composed of two parts: the central processing un it 
(CPU) and main comput er storage (Figure 1-7). The central processing unit 
cont ains the electro nic ci rcui ts which :lclUally eause processing to occur. The 
CPU interprets instructions to the computer, performs necessary logical and 
arithmetic operat ions, and causes the input and OUl put operat ions 10 take place. 

Main computer storage consists of electronic components which store let· 
ters of the a lphabet, numbers. and special characters. Any data which is 10 be 
processed must be stored in main computer storage. The data stored in main 
computer storage is referenced by the CPU when the data is processed. Main 
computer storage is also used to slore instructions which conlrol the processing 
of the data. 

Flgu" ' ·8 A keyboard Is a 
typ ical Input unit used to 
mako data available 10 a 
computer .or processing, 

Flguro ,.7 This prin ted clr. 
cul t tx:Iord con ta ins tho 
con tral processing unll 
(CPU). main compu tOl 
StoI4110, and othel elec· 
tronlc devlcos used lor the 
procossor uni t 01 II 
computer sys tem. 



Figure 1-8 A prloler Is used 
to produce hurd·copy out· 
pul (10111: and a CRT scroen 
Is used to display the 
result s 01 computer 
proc::eSslng. 

Computer programs 

Auxiliary storage 

Figurt \-9 This cu t·away 
view 01 a lIoppy disk 
exposes Ihe oxlde·coated 
plaslic disk on which data 
is oleClronlcally StOred. 
Floppy disks are commonly 
' ound 10 (wo slzcs - 5"~" 

an(l6" IndmmOIOr. 

Output unit s make informatio n resulting from the processing o f data 
avai lable for use by either people or 01 her machines. Typical ou tput units 
include Cathode Ray Tube (C RT) screens and printers (Figure 1-8). 

The input / output, arithmetic. and logical operations wh ich arc performed by 
a computer syStem arc controlled by instructiolls collectively called a computer 
program. A computer program specilles the sequence in which operations arc 
to occur in the computer system. There are many inst ruct ions which can be 
included in a com pu ter program to comrol the compu ter systelTl. 

A computer program is wrill en by an ind ividual called a programmer 
(Figure 1- 10). After the program has been written, it can be temporarily placed 
in main computer storage. Once in main comput er storage, it is executed under 
the control o f the central processing unit. After the program has been com­
pleted, another program call be placed in main com puter storage for execlL tion. 

In many comput er applications, dat a must be stored for use.1t a lat er time. For 
example , test grade scores throughout a semester could be stored so that they 
could be averaged at the end of a semester. In addition, compUler programs 
arc frequently stored so that they ca n be rrcailed for placement in main 
computer storage and execut ion. 

In order to Store data or programs for subsequent use, auxiliary storage 
devices arc used. The most widely used form~ of auxi liary SlOntgc for small 
computcr systems arc cassel1C tapes and noppy disks (Figure 1- 9). 



Figu.e 1- 10 Tnc lask 01 a programmer is to OeSlgn. Code and Implement p1OO';Ims which COntrOl opolalions on a compute' svSlem. 



CRT 
Screen 

(> 

• 

Q 

• 
Auxiliary 
Storage 

READ A, Pl, N$ 

Flgu,. 1- 11 A microcomputer sys tem Is com· 
posed 1,11 Input uni ts. Ihe processor ynlt. output 
units. lind au_lIlary s torage unlls. The Input 
uni t shOwn Is Ihe keyboard. The processor unll 
contains tile CPU end main computer lllorage. 
TI'III output units ,hown are Ihe CRT ,croon 
and 8 prlntar. Caue1te tape and lIoppy <l lsk arc 
used lor auxiliary sIor8ge. 

IF N$ '" " END OF FILe" THEN 800 
PRINT NS, A, PS Processor 

Unit 
READ A. Pl. NS 

I 
"" 0 

@ --
0 



1.9 COMPUTERS 

Da ta or programs to be slOred on auxiliary slOrage arc transferred from 
main computer slOrage to the cassel1e tape or no ppy disk. There. the data is 
recorded as a series of elcct ronic Spots. When req uired, the data or progra ms 
stored on auxiliary storage nrc transferred back to main computer storage for usc. 

The inpu t. processi ng, output, and auxiliary storage units o f a microcomputer 
system arc ill ustrated in Figure I- I I. Input to the system o~curs th ro ugh the 
keyboard . As data is keyed on the keyboard, it is transferred to main computer 
sto rage. In addition, it is normally displayed on the C RT screen when keyed. 

The processor unit , which consists of mai n computer storage and the cen­
tral processing unit , is contained on a printed circuit board within the 
keyboard hOllsing. In add itio n to the CPU and main comput er storage, this 
board also containS the electroni c component s which all ow communication 
wi th th e in put, out put, and auxiliar y storage unit s. 

OmpUl fro lll a microcomput er system may be pr inted on a low speed 
print er or may be displayed on the CRT. If the output is to be saved for futu re 
reference, it will normally be printed . Otherwise. the output will usually be 
displa yed o n the CRT screen. 

Data is transferred frolll main comput er storage to auxiliary sto rage and 
from auxil iary storage to main computcr storage. As noted, casselle tape and 
noppy disk arc the two primary mea ns of auxiliary storage 011 a small 
computer system. 

The previous examples have iIlustr:lled the inpu t. output, auxiliary storage, 
and processor unit s. These hardware un its are used in conjunction with a com­
puter program to cause processing to occur on a computer system. 

In order to underStand how computer systems solve problems , it is 
necessary to examine in more detail the exact processing whi ch takes place 
wh en a comput er program is executed. This processing is explained below. 

A computer program is 11 series of in structions which specifics the opcr;u io ns 
to be done by a computer. A progra m must be stored ill main comput er 
storage in order 10 be executed . When a program is placed in main co mputer 
storage, control is given to the program by the CPU. Instructions in the pro­
gram arc execut ed one at a time. These instructio ns ca n direct the comput er 
system 10 perform the basicopcrations orinput, Output, arithmetic, and comparing. 

After the program has completed processing , anot her program can be 
placed in main com puter storage fo r exccution. Therefore, a computer SYSlem 
can execu te mult iple programs. It executes whatever program is placed in main 
computer storage. 

ANO COMPUTER 
PROGRAMMING 

Component s of a 
microcomputer 
s ystem 

BASIC 
PROCESSING 
CONCEPTS 

Exec uting 
computer 
programs 
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ONE 

Input operations 

Output operations 

1.10 

One of the more com mon methods for enterinll data into a com puter system is 
the usc of a keyboard . The steps that occur when data is entered into computer 
storage by means o f a keyboard are (Figu re 1- 12): 

I. A computer program is stored in main computer sto rage. All process­
ing on a computer system, including data input, occurs under the 
control ofa program stored in main computer storage. 

2. The input data is keyed on the keyboard. The data is displayed o n the 
screen as it is keyed. 

3. The keyed data is stored in main computer storage. 

Once data is placed in main computer storage, it can be l)rOCessed under 
progra m control \0 produce the required output. After th e data has been com­
pletely processed, the program can request that llIore input data be entered 
from the keyboard . This cycle can continue until all in put data has been 
ent ered and processed, and all output has been produced. At that time. the 
program will norma lly be terminated and :mother program loaded into main 
compu ter storage for execution. 

Output is produced by transferring data from main comput er Storage to a 
medium which can be used by people. The two most com mon forms of out put 
arc the CRT screen and the printed repon. The example in Figure 1- 13 
illustrates di splaying OUlput on the C RT screen. The steps are: 

I. As always. a progr;lIll must be storrd in mai n com puter storage to 

control the operat ions o f the computer system. In the example. the 
program specifies that the name, area code. and telephone number are 
to be displayed on th e CRT screen. 

2. When the instruction in the program to tran sfer data to the CRT 
screen is executed , the nam e, area code, and telephone number arc 
electro nicall y transferred \0 the CRT screen. The data remains in main 
computer sto rage when this tran sfer occurs. In realit y, the data is 
duplicated o n the CRT screen. 

As with the input process ing. the production of Output from the computer 
system wilt occur so 10ng as there is output to be prod uced. After alt the output 
is produced, the program is terminated. 

The operations of input and outpu t ;Ire b;lsic to all computer systems. 
Indeed. it is the ability 10 input data, proce~s it in some manner, and create 
output which makes computer systems useful. It is important to understand 
the input / outpm operation because it is the fo undation for many of the 
com puter programs which will be wrinen in th is text. 



Input 

Read C.I. !.om keyboard 

End program 

Figure 1-12 Data is transferred from the keyboard to main computer storage during the inpu t operaUon. 

Output 

Ol,pl.y n.me. Iltea COd., 
le lephone number 

End program 

I SALLY CLEAR I I.Z1l.J 
N.m. A ... 

C~. 

Figure 1- 13 Data is transferred from main computer storage to tho CRT screen In th is ou tput operat ion. 
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Once data is stored in main computer storage by the input operation. It IS 

normally processed in some manner. In many upplications. arithmetic opera­
tions (addition. subtraction. multiplication. and division) arc performed o n 
numeric data to produce output. The ability to perform arithmetic operations 
rapid ly and accurately is an important charactel istic of computer systems. 

Prior 10 any arithmet ic bei ng performed. the data to be used in the 
calcu lations must be stored in main computer storage. Then. stat ement s in the 
program also stored in main computer stOrage can cause the numbers to be 
added. subtracted. multiplied. or divided . The answers from the arithmetic 
operations ca n be used in further calcu lations and processing or can be used as 
output from the program. 

The diagram in Figure 1-14 illust rates the steps that occur in an applica­
tion to calcu lat e an average golf score. The average is calculated from three 
scores en tered on the keyboard . These steps are: 

I. The computer program to calculate the average score is stated in main 
computer storage . 

2. The data required to calculme the average score is emered on the 
keyboard. causing it 10 be placed in storage. This data includes the 
nallle o f the golfer and three golf scores. 

3. The data which is entered o n the keyboard is displayed on the CRT 
screen as it is en tered. 

4. The three scores are added together. The sum of the three scores is then 
dividcd by three, giving the average score. The average score is stored 
in main computer storage. These calculations arc performed by 
instructions comained in the program. 

5. The average score which has been calcu lated is then displayed on the 
CRT screen. 

This example illustrates the use of both input/ output operations and 
arithmetic operations . The data mu st first be entered into main computer 
storage via the input operation. The arithmetic operations are !hen performed 
to calcul ate the average golf score. Finall y. th e uverage score is displayed as 
outpU! on the CRT screen. 

The basie cycle of input, process, and output is fundamenltll to most 
applications performed on a computer syStem. In t his case, the processing con­
sisted of calculating the average golf score. Although many applicmions arc 
much marc complex than the one ill ustrated, ari thmetic operat ions arc 
commonly a part o f the processing slep. 

It is the abilit y of a comput er system to perform logical opcrmions that 
separates it from ot her types of calculating devices. Compu ter systel1ls arc 
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operat ions oro used to 
calculate all average gol! 
score. The average Is ca l. 
culated by adding ttl(! three 
scores elliered hom Iho 
koy tlOard and thon dividing 
the sum by 3. The avorage 
score Is then displayed on 
the CRT screen. 
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capable of comparing numbers, letters of the alphabet, and special characters. 
Based UpOIi the results of the comparison. the computer can perform alter­
native processing. II is this ability that al1ow~ a computer syStem to control 
space night s. teach ch ildren to read , determine how much money is in a 
savings accOllnt, or predict presidential election result s. 

Three types of comparing operations arc commonly performed under 
program cont rol: 

I . Comparing to determine if two values are eq ual . 
2. Comparing to determine if one value is less than another value. 
3. Comparing to determine if one value is grc.ller than another value. 

Based upon the resul ts of these comparisuns, the program in main com­
puter storage can direct the comput er system to take alternative act ions. 

Frequently. a computer program will compare two values stored in main 
computer storage to determine if they arc equal. I I' the v;l] ues arc equa l, one set 
of instructions will be executed; if th ey arc not eq ual, another set of 
instructions wil l be executed. 

The exam ple in Figure 1- 15 illustrates th e lise of an eq ual compar ison. 
The l1ame and marital status of a person has been entered into main computer 
storage. I I' the person is married, the taxes deducted will be for a married 
person. If the person is not married, the taxes will be deducted for a non­
married person. 

Flgur. 1-15 The marllal slaws is compared to a Ii~ed compare value fietd whic;h contains the value 
MARRIED. The malltal status 01 Jorge Ruiz i s married; there/oro. an equal condilion results "om tha 
c;omparison and mUfflod 'a~es are deduc;tad. Virginia Wostlt not m/lfrlOd. Thus. an unequat c;ondllion 
rosults wllon thoc;ompart$Ofl is made. and the program deducts not m(lfrled Hl~es 
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Since the mari tal status ficld for Jorge Ru iz contains the value MARR IED, 
an equal condi tion will occur when it is compared to the compare val ue. Based 
upo n th is equal result, taxes for a married person wi ll be deducted . 

The mari lal status fo r Virginia West is NOT MA RR[ ED, resulting in an 
unequal con dition. Therefore, taxes for a not married person will be deducted. 

In this example, th e program will execute d ifferent instructions based 
upo n the result of Ihe compari son. Comparing for an equ al or not eq ual 
co ndit ion is commo nl y done in comput er programs. 

Applicat ions also require compa ring fields to determ ine if one value is less 
than another value. If so , one sequence of operations ta kes place. If, however, 
a value is equal to or great er than another value, then a d ifferent sequ ence of 
inst ruCl iOlls is e.'(ecuted. 

For example, in an educational app lica ti on, parI -lime studelll s mu st be 
ident ified (Fi gure 1- 16). Part -time students lak e fewer tha n 16 class un its. 
Therefore, it is necessary to compare the number of un its a student is taking to 
the value 16. Ir the number o f unit s is less tha n [6 , the student is ident ified as a 
part-time student. If the num ber of unit s is 16 units o r more, the student is 
id ent ified as a full- time s\ udellt . 

Less 

( '"'"\ 
INANCY ROWSKlj lllJ n I!§I 

Name Class Compare 
Unll l Velue 

Idenllfy as parl ·tlme 
s tudent 

Flgur. 1- 16 The class unil510r each studenl are compared 10 a conStant valul! 16. II the class unil$ 
aro 1055 than 16. instructions to Idontlty tM Student as part·tlmo (lrO O~oculod . II tho class unl l S aro 
nOllo55 than 16{they 8rO 16 or !l reaterl. 11\0 studon ' is Idon, lli(ld as IUII·tlme. Nancy Rowskr 15 laking 
13 class unilS: thOro lo re, she is al)orHlmo stu(lent. 
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The third type of comparing operation determines if one value is great er than 
another value. For e;'(ample, in a payroll application, the hou rs an employee 
worked cou ld be compared to 40. If the em ployee worked more than 40 hours. 
overt ime pay would be calculated. If the employee worked 40 hours or less. no 
overtime pay would be ca lculated. This comparing operation is illustnHed in 
Figure 1- 17. 

NAM! HOU"S REGUL A" OVE"T I M ~ TOUL 
• 

$ HA"" &I ZOO . OO 1.'0 Z07.50 " 
H.M!' <0 U O . OO . 00 U o.OO , 

0'"1" I Ttllin \ 

'. , 

• 

• 
!BETTY SHARP! ~ I.!1J l!9 N,,,... AI" Hou,. Compa,. 

Figure 1·11 BeHv Sha,p 
wo,ked 41 hours. There· 
iore, overt ime pay is cal. 
culazed because her hours 
are greater tnan 40. 

S umma ry 

Vllu, 

In the example. the hours worked val ue fo r Bell Y Sharp is compared to 
the value 40. Si nce the hours worked value is greater than 40, oven ime pay is 
calculated. 

The abili ty o f a com puter system to compare values and perform alter· 
native operations based upon the resuhs o f the comparison provides the 
computer with tremendous processing power to solve a va riety of problems. 

Input/ outpu t operat ions. arithmetic opcroI!iom. and logical operations ca n be 
performed by all computer systems. When they arc performed and what {[(II:! 
is used in their I>cr formance is determined by the program cOlltro lli ng the 
computer system. 

Programs to control a compmer system arc wrillen by a compu ter pro· 
grammer. The process of developing a computer program consists of specific 
steps to be accomplished by lile programmer. This process is e,,,< pl ained in the 
next sect iOIl. 
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Programmin g a computer has been defined as one of the more precise of all 
human acti vities. Some programs for solving complex problems may involve 
hund reds a nd evell thousands of individ ual instruct ions to the computcr. 
Dr. J ohn von Neumann, the individual credited with developing the concept of 
storing instructions in computer memory, stated over 30 years ago , '" am not 
aware of any other human effort where the result really depends on a sequence 
of a billion steps ... and where furthermorc it has the characteristic that each 
step really mat ters ... yet precisely I his is true of compul ill g machines. " 

Because of Ih e precision req uired when wriling comput er programs, il is 
essentia l that the individual writing a program approac h the problem in a 
systematic, disciplined manner . Thi s systematic approach is called the 
program development cycle. It consists of the following steps: 

I. Review of programmin g specificat ions. 
2. Program design. 
3. Program coding. 
4. Program testing. 
5. Program documentation. 

When program ming an y problem, :t complete description o f the problem to be 
solved must be provided to the programmer. This description shou ld include a 
definit ion o f the inpul. an explanation of the processing that must be per­
formed. and a definition of the output. The first step in the program 
development cyclc is to review these programming specifications. 

It is eXlremely import ant that the programmer thoroughly understand all 
aspects of Ihe problem to be solved. This understandin g comes from the rev iew 
of Ihe programm ing specifications. After th e review, th e programmer should 
have no questions concerning the type and format of the output to be pro­
duced by Ihe program. Thi s understanding is Ihe basis for designing and 
writing a program which wi ll produce the correct resuit s. 

After reviewing and thoroughly understanding the programming 
specifications. Ihe programmer procedes to the next Step in Ihe program 
development cycle - program design. 

JUSt as the architect must design a buildi ng prior to actually beginning 
construction, so too must the programmer design A program before writing the 
uct ual instructions wh ich the com puter will execute. Designing a program 
means pl an ning the logic and detailed steps which will lead 10 the solulion o f 
the problem . 

When designing a program. the programmer should fir st c.,<amine the 
ent ire problem to determi ne the tasks which must be accomplished to solve the 
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above a.e commonly used 
vohon tlowcharllng a 
program. 

problem. Once these tasks are identified, the program mer will begi n to define 
the precise sequence in which operations are to be per formed by the computer 
system. To do this. the program Iller TllUSt th in k through each of the individual 
steps required to solve the problem. These steps could include obtaini ng the 
input data, performing calculations or comparing operat ions, and producing 
the required Output in formation. 

Each individual step can be illustrated through the usc of a flowchart. A 
nowchart is a series of symbols which graph ically represen ts the solution to a 
problem. Some o f the more cOllllllonly used nowchaning symbols are 
illustrated below. 

Processing 
This symbol represents one or more 
In51ructlon5 which per/orm a procoss· 
ing lunctlon 0 1 the program. E~lImples 
of processing functions are addillon, 
subllacllon, multiplicat ion. division, 
and moving<lala in stolage, 

Oeclslon 
The decision symbol documents points 
in the program where a comparison is 
to be msde lind alternative processing 
15 10 occur based upon lhe results 0 1 
the comparison. The decision symbol is 
used when comparing OperliliOnS such 
IS determining If two vatues are equal 
toooe IInother are perlormad, 

r------, InputJou lpul 

o 
C_~) 

Tnls symbol Indicates My funcllon o f 
ar\ Inputloulput device In milking dllta 
I.Ivaliablo fOI processing or caUSing In· 
formation to be made available lor use 
by poople o. other ml.lchines, E~amples 
of InputJoutpul Operalions are keying 
data from a keyboard. displaying Infor· 
mallon on a CAT screen, or printing 
Information on a prlnler. 

COnl'lOctor 
This Indlcll tes an entry flom or lin exit 
10 another paf! of the program flowchart. 
II also is used to In<licale the termination 
of the l/.Than·Else control structure. 

Terminal 
ThiS symbol is used to <locumeni the 
beglnnfngorend 01 a program. 

As the programmer determi nes each slep tl) be performed by the program, 
the appropriatc symbol is drawn. The lask to be accomplished is then wri tten 
inside the sym bol. When the program design is eOlll plelCd, the nowchart will 
provide a graph ic represen tation of (h e Sleps (h al a rc 10 occur [0 solve the 
problem . 

The flowchart in Figure 1- 19 ill ustrates the logic req uired to dcterm ine 
and display a sales commission. The input / o ut put symbol is used when d ata is 
being accepted or displayed ( I). The decision symbol is lI sed when a com­
pari son is made and alternative processi ng is to occur based upon the result s of 
the comparison (2). The processing symbol is used when calculat ions are per­
formed P), The connector symbol shows the lerminal ion o f the comparison 
opefmion (4); and Ihe terminal symbol is used at the stan and end of the 
progr'lln (5). 
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program coding Is wri llen 
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Imptemenu the logic 
~pe cUied in HIe fl owchart. 
TM coding mus' fOllOW 
me syntax rules 01 11M! 
programming language. 
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Aft er the program has been designed, the program must be coded. Coding the 
program is the process of writing instructions in a programming language 
wh ich define the data and implemcnt the logic developed in the design phase of 
the program developmell t cyclc. 

A programming language consists of a set o f instructions which ca n be 
written by the program mer. These instructio ns direct the computer system to 
perform the operations that the programmer has determ ined arc necessary to 
solve a problem. 

A large number of programming languages have been developed during 
the past 35 years. Each has its own fo rm of inSlTllCliolls and rules (called the 
Janguage symax). In this book, the programming language being used is BASIC. 

BASIC, whose leuers stand for Beginner's All-purpose Symbolic Instruction 
Code, was developed in 1965 at DanmOUlh CClllege by Dr. Joh n Kemen y and 
Dr. Thomas Kurt z. It was dcsigncd to be used by studcnts in an academic 
ell vironment. 

With [he introduction of microcomputer systems using BASIC, it became 
a widely accepted programming language. Today, BASIC is used by thousands 
of studenls and programmers. 

To code a program usi ng BASIC, the programmer muSt write BASIC 
instructions on a codi ng forlll. These instrm:\ions IIlUSt conform with the 
syntax of the BAS IC language. The instructions wrin cn wi ll implemcm the 
logic determined during program design (Figure 1- 20). 
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Coding a program is a vcry exact skill. The programmer muSt not only 
implement the program design in code but must also be very precise in the usc of 
the programming language. The language syntax must be followed exactly. Even 
a single coding error can result in a program executing improperly. Therefore, it 
is mandatory that strict attention be paid to coding an error-free program. 

Since program design and program coding require ext reme precision. however. 
it is possible that a program Iller Illay inadvcrtem ly violate a programming 
language syntax ru le or com mit a logic error in the program design . Thus. 
prior to entering the program into the computer system, it should be reviewed. 

The review consists of examining the program logic represented by the 
nowchan and examining the code wrill en by the programmer. The intent of 
the review is to discover any errors which have been made by the programmer. 
If errors arc found. they shou ld be corrected by the program Iller prior to 
entering the program code into the computer system. 

The program is reviewed by people other than the progra mmer who 
designed and wrote the program. In a classroom environment , this may consist 
of two or three classmates who closely look at the nowchan and codi ng. in an 
industrial environment, the review may be conducted by other programmers or 
even by quality con trol people whose task is to review programs. The impor­
Hlilt point of a review is to di scover, prior \0 entering and executing the 
program, errors which have been accidentally made. 

When a program review takes place, the programmer is not being cri· 
tiqued. Rather , the program design and program codin g arc being reviewed. 
Th is dist inction means that a programmer need not perso nall y fear n program 
review. To the co ntrary, reviews sho uld be encouraged because they offer the 
following advantages: 

I . After the review, the program should comain no crrors. Therefore, 
when it is entered in to the computer system and executed, it will 
produce the correct ou tput. 

2. Si nce the program should co ntain no errors after the rev iew, the pro­
grammer will spend lillie time in the frustrating process of testing and 
correcting the program. 

3. The students or programm ers reviewing the progra m will benefit by 
seeing alternative approaches to solving a problem. Additionally, the 
reviewers will probably not duplicate errors in their own programs 
which they find in the program being reviewed. 

It has been stated that participating in a program review is as much a part 
of program ming as coding. A program shou ld always be reviewed prior to 
being entered into a computer system and executed. 

ANO COMPUTER 
PROGRAMMING 
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After the program has been designed . coded, and reviewed, it must be entered 
and stored in main computer storage. Thi s process is illustrat ed in Figure 1-2 1. 

, , 

/;;~~~; :~~:~ .:''' :E'NO OF FilE" THEN 3JO~::;~~~~~~~~~~~~~~~§~~~=~ 
IF >500.00 THEN 250 JC 

220 l ETC ", S 'P2 
230 GOTO 4'80 
240 REM 
2~ l ETC .. S ·PI 
2fIO GOTO 200 
270 REM 
280 l ETC I ; CI • C 
2'iIO PRINT NS, S. C 
300 RE ... O NS. S 
310 GOTO 200 

Flgu. , 1-21 The p.ogram 
which has been coded Is 
keyod on Ihe keyboard (I). 
As ;1 Is keyed. It Is 
displayed on Ihe CRT 
screon (2) and siofod In 
main compulOr 510rago (3). 

" " 

To elller the program illlo main com puter storage. the programmer keys 
the program on the keyboa rd . As it is keyed, two thi ngs haPl)en: The program 
Statement s are di splayed on the C RT screen, and the program statement s arc 
stored in main computer storage. Each program st;Helll cnt which has been 
coded by the program mer mllst be entered . After th e entire program has been 
ent ered, it can be saved on auxi liary storage or it can be executed. 
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Most programs will be executed more than one time. Therefore, it is normally 
necessary to save a program so that it can be loaded into main computer 
storage at a later time. This eliminates the need to key in a program each time 
it is to be executed. 

Auxiliary storage is IIsed to store a program when it is to be saved for later 
execution. Cassette !ape or floppy disk are uscd as auxiliary storage on 
microcomputer systems. The exam pl e in Figure 1- 22 illustrates a program 
being stored on a cassette !ape. 

The program statement s arc stored o n auxiliary storage (either easselle 
tape or disk) as a series of electronic Spot s. A command from the keyboard, 
such as Save, is usually keyed by the programmer to ca use the program to be 
stored on auxiliary storage. After the program is stored , the casselle tape or 
noppy disk can be removed from the com puter system and saved. 

At a later time, the tape or disk can be placed on the appropriate device 
,HId the program ca n be read into main computer storage. After the program 
has been transferred from the tape or disk to main computer storage, it can be 
executed. 

In a few cases, it is not necessary to save the program on auxili ary storage. 
In those cases, the program would be executed immediately a fter it is keyed 
into main computer storage. 

When the program is stored in main computer storage. it can be executed. The 
program is placed in main computer storage either by entering it from the 
keyboard or by loading it from auxiliary storage. When the program is 
execlLted. each of the instructions in the program is executed, one at a time. As 
a result of the execution of the program. Ihe desired output is produced . 
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Figul. 1-22 The ploglam 
stalement s whiCh have 
been entered Inte main 
computer storage via the 
keyboard can be slored on 
aUKiliary storago. Horo. the 
statements are transtelled 
110m main compUIOI 5101-
ago to cassouo tape. AI a 
lator t lmo. tho progr(lm 
$1ored on lhe tape can be 
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execullon. 
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Figure 1-23 Tho sUliomllnl 
on Uno 250 18 H8nslatad by 
lho BASIC InlOlpHller Into 
II sal les 0 1 machloo Ian· 
guage SUliemonts. A Ian· 
goago such as BASIC. which 
.oquhes mult iple machine 
languago Insnuctlons 10 
Implement l' slnglo stale· 
mont ,ls cattod a hlgh·lovel 
programming Il1ngullgo. 
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A programmer writes a program in a programming language, such as BASI C. 
which can be understood by people. The statements used in the programming 
language. however, ca nnot be interpret ed and executed by the electronics of 
the com puter system. The cemral processing unit, which actually exeClues the 
instructio ns. can understand only machine language. Machine language is a 
series of numbers which indicates to the CPU which instruction to execu te. A 
machine language in struction al so spec ifics what data is to be processed. 

Si nce on ly machine language can be execu ted by th e CP U. Ihc st .. II Cnlent s 
wrillell by the programmer in a programming language must be tra nslated 10 

machine language prior to exccution. On microcomputer systems. a 
translating program called an interpreler is normally supplied with the system. 
The fu nction of a BASIC interpreter is to trallslate each BASIC Statement in 
the program into machine language. After the statement is translat ed, it is 
passed from th e int erpreter to \he CP U, where it is execut ed (Figure 1- 23). 

""'"Ch/ 4A960s1E .". BAStC <"5 {) 
f/8 l.8f/Quage Interpreter 

250 
"() 
2'{) 

ff 
LET C = S' Pt 
GOTO 280 

280 LETC1 = Ct + C 
290 PRINT NS, S, C 
300 READ NS, S 
310 GOTO 200 

REM 

The BASIC interpreter is o ften stOred in a special type of memory called 
Read Only Mcmory (ROM). When stored in ROM. the BASIC interpreter is 
available for usc at alllimcs. On OIher systems the interpretcr. which is a pro­
gram whosc function is to transla tc statementS from BASIC to machi ne 
language, is stored on auxiliary storage. In th is case, the interpreter must be 
loaded from auxiliary storage into main computer storage befo re the BASIC 
program can be execut ed . 

On larger computer systems, a BAS IC compiler is often used. A compiler 
is a program whose function is to translat e th e ~ tatement s in a BASIC program 
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into machine language. This is the same function as an interpreter. Instead of 
passing the machine language instruction onto the CPU for execution, 
however. the compiler creates an objeci program. An object program consists 
of the enti re program in machine language format. When the program is to be 
executed , the object program is loaded into main computer storage. The CPU 
can then directly execute (he machine language statements in the object pro­
gram rather than requiring a BASIC statement to be translated and then executed. 

Programs which have been compiled into all object program normally 
execute faster tlHlllthose which usc an interpreter. The usc of an interpreter or 
a compiler is dependent upon the type of computer system being used and the 
available software. 

After II program has been designed, coded, and reviewed, it should run 
perfectly when it is loaded into main computer Storage for exec utio n. The pro­
grammer mu st approach the programming process with the altitude and illlelll 
that the program will be correct Ihe first lime it is executed. Errors should 
rarely occur. 

In order to verify that the program has no errors. it must be tested. 
Testing involves loading the program illlo main com puter storage for execu­
tion. The program will process test data to ensure that the correct output is 
produced. 

If errors arc found in a program despite the diligent auempi by the pro­
grammer to write an error-free program, they wi ll normally be either syntax 
errors or logic errors. A syntax error occurs because of improper usc of the 
progrllTliming language. A logic error occurs because the logic designed and 
coded will not process the data in the manner desired. 

It is the responsibility of the programmer to adeq uatel y test the program 
to verify that no errors exist in the program. If inadvertent errors arc found, 
thc progralllmer must correct the errors. 

Program doculllentation is the recorded fac ts regarding u program. These 
fact s should be documented in enough detail so that anyone call understand 
what the program is to accomplish and how it accomplishes it. Two levels of 
documelHation arc required for a program - doculllcrHation withi n the 
program itself and external documemation available 10 users of the program. 

Documcntation within the program itself is critical for a program. 
BASIC, as well as most other programming languages, allows comments to be 
written within the program. These comments explain the data being used, the 
processing which is to occur, and any othcr facts which will enable a programmer 
to understand what the program is doing and how it is doing it. Every well­
written computer program contai ns comments which aid in the understanding 
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of the program. 
External doclIllIcntmion is information prepared about the program to 

aid in funni ng or using the program. Typically. il would include operating 
instructions. data formats. err or messages generated frorn the program, and 
similar information. External documentation can be prepared at various levels 
of delail, dependi ng upon the requi rements oflile users orlhc program. 

The preparation of program documentation occurs throughout the pro­
gra m develo pment cycle. Beginnin g wilh the review of Ihe programm ing 

specifications. the programmer shou ld record the facts :!bout the program. 
Particularly important is the documentation which takes plar.:c when the pro­
gram is being coded. Comments within the program should always be preselH. 

The following point s have been di scussed and explained in this ch"pter. 

I. Few aspectS of our daily lives arc le fl untouched by some Iype of 
computerized processing. 

2. The ability to undersland and use a computer system is rapidly 
becomi ng as importa nt as the abili ty to relld and write. 

3. Corllpulcr systems can be vcry small or very large. E:leh size 
COIll puter is ca rlllbic of perform ing ecrt ain I ypcs of ta sks. 

4. A computer is a device which ca n perform eomputlUions, including 
arithmetic and logic operations, without human intervention. 

5. A computer system performs three basic operations - input/ output 
operations. arithmetic operations, and logical operations. 

6. D:II:1 is the representation of facts, concepts. or instruct ions in a for· 
malized manner suitable for communication. in ter pretation, and process ing by 
humans or 'IUtomalic machines. 

7. Input units make data available for processing. 
8. The processor unit consists of two part s: the central processi ng unit 

and main complu er storage. 
9. Th e central processing unit contains the electronic circuilry wh ich 

act ually ca uses processi ng to occur. 
10. Main computer storage consists of electronic components which SlOre 

letters of the al phabet. numbers, and spec ial cha racters. 
I I. OutPllI unit s make in fonmuioll resulting from Ihe processi ng of data 

avai lable for usc. 
12. A compLHcr program conwins in structions which specify the opera­

tions and sequen ce of operat ions which are to occur o n a computcr systeLll. A 
computer program LIlu st be stored in main computer storagc to be e.'(ecuted. 

13. Auxi liary storage devices arc used to store daW and prograrn ~ for 
subsequent usc. 

14. The keyboard is I he primary input device for a microcomputer "'y!:>1em. 
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15. OUtput from a microcomputer system may be printed on a low speed 
printer or displayed o n the C RT sereen. 

16. Casselle tape and noppy disk arc the tWO primary means of auxiliary 
Slorage on a small com pUler system. 

17. The steps when using a keyboard for inpu t to the computer system 
are: a) The program is stored in main computer storage and conlrols the input 
operation: b) The input data is keyed on the keyboard and is di splayed on the 
CRT screen as it is keyed: c) The keyed data is stored in main computer 
storage. 

18. Output is produced by transferring data from main computer Storage 
to an output device. The steps arc: a) The program is stored in main com pUler 
storage; b) Under control of the program, the output data is transferred from 
main computer storage to the output device. 

19. Arithmet ic operations are used to add, subtract, multiply, and divide 
numeric data. The data to be used in the calcu lations mlLst be stored in main 
computer storage. 

20. The three types of logical (comparing) operations which are commonly 
performed under program control are: a) Comparing to determine if two 
values arc equal: b) Comparing to determine if one value is less than another 
value; c) Comparing to determine if one value is greater than another value. 

21. In any comparison operation, if the condit ion being tested is true, the 
program will perform one set of operations; if the condi tion is not true, the 
program will perform an alternative set of operations. 

22. The program development cycle consists of five steps: a) Review of 
programming specifications; b) Program design; c) Program coding; d) Program 
test ing: e) Program documentation. 

23. Program ming specifications are a complete description of the prob­
lem to be solved. The programming specifications must be thoroughly 
reviewed and understood prior to beginning the design of the computer program. 

24. Designing a program means planning the logic and detailed steps 
which will lead to the solution of the problem. 

25. A nowchart can be used to graphically illustrate the steps required in 
the program. 

26. Program coding involves writing the actual program instruct ions to 
implement the solution to a problem. Coding should take place only after the 
program has been dcsigncd. 

27 . I\. programming language consists of a set of instructions which can 
be written by the programmer. These instructions direct the comput er system 
to perform the operations that the programmer has determined are necessary 
to solve a problem. 

28. BAS IC was developed at Dartmouth College in 1965. Today it is used 
by thousands of programmers and students. 

29. The sylHax of a programming language is the form of the instructions 

COMPUTERS 
ANa COMPUTER 
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and the ru les which must be fo llowed. 
30. Cod ing is a very exact sk ill wh ich requ ires precise attention to detail. 

Even a single coding error can result in a program executing improperly. 
31. A program review consists of examining program logic and program 

code. The review is conducted by people otiter Ihan the programmer who 
wrote the program. The imenl of a review is to find any errors which have been 
inadverlemly made by the program mer. 

32. A program should always be reviewed prior to being entered imo a 
computer system and executed. 

33. To en ter the program in to main computer storage, the programmer 
keys the program on the keyboard . Each programming stalemem coded by the 
programmer mllst be entered. 

34. After the program has been entered, it will normally be saved on 
aux il iary storage. 

35. The program entered by the programmcr nlllSt be translated from 
BAS IC to machine language prior to bei ng execll tcd. 

36. An interpreter translat es a program one statemen t at a ti me into 
machi ne language and passes the mach ine language instruction to the CPU fo r 
execution. 

37 . A compiler translates all instruction!. in tI computer program and 
creates an object program. An object program consists o f machine language 
instruct ions which can be execu ted on the computer system. 

38. A program should be documented as it is being designed, coded , and 
implemen ted. All programs should have com ments wi thin them to explain the 
processing which is accomplished within the program. 



Chapter 1 
QUESTIONS AN D EXERCISES 

I. What is the definit ion of a com puter? 
2. What three operatio ns can a computer perform? 
3. What is th c di fference between the processor uni t and the central 

processing unit? 
4. What is a computer program? 
S. Where must data be stored to be processed by a computer program? 
6. Which of the following is classified as auxiliary slCrage: (a) Floppy d isk; 

(b) Keyboard; (c) CPU; (d) CRT. 
7. What arc the three steps whi ch tak e place when dala is entered into mai n 

computer storage? 
8. A must always be slCred in main com pu ter storage 

before data can be entered from the keyboard. 
9. A computer can compare data and determi ne that: (a) Two numbers arc 

not equal; (b) One number is less than or eq ual to another number; (c) One 
number is eq ual to another number; (d) All o f the preced ing. 

10. What arc the five steps of the program development cycle? 
I I. Program specifications arc the recorded fact s regarding a program and 

shou ld always be included as comments in the program (T or F) . 
12. Which of the following depict the correct seq uence for the program 

developmen t cycle: (a) Program codi ng, program design, program 
docum entati on; (b) Program doc umentation, prog ram testi ng, program 
cod ing; (c) Program design, program coding, program testi ng; (d) Program 
design, program testing, program coding , program documentation. 

13. A flowchart is used to graphicalJy illustrate the Sleps required in a 
computer program (T or F). 

14. What is a programming language? What is programming language syntax? 
I S. Codi ng a progr.lIn is a very exact skill which requires precise att en tion to 

detai l. If the program is not coded properl y: (a) There is the possi bili ty of 
harming the electronics of [he computer system; (b) The program will no t 
produce the desired output; (e) The computer system will always indicate 
to the programmer why the program is nOt correct; (d) It is li kely not to 
matter because Illost computer systems arc ca pable of sel f-correct ing sma ll 
errors. 

16. The intent o f a program review is 10 fi nd erro rs in a program (T or F). 
17. An translates a program one statement at a time into 

machine language and passes Ihe machine la nguage instruction to Ihe 
CPU fo r execution. 

18. Programs wi th comments tend to be hard to read and understand (T or F). 





CHAPTER 
TWO 

INPUT IOUTPUT 
PROGRAMMING 

OBJECTIVES: 

An understanding of the program development and coding 
process 

An understanding of the logic requ ired to create a list of 
information using a simple loop 

An understanding of and the abi li ty to use the following 
BASIC statements: REM , DATA, READ, tF, PRtNT, GOTO, 
and END 

An understanding of and ability to use numeric and stringl 
variables and constants 

An understanding and recognit ion of good programming 
techniques, including program comments and proper 
indentation of the source code 
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Computer programs can vary significantly in size. A simple program contai ns 
only a few st;l1ement s. A complex program can co ntain hundreds and even 
thou sands of statement s. R. egardJcss of thc sizc o f the program, Ihe tas k of 
com put eT prognullllling i ~ 0111.' of Ihe Illore precise of nil human aClivities. A 
single error in n program can produce crroneous resuli s . It is extremely impor­
tant, therefore. that programmi ng a computer be accomplished with precision. 
A careless , casual approach to programming can lead to frustration and anxiety. 
With a careful. prcris(' approach to program design and coding. however. 
programming becomes an enjoyable . challenging experience Ihal provides Ihe 
user wi lh access 10 ;U1d conlrol over the mosl powerful 1001 ever 
developed ... .. 1 he compuler. 

Thus, it is mandatory Ih ;1I a programmer consistent ly pa y alien i ion 10 
det ail, both in the program dc~ ign and progralll cod ing. Progr;umners must 
alwa ys remcmber thai ('ach ~ I ep in a program is critical. Again. o ne program­
mi ng mistake can prod uce inwllid o utput from th e co mput er sy~teJl1. When 
designing and coding a program. Ihe programmer should undersland Ihe pro­
gramming rules and concenlrate so tllnt the rules arc always followed. Every 
program shou ld be error-free from it s inception. 

To teach computer programming using the BASIC language. each of the 
chapters in this te.'\tboo k conl:lins a problem 10 be programmed. After the 
problem is present ed . the de~ i gn of Ihe progr;ull is illu strated by means of a 
1l0wehart. This is followed by un explanation of the sw remems in the BASIC 
progra m. 

Upon completion of the tex tbook, n firm foundat ion in Ih e methods of 
program design wi ll have been gailled . logether wilh the abi li ty 10 program the 
compu ter 10 solve n variel Y of problems encounlered in one's personal and 
professional life. Th is abilit y witl be applicable to large eompUl er system s as 
well as microcomputer syslems. 

The input/ output operation occurs in most complll er applications. A common 
application using the input/ output operation is displaying IiSls of 
informal ion. such as names and tctephone numbers. the names of students in a 
class, n list of Ihe product s produced by a company. and others. A program 
which lists information is one of Ih e simpler computer progr<Jms which ca n be 
wrilt en inthc BASIC language. 

The process of prod uci ng a list of information consists of reading sOll1e 
type o f inpul dala and wri ling Ihis data in Ihe desi red fo rm at. 

Introduction 

Input/output 
progra mming 
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Figure2- \ The onput hie 
con\aons name and tele· 
IlIlono number records. 
1110 last record 's a tralter 
record, Wilen i\ Is read. all 
valia records have bCCfl 
processed 

Figure 2-2 A record .5 com· 
posed 01 helds In the sam· 
pIe problem. IhC record 
cOOla,ns the arca code held. 
thO Hllepnone number held, 
anti tile name \ ,el(l 

The sample problem 10 illu strate the input / outPUt operation invoh'es 
erc'Hing a telephone number listing. The inplIt, OlltPlit . and pro('l'ssing 10 bc 
accomplished :tre illustrat ed in t he following »e(1 ions. 

The inpul data contain s the are,1 code, telephone number, and the person's 
name. The data to be processed by the program is illu strated in Fi gure 2- 1. 

Four names. together with the corresponding area code and telephone 
number. :trl' sho\\n in Figure 2- 1. The d:lla. takcn as a group. is called a rile. 
The data about a single individual is called a record. Thus, Ihe inpul d:H:1 con· 
siSIS of a fi le of records. 

AREA TELEPHONE 
NAME CODE NUMBER 

714 749·2138 SAM HORN 
213 663·1271 SUENUNN 
212 999·1193 IIOB PELE 
312 979·4418 ANN SITZ 
999 999·9999 ENDOF FILE 

Each record cOlll ains three field s. A field is defined as a unil of d:!!a . Each 
record CO lllaim;tIl area code field, a telephone 1lI1!11[)er field, and a uam e field 
(Figure 2- 2). 

AREA TELEPHONE 
NAME 

CODE NUMBER 

714 749·2138 SAM HORN ... Record ---- ~ ----FieldS 

The la,t record in rigure 2- 1 b a lrailcr record. The Irailrr record i .~ the 
lasl record in the input fil e. It ind icate,> Ihm all valid data records h,I\C been 
proces'>ed. Whcn lhe trailer record is re:td [)y the program, the na me field \\i l1 
contain the va lue EN D or rilE. Through the comparing operalion. the pro­
gralll can determine Ih:t1 when Ihe name ridd COlllai ns Ihis \'alue. ,,11 data 
record .. ha\'e been proc('ssed. The area cmk and telephone number fidd ~ in the 
I railer rl'cord COlli a in all 9' ~ bccau ~e all field~ 1I1 \1 ), t COlltain cia!:!. 
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The output is a list ing of cach record in the in put file (Figure 2- 3). 

SAH HORN 71' 749- 2138 
SUE NUNN 213 663- 127 1 
BOB PELE 2 12 99'9- 11 93 
ANN 5HZ 3 12 CjJ7<jl - 4 41 8 

END OF TELEPHONE LI STING 

The fi rsl field for each line on the OutPUt li st ing is the name field. fol­
lowed by the arca code field, and then the telephone llumber fi eld. Thb 
sequence of fields onlhc oulPll1 listing is difrcrcill fr0111 the SCqUCI1CC in the inpu t 
file (Figure 2-1) . Aft er all records ha ve been printed . th e message END OF 
TELEP HONE LI STI NG is primed. The program processi ng is then termi nated. 

Art er Ihe specifications for the program have been studied :Uld thorough ly 
understood, the program IInlSI be designed. Design ing the program means 
determ in ing the step-by-step processi ng which is necessary to solve [he prob­
lem. In [he sam ple problcm in this chapler, [he steps necessary to create the 
telephone number listing mu st be determined . As notcd prcviously. a program 
contains th e individual instructions to the com pul er system wh ich will cause 
th~' dc~ired processi ng to occur. These instructions must be specified in eX(lctl y 
Ihe right sequenre ami be e,'(eeuled under the proper condi tions . Therefore. the 
de~ ign of [he progranl is cri tica l. 

To begin the design of a program, Ihl' programmer should identify those 
task ~ which must be accom plished by the program. The tasks an: then listed by 
Ihe programmer. The !asks required for [he sample program arc liqed below. 

Program Tasks 

I. Read illl)Ul records. 
2. Print lincson theCRT srrecn. 
3. Print ENO OFTI!I. EPHONE LI STI NG on t heCRT~rl·cn. 

If the tasks specified above are complet ed. the telephone listing will be 
properly prepared. It is imponant thal allwsks which arc required for the pro­
gra m arc ident ified. II is from these tasks that thc c.'(act sequence of execll tion 
will be determined. This )'equence of execlltion wi ll be dOClllllcnted through the 
use of(l nowehart. 

INPUT IOUTPUT 
PROGRAMMING 

Output 

Flgu,e2-3 The OUlPUI IoSI' 
mg hom lhe program con· 
"lOS lhe name. area coae. 
and lelepnone number 

Progra m d es ig n 



.... , 

."" 

CHAPTER 2.4 
TWO 

~ 

Fi9UII 2-4 The program 
flowchart ~r8pt1!C8U V IIiUIro· 
t,ate, each SlOP wh,ch 
must be accomphsn&d by 
the CO!l'lPutor program 

AREA 
CODE 

'" '" 212 

'" 99' 

TEL EPHONE 
NUMBER NAME 

149·2138 SAM HORN 
663·1211 SUE NUIIN 
999·11 93 BOB PEt E 
979·4418 ANN SITZ 
999·9999 ENO OF FILE 

----...:..~~~~~ 
Program flowchart The flowchan ill ustrating the logic for lhe sample program is shown in 

Figure 2- 4. T he inpul dUI:! and Oil iput listing thm will bc produced by th i.~ 

logic arc also con tained in Figure 2-4. Th is flO\\ehart uses three di ffere nt sym­
bols - lite terminal symbol. t he input/ out put sym bol. and lhe decision symbol. 

The terminal symbol is used to indica tc lhe stan and the end of the pro­
gram. The in lHII / outPUt symbol is used for the operations of reading a record. 
printi ng a line on the output listing, and pri nt ing the end of listing message. 
The decisio n symbol indicates where th e end of file decisio n is 111 ade. 

In order to fully undersland Ihe logic presented in the Ilowchan . it is 
necessary \0 examine the step-by-step processing which wilt occur when the 
logic is implemen ted. Each oflhe steps is explained in the fo llowi ng examples. 



Slap 1: A record 10 read. 

E" 

AREA TELEPH ON E 
CODe NUMB ER 

'" 749·2138 

'" 663· 1211 
212 999·1193 
312 979·4418 
.99 999·9999 

Pr lnl 
• 

LIn. 

NAME 

SAM HORN 
SUE NUNN 
BOB PELE 
AN N SIIZ 
ENOOFFILE 

Rn d 
• 

Record 

IU9·2 1381 
,.,.~ 

Nu ... ~' 

2.5 

ISAMHORN 
.~ 

It must be reca lled thai all processing o n a computer system lakes place 
under the cont rol of a computer progra m. Th us. for the processing shown in 
[his step-by-step cx:unplc to occur. Ihe progr<lITlIll USI be slOrcd in main corn· 
pUler storage. Once the program is stored in main computer Storage. the 
operator initiates the execlltion of the program. The actual SWtcmcIHs which 
arc fou nd in the program should not be of concern. Inslcad, in this example. it 
is the logic used by Ihe program which is important. T he BAS IC language 
statcmcnt s to implemcnt thc logic will bc cxplai n('d la ler in Ihis chaplcr. 

In SICp I , the first input rccord is read. The v<llue in each of the fil'ld~ 

(area code, IClephonc number, and name) is placed in storage so that it can be 
referenced by instructions within the progrul11. 

INPUT/OUTPUT 
PROGRAMM ING 

Figure 2-S Whon a r~ord 
Is read. lhO 011111 .s placed 
on storago lor use 
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Step 2: The value In the name field Is compared to 
the value END OF FILE to determine If all 
records have been processed. 

Slirl 

EM 

Figure 2-6 The value In lho 
name helll rs cornparor1 10 
lhe conSlanl END OF FilE 

Prinl 
• 

l in, 

: Cotnll"tM 
Read a recO(JJ } 

Prlnl., I;ne Proo, .... 

l!!!J "'I. 0.,." 
1 749·2~ 
hl'flI_ 

Num:HI' 

ISAMHORN ".-I 
Not O/l"11 

I 
!ENDOFFllE I 

iOg' .... constant 

Afler an in pul record is frad . it IIlUSt be delerm incd i f the record i ... the 
tra iler record (sec Figure 2- 1). [f so. Ihen a ll record ... Iwve been proce'!'5cd. If 
not. then Ihe in put values must be prillied and anot her record read . Thh 
decision is indicated by the question End of Fi[e? in the decision symbol. 

To determine if the trai k r re(.'ord has been read, the value in the namc 
field is compared to the V"IUl' EN D OF F[LE, whkh is defined withinl he pro­
gram. If Ihey arc equal. the Iraik'r record has b~(.'n read. [I' thcy arc 1101 eqlm l. 
the d<lla from the record IIlUSI be print ed . In Ihe exa mple in Figure 2- 6, the 
va lue in Ihe name field is SAM HORN. Si nce thi'!' value is not eq ual 10 END 
OF FI LE, the data in the record mliSI be prinled on the C RT sc reen. T hi.., 
processin g is ilIust rmed in Step 3 (Fi gure 2-7) . 
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Step 3: The values Ire printed on the CRT Berean. r.~=========:::;:l 

Rnd 

• 
RKOI'd 

'" 

..... 
• .... Read 

• ReCD,d 

: Com""" .. 
Readarecord } 

print;. line Program 

l!!!l !7.g.21381 A... T.'.~ coo. Numw. 

Since the record juSt read is not the [railer record, the daHl. in the record is 
printed on the CRT ~crccn. An inslnlclion in the program will cau),,, rhe data 
\0 be tran sferred from main CQmpL I1 Cr storage 10 the screen. The sequence of 

the daw printed on the screen (n;-tllle, area codc. and telephone number) is dif­
ferent from the sequence of the data in the input record (area code, teicphone 
number. and name). The sequence in which [he dat;, is primed on the screen i ... 
determined by instructions wit hin the program. 

After [he inrorlll;uion is primed olllh(' screen. the data inlhc input record 
has bccn completely proccssed. Thc program specifications Statc on ly that the 
data which is read is 10 be printed a ll Ihe screen. The programmer must thell 
ask. " What should occur aftcr thc data in a single record has bcen complclel y 
processed?" In Ihi s program, and in most progr:ulIs, thc an swer is Ihal more 
input daw must be obw incd. Thcrefore, lhe nexi step is 10 read another input 
record. 

Figure 2· 7 A lone ,s punted 
on tho CRT screen. 
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Step 4: A record is read. 

S'I,' 

'"' 

.... 
• _. 

: ComIR''''f 
Read a ,acor' } 

Print .'lIne P'09'om 

~:!.!l 
T ... pII,.,. 

N"mr .. 

!SUENUNN 

"-
AREA TELEPHONE 

NAME 
CODE NUMBER 

'" 749·2138 

'" 663·1271 

'" 999·1193 

'" 979·4418 

'99 999·9999 

Figure 2·8 When a 'ecord 
.5 ,cat!. daHl .s s tored In 
rna,n coonpu,or slo.age 

SAM HORN 
SU , 
BOB PELE 
ANN Sill 
ENDOF FILE 

In Figure 2- 8. the val ues in Ihe fidd~ of Ihe ~econd record arc read :lnd arc 
placed in lIIain eom plHer slOTagc for lI )'e. Th("s..: va lll('5 l'an no\\ be re ferenced 

by instructions wilhin the computer program . 
Aftcl" 111(" record has bccn rcael. il is agai n necessary to dcten ninc if the 

T('cord rcad is the trailer record. Th("refore , co ntrol return s [0 lhe deci~ion 

sYlll bo l where end of fik is checked (Step 5). 



Slep 6: Thevaluoln the nll1lllleld Is compared 
the valul END DF FILE 10 de .......... 11811 
roconI ...... been proclled. 

$ 1 •• , 

R .. d 
• 

Reco<d 

Pl lnt 

• 
lin. 

Rnd 
• 

Record 

2.9 

: Comput.! 
REtOO P lecold } 

p"I'II:al1ne P'OII'.'" 

'''' ISUENUNN 

"-I 
Not E" .... 

I 
IENDOFFILEI 
P'og<"" C4n.,.M 

In Figure 2-9, the value in II\(: !laille field (SUE NUNN) is compared 10 
Ihe CO llllHUlI END OF Fl LE. Si1H.:(' they arc nO! eq llal. the [ !'ailer record has lIot 

been read. Instead. the clala frOI11 the record mIlS! be prim ed on Ihe StTCCll. 

This example iIILl s t ra(c~ .'.cvcral vcry imponallt pro~ranllnin g logic con­
cepts. First, the decision 10 dc[(; rll1inc cn d of file will always be ",,('cLUcd 

immediately aft er a record i~ T('ad. If end of file has nOI been fOlllld. the 
in~trUCIions 10 p rint :t lil1l' and rc;,d a record arc repeal ed . T hey will bt' 
repeated so long n .. [he record read is not the tra iter l'e\:ol'(l. Repeati ng a 
c;cquenec of instruetiom multiple times is called 1(lOI)i ng. That ie; . a loop is 
established because a sequem:e of instructions is rcpeated II ntil a particular 
cond ition occms. In this ca~e , the looping will con tinue untit the trailer record 
is rC:ld. T he concept of loopin g is quite important beca use one set of instruc­
tiom ca n be written to procc~~ 1l1:I11Y rel:ords . The programmer l1el't! 1101 write 
;t ~l' l o f inSlrUl:lion\ for cadI ret'ortl whic h is to be pr()ce~~ed. 

INPUT/OUTPUT 
PROGRAMMING 

Figure 2·9 The value In 
IhO namo l'Old Is compared 
10 1110 constanl END OF 
FILE 
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The second important concepl illu:matcd concerns the nalure of a loop. 
Throu gh research OVef the past thirty years . ~.'ol11put er scicJl[ ists have detcf· 
mined that good programming practice reqll ire~ the first in stru<:tioll ill a loop 
10 be the instruction whkh del('rmim's if the body of the loop should bl' 
executed, In thi s e,x;unplc. tlwt in struction is the one which determines if the 
ITailer record has been read (is it end of file?). T herefore, tht' first instruction 
in the loop should be the decision instruction. A.ny other illstructioll violates 
good prog raml1lil1 ~ practices which havc bccn estab lished through ycar.~ of 
research and cxpcri lilcil tatioll, 

Because or thi s vcry i Inpo!"!a Ilt rul e cOllcer ning loops, two read statemcn ts 
arc required in this program . Passing control back to the first read stat ement 
violates thi s rule (Figure 2- 10). 

Incorrect Correct 

End 
of 

Fila? 

Print , 
L1na 

Read , 
Record 

Figure 2·tO The lirSI InSlrl/CI,on In a loop should be Ihe Instll/cl ion wh,ch delc'lnlnes ,11M body 01 
Ille loop w,1I be e~eculcd In Ihe IncorreCI example. Ihe lorSI "'SIIUCt'On In the loop '5 me read Slate· 
men!. Th'5 VIolateS a rule 10' devoloping good prog,am log'c as spec,\,e(l by compu ter experts aller 
yea,s 0\ ,esea,ch and expe"menla t,on 

IlIl he incorrecl example above, control is passed fr011l1he " prinl;1 line" 
Slalemell1lO lhe fir sl I'e;ld statement. This me<ln o;; lhm lhe fir.~l ~ta lenl('lll in Ihe 
loop is a read Sta lcillenl, not ;1 decision Stall' mcn\. 

In lhe COHCCI eX<llllplc, a flc l" a line is prilll cd:1 I"ccord i .~ read. COlltl'o l i~ 
then passl'd 10 lhe dCl'isio ll sY lllbol where end of file is cllcckcd. If cl ld Ilf ri le i ~ 

JlO! found, the d:l!a from Ihe rl'cord JU St read Will be prim cd and lhen anOllu,:r 
rccord will be rcad. Th e nr~t s1:!lellleni in the loop is the decision whelh;,.'r lhe 
prilll and r('ad ~ tatement s ~holi id be executed. T he correct c.'i ampic rollo\\' ~ the 
rule lhat lhe 1'ir ~ t ~ IaICmcnl in Ihe loop should b.: []l(' dcc i~ ioll ~talcmClll which 
determine\ whcthcr lhc body or the loop will be cxenlled. 
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Although the value of thi s ruk may not be readily apparent in Ihh exam­
ple. more eomple.'\: programs hllcr in th e leXI wil l illu strat e the soundness of the 
rule. Th e rulc wi ll never be viol:lled in well -designed program~. 

After cnd of file hOls becn checked and it i ~ fo und thm the trailer record 
has not bccn read, the data from the input record mliSt be prim ed. Th is is 

shown in SIi:P 6. 

Stop 8: A IIno I. prlntod on th. CRT oc .. on 

SII" 

E" 

And 
• 

R.~ord 

: ConlIN'" 
ReadarKOfd } 

Pfln ,:allne Pr09'"'" 

~ ~ ISUENUNN 
A, .. Tl I'PhOn, N.me 
0." N~mro., 

Th e data frOllllhc se-cond fe-cord is primed on the CRT scree-Il in the same 
lII.mner as the data from the fir~t record . Aflcr the data from Ihe second 
record has bcel! pri nted. the next retord mu st be read (Step 7). 

INPUT/OUTPU T 
PROGRAMMING 

Figure 2-' 1 The dil l . (rom 
thO second record ' s 
pr;nlOd on mo CRT screen. 
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Step 7: The next record is read and end of file is 
checked. 

'"' ~~ l eOBPELE 
f.l.p~_ .,-
"'~mh.' I 

'1 01 EQu.! 

AREA TELEPHONE 
I 

NAME coDe NUM BER 

'" 749·2138 

'" 663·1211 
m 999·1193 

'" 979·4418 
999 999·9999 

Figu.,2.12 Tne ne~1 

fccald Is IC,I(I and Checked 
10 ' end o r IIle 

SAM HORN 
SUE NUNN 
BOB 
ANN SITZ 
ENDOFFILE 

A fleT the next record is read . the va lue in the name field is agai n COIll­
pared \0 thc program consta ll t va lue EN D O F FIL E. If the IWO va lues arc 
eq ual, th e tra iler record has been read, ami th ere <lrc no morc records 10 
process . In Step 7, the val ue in the name field is UO D PEL E. indicating th e 
trailer record has not been read. The data in Ihe input fi elds should , therefore, 
be primed. 

This cycle of prim lhe data, read II record , and check for end of fi lc will 
con tinue until the tra iler record is read. Wh en this occurs. the SlatemenlS 
within the loop will no longer be executed. Instead. the statementS rollowi ng 
the loop will be given control. This is shown in Step 8. 



SlOp 8: The Ireller record Is read. 

End 
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Read a record } : Com"",., 
Prin,:" hne Progf.m 

1999·99991 
TI'-pI\Onl 

Hum,",' 

IENDOFFILEI 

"'~ , 
fQ~1 , 

INPUT/OUTPUT 
PROGRAMMING 

IEND OFFILE I AREA TELEPHONE 
CODE NUMBER NAME 

ProgromCons'. n' 

". 149·2138 SAM HORN 
213 663·1211 SUE NUNN 

'" 999·1193 BOB PE LE 
J12 979·4418 ANNSITZ 

99' 999·9999 END OF FILE 

In Figure 2- 13. the trailer record has bee n re,ld (I he name field co ntai ns 
END or FIL E). When the val ue in the name field is co mpared to the progra m 
conStant, an eq ual cond ition occurs. Therefore. the loop is Ilot elllerecl . 
Instead, the " yes" kg of the deci sion is taken. The EN D OF TELEPHONE 
LI STI NG message is printed. T he program is then tcrminatcd. 

T hc prcvious examples have shown the step-by-stcp processing which 
takes place in a program whose fUllct ion is to list claw. T hi !> program, although 
simple in co mp<lrison to programs cOlltaining thou.')ands o f SICpS , ill ustrat cs 
the basic logic which is required for an y program 1hal obtains input data for 
processing - the looping operation of obtaining data, processing the data. 
and then obtaining more data lIntil therc is no 1lI0rc data to process. It is very 
impontl 1l1 that this basic loop be wdl-lIlldcrstood , for it fOfms the basis of 
many computer programs. 

Fig ure 2-13 Wnen tlHl 
tr~n e, recOid is reat!. tile 
sta tement 101l0l'linO thO 
loop p"nlS 1M END OF 
TELEP HONE LI S TING 
message. 
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Aftel the design has been completed. the program code is written. When 
codi ng. the programmer IntiSt implement the logic developed during the pro­
gram design. T his logic is specified by the program nowchart . Thus. the pro­
gram mer wi ll fo llow the sequence of oper;lIions which has been specified on 
the flowchart . The BAS IC program 10 prepa re the telephone number listi ng is 
ill ustrated below. 

I 100 REM TELLIST SEPTEMBER 22 SHELLY/CASHMAN \ 
110 REM 
120 REM THIS PROGRAM DISPLAYS THE NAME, TELEPHONE AREA CODE 
130 REM AND PHONE NUMBER OF INDIVIDUALS. 
140 REM 
ISO REM VARIABLE NAMES: 
160 REM A ••••• AREA CODe 
170 REM r ••• •• TELEPHONE NUMBER 
180 REM N$ •••• NAME 
190 REM 
200 REM ••••• DATA TO BE PROCESSED ••••• 
210 REM 
2 2 0 DATA 714, "74'9-2 138" , "SAM HORN" 
230 DATA 2 13 , "663-1 2 71", "SUE NUNN" 
2 40 DATA 2 12, "'9'99- 11'93 ", "80B PELE" 
2 SO DATA 312, " '97'9-4418", "- SITZ" 
260 DATA 9 99, "'99 9 - 9'999" • "END OF FILE" 
270 REM 
280 REM ..... PROCESSING ..... 
290 REM 
300 READ A, TO, N' 
310 REM 
3 20 IF NS • "END OF FILE" THEN 370 
330 PRINT N$, A, TO 
340 READ A, TO, N. 
350 GOlD 3 20 
360 REM 
370 PRINT .. .. 
380 PR INT " END OF TELEPHOf'tE LISTI NG" 

\ 3 90 ENO I 

Ftgure 2_ 14 The program 
conlai ns Ihe insHUCliof's 
fCQUlfCd 10 implemenl 1110 
logIC deSIgned using the 
1I0WChHII 

The program code consist s of BASIC S13l emen tS which direct Ihe com­
pU ler sys tem to perform the opera t i oll .~ required 10 produce the telephone 
number li st illg. Th e ind ividua l sta t cnll': l1 l ~ illlhe progra m " re explai ned in the 
foll owin g p;,ragraphs. 

Statement 
numbers 

Each BASIC statement begins wilh ;. uniquc num ber thaI i<lcllli rk') the ~tatC­
men!. Thesc numbers are assigned in an ascending sequence by the program­
mer. The number can begill with the value I and be incremented by Olle. if 
de<;ired. t\ beller way to assign the nUlllben. ho\\ e"er. is tu bl'gin \\ilh the 
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value 100 and increment the numbcr by 10 (as shown in Figure 2- 14). 
Begin ning with the numbcr 100 a llows a relatively largc program 10 bc 

wrilten using a 3-digit nllm ber. This mak es the program listing easy to read. 
Incremcilling thc numbers by 10 allows add itional StalelllCIllS to be added 10 
the program without changing any statements within Ihe program (Figure 2- 15). 

p w= ,., 

I 1'0 LET P • A • M Statement 15. LET F • T • P • 
I 160 PR[NT A, M, P, F Added 

Sequcm:e numbers are required for each BAS IC SlalelllCnl. Following the 
!lumber, a blank spaee sho uld bl' specified. A lthoug h nOt requircd by th e 
BASIC languagl" Ih is blauk space mak es the program easier to read. Afll'l" th e 

bla Ilk space, :tll ent ry defi ning I he operat ion 10 be perfo rmed is coded . 

A qll:tlit )' program is well docu mented. Th is means the progra m eontaim 
information wh ich hi..'lps a reader of the program undersland il. lni..'luded in 
this documentation should be the name of the program, a brief e.-.:p lanati o ll of 
wha t the program docs. and a description of the data fields used in the 
program. 

DoelL lllentat ion in a BASIC program is accomplished using the RErv1 
(rcmar~) "ta tClllCIlI. The ~egllletH of the program using remark stateml"n\ ~ to 
doculll('n\ t ltl' program is illuq rated in Figure 2- 16. 

INPUT/OUTPUT 
PROGRAt.1MING 

F igure 2-15 SI.Hement 
numb(!r ISS has b(!en 
added to tho program. 
NOllhor 8111tornonl 150 nor 
statement number t60 
..... ere changed when lhe 
addI tion was made 

The remark 
slatement 

m~~~==~:' ======~ I ·:~ ': 100 REM TELLJST SEPTEMBER 22 

REM THI S PROGRAM DI SPLAYS THE NAME, TELEPHONE 
REM AND PHONE NUMBER OF INDIVI DUALS . 

VAR IABLE NAMES ; 
A ••••• AREA CODE 
T'f • ••• TELEPHONE NUMBER 

SHELLY / CASHMAN 
REM 

AREA CODE 

REM 

11 0 
120 
130 
140 
ISO 
160 
170 
180 

A 1~ ~ 
c'\~~ .. ~.. ~ __ ~ __________________________ ~ 

REM 
REM 
REM 
REM NS •••• NAME 

Oll thc first line of the program . statement llumber 100 is fo llowed by a 
single blank and then the cnl ry REM. T his entry identifies the entirc S\,lIcnH:llt 
as;t rcmark. A remark Slatement ca uses no operation to be performcd 0)' the 
computer syStem. II is used merely 10 provide docll1l1entation within Ihe progra m. 

FIgure 2- 16 The REM state­
Ment allows commenlS 10 

De wrltton In a BASIC 
program 
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Following the REM entry is a single blank space and then the name of the 
program. This programmer-chosen !lame should be the name under which the 
progra m is saved on auxil iary Stor;lgc. T he rules fo r forming this namc vary 
depending upon the computer system bci ng used. In the sample program, an 
abbreviation of telephone listing, T ELLIST. was chosen by the programmers. 

Th is ell try is fo llowed by the date the program was writt en. cen tered on 
the li ne. The names of the authors of the program arc emcred in the rightTllost 
positions o f the line. The entries online lOOofthe progr:ulI arc not required by 
the BASIC language. It is strongly recommend ed. howe\'er, that the docu Olen­
Hltion and program formatti ng techniques illu st r:uecl in the sample programs 
be ear~'fully follo wed. for these techniq ues reneet good docu mentation 
rnelhods. 

Line 110 contains a RE I'"I statcmcnt in the ri ghl111os1 positi o ns of the line. 
Th e REM StalCIll Cllt shou ld be placed inlhe righ tmost posi ti ons when a bla llk 
li ne in the program listill g is desi red. Th e blank line is included 10 increase the 
readabilit y of th e program. 

On lines 120 and 130, the REM statements arc used to give a brief descrip· 
tion of the processing ,Iceomplished by Ihe plogram. These lines arc again 
followcd by a blank lin e at statelllcm 140 

The REM StatelllCl11 S 011 lincs 150 throug h 180 doeumcnt thc va riable 
lIames used in the program. Thc va riablc names arc indclllcd two spaces. 
Va riable names arc namcs assigncd by thc progra mmer to fields in main com­
puter storage which will be referenced by state men ts withi n the program. A 
detailed discussion of variable names can be fo und 0 11 page 2. 19. Docu ll1ellling 
the variable names is mandatory in an}, well-wrillcn program . Sta temcnt 190 is 
a blank linc used to separatc the introductory doclLlllem:uion <;t alernent <; from 
the rest of the statements in the program. 

Docu menting the program code is fundamental 10 writing a good pro­
gram. Every program, rega rdless of size or eomplexi lY, should be well 

doc umcnted. 

Th e REM statcments 011 lines 200 and 210 indicatc tiT :11 the ne.x I secliotl of 
coding con tains the definition of the data which will be processed by the pro­
gram (Figure 2- 17) . Th e data is defined through the usc of the data statcment. 

The data statemcnts frolllthe program and the claw whieh they define arc 
shown in Figure 2- 17, together with the gcneral format of the daw SHlIemenl. 
The fir st daw stat ement defines the da ta to be processed as the fi rst input 
record. The second data statement defines the data 10 bc processed as the 
second input record. and so o n. 

The riTS( ent ry in the data stat ement is a lin e number. All BAS IC 
statements must be preceded by a line number. A single lo P ' U;(.' follows the lille 
Ilumber and then the word DATA is spccifi ed. T lli" entry identifies the 



Form • • 

AREA TELEPHONE NAME I CODE NUMBER 
I line number DATA cons/ant, COils /a nI, 

'" 
'" '" '" 99' 

1~9·2138 SAM HOR N 5T 

683·1211 SUE NUNN PROGRAM DISPLAYS THE NAME. TELEPHONE 
999-1193 BOB PELE HONE NUMBER OF l NDIVIDUALS . 
919·4~18 ANN SITZ 
999·9999 END OF FILE 9LE NAMES : 

••• __ AREA CODE 

~ 
170 REM T$ •••• TELEPHONE NUMBER 
180 REM N • • • •• NAME 
190 
200 REM ••••• DATA TO BE PROCESSED ..... 
2 10 
220 OATA 7 14 . "749-21 38" . "SAM HORN· 
230 OATA 21 3 . "063- 127 1" , "SUE ........ 
2 40 OATA 2 12 . .. ~-11 93 ... "909 PELE" 
250 DATA 3 12. "979-4418". "ANN SITZ" 

\ 260 OATA 999 , " 999- 9999" , "END OF F ILE" 

st:tl ernCIlI as a daw sWlemcnl. Th e word DATA is followcd by a singlc blank. 
The dala 10 bc defined is specified next. The fir st ent ry on line 220 is 714, 

the area code for the first record . It is fo llowed immediately by a comma. The 
comma separates each entry in a da la statemenl. Th e area code is a numeric 
COllSlant, which means il cont:\in s o nl y num bers. 

The entry fo llowing the com ma is the telephone number for the fi rst 
record . The telephone number is :111 example of a string constant bccausc il 
co ntains a non-num eric charucler (I he hyphen). Any constant cOlltaining a 
non-n umeric character is a string constant. 

A stri ng CO nSI<11l1 specified in a data statcment should nOrllwlly be 
enelosed within doublc quoHli ion mark s. It muSt be enclosed if thc conslanl 
COil wins a comma, bUI good progr:ullIlling practice dictates thai quotal ion 
marks always be used. There fo re, th e telephone number is enclosed wilhi n 
double Quotation marks. 

The next entry, " SA M HORN", is the person's name. II is a String con~ 
sta m because it contai ns alphabelic characters. Therefore. it is enclosed within 
qUOles. 

The second dala Statclllelll, o n line 230, conwins the data to be processed 
as the second record. The numeric co nstanl 2 13 is specified as the arC;t code . 
The next two entries arc the telephone number and the person' s name. 

The rcmaining data Slatcment s (Olliain the data to be processed as the 
th ird and fourth records. 

T he last data stat eJllCIII will be lIscd in Ihc program to indica Ie thai a ll 
records have been proi;essed ;Hld end o f file has been rc;tched . 

T he data StalemelltS in the sample program cOll tai n Ihree const'll t1 s each. 
A dal a Statelllelll must conlai n at least one constant. Each constant is 
separated fro m the other by a CO lllllla and a blank space. Again, string con­
starns should be cnclosed wilhi n double Quotation marh: numeric consta nts 
are spcci fi cd witho ut quotatiolllnarks. 

AREA CODE 

REM 

REM 

REM 

I 

Flgllle 2- 17 The !lala SI;:IIO­
mellll' IISed to del lnG dara 
within rhO program. S1fIng 
data I, normally encrosed 
w ithin dOllble qllorarion 
mark' Whrle numeric con· 
SIan" do nOl use quole, 
The area COdO is a numeric 
con' tan1. and tne lele­
phone number and namo 
IIro s tr ing constants. 
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After the init! .. 1 documentati on of the progr .. m is com plet e and the data to be 
processed by the program has been defi ned , the st atements which will be 
executed in the program are specified. These statement s arc wrin en basl'd 
upon the logic expressed in the nowchnn. 

Th e fir st SI:Hement in the program is a read sta tement whi ch tra nsfers the 
dat a from the data statement to an area in main computer storage where the 
data can be referenccd. The general form,!! of [he read statement, the read state­
ment, and the associated en try in the nowchan are ill ustrated in Figure 2-18. 

Gener. 1 Form"t 

line number RI.:AD Variab/c namc, variable 1l.1mc, 

• 
Record 

SEPTEMBER 22 SHELLY/ CASHMAN 
REM 

LAYS THE NAME. TELEPHONE AREA CODE 
~::::::::~-=::::::::J OF INDIV I DUALS . 

~=:....., REM 
REM VARIABLE NAMES ; 

260 
270 

figutlt 2- 18 TI10 tead stalC· 
ment causes data dc hned 
i n a dll1a SIIl !(lment to be 
ptaced In lhe hel(lS ,den· 
1I t,oo by 1I\e vauallIe N1IT1CS 
The vafliltl le nilmes must 
be spec,hOO In the same 
sequence as the tclalcd 
da lil '"lt,c dllla atalCt!1cnl. 

280 
2.0 
300 

REM A •...• AREA CODE 
REM T ••••• TELEPHONE NUMBER 
REM N ••••• NAME 

REM 
REM ••••• DATA TO BE PROCESSED ••••• 

REM 
DATA 71 4, "749-2138" , "SAM HORN" 
DATA 213, "663-1271" , "SUE "'-"N" 
DATA 212, " 999-1193", "BOB PELE" 
DATA 312, "979-4418" , "- SITZ" 
DATA ..... "999-9999" , "END OF FILE" 

REM 
REM ..... PROCESSING .. ... 

REM 
READ A, TO. N. 

T he read statemCTH causes data defined in a data statetJ1 ent to be placed ill 
the field ... in main compu ter storage identified by the vari able names following 
the word READ. The first entr)' for the read SlalelTlCnt, as with a ll BASIC 
statement s, is a li ne number. This value is followed by a blank space and then 
the word READ. A blank follows thi s word. 

The next CI11 ries arc variab le names. whi ch arc chosrll by the progr:t1lllllcr 
10 idclll ify fields iUllia in co mpUlel' SlOntgc wh('!'c data is to be stored. Variabl e 
tWlIles ,U'C used to identify tWlller ic (1<\111 ficJd~ and SITing d:1!a fiel ds . 
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Variablc namcs assil;ncd to ficlds in a BASIC program must conform to 
thc BASIC language syntax. All iJASIC interpretcrs <llIow variable nam('s 

according to thc fo llowinl; rulcs: 

I. Numeric variable namcs, which identify num eric fields, must begin 
with a leiter o f the alphabet (/\ - Z). The names can be one or two characters in 
length. If a second character is used. thi s character mu st be numeric (0 - 9). 

Valid va riable names include A I, V4, and Y7 . 
2. Stri ng variabl e namcs , which identify string fields, must begin with a 

Iclter of the alphabet (A - Z). This leiter of the alpha bet must be followed by a 
dollar sign (5). Valid string variable names include AS, PS, and S. 

On somc comput er system s. the syntax rules m ay a llow variable names 
whi ch COllwin more characters than specificd above. The rules abovc, 
however , arc valid for :111 li AS IC int erprcters. 

In the read sta tcment in Figure 2- 18, the variable names A. TS, and NS 
arc specified followin£ the word REA D. Thc variable nam e A identifies the 
field where the area code will be stored when it is read. TS identifies the ric1d 
for the telephone number. and NS idcnt ifies the field for the person 's name. 
As :1 rcsult of the read St:ltemCllt, da ta from the firsl data st: ll ement will be 
placed ill the fields ill main I.:omputcr storage idemified by these variable 
namcs (Figure 2-19) . 

'20~m 1i']'j" SArcRN 
300 RO' TS. N{L )} 

tz.1!l 1749·21381 ISAMHORN] 
A T$ NS 

(",," Codal (Telftpn""GNumt>e1') tN~m.1 

When the read st:\Il'1l1ell t is executed. the firsl constalll ill the data StalC­
mcnt is placed in the main computer storage fie ld identified by the first 
vari abh' Ilame in the read sta tement. Th us, in Figure 2- 19, the first Calista 111 
(7 14) i<; pl aced in Ihe field identified by the fir st variable n:llne (A ) in the read 

stat ement. The second comta nt in the data !< tatelllenl. whi ch i .~ the telephone 

INPUT/OUTPUT 
PROGRAMM ING 

Ftlluro 2_19 When the read 
stat(lmenl Is executed. 
values I'om Ihe data Slate· 
men!s are placed In "l!lds 
ItIenhl.ed by Vlluallte names 
". me .ell tl Slawmenl 
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number. is placed in the second variable fie ld (TS) . Likewise. the third can ­
Sialll is placed in the th ird variable field (NS) /I. fl er the read sta te l11Cll t ha~ 

been exccuted. an instruct ion rcfercnci ng the vad.- blt' n.-me A will rct"erelH.:e 
the v:ll uc 714 . Si milarly. the usc of the variable name TS wi ll ret"erelll.:e the 
va lu e 749-2138; and the variabl e name NS will rcferenee SA r"l HO RN. 

After the fi rst read statemcnt has been executed, a ched mu st be performed to 
determinc if cnd o f fil e has becn reached. A t C~1 fo r cnd o f file should al wl.lYs 
immed iatel y foltow the reading o f data. This lest is implement ed using the if 
Slatelll ellt. The flowchart, the genera l formill o f the if statement, and the if 
statement in the program are shown in Figure 2- 20. 

Line fwmlJer IF variable flam e 

R .. d 

• 
Record 

IF N • • "END OF F ILE" THEN 3 70 
PRINT N$. A. T • 

• • 

cOr"J~ lant rI-Il:N line flllmlJc r 

REM 

REM 

, ... 3 70 PRINT 
380 PRINT 

" " 
" END OF TELEPHONE LI STING" 

Figure 2· 20 Tnc 11 Slal e· 
merlt compares I he va lue 
Irl Ihe NS held 10 Ihe value 
ENO OF FilE 10 cJc lOHI,lrlC 
11 all Ihc dala has been 
proccssed. 

The if st:l temelll on line 320 begins the loop wh ich wi ll process a ll of the 
dat a ill the progra m (see Figure 2- 9). Because it is the start o f the loop. the if 
sta tement is separat ed from the previous sta tement by a rcm sta !emen! in !he 
rightmost <:OIIl Ill IlS. T his gener.ll cs a blank line, allowing the start o f the loo p 
to be ea:.ily seen by someone examin ing the progt am. 

Each if stat ement lUust be preceded by a line number, which in the ~a 11l p l c 

program is 320. The line number is followed by a blank and then the word IF. 
Th e va riable name fo llowing !he word IF identifies !he fie ld which con­

ta ins the val ue to be compared . In the example , the val ue in the NS fi cld i ~ to 

be COllI pil rcd . Therefore, NS is spec i ned as ! hc fi rst ent ry in ! he i r St a! ertl !.; llt . 



2.2t INPUT/OUTPUT 

The equal sign indicates (hat if the two valucs bcing compa red :Irc eq ual, 
thcn the conditio n being tested is considered true. If the two valtle~ being com· 
pared are nOI equal. Ihe condition bei ng tested is considered not truc. Follow­
ing the equai sign is the constant END OF FI LE. Since it is a string constant (it 
contains alphabctic data). it is encloscd within quotation marks. 

The word THEN is specificd next. followcd by thc line number to which 
control will bc transferred if the condition is true. As a result of thc if Stat C­
ment. the value in NS will be compared to the valu e END OF FILE. Ir they :Ire 
equal. control is passed 10 :.Iatement 370 in thc program: if they arc not equal. 
conlrol is passed to the stalemcnt immcdiately following the if statement 
(Figure 2- 21). 

320 
330 
3 40 
350 
300 
370 

IF Nt - "END OF FILE" 
PRINT Nt, A, Tt 
READ A, Tt, Nt 

GOTO 320 

PRINT" " 

THEN 3 70 

PROGRAMMING 

Flguro 2-21 The l ine num· 
bOr lollowlng 1110 word 
THEN specl1lo$ lhe $Ialo· 
menl Ihal WIll be execuled 
It tho condI tIOn 1$ Irue. 
Whon Iho conallion i$ not 
IlUO. Iho Sialemeni immed,· 
atety l ollowing the i l Slale· 
mont IS exoculed In Ihis 
example. It NS con· 
11IInS I ho value END OF 
FILE. Slalemenl 370 Is exo· 
CUlod neXI. II nOI. SlalO· 
mcnt 330 IS execuled nexl. 

REM 

Case 1; I SAMHOANI 

"' 
Next Statement Executed; Une 330 

Case 2: IENDO. FILEI 

"' 
Next Statemen t Executed: Llne370 

In case I above. the value in NS , SAM HOR N, is not equal to END OF 
171 LE. Thcrefore. the statement onlinc 330 is thc next statement executed. 

In case 2. the val ue in NS is eq u,,1 to EN D OF F ILE. Therefore. the condi­
tio n le ~ t ed by the if swtcmcnt is considered true . and comrol is given to the 
stat ement at the lin e number following the THEN entry (line 370). When 
wriling the if statemcnl, the line number of the statement to receive conlrol 
when the co ndition is true may nOI be known . In this case, the line number 
I"o[[owi ng lhe word T HEN should be left blank when the if statement is coded. 
The number should bc filled in whcn it is known. 

When end of fil e is nOl detected. the ilext st atement to be executed is the print 
stat ement wh ieh displ:lYs a line Oil the CRT screen . T he li ne 10 be d isplayed 
cont ains the name. the area code. and the telephone number from the input 
data. T he flowc han. the general format of l he print Slal l'I1lCIl t, and the pri m 
St:ll cmcllt used in th is progra m arc shown in Figure 2- 22. 

Print statemen t 



280 REM ••••• PROCESSING ..... 

RUIi 

• RKOfd 

, .. 

""0 
300 
310 
320 
330 

Figure 2-22 ThO prill1 StalCl­
meru causes <l3ta Ident,lIea 
by !he vaflable names w,!htn 
rhO SHuement 10 be d,s. 
play(!d on thO CRT scrCl!n. 
Horo. thO name. aroo cooe. 
and telephone !"lumber are 
di s pl a ~ 1Kl 

READ A. 

IF N. • 
PRINT 

.... 
• U'* 

TO, N. 
"END OF FILE" 
NO, A, TO 

GenerOlI form.lt 

l inc flumlJer PRIN r 

THEN 3 7 0 

( COn~,t ;lflt) (constant) 
var;alJle ' V;lriah/c ' 

REM 

REM 

A line number and then the word PRINT arc the flrst entries in the prim 
statement. In the example in Figure 2-22. the hne number is followed by three 
blanks. These blanks indent the prim stat ement two spaces from the beginning 
column of th e if statement. This is done to identify st:llement s within the loop. 
A general codiTlg rule which will be followed throughout thi s te:<:t is that 
statement s within a loop wi ll be inden ted tWO spaces from the col uilln where 
th e if stateillent a t the stan of the loop begins. It is strongly suggested th;u this 
coding rule be followed in a ll programs which arc written . 

The word PRINT is followed by a blallk ~paec a nd the variable names of 
the flelds to be primed. The variable names .I rc specified in the sequence in 
which they will appear on the C RT screen. Th US, the vlIlue in NS (the name) 
will appear first on lhe screen, followed by the v;,l ue in A (the nrea code). and 
(he value in TS (t he telephone number). 

Each of the variable names in the print Sla(elll ent is separat ed by n eOlllma 
and a blank. When a com llla is used 10 scparat l! v:tr iable nam es, each fid d wi ll 
bc displnyed on the CRT screen in predctermined locations ca lled 7.Olles. 
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T hesc zoncs havc \'<lrying sizcs, ranging from iO clmractcrs to 16 ch<lrattcrs 
depending on thc cOll1put !;'r systcm being used. Regardless o f [hc number of 
char:u.:lers in each zone. spaci ng works in the m<lllncr illustrated in Figurc 2- 2]. 

J30 PRINT NS. A. TS 

lL!!l 1749·21381 

• 

Th e exam pic above illustrat es four printing zones Ollthe CRT screen. Th!;' 
valuc in lil!;' fir st variable o f the print statement (NS) is placed inthc fir st zone. 
Si ne!;' Ihc variable is a string variablc, thc first cha racler in the field (5) is 
placed in the fir st position of the priming zone. Whenever a str ing field is 
printed in a pri nting lone, the first character in Ih e field is placed in Ihe first 
position of the zone. 

The second variable in the print statement is the numeric variable for the 
area code, 1\. Thcrefore. the v<llu e in the field identified by the variable name 
1\ is displnyed on lhe C RT screen. The numeric va lue in th e example (714) is 
di splayed in th e second printin g zone because the variilble Iwme 1\ is 

PROQRAMMING 

Figure 2-23 Wncn vari ­
aOlo nam05 are separated 
O~ commas In Itle prin t 
slatOUl(ln t. th (l values froUl 
eacn ot Ihe ,leltl5 Idell· 
tltied b~ lhe var ial) le 
namos are displayed ,n 
prOOoUIled prmllllg lOllllS 
on lhe CRT screen. There· 
[are Ine name INS) ,s dis· 
played in thO ["Si lane. the 
area code (A) In Ihe second 
l OnO. and IhO telephone 
numlOr ITS) in lhe th ird 
lone 
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GOTO statement 

separalcd from I he previous namc (NS) by a cam illa. 
T he fir sl 'ti ~i l inlhc v;l luc is pl:H:cd ill Ihe seco nd position of the zone. On 

mOSI computer S),SIClIlS. wherlever :t vulue in a numeri c fi e ld is 10 be prirl1ed, 
the value will be preceded by a blank space if il is positive and by a ne~a\ive 

sign (- ) if it is neg:llive. In the example . the value in the area code field (A) is 
posit ive; therefore, it is preceded by a blank space. 

The third variable in Ihe print statement (TS) will be primed in the third 
priming zone. Since the fie ld is a Siring ficld, th " fir st eharllcter in th" field will 
:Ippear in the firSI position o f the Ihird zone. T he prin t Slillemenl is lefln inaled 
after the third variable name. Therefore. 110 value is displayed in Ille fo urth 
zone. When the nexi prill! slat elllent is execuled, the dala will be displayed on 
the nexlline. 

The prim Slatement is the primary means for making information 
available from a BAS IC program . The usc of the stmell1erll an d Ihe OUIPUt 
produced from the sultemelll should be well un dersl ood, 

Afler the print SHllemeTH is executed and Ihe values frOIll the 11rs! input dllta 
ha ve been displa yed on Ihe C RT screen. Ihe second SCI o f inpul d'lIa IllUSI be 
read. T his processing is accompl ished using the read st'lIement in the sallle 
manner as the fir st data was rcad. 

After the second SCt of dala has been read. cOIlIrol must bc returned 10 the 
if stalement at the beginni ng of Ihe loop 10 del ermine if the body of the loop 
shou ld be e.xecU(ed. The goto SHIIClllent is used 10 transfer this cont rol 
(Fi~ure 2- 24). 

The format o f [he gO[O sta[ement shows i[ begi ns with a li ne num ber. 
Following th e lin e number is a blank space and then Ihe word GOTO. Note 
that no blanks are allowed in thi s word. A blank follows Ihe word GOTO and 
then a li ne number is specified, When the got a statement is excculed. control is 
passed to the stalcmenl at the line number specified afler the word GOTO. In 
Figu re 2- 24, Ihe goto Statemcnt on line 350 will cause contralto be passed to 
the sla tement a t li nc 320. T herefore, "fler th e exectl tion of the goto statement , 
the HC.XI ;l(lioll pcrfor med by the program will be [0 com pare Ihe val ue in NS 
to the conSl<lll t va lue" EN D OF FI LE. ,. 

The got a slat cment on JiIl C 350 is the last stalement in the loop which 
oblai ns and proces)'es thc input data . Since il is Ihe lall l slatemenl, il is nOt 
indented. InSlead . the word GOTO begins in the SllUlC vcnical column as the 
word IF whic h detcrmincs if Ihe body o f the 1001) is to be execu ted . In this 
manner . the begi nnin ~ ;lIId ending stat cment s within [he loop arc easil y 
identified whe n reading tlte program. 

The loop whir.:h begins on line 320 and ends 011 line 350 will cOlliinue [0 

process input da ta untillhc valuc EN D O F F Il.E is read into the NS fidd, AI 
[ha[ [ime. [he cnd of fil c processing witt occur. 



Genu.1 Focmal 

Llfle numbcf CO TO linenum/)c( 

'" 

290 
300 
310 
320 
330 
340 
350 

• 
Record 

ESSI NG , .... 

IF NS - " END OF FILE" THEN ~70 
PRINT MS , A. T$ 
READ A, T$, N$ 

BOTO ~20 

The cnd of filc proccssing bcgi ns ;1I linc 370 with a print statcmcnt (Figurc 
2- 25) . In the statement, the word PRINT is followcd by a blank and then a 
blank within quotcs. This statCIl1CI1l will cause a blank line to bc displayed 011 

the screen. Thc lIext print statement displays th e constant END OF 
TELEPHONE LIST ING on the C RT screen. The constant is enclosed within 
qUOles beca use it is a strin g constant. \Vhenever a string co nstant is used in a 
print statement. it mu st be enclosed within double quotat ion mark s. 

Thc last statement within the program is the en d statement. Th is state­
mcnt, co nsist in g o f a li lle number and the word EN D. tcnn inalCs thc program. 

'" 

RUd 

• 
Re-c:ord 

ING .. , .. 

FILE" THEN 3 70 
PRINT N$, A. T$ 
READ A. T$, N$ 

GOTO 320 

PRINT 
2,...,..".'0 PRINT "END OF TELEPHONE LISTING" 

~qO END 

REM 

REM 

Flgure 2-24 Tho gOlo state. 
ment IS used to transter 
con trOl to a sta1!!rnen l ,den· 
tltied bV its line number 
The gOto statement on line 
350 translers COf1 110110 the 
i l statement on line 320. 

Figure 2- 2S Tho prrnt state. 
ment wi th a blank constan t 
di splays a blank line. Line 
380 dl splavs END OF 
TELEPHONE LlSTING. 

REM 

REM 

REM 
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2.26 

Thc following tips should be kept in mind whcn coding a program: 

I. The progra mmer shou ld expect a program 10 work properly the first 
tillle the program is elltered and exe(':llted . For this 10 occur, much 
allenlion must be pa id to detai l when designi ng and codin g the pro­
gram. Indeed, programming is a very precisc act ivity bccause one 
small error ca n callse a program to opcr;uc incorrect ly_ Each program­
ming statelllcnt must be wrillen with care and be reviewed carefull y to 
ensure correctness . 

2. Each stat cment in .. IlASIC program must bc wrillell using the pro per 
language syntax. Pu nctuation IIl USt be included in the right places in .. 
stat emellt. All words IllUSt be spelled correctly. T he variable names 
used must be consistent. For example. a programTller ca nnot use the 
va riable name A for the area code in olle part of th e program and th e 
variab le name A I for the area code in anot her part o f the program. 

3. 13efore using a program statemcnt, the programmer must know how 
thc statemellt works and what will result when the statement is eXl'­
euted. If this is not thoroughly understood. the programmcr should 
consult refcrenee material to enSllre an understanding of t he statement. 

4. Spacing and indentation in a program ;u e important so that the coding 
in the program will be understandable. Therefore, the standards which 
arc eswblished by the program.!> in this book should always be followed. 

5. Rem statement s should be a part of every program, regardless of size. 
Th ese Slat emerH s ex plain process ing, id emify the variables in :1 pro­
gram alld genera ll y make the codi ng in the program more understand­
able. It is imponalll. however, that the comment s specified in rem 
sta t ement.~ always be accurat e. There forc, each rem sta temen t must be 
carefully writtcn and reviewed to ensure its accu racy. 

6. Some typical areas where erro rs c:rn be made in a program like the 
sample program in this chapter are: 

a. String values and conStant S mu)t normally be enclosed withi n 
double quota tion mar ks. Nu meric v:t lues :tre not enclosed 
within q uotes. 

b. Line numbers mu st be written in :tscending seq uence. 
c. All keywords, such as PRI NT and READ, mu st be spelled 

correct ly. 
d. En tries in the dOlt:! st:ttelllent muSt be separated by COlllmas. 
e. The sequence of the variables specilicd in a read statement 

must be the same sequence as the rclatt'd data in the data state­
ment. The sequence of the va riable names in a print statement 
must be the sequence in which the data is to be displayed on 
the CRT screen. 
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By following the tips presen ted in this section. the programmer will find 
tha! good programs which execule the fi rst time they arc en tered into a 
computer system will be the normal way of doi ng things. 

The listing o f th e sa mple program and the output generated from the program 
arc ill ustrated in Figure 2-26. 

Program 

INPUT/OUTPUT 
PROGRAMMING 

Sample program 

100 
110 
120 
130 
"0 

REM TELLIST SEPTEMBER 22 SHELLY/CASHI1AH 
REH 

''''' 160 
170 
180 
190 
200 
210 
220 
230 
2'0 
2:50 
260 
270 
280 
2'>0 
300 
310 
320 
330 -3:50 
360 
370 
380 
390 

REM THIS PRQGRAH DISPLAYS THE NAME, TELEPHONE 
REM AND PHONE NUMBER OF INDIVIDUALS. 

AREA CODE 

REH VARIABLE NAMES I 
REH A ••••• AREA CODE 
REH T ••••• TELEPHONE NU/18ER 
REH N" •••• NAI1E 

REH ..... DATA TO BE PROCESSED ••••• 
DATA 714. "749-2138" . "_ HORN" 
DATA 2 13 , "603- 1271", " SUE NUNN" 
DATA 212, "999- 1193" , "BOB PELE " 
DATA 312, "979-441S", " ANN 61TZ" 
DATA .... "999-9999" , "END OF FILE" 

REH ..... PROCESSING ••••• 
READ A, TS, N. 

IF NS - " END OF FILE" THEN 370 
PRINT NS, A, T. 
READ A, TS, NS 

GOTO 320 

" " PRINT 
PRINT 
END 

" END OF TELEPHONE LISTING" 

Output 

SAI1 HORN 
sue: NUNN 
BOB PELE 
ANN SITZ 

7 1. 
213 
212 
312 

END OF TELEPHONE LISTING 

7 49-2138 
603-1271 
999- 1193 
979- 441S 

REH 

REH 

REH 

REH 

REH 

REH 

REH 

Flguro 2-26 The compteteprogram tisllng and the ou tpu t produced by the program are shown in this figure. 
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The following point s have been discussed and explained in this chapter. 

I. Th e task of comput er programming is o nc of th e more precise of ull 
human activit ies . 

2. Programming a computer muSt be accompl i ~hed wit h precision. 
3. E\'ery program should be error free from its inception. 
4. Data. taken as a group, is called a file . 
5. Da ta about a single ellt it y, such as an indi vidu al in a telephone listing. 

is called a record. 
6. A fie ld is defincd as a unit of dm a. Records consist of a series of 

fields. 
7. A trailer record is the last record in a file and serves to indicate that. 

when read, al l records ha ve been processed. 
8. Designi ng a program means determining Ihe step· by· step processing 

which is necess:try 10 so lve the problem. 
9. A program consists of inslTuctions to the computer system which 

must be specified in exactly the right sequence and be executed under the 
proper conditions. 

10. The design of the program is critical. 
II . Th e fir st Step when des igning a program is 10 specify those tasks 

which mu st be accomp lished by the program. 
12. Aft er the tasks arc speci fi ed, a flowchart depicti ng the stcp·by·step 

processing which will occ ur is developed. 
13. The terminal symbo l in a nowchart illustrates the start and end of the 

program. 
14. The input/ output symbol is used to indicate when records arc read or 

when data is di splayed on the CRT sc reen. 
15. In order to be executed, a computer program must be stored in main 

computer storage. 
16. The d<.'Cision to det ermi ne end of fil e will always be executed 

imllledial el y after a record is read . 
17. Rcpealing :l scquence o f instruct ions mu lt iple times is called loopi ng. 
18. The first instruction in a loop shou ld be the instruction which deter· 

mines if the body of the loop should be execut ed. Any other instruction 
violat es good programmi ng practices which have been establ ished through 
YC:lrs o f research and e ... perimentat ion. 

19. When coding a program . the programmer llIust implement in code 
the logic wh ich is developed d uri ng the program design. 

20 . Each BAS IC statemen t begins wit h a uniq ue number that idemii"ies 
t he statement. 

21 . Line numbers can begin Wi1h the valU!.; I (lnd be incremented by I , but 
it is beller programming 10 begin with 100 and increment by 10. 

22 . A quality program is well doculllemed , mea ning Ihe program contain' 
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inform:niO Il whi ch aids in understand in g it. 
23. The REM (remark) statement allows remarks to be placed in a program. 
24. Th e first line in a program should be a rem statement contai ning the 

progra m name. the date the program was coded. and the name of the 
programmer. 

25. The variable names used in a program should be identified by rem 
statements at the beginning o f tile program. 

26 . The data stat ement can be used to define data which will be processed 
by the program. The stat elllelll begins with a line number. fo ll owed by Ihe 
word DATA. and then the data it self. 

27. Num eric dma consists of numeric digits only. In a data statement, 
numeric d:ua is not enclosed in quotation marks. 

2R. Any constant coma ining a non-numeric character is a strin g co nstant. 
A 51 rillg ('onst:mt should be enclosed within q U01ation mark s. 

29. Conslaul s wilhin a data statement must be separat ed by \:0111111:15. 
30. The read stl11eme11l tra nsfers daHl from a data statemell t to all are:l ill 

main compu ter storage where the data can be referen ced . A read statement 
begins with a line number, followed by the word READ. and then the va riable 
names of the areas in main co mputer storage where the data is to be stored. 

3 1. Numeric variable names. which define ntlllleric fi elds . must begin 
with a letter of tile alphabet (A - Z). The names can be one or twocharaclcrs in 
lengt h. I f a second character is used . thi s charaCler must be numeric (0 - 9). 

32. St ring variable nam es. which identify string fields. must begin with a 
let[er of the alphabet (A - Z) . This letter of the alphabet must be followed by a 
dollar sign (S). 

33. The if statcment compares two values . When used as the first stme­
ment in a loop. it can compare a value in a record to a conslam which indi cates 
Ihat the last record has been read. The if Slalemell! bcgills with aline number. 
followed by th e word IF. The condit ion being tested and the fields and con­
Stant used in the comp:lrison are then speci fied. The word THEN is next 
spccified. followed by the line number of the statement which wi ll reccive ca n· 
trol if the conditio n being lested is !rue. If thc conditio n is not tru e. the 
statern erl! immediately following t hc if st atement will be execut ed. 

34. The prim st:llement displays a line on the C RT screen . The fir sl entry 
in the print stat ement is a line number, followed by the word PRI NT. and thell 
the co nstant s and vari able names of the fields 10 be displ:l yed. 

35. Wh en variable namcs or constants in a print stat erncill arc separ:llcd 
by COl1ll11a ~ . each variable or constant will be di splayed in predefined printing 
zones on the C RT screen. When priming string constant s or fields. thc first 
character will be placed in the first position of the printing zone. When printi ng 
numeric conStant s or fields. the first digit will be placed in the second position of 
the printing zone. The fi rst position of the printi ng zone will bc blank if the 
numcri c vlllue is positive and will contain a minus sign if the v'1111(.' h ncgativc. 

PROGRAMMING 
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36. The goto statement trans fers control 10 the statement whose line 
number appears aftcr the word GOTO. 

37. The end statement consists o r a line number and the word EN D. 
l' rogra m execution is termi nated when the end SlatemCnl is cxccuted . 

38. A program shou ld be ex pccted 10 work the fi rst ti me it is emered imo 
a computer system and executed. The program should be written with ext reme 
precision and attention to det ail to ensure il s correct ness. 

39. SpolCing. indentat ion, and dOClI ll1ent<ltion withi n the program arc 
extremely important, for all programs rcga rd less of size should be easil y 
underslOod by anyone exami ning the program. 
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I . In most cascs, programs can bc writtl'n quick ly bccause a fcw mistak es aTe 

always ex pccted (T or F). 
2. Program design should be: a) Finished beforc progr'lIlt codi ng begins: 

b) Fin ished a fter progr.ulI codin g has been completed: c) Do ne at the 
salll e time program codi ng is taking place; ell Done by someonc ot her than 

the programmer. 
3. What is a nowchart? What is it used fo r? 
4. The fir st instruction in a loop should bc: a) The loop instruction: b) The 

instruct ion which determin cs if thc body o f the loo p should be executed: 
c) Thc instruction which obtai ns data: eI) A GOTO instruction. 

5. Each BASIC stat ement mu sl begill with a _ ___ ____ _ 

6. Why should rem Slalemelll S be in cludcd in a wcll-wril\en program? 
7. A SI ring variable name must consist of tWO charactcrs. onc of which must 

be num cric (T or F). 
8. U5: a) Could be used as ;1 string vari ablc nallle: b) Cou ld bc used as a 

string constant; (. ) Could be used as a numeric ,'ariable name: d) Could be 
IIsed as a num cric co nsta llt. 

9. Constallts wit h ill a data .~ t atcmelll are separatcd by: a) A period: b) A 
semicolon; c) A colon; d) A comma. 

10. How docs a read statement work? What other BAS IC stateJllelll IllUSt be 
used in conj unc!ion wilh a read sta lenH:nl? 

II . The if statement can be used as Ihe fi rst statelm'lIt in a loop to determine if 
thc body of the loop should be executed (T or Fl. 

12. When the variable names in a print Statcment (l rc separated by ,( (OUl ma: 
a) They must all reference numeric data; b) Til,,}, mllst a ll refcrence stri ng 
daw; c) They will be prim cd in pr"dl'fin ed print zones; d) Each name will 
be pri lll ed o n a sep.trale line. 

13. In th e sample program in this dmpl er , writ e thc print statement on line 
330 which would causc the area code to be printed lirst, followed by the 
telephone number and then the name. 

14. Which Statem enl S inlhc sample program in this ,hapter would ha ve 10 be 
changed if Ihc namc of the variable cOlltaining the telephone number was 
changed from TS to PS? Write the changed statement s. 

15. Wri le all Slat ements which would be requin:d 10 add the Ilame JOE 
HEU",I, area codc 31), and tciephone numb,,!' 776-0008 to the telephone 
lisling prod uced by the s<lTnpk program in this ,hapter. 

16. Wri le thc code 10 modi fy the sample program in thi s chapler 10 li st each 
li ne exeepl the end message twice o n the CRT screen. 

INPUT/OUTPUT 
PROGRAMMING 
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'00 
"0 
>20 
"0 

300 
3 10 
>20 
"0 
3 40 

200 
2 10 
220 
2'0 
2 40 
250 
26 0 
270 
280 
2'>0 
' 00 

>20 
"0 
340 
,"0 

20 0 
2 10 
2 20 
2>0 
240 
250 
260 

>70 
'80 
390 

Chapter 2 
DEBUGGING EXERCISES 

The followi ng lines of code contai n onc or morc synt ax crrors. Circle each 
o f the crrors and write the coding 10 corrcci the errors . 

READ A, T, N 
REM 

IF N. '"' "END OF FILE" THEN '370 
PRINT N, A, T 

READ A, TO , N. 

) REM 
I F N$ .. END OF F ILE THEN 3 70 

PRINT N., A, TO 
READ A, TO, N. 

REM ..... DATA TO BE PROCESSED ••••• 
REM 

DATA 7 14 , "749-213 8 " • " SAH HORN" 
DATA 2 13, "663-127 1" , "SUE NUNN" 
DATA 2 12 , "999- 1 193" , "BOB PELE" 
DATA 3 12 , ""'79 - 441 8" , "ANN snz " 
DATA 999 , " 99'9- 9999 " • "END OF FILE" 

REM 
REM ..... PROCESS I NG ..... 

REM 
READ T'l , A, N. 

IF N$ :: "END OF FILE" THEN 370 
PRINT N$ A. TO 
READ A T. N$ 

GOTO 320 

••••• DATA TO BE PROCESSED ••••• REM 
OATA 7 14, " 7 49- 21 3 8 " • "- HORN" 
DATA 2 13, "663 -1 27 1 " , " SUE NUNN" 
DATA 2 12 , "999-119 3 ", "BOB PELE" 
DATA 3 12, " 979 - 44 18" • "ANN S ITZ" 
DATA '9'9'9, " '9'9'9-~'9". "END OF FILE" 

PR I NT 
P R INT END OF TELEPHONE LISTING 
ENO 
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2.33 

T he fo llowing progra m was designed and wrillen to prod uce it telephonc 
listing in thc forma t shown in Figure 2-3 (page 2.3). The output act uall y pro­
d uced by this program is shown below. Analyze the outPUt to dctcrmine if it is 
correct. If it is in error, circle the incorrect statelllcnt(s) in the program and 
writ e corrections. 

Program 

INPUT/OUTPUT 
PROGRAMMING 

100 
110 
120 
130 
1<0 
150 
160 
170 
180 
1.0 
200 
2 10 
220 
230 
240 
250 
260 
270 
280 
2 '0 
300 
310 
320 
330 
3 40 
350 
360 
370 
390 
3.0 

REM TELLI S T SEPTEMBER 2 2 SHELLV/CASHMAN 
REM 

REM THIS PROGRAM DISPLAVS THE NAME, TELEPHONE AREA CODE 
REM AND PHONE NUMBER OF INDIVIDUALS. 

REM VARIABLE NAMES; 
REM A ••• • • AREA CODE 
REM T •.•• • TELEPHONE NUMBER 
REM N$ • ••• NAME 

REM ..... DATA TO BE PROCESSED • •••• 
OATA 7 14, "749-2 138 " • "SAM HORN" 
DATA 2 13 , "6 6 3 -1271", "SUE NUNW 
DATA 2 12 , "999-1193 ", "B08 PELE" 
DATA 3 12, "97 9 - 4418" , "ANN SITZ" 
DATA 999, "999-9999 " , "END OF FILE" 

REM ••••• PROCESSING . .... 
READ A, T$, N$ 

IF N$ = " END OF FILE" THEN 370 
PRINT A, T*, N$ 
READ A, T$, N$ 

GOTO 320 

PRINT 
PRINT "END OF TELEPHONE LISTI NG" 
END 

Output 

7 14 
2 13 
212 
3 12 

749- 2138 
663-1271 
999-1193 
979-4418 

END OF TELEPHONE LI ST I NG 

SAM HORN 
SUE NUNN 
BOB PELE 
ANI( snz 

REM 

REM 

REM 

REM 

REM 

REM 

REM 
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TWO 

Chapter 2 
PROG RAMMING ASSIGNMENT 1 

In s tructions A list of na nH.'S. binhdales. and current age of imlividU<tls is 10 be prepared . A 

program shou ld be designed and coded in BA~j IC (0 produce the li st. 

Input Input consists of records tha t eOllwin the current age of the ind ivid ual, their 
dat e o f birth. ;lIld their name. The inptll dma is illu strat ed below. 

AGE BIRTH DATE NAME 

18 JULY 2 ANN OWNES ,. APRIL 5 BOB LASKY ,. MAY 19 SUE ALCO 
21 JUNE 9 TOM RAIL 

Output Output is a list of the input records containing the name. date of birth. and 
age. The fOrll \;lt of the OUtput is ill ustrated belo w. Spacing between fie lds 
should be b:lscd upon the standard lones provided by Ihe UA $IC langu age 
being used . Afler all records have been process(~d, the message END OF LIST 
should be primed. 

ANN OWNES 
BOB LASKV 
SUE ALeC 
TOM RAIL 

END OF LI ST 

JULY 2 
APRIL :5 
MAY 19 
JUNE 9 

I . 
I . 
I. 
21 
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2.35 

A travel diSH\ncc table is to be displayed. A program should be designed and 

coded in BASIC to prod uce the table. 

INPUT/OUTPUT 
PROGRAMMI NG 

Instructions 

Th e table bcJow should be used 10 obtai n data used as inpllI to the program. Input 

FROM TO MILES 

CHICAGO NEW YORK 80' 
CHICAGO DALLAS 93. 
CHICAGO BOSTON 958 
CHICAGO DETROIT 2.2 

The format of the output is illust rated below. Spacing between fields Output 
should be based upon the standard zones provided by the BASIC language 
bein g utilized . 

CHICAGO TO: 

NEW YORK 
DALLAS 
BOSTON 
DETROIT 

80. 
930 
958 
2.2 

END OF TRAVEL TABLE 
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TWO 

Instructi ons 

Prog ram 3 

Chapler 2 
SUPPLEMENTARY PROGRAMM ING ASSIGNMENTS 

The fo llowi ng programming assign lllents eon Ulin an explanation of the 
problem and list suggested test data . The student shou ld design the format of 
the ou tpu!. 

A report is to be prepared listi ng the age at whieh individuals can ma rry with 
parental consent in selected states throughoul the eou1l1ry. The input data is 
illu strated below. The state should appear in th e leftm ost col umn on the 
report . After all data has been processed, the message END OF REPORT 
should be printed. 

MARRIAGE AGE MARRIAGE AGE STATE 
MALE FEMALE ,. 

" 
ALABAMA 

18 16 FLORIDA 
16 16 NEVADA 

" " UTAH 

Program 4 A report is to be prepared of the lifetime balling averages o f selected major 
league baseball players. The input data is illustrated below. The ou tput should 
conta in the player' s name. the years played. and the balling average. After all 
data has been processed. the message E 10 O F LIST should be printed. 

PLAYER BATTING YEARS 
AVERAGE PLAYED 

COBB . 367 2 • 
WILLIAMS .344 ,. 
RUTH .342 22 
MUSIAL .331 22 

Prog ra m 5 An airline sc hedu le report is to be prepared. The input data is illustrat ed 
below. After all data has been processed . the message EN D OF A IRLI NE 
SCHEDU LE should be printed. 

FROM TO DEPARTURE MESSAGE 
TIME 

SF SO 8:00 A.M. ON TIME 
SF LAX 9:00 A.M. CANCELLED 
SF SAC 9:30 A.M. ON TIME 
SF LV 9:45 A.M. ON TIME 



2.37 

A repon is to bc prepared listing national holidays for a com pany. The input 
is illustrated below. The output should pri nt the date on one line followed by a 
descri ption or the holiday on the ne.xt li ne. A blank line should be prin ted 
between the holidays. After all data has been processed. the mcs!.age END OF 
LI ST should be I>rimed. 

DATE HOLIDAY 

JANUARY 1 NEW YEAR'S DAY 
MAY 28 MEMORIAL DAY 
JULY 4 INDEPENDENCE DAY 
SEPTEMBER 6 LABOR DAY 
NOVEMBER 26 THANKSGIVING 
DECEMBER 25 CHRISTMAS 

A li sl o f names. addrcs~es, cities. and zip codes of c ll stomer~ is to be preparcd. 
Th c input is ilIustr:lIed below. The OIL IPUI should prinl th e nam e on one line. 
the address on the second lin e, and the city and zi p code onlhe Ihird line. The 
cuslomers shou ld be separaled by a blank li ne. Aft er a ll data has been 
processed. the message EN D OF LIST should be printed. 

NAME ADDRESS CITY ZIP CODE 

ACE COMPANY 111 PINE LAMONT 90813 
BROWN BROTHERS 981 ARROW SEAVIEW 90915 
DANDY WARES 773 SKY DRIVE PARKVlEW 97812 
GOGO FOODS 881 OAK MONTCLARE 88811 

A reference table cOlliai ning cOll1 l11 only used form ulas is w be prepared . The 
in plu data is ill ustrated below. The figure (such as circle) l> hou ld appear on the 
first line and the formu la on the second lin e. Thc report should be double 
spaced wit h an ex tra blank line between each symbol-form ula combinatiOIl. 
After all data has been processed . the message EN\) OF REFE RENCE 
TA BLES should appear on the report. 

FIGURE FORMULA 

CIRCLE CIRCUMFERENCE = 2· PI· R 
SQUARE AREA = S· S 
RECTANGLE AREA - L· W 

INPUTIOUTPUT 
PROGRAMMING 

Program 6 

Program 7 

Program 8 





CHAPTER 
THREE 

ARITHMETIC 
OPERATIONS 

OBJECTIVES: 

A knowledge of the BASIC statements to perform 
arithmetic operations 

An understanding of how to round numeric va lues 

A knowledge of the print using statement for ed iting fields 

A know ledge of the tab statement for controlling output 

The ability to design a program requiring calculations, 
accumulations, and printing final totals 
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Many computcr applications involve perform ing calculations, induding the 
accumu lation and print ing o f fina l totals . In addi tion, o n most repOrtS and 
screen displays, il is desira ble to ind ude for mal1ed output and rel>Ort and 
column headings to assist in identifying the outpu[. T hese operations can 
easily be :leeomplished when programming in BASIC, 

To ill ustrate the logic and BASIC instruct ions required to read data , 
accum ulme and pri nt totals, and prepa re a listi ng wit h headi ngs, a sample 
program is ex plained in th is clwpter. 

The OUt put to be prod uced fro m the program is a listing of checks which have 
bee n writt en durin g th e mont h. Thc format of thc output is illustra ted below. 

CHECKING ACCOUNT 

DATE NO. NAME AMOUNT 

SEPTEMBER 1 '01 JIM'S ART 85. 6 0 
SEPTEMBER , '02 SEARS 4 2 4. 23 
SEPTEMBER 14 ' 0 3 NORDSTROM 3 12. :59 
SEPTEMBER 22 '04 BONDS 67.92 
SEPTEMBER 25 ' 0, ED' S AUTO 7 13 . 95 

TOTAL NUMBER OF CHECKS , 
TOTAL AMOUNT OF CHECKS '$ 1, 604. 29 

T he repo rt he<ld ing, CHECKING ACCOU NT, serves to idcllt ify Ih e 
report . A blank line fo ll ows the rcport he<lding. T he column hcadings identify 
the date fi eld, the check number field, the nam e to whom the check was wril· 
ten, and the check :ImOlln l. T hese he<ldings arc also fo llowed by a blank li ne. 

The dmu fi elds contai n the date, the check number, the name, and the 
check amount. T he ch<.-ck amoLlnt contai ns a decimal point to indicate dollars 
and cen ts . After all o f the deta il data has been printed. Ihe total number of 
checks wrilten is printcd togethcr with the total amount o r the checks. Thc 
tota l amount or thc checks conlai ns a dollar sign and a com ma within the fie ld 
to indicate thousands of dollars . 

T he logic and the BAS IC codi ng r<''<luircd to produce this repon arc 
cxplaincd in this chaptcr. 

In troducti o n 

Outp ut 

Figure 3· 1 This checking 
accounl wpor! inclUdes 
column headings and !lnal 
10 1a15 
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BASIC 
ARITHMETIC 

OPERATIONS 

Figu.e 3-2 These arithme· 
lie operil tors arc use<! In 
the BASIC language to 
accomplis h a,;thmelic 
Operal lons. 

Let statement 

Figure 3-3 The LET stale· 
ment will cause the an· 
swer generatC(l in !he arith. 
melic expression \0 be 
SlOH!d in lhe ' ield rdenll· 
, ied by the vauable f\3me 
to Ille lert 01 1I1e cql>31 s'gn. 

Addition 

3.2 

In order to accumulate final 10lals. addilion mUSI be pcrfo rmed by Ihe 
program. Arith melic opcral ions. including ' Iddilion. subtraction, mul tipli­
cation. division. and raising 10 a power (exponen tiation) arc accomplished in 
BASIC usi ng arilhmelic operators. These o p!'rators arc very similar to Ihose 
used in ordinary arithmetic (Figure 3-2). 

To perform arithmetic operations. the let staTement is uscd. The general 
for mat of Ihe let statement is illuSlrated in Figure 3- 3. 

line number LET va riable name :: arithmetic expression 

The fir st ellIry in Ihe let statemelll is a line number. This entry is foll owcd 
by a bla nk and Ihen the word LET. The remainder of the lei stat ement con­
wins the ent ries to calise thc arithmetic o l>eratiollio occur. When the let statC­
ment is executed. thc arithmctic expression on the right side of the equal sign is 
eva luated. The answer from Ihe evalualioll is placed ill the field idelllified by 
the variable name on the left side of the equal ~ i g n. Th e arithmetic ex pression 
co nsiSIS of conSlanl s, variab le IWllles, and arith metic operators. 

To illustraTe the ll.~e of the let statcment in an addition operation. the leI S[;l!C­
men! in Fi gure 3-4 will cause the valuc in the fi<:ld identified by thc variable 5 1 
to be added to the value in Ihe field wilh the v:triable name 52. The answer is 
siored in the field wilh the nameT. 

[n this example. the arilhrnelic eXpression consisls of the vnr iable name 
51, the addition ari thmetic operator (+), and the variable name 52. The 
evaluation o f this arit hmetic e.'<pression lakes place by addi ng 125. the valuc in 
the field identified by Ihe va riable 5 1,1025, Ihe value in the ficld identified by 
lite vuriable 52. The resu11. 150, is stored in lite T ficld . 



3.3 ARITHMETIC 
OPERATIONS 

Belore execution 

W ~ lli.J 
l~~~::~~-=~~-=~~ ________ ,1~);~ 51 52 

Alter execut ion 
f"=-,-+ ......... 
~ 11251 ~ 

1 

The arithmetic expression ill the exam ple in Figure 3-4 eomains tWO 
variable names and a single arithmetic opera[Qr. An arithmetic express ion can 
contain multiple arithmetic operators. In the example in Figure 3- 5, four 
variable names wh ich require three addi t iOil arithmetic operators arc used. 

( 2 10 LET H5 '" WI + W2 + W3 + W4 ) 

When the let statement in Fi gure 3- 5 is executed, the valu es in WI, W2, 
W3, and W4 will be added together and the sli m placed in M5. 

The arithmetic ex pression used in a let statemem C'11l also co ntain con· 
stant numeric values callcd li teral s. In Figure 3-6. the let Slat Cmelll COlltains a 
literal which is used in Ihe compilat ion of the answer. 

( 190 L ET T4 '" F 3 + 2 . 7~ 

In th is example, the va)ue ililhe field identi fied by the variable lIalile F3 is 
added to the consta nt v:ll lle 2.75 , The conSI'IIll, or lil eral, will reillaillihe same 
in the calcu lation. Thc value in FJ ('an vary each li me Ihe lei swt emelll is 
executed. 

In 1110St applications. a lilera! should be used in a calculation only when 
Ihere is little chance the valu(' specified by Ihe Iher:!1 will be modified al a lal er 
lime. If Ihe v:! lue specified by the li tcr:I) is likely to be modified. it is U ~ IL:llJy 

belter [Q place the v:!llIe ill;1 field idel1\ ificd by <1 vaTinble. 

Flgllre 3-4 The ari thmetic 
o~pressloo DO the righl 01 

the eqllal sigo is evaillated 
by addrog the va lues rrl 5 t 
and 52. The answer is theo 
placed In Ihe lield to the 
lelt 0 1 the eQuat sign. T. 

Flgllrl3- S The arilhmetic 
e~prOS5lon contains 10llr 
lIelds ilnd throe arithmetic 
operators. 

Flgllre 3-6 Tho cons tanl 
vatuo 2.15. called a l ileral. 
wil l bo the same lor all 
e~ecu1ions 01 the le t 
stalomooi. A nllmeric Iii· 
eral can con tain nllmeric 
dlgr l 5 and a single decimat 
POint. Commas. ~tar signs 
or any o ther vallie ilrQ nOI 
vallo in a nllmerlc !r l eral. 
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Subtraction 

Figure 3-7 The sublraclion 
OPOr/1I0r H will cause Ihe 
valu(l In 1M Hold 10 11M.! 
righl 01 Ihe minus sign 10 
be sublrac ted hom I hO 
valuo In Iho ' IOld 10 lhe loll 
01 Ille rn lnus sign. 

Use of arithmetic 
results 

Figure 3-8 The fosull 01 
1110 ,"' 51 Ciliculallon (1M 
valuo in Til can be used in 
a Subsoquenl IIfllhmellc 
oxpression or in any OlnOr 
St1110men\ wner!! a numeriC 
varillblllis allowed, 

Dec imal alignment 

3.4 

T he let statement is used to cause all arithmeti..: operations to occur. In order 
to subtract one valuc from anot her. the subtraclion oper:llor (- ) is placed in 
the arithmetic expression (Figure 3-7). 

(,_2_2_0 __ L_E_T __ N __ '_" __ G __ '_-__ D __ ' _______________________________ ) 

In the example above. the value in the field identified by the variable 
name 0 1 is subt racted from the v;llue in the fie ld iden ti fied by the variable 
nallle G I . The answer is stored in the fie ld with the name N I . I f the value in DI 
is greater than the v:lllle in G I. thc all swer stored in N I is negativc. 

After the arithmetic has been performed by the let statement . the values used 
in the arithmetic operation together with the answer obtai ned can be used in 
subsequent arilhllleti c operations or for other purposes in lhe program. For 
example. the result of Olle calculation can be lLsed ill a subsequeTH ca lculation 
(Figure 3- 8). 

160 LET Tl - Cl + C2 
170 LET T2 • Tl + M3 
180 PRINT TI. T2 

In Figure 3-8. Ihe value in the field identified by the variable T1. which 
was calculated by the let statement on line 160. is used in Ihe lei Slatement on 
line 170 as a part of Ihe arithmetic expression anJ on li ne 180 in Ihe print St:lt C­
men!. Whenever a v"lue is stored in a field. it can be used in olher S!:lleIl1CntS 
within the progr:\111 . 

Whcn lwo or morc values arc used in an additi on or subtraction operation. th e 
BAS IC il1lcrprcter will generate instructions 10 align the decimal poims wilh in 
the numbers beforc thc arithmetic operat ion lakes place. For example. in 
Figure 3-7 if lhe val lie in G I was 5.136 and the value in 01 was 2.76. the 
decimal point s would be aligned and then lhe subtraction would wke place. 
The answer slored in N I would be 2.376. 



3.5 

Multiplication is <lccomplished through the usc of the leI stalement and the 
multiplication operat or (. ) . The example in Figure 3-9 illustrates mUltiplying 

I wo numbers when using t he BASI C language. 

( 230 LET C - 51 • RI ) 
In the k't statement in Figure 3- 9, the value in the field S I is multiplied by 

the va luc in I{ I . The prod uct of t he mult iplicat ion is stored in the field iden­
tified by the "uriable name C. WhCllthe 11luhiplicationtake~ place, the si gns o f 
the fields arc considered. Th erefore. if twO positive numbers arc multiplicd. 
th e : 1Il~wer is positive. If two negati ve numbers ;tre lll ul1iplied . the answer is 
positive. If aile negative and Olle posil ive number are mult iplied. the answer is 
negati\·e. 

When two num bers an: mul tiplied. Ihe programmer should be aware of 

the sile o f Ihe answer whic h (Qu id devclop. The largest number o f digit s which 
call appear in ;t produci of two numbers is the sum o f the number of di git s in 
rach of th e values beillg multiplied. Thrrrfore. if a three digit number is 
mult iplied by a t\\'o digit number. th e maxim um number of digits the product 

can COlltain i ~ five digit s, 
Additiona ll y. it should be noted that th(' nu mber of di gi ts to th(' ri llhl of 

the deci mal poinl in a product will b(' Ihe slim uf the llurnheT o f di ll it , 10 the 
right of the decimal point in the lHultiplicand and the mult iplkr. Thus, if a 
number wil h IWO digit ... to Ihe right of the de(imal point is multiplied by a 
number with one digit to th e right of the decima l point. thl' an <; wer will have 
thrl'l' d ig il s 10 1 h~' right of til l' decimal point. 

lJivh ioll is accomplished in a let Slatement through the lise of the division 
operation symbo l (I) . In Ihe exam pl e in Figure 3- 10 . th e value in M2 is di vided 

by the valu e in M I . Th e result of the divisio n is sto red in R4. 

(L_14_0 __ LE_T __ R_4_-__ "_2_1 __ "_I ______________________ ~) 

ARITHMETIC 
OPERATIONS 

Multiplication 

Flgu. e 3-9 Mu!llphcauon 
IS accomplished by uSing 
the multiplica tion opelato. 
\ , ). 

Division 

flgu,e 3- 10 The slaslll/) Is 
used as lhe d ivision arilll· 
metlc operator. The va lue 
in me IIel(l10 me lell of the 
slilSh is d,v,ded by the 
value In lhe t ield to lhe 
,ight 01 the staSh 
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Exponentiation 

Flg .. " e J. I I In Ihls exam· 
pie. Ihe value in A Is cubed. 
and !he resuil is stored In 
C3. Tna enl ry A t 3 Is 
eQulvalont to A' A ' A. 

Figure 3·12 The cubo rOOl 
olthe value In A~ is placed 
In A3. The frac tional expo­
nenl must 00 enclosed 
wIthin parentheses 

Multiple operations 

Figuro 3·13 The addi tion 
and subtrac tion opera tions 
are carried oul in the same 
arlthmotlc e~preSSlon. 

MultIplication and d ivision 
can be Included as well 

3.6 

Exponentiation m('aJ1S raising ,\ number to a power. The va lu(' Al is the same 
liS I\"A*I\. The example in Figure 3- 11 illustrates the LIse of the eXl>onenliation 
operator ( t ) in a let statement. 

As a result of the lei statement in Figure 3- 11. the value in 1\ would be 
cubed and the answer stored in C3. The ~xponellt used in the ex ponent iation 
operation ca n also be a fraction. If the l'xponelll is a fraction, the root of the 
number is taken (Figure 3- 12). 

In the exam ple above, the cube root of 64, which is 4. is slored in R3. 
Note in the example that the let slatement is used to place a value in a field. 
That is , the value 64 is placed in the field R5 by the lei statement Oil line 230. 
The val ue to the right of til(' equlIl sign in a let sWtemenl C;1Il be a single 
number liS well as an a rith metic expressio ll . 

When the rool o f II number is wken u~ing a fractio nal exponent. the 
number whose root is being taken cannot be n('gativc. If it is, the program will 
normall y be cancelled . 

In Figure 3- 5. lIlult iple var iables were lI.',cd in an ad dit ion opcr:l1io n. Mu lliplc 
operations can be performed llsing all o f the arilhl11clic opcrators. In Figure 
3- 13, the addition and sublractiol1 operat ors ar(' used to calculate the new 
balance in a savings account by add ing the deposit s to the o ld balance a nd then 
subtracting the withdrawa ls. 



3.7 

Whcn Ille leI statement in Figure 3- 13 is exec ut ed , the v.t lu e in th e 0 field wi ll 
be added to lhe value in the I) field, and the val ue in the W field will be 
subtracted from that surn. The c;llculations procede left to right through the 

arithmetic e,-.:pression . 
When multiple arithmetic operations arc inclu ded in a single let Slate­

ment, the sequence in which the calculations arc per formed is determined in 

accordance with the following rules: 

I . E,-':po llentimio n is perfonlled fir st. 
2. 1vlultiplication and division arc performed next. 
3. Addition and subtraction arc performed last. 
4. Within these three sleps. calculations arc performed left to righ!. 

As a result of this prccktCf1nincd sequence . the arithmetic eXpression A • 
U + C would result i!lthe produ ct of A • 13 being addcd 10 C. T he 'l1·ithmetic 
ex pression A + 13 I C would rcsuh in the va lue in B being divided by til(' va lue 
in C and th is answer being added to A. 

In S0111e applications, this pn.'determined sequen ce of eva lulIIi on is not 
satisfactory. Consider. for example. the tCt stat emcnt in Figure 3-14 which is 
designed to calculate the average of th ree go lf scorcs. 

In this cxamp le, according to the predeter mined sequence of operations, 
the valliC in the field identified by thc va riable S3 would be divided by the value 
3. That result would then be added 10 the values in the fields identifi ed by SI 
alld S2. Thi s seq uence of operations would result in an incorrect answer. For 
example, if the value in $ 1 was 7R, the va lue in S2 wa s 76. and the v;llne in $3 

was 72, the average golf score would be calcu lat cd as 178 (78 + 76 + 72 / 3). 
To correct the stat emcnt in Figure 3-14, parentheses are used to dictate 

the sequence in which arithmetic operations will occur. The arithmetic opera­
tions wi thin the parclllheses will be evaluated before those outside the paren­

theses. The correct method of wri ting the statement to calc ulat e the average 
go lf sco re is illu slr.l\{'d ill Fi gure 3- 15. 

ARITHMETIC 
OPERATIONS 

Hierarchy of 
operati ons 

Figure 3-1 4 The arilhrnetic 
expression will flOt calculale 
lhe average 01 5 1. 52. and 53 
becauso drvision lakes place 
belQleaddrl<Qll 

Figure 3-15 Because 01 the 
parentheseS. the values in 5 1. 
52. and 53 1'1<11 be ackkld lust 
in the arithmetic eXDression. 
Tho sum will tIlen be div<dC(! 

"" 
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Rounding 

Figufe 3- 16 When .ouoo· 
ing rOf dalla., ar>d conI', 
1110 valliO .005 is addod 10 
1M value 10 be ,01l'ldO<l . 

The th i rd dlgl l 10 the figlll 
01 the decimal palm Is 
Ihen d.opped Irom lhO 
number. 

In Figure 3- 15, the values in 51, 52, lind 53 will be added toget her ;IS the 
first o perati on to be performed because this o peralion is with in parelllheses. 
After these v<l lues arc added. the SUIll will be divided by 3, giving the average 
golf score. In most cases, it is advisable to use parel1theses around multiple 
arithmetic operations in an aritlllli elie ex pre~sion even if the predetermined 

sequence of operations will produce the correct answer. In this way. the 
sequence of operations is ex plicit ly clea r. 

Many arithmet ic applications require a rou nding opera tio n to be performed. 
For example , in a retail sales application . thc state tax must be com pm cd each 

time a sale is made. This calculation will norma lly in\'ol"e multiplying the sales 
ilInount by the sales lax pcrccl11age. as illustr<l\ed below. 

54.79 X .06 ::: :1.2874 

The sales lax should be expressed as do lla rs and cenlS. Therefore. in Ihe 
example Ihe value 3.2874 JIlust be rou nded 10 3.29. A number ca n be rounded 
by addi ng 5 10 Ihe digit to the right o f Ihe digit which wil! be rewined :lftcr 
rounding. If a nu mber is expressed a s dollars and cent s, thi s illeans that Ih e 
va lu e 5 Illust be added 10 the third digit to Ihe righl of Ihe decima l POilll , a s 
illustrated in Figure 3-16. 

Rounding Up Rounding Down 

3.2844 
+ .005 

3.2874 
+ ,005 

Rounded Valua 3.29 Roundlld Value 3.28 

When the third digit to the Tighl oflhedecimal poim is less thall 5 . the sec· 
ond digit to the right of the decimal point remai ns the same. When the third 
digit 10 rhe right of the de6mal point is 5 or greater. tile number is rounded up. 

Wh en programming in BA5IC, no exp licit ill Slruction is available [0 cause 

rou nding. IlIslead. I he progr;lllllllcr must write a series of instruct ions 10 round 
a number. The Steps wh ich arc lIsed 10 round the sales ta,"': to dollars and cents 
an: illustrated in the fo llowing e,"'::lInple5. 

Step I : The val ue .005 is .,dded 10 Ihe sale~ tax which has beC"n calc ulated. 

3.2874 + .005 :1.2924 



3.9 

After .005 is add ed to t he number . the rounding has taken pl ace: tha t is, 

the dollars and celll s has been changed from 3.28 10 3.29. The last two d igit ", 
however. mUSt be dropped. or truncated fro m Ihe number. This is accomplished 
by Ihe remaini ng steps in the rou nding proces.;. 

Step 2: The deci mal poi III is moved twO positions to the ri gh1. 

3.2924 100 329.24 

The va lue calculal ed in slep 1 is llluhipl ied by 100, whkh moves the 
decimal poi nt in Ihe value tWO pos11 ions to Ihe right. After this Slep. Ihe sales 
tax is c'\;pressed a s an illleger va lue (i.e .. a whole num ber), not as dollars and 
ccn ts. The next Step is to truncat e the two digits to the right or the decimal point. 

Step 3: The tWO righ tmost digi t .. are truncated . 

329.24 - 329 

When the digil s to the right or tlle decima l point arc trunc:lted, the rOl lnded 

va lue fo r the sales tax is .. 11 that remai ns . T he next. and last. step is 10 PUt Ihe 
number back into a dollars and cellls for mat. This is accomplished by d ividi ng 
the number from step 3 by 100. 

Slep 4: Change the value to a dollars and cent s format. 

329 100 = 3.29 

The resu lt from step 4 is the rounded sale .. ta.'\; value . 
In order to ilillstrale the BAS IC instructions required 10 round a number, 

each of the above steps will be illustrated together with the UAS IC instruc­
tions. In Ihe following exam ple, the field iden tifi ed by th e variable nallle T 
wnlains the lax value 3 .2874 . 

Step I : The va lue .005 is added 10 the sa les ta .'\; which has been calcu lat ed . 

190 LET T = T + _005 

The Ict ~tateme1l[ in Figure 3- 17 i ~ IIs\.'d 10 add the literal .005 to 1 he valli": in T. 

ARITHMETIC 
OPE RATIONS 

FIgure 3-17 The ICI s lale· 
menl 's used 10 add .005 10 
Ihc valuo Slored ,n T. ThO 
answer 1$ Ihen SIOred back 
In T. Whon a variable name 
,s used on bOlh sides 01 
Ihe eQual s'gn in an arllh· 
mClie e~pfcssloh. I hc 
value in IhC t,eld is mod'­
lied and then SIOfCd tlack 
In Ihe IIold 
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Figure 3·18 When tI,e value 
in T Is multiplied Dr 100. 
the decimal pOint is mO'ied 
IWO poSitions to Ihe " lIn1. 

Figure J·19 Tne Integer 
lunCl ion is used to Irun· 
care digils 10 lhe "ghl of 
tnc aceimal point. 

Figure 3-20 When the value 
In T Is aivlaed by tOO. Ihc 
twO rightmost dlglts are 
plaCed 10 Ihe right or Ihc 
aeclmal poinl. resulting in 
a dollars and cents 10rrna1. 

Aflel' Ih e lei SlatemerH is executed. the value in T has been rou nded. The low· 
order digit s mu sl be truncaleel. however . 

SICp 2: The deeillla l poi nt is moved two digits to Ihe right. 

200 LET T '" T * 100 

The lei statement multiplies Ihe val ue in T by Ihe conStant 100, Ihereby 
cha ngin g the sales [ax to an ilHeger value. The next slep is to truncale the digit s 
10 the right of the decimal poin!. 

Stcp 3: The digils 10 lhe riSh l o f Ihc dee im;tl point m e ll'unc;ued . 

2 10 LET T : INTIT ) Belore 

W 
T 

To truncate the digits. the illt (integer) function is used. A fu nction in 
BASIC is a prewri11en sel of instructions to ;:\ccomplish a given task. These 
instructions can be called by a sin gle word. A function can be used just like a 
vu riublc in an arithmeti l: expression. The pu rpose o f th e int funct ion is to 
ret uru the next lowest integer from the value in the parentheses. Therefore, 
when the int function in Figure 3- 19 is execu lcd, the value 329 will be placed in 
the field T because 329 is the next lowest imel:er from the va lue 329.24 . 

II is important thaI Ihe syntax o f a function is followed exacll y. For the 
int funct ion. the variable namc of the value from which the ifl1 eger is obtained 
must be specified within parcntheses. No spaces are allowed between (he word 
INT ,lIlel the parenlheses. A violaliOIl of these syntax rules will produce an 
error in the program. 

The next step is to change the value in T to a dollars and celll s format. 

Step 4: Change the value in T to :l dollar, and cents fo rmat. 

220 LET T '" T I 100 
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After division by 100. the value in T is equal [0 [he rounded sales [ax, 
which was [he desired resuh. 

Through the usc of parentheses. the four steps shown in this example can 
be combi ned into a single let statement. Th is statement is illustrated in 
Figure 3- 21. 

290 LET T • I NTI <T + .005> • 1001 I 100 

When the let stat ement in Figure 3- 2\ is ann lyzed. it is importalll to 
remember that the operations included in the inneTm ost parentheses will be 
performed first. T herefore , the fir st step in the le[ statement execution is addi­
tion of the value .005 to the value in T . Next, the result o f that calculation wi ll 
be multiplied by 100, and the digits to the right of the decimal poim in the 
answer will be truncated by the int function. Finally. the result of the im func­
tion will be divided by 100. This answer is stored in the field identified by the 
variable name T. 

T his example has illustrated rounding a positive number. A negat ive 
number can be rounded usi ng essenti ally the same procedures except that the 
value .005 is subtracted instead of added. and the value I lIIay have to be added 
to the result of the int fun ct io n. The o ne is ndded because the int function 
return s the next lower integer. This process of rounding a negative number 
with the int fu nction requires the lise of the if statement discussed in Chapt er 4. 

InfOTm.uion should be placed o n a report a T displayed all a C RT SCTeen in a 
format which is easy to read and understand. For exam ple, in the sample pro· 
gram in this chapter. the amount field is to be e.-.:prcsscd as a dollars and cent s 
field; and the total amou nt of the checks i.~ [0 be printed wit h a comma and a 
doll(lr sign (sec Figure 3- 1). Preparing repon information in thi s manner is 
called report editing. 

Report editing can be performed on both num eric and stri ng data. T his is 
e.-: plained in [h e fol lowi ng sections. 

Repon editi ng is accomplishcd in the BAS IC programming language through 
the usc of the print using sl<Itcmcnl. It must be noted thill th is statement is not 
round in all HAS IC intcrprcters. \Vit hOllt I he print u~ ing Sl al el1lCllt. [hc edit ing 
to bc di scllssed in [his sect ion can not be accolll pli slle<l . 

ARITHMETIC 
OPERA l iONS 

Flgufe 3·2 1 All SICPS i n 
founding a numOCf afC PCf· 
tOfmod in th,s singte ta t 
sta lemonl l ila sC<luanca 
01 Op(!rmlons is datarrniflCd 
bV IflC parCfl llHISCS 

REPORT EDITING 

Print using 
statement 
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Numeric editing 

Figur.3-22 Tllis prirllusing 
sta tement is used to edit 
Ille numerie value in T2 
Willi a dollar sign, eomma. 
lind decimal polnl. The. 
sign Is sllCelUod in the 
prim using lor mat lor oaeh 
digit In T2. Special ehar. 
aele.s are h,eludod as Ihey 
are 10 appear on tne report. 

Flgur. 3-23 As a resul t 01 
1M P' IOt using slatamenl. 
Iho Odi lOd rosults eonillm 
a dollar s'gn, comma, and 
deelmal paln l 

Figure 3-24 Tne general 
l orm ot me prlnl using 
statoment Is Shown in Ihis 
Ilguro. 

Num be rs and the 
decimal point 

3. 12 

Ediling wit h the print lIsing statement is accomplished by using special charac­
ters to formal the data. These special characters arc specified within quotation 
marks in the format portion o f the print using stalCment (Fi gure 3- 22) . 

260 PRINT US ING .... , •••••• "; T 2 ) 

When Ihe prim using statement above i ~ executcd, the value in the field 
indicated by the variable llamc T2 will bc printed according to the cdi ting 
format speci ficd. The result is ill ustrated in Figure 3- 23. 

DATAINT2 PRINT USINU PRINTED 
FORMAT RESULTS 

2453.98 $I ....... S2,4S3.98 

The form of the print lIsing statemcnt is contained in rigure 3- 24. 

,. b r PR INT US ING I "fo~mat literal" ) .( 
me num e \ variable nafl1e ' 

"aoable name 
literal ), .. 

The print IIsing staJclllcnt . as :111 UAS IC' stalel1lcnt ~ . begin s with a line 
number. Thi s is followed by olle or more blanks and then the words PRINT 
US ING. These words :irc followed by a blank and then the format po rtion of 
the print using statemcnt. The format can be either <I literal. such as in Figure 
3-22. or the variablc name of a field in whi ch a print usin g format has been 
placed. If a litcral is specified . the formal must be endosed within doubl e 
quotation mark s. If a variable name is used. no quotation mark s arc used . 
Followi ng the form:t t portion of Ihe print using statcment is a scmicolon. The 
semicolon is followed by a blank and thcn th~ literals or variable nal11e( s) of 
the fields which arc to be edited by the print using statement. Inthc exam pic in 
Figurc 3- 22. the field conta ining the data to be edited is T2. 

The fOflll:1I portion of a print using St,tlelllCnl consist s of the speci,t! 
, haraCl cf~ which arc used to cause editing 10 occur. These special characters 
arc described in the following p,u·agraphs. 

Thc num ber sign (It ) is used to represent numbers ill the format portion o f the 
print using statem ent . A decimal point speci fied in Ihe formal portio n 
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indicates where the decimal poi nt o f the number bei ng edi ted is to be a ligned. 
The e)(.arn ples in Figure 3- 25 illuslr:lIe the usc of the number sign and the 

decima l point. 

OATATO BE PRINT USING PRINTED 
EDITED FORMAT RESULTS 

125.62 IUIIUIII 125.62 
1268.9 11l1li11.1111 1268.90 

54.986 l1li11.1111 54.99 
5.76 111111.111 5.76 

.65 1111.1111 0.65 
-6.47 1111.111 -6.47 

142.98 1111.111 Of~ 142.98 

The !lumber sign (#) represent s eath number th;t! will ;tppe.u· in Ih e 
print ed result s. When the ed iting takes place, the decima l point s in the number 
to be edi ted and the print using forma l arc aligned. The di gits from the number 
being edi ted are then inserted in the for ma t moving both d irection s from the 
decimal point. If there arc not enough spaces to the right of the decimal poim 
in the print using format (third exa mple). the digits to the right of the deci mal 
point are rou nded and prin ted ;l(;cording to the fo rmat. I f there arc not enough 
positions to the [eft o f the decinw l poinl, the entire number is print ed, but i.t is 
preceded by a percent sign (%) to indicate the number W<lS too IMge (example 
7). If there are more positiom in the using fOTllwt tlwn di git s in the number 
bein g edited. spaces <Ire pl;lCeel to the left of the decimal point (ex;unp]cs 3 ;wel 
4) and leros tire <ldded to the right of the decimal I)oilll (ex<lmple 2). If there 
arc no di git s to the left of the deci mal point in the num ber bcing cdit ed. a zcro 
is placed immediatel y to the left of the decimal point (e:-.:amplc 5). A negative 
num ber is print ed wilh the mi nus sign. The pri nt using fo rma l II1USt contain 
enough positions for bot h Ihe nUlllber and the minus sign. 

When IILIIlleri c values arc eq u:l l lo or g reat er Ihan 1000. it is usually hclpfullO 
include commas to indicat e each three dig it s (1.000). This is easil y done in 

BASIC by specifying a comma in the print using format ;J! the positio n where 
th e comm a is to appt'ar (Figul"t' 3- 26). 

DATA TO BE PRINT USING PRINTED 
EDITED FORMAT RESULTS 

1208.78 11,111111.1111 1.208.78 
986.05 11.l1li11.1111 98S.05 

ARITHM ETIC 
OPERATIONS 

Flgu., 3·25 NumeriC data 
is edlled according to the 
prin t using 10rm3\. Note 
t~at if the number 10 be 
ed' ted conlains n10le digi ts 
10 the "oht 01 the (tectmal 
poin t than the prin t using 
format has room lor. the 
nUrT'bcr is rOUn-<led ThuS. 
the roundong seQuence 
demonstrate(l prev,ously 
need not be uSed ,t the 
rounded number Is only 
go,ng to be prinUld 

Commas 

Flgur. 3·26 A comma can 
be spec,t'ed In the print 
usong IOlmat at the POsit,on 
where 1\ will be pronted 
When one'5 desi red on the 
pronted result s 
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Dol la r s igns 

Figure 3-27 Wh(ln twodot. 
Ill r signs are placed at tile 
beginning 1.11 the pllnl using 
IOlmat, a lloating (lellar 
sign is printed. When a 
Single doUar sign is speci. 
lie<!. tile cIollar sign Is punted 
In thelcftmCSI pcsi l lcn 

Plus and m inu s 
s igns 

Froillthc second example not e Ihat if the numbeT 10 be edited contai ns no 
digi ts to the left of the comma position in the print using format, then th e 
comma will be replaced by a blank . 

The clollar sign is often usecl when Ihe field being edited is e .... pressed in dollars 
:U1d cents. When two dollar signs are placed in the le flmosl positions of the 
using for mat , a dollar sign will be inserted to the left of and adjacent 10 the 
first significant digit in the number. Th is type of dollar sign h called a noatin g 
dollar sign . When a si ngle dollar sign is placed in Ihe leftmost position of the 
prim using form:H, a single dollar sign will appear ill Ihe leftnlosl position of 
the printed result s. T he usc of this edi ting charactcr in the print using for mat is 
shown ill Figure 3- 27. 

DATA TO BE PAINT USING PRINTED 
EDITED FORMAT RESULTS 

34.87 SSII .IIIIII.IIII S34.87 
3579.75 $$11 ,#/11/,11# $3,579.75 

.03 $$1/,/1/11/ .11# $0.03 
45678.07 $$/1,11#11.1111 $45,678.07 

561.93 SIIII ,IIIIII.#I1 S 561.93 

The firsl example in Fi gure 3- 27 cont :ti ns two digit s to Ihe left of the 
decim:11 poillt. T he dollar sign is immediately to the left of and ;tdj,u:ellt to the 
fi rst <;igllificant digit (3) in th ~' pri nted result. In the second example. the 
number co ntains fOllr di git!. 10 Ihe left of the decimal point. Therefore. in 
addi tion to the dollar sign. a com ma is conlained in the prinled result s. 

If there are 110 di gits to Ihc left of Ihc deci nHiI point in the data to be 
editcd, a zero will be printed immediately to the left of and adjacent to the 
deci mal poim wit h thc dollar sign 10 the left o f th e zero (exa mple 3). Even if 
the digit to the ri ght o f the decimal po im is zero , as in the exam ple. the deci mal 
point will be print ed, and all o r the digit s to th e right of Ihe decimal poin t will 
bc printed . 

In the fOlLrth e .... ;un ple. the number to be ed it ed contai ns fi ve digits to the 
left of the decimal point . Th is is the m .. xim um number o f di git s to the le ft o f 
th e decimal poi nt for which the prim using fo rmal in the ex:unp1c has room. 
There IllIISt always be one posit ion in the format for th (' dollar sign. 

Pl us and mi nus signs can also be incl uded in the pri m using for mat to ecl it 
numeric daHl. A pillS sign at the beginn ing or end of Ihe fo rm.u string will 
('[l Il ),e the sign of the IHlmber (plu s or minus) to b~' prilll ed before or after the 
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number. 1\ min us sign a l (he end o f Ihe format will cause negative numbers (0 
be print ed wilh a (ra iling minus .!> ign. If the numbcr bei ng edit ed is posit ive, no 
sigll wil l be print ed . The use of thc plus and minus signs when ed iting numeric 
data is il l\L.!> (ra(ed in Fil,\ lLfe 3- 28. 

DATA TO BE PRINT USING PRINTED 
EDITED FORMAT RESULTS 

+ 142 +", +142 
- 532 +". - 532 
+ 749 ".+ 749+ 
- 518 "'+ 518-
+915 '"- 915 
- 429 ",- 429-

;.\ double asterisk a t the begi nning of the print tlsinl,\ for mal ca uses leading 
spaces in the numeric f"icl d (0 be filled with asterisks. This ediling feature is 
commonly m ed when \\'ril ill£ fina ncial document s sueh as payroll checks 
where no !>p;Lces sho uld appear before Ihe number. 

T he aSlerisk can be lI !>ed wilh Ihe doll ar sign 10 prod uce a float ing doltar 
!>ign l)Tl'ceded by Illl' aSleri sks. T he use of the aste risk wilh and wit hout Ihe 
dollar sign i<; shown in Figure 3- 29 . 

DATA TO BE PRINT USING PRINTED 
EDITED FORMAT RESULTS 

34.38 ...... " • ··34.38 
381.49 .. " .. " ··381 .49 

5732.08 .. " .. " 5.732.08 
5.78 **$1' .. 11 ..... $5.78 

838.35 ·*$I' •. N ··5636.35 
4289.87 " $1' . . 11 54.289.87 

rro m Ihe ex amples abo\"e, nOle (hal aSlerisks a re used a~ fill characters 
wh en Ihc number bei ng ed it ed docs 1I0 l l'on (ain as man y d igit s as can be placed 
in Ihe print II sin l,\ for ma\. II shou ld also be noted that when a COlllllW appears 
in a fo rm al , il occll pie.~ one posili on. If there arc three or fewer charac(crs 10 
the Idl o f the decimal poim , the com m:L' s POSili oll i .~ rcplaced by a n aSlerisk 
(examples I ;Illd 2). Whelher or nOI an asterisk is u~cd, the comma always 
accounl S for Olle posit ion in the pri nl using format. 

The previom exa mpl es havc edil ed Itumeric data. Strin g daw can be edited 
with Ihe prill! usinl,\ Sl:\ lelllent :I ~ wcll . The exa mples in Figure 3- 30 illu strate 

ARITHMETIC 
OPERATIONS 

FIgufa 3· 28 A plus Of 
mmus sIgn can be mcluded 
In Lhe pllnled fesulls by 
us ing Ihe app.op"ale prln l 
usmg lormal 

Asteri sk fi lt 
charac ters 

Fillu.e 3· 29 In Ihese exam­
ples, Ihe comma i s placed 
Immedia!l!ly IP Lhe leIL 01 
thO doclmul po in!. When 
tho prInt usIng SlalomenL 
Is oxceuWd, Iho comma 
will be placod in the proper 
posiLion It thore arc l our 
51gnll,can l d;g;L' to the leI! 
01 th(! decimal pomt. If 
Ihefe afe nOL o me comma ., 
replaced by an aSLeriSk. If 
mo numtHlf being ediLCd is 
large enough to conla," 
Lwo commas. Lhen Iwo 
commps muSL be spoc if ied 
La Lhe loll al the decimal 
po.n!. ThIs method 01 speci. 
lyIng commas can be used 
In all 10nnaLS 01 Ihe print 
u5'"11 5lawmonL. 

String ed iting 
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Figure 3-30 In the " r~t 

thrOO punl uSIng l ormal S. 
t hO, O a.o "ye spaces 
,epa.along the tlackward 
slashes. The data is ed.te<l 
accordingly. 

Building a 
report line 

St ring editing wi th the print using statement. 

DATA TO BE PRINT USING PRINTED 
EDITED FORMAT RESULTS 

PROGRAM ", ," PR OGRA M 
PROGRAMMING ", ," PROGRAM 
PRO ,,' ," PRO 
UP "II" UP .. ,, !" . 

T he using format fo r string editi ng is enclosed in double quotatiOll lllark s 
the same as with nUlIleric ediling. The fo rmal illu stra ted begins with a 
backward st(lsh (I ). On sOllle co mput er systems, the charatler lIlay be a per­
ccnt sign (lI{o) or other character. The beginning ch;tracter accoullIs for o ne 
character in the data to be edited. The traili ng backward slash accounts for a 
second character. Thcrefore . the minimum number of characters which can be 

edited with the backw:trd slash is tWO ch aracters (e."'II11ple 4). Bctwccn the 
backward slashes a rc blank s. These blank s accou nt fo r the rellwinder of the 
characlers in the field to beediled. 

When the number of charactcrs in the field to be edit ed is equal 10 the 
number of posi tions in the using fOfma t , each character in the field is placed in 
the corresponding position in the using for mat (ex;lI lIple I). If the number of 
characters in the field to be edit ed is greater than the num ber of positions in 
1 he using format (exa mple 2), the ri ghtmosl characters of t he field being edi,ed 
arc trullcated . 

If the number of characters is fe wer (han the positions in the using 
fo rmat, the characters frolll the field being edited arc placed in the leftmost 
positions of the using format, and the remaining posi tions are fill ed with 

blank s (example 3). 
The last example in Figure 3- 30 illU Slrates the usc of lhe exclamation 

point editing clwrlIctcr P). When th is charact er is specified in the prilll lLsing 
format, the fir st character of the field being edited will be placed in the output 
line where the exclamat ion poin t appears . T hus, in the last example. a single 

aSterisk appears all the out put line because it s the first character of the dat a 
being edited. 

Th e print using format ('an spedfy space for mor" than Olle field. In addition. 
the fOfmal specified ill the print usin g statemenl can he for nUllleri c daw. 
st ring data, or a combination o f the IWO. Using thi ~ fea ture, it is possible to 
formal the emire print lille wi th a single print IIsing ~ 1;U C ll1 ellt. 
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In the sa mpJc program, the check ing accou nt report is produced , The 
dctail report line con tains the check date, the check numbcr, the mune of the 
part y to whom the ched: is made out. and the amou nt of the check. A sample 
of the report togelher wil h a printer layout form for lhe dela illille is illustrated 
in Figure 3- 31. 

E NO, NA E 

IX 11II1II1lI X X 

CHECKING ACCOUNT 

DATE \ NO. NAME AMOUNT 

SEPTEMBER I 50 1 JIM' S ART 8:5.60 
SEPTEMBER 5 502 SEARS 42 4 .23 

Th(' format of Ihe prim line is shown on the print er layo ut form. SIri ng 
fields are represented by X's, and numeric fields are rcpres(.'n ted by the 
character II . PUlll'lUalion is pl:H.'ed in lhe nUlll eric fields where it wi ll appea r in 
the actua l prinlcd rcport or display. Spaces between each of Ihe fields arc 
designated by blanks on the printer spacing form. From Figure 3- 31 i\ can be 
seen th at Ihe layoul 011 111(' printer spacing fortn corresponds exacl ly to the 
repon which is produced. 

The print IIsing formal \0 specify Ih i, repon line is shown below, logclher 
with the report format. 

Print Using Formal: ." , ••• , , 
CHECK ING ACCOUNT 

OATE ~NO' NAME 

Report Line: SEPTEMBER I 501 JII'1'S ART 

In the exam pic above, the print using format is specified between double 
quotation marks. With in Ihe quotes arc the ('(tit ing symbols to specify tll(' 
detail line on Ihe reporl . As can be seen, these sYllIbo]scorrcspond 10 the fields 
which actuall y ;1I'Pear on the report. As a result of the pri nt lIsing formal in 
Figure 3- 32, the enl irc detail line on the reporl has been defined, incl uding the 
spacing which is 10 occur between each of Ihe fields and (he ed iting \h:1I is 10 be 
performed on Ihe data 10 be pri nled . 

ARITHMETIC 
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OUNT 

, 

V 

~1\lt, 
I" 
I "" 

'," 

;-i 
, 

Figule 3-31 The plimel 
layout 101m ,s used 10 de· 
sign lhe lOlmal 01 the 
pllnlOd IIno. 

. 
, ;: 

...... lIfI ''.1 

, 
AMOUNT 

85 .• / 

Flg",e 3-32 Tho prinl uSlIIg 
101111;)1 Speclt iOS whom dala 
wi ll bo plinlQd an(! 1110 lype 
ot odil1ng th;)1 will IX! per· 
10lmed on lhe dala. 
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The en ti re prim using statcrnem that could be used in [he sample progr;l111 

is ill ustrat ed in Figu re 3- 33 . 

tI O PRINT US ING '" , ••• , , Ittl " . I1""; 0 $, C , N$ , A 

F[gulo3- 33 Variable names 
01 lhe lields to 1)0 printed 
tallow the sem icolon in the 
Plint using statement. 

Figure 3-34 The punt using 
lormat can be placed in a 
1I0Id anCl men lhe var iable 
name 01 the field is spec;· 
hed In the print uSing 
5t!llemeol. 

In t he exam ple above, t he fo rlll at is speci fied ill the prin t using Sl<ltelllerll 
as a constant. T he variable names wh ich follow a re for the da te (OS) , the check 
num ber (C). the name (NS), and the amou nt (A ). When mu ltiple va riable 
names arc specified in a print using stat elllent. th ey a rc separated by cOlll mas. 
TIl'..' print using Sta tement will insen the dat a fro m each of the fields idell tifi ed 
by the varia ble nam es into the correspo nding fonll;!! fields. Thus. the da w in 

th e fi eld identi fi ed by the fir st variable na lll e (DS) wi ll bl: placed in thl' fi rst 
field in th e print using fo rmat ( \ \ ). The dala in the field identified 
by the second variable name (C) will be placed ill the second field in the for mat 

(1I1t1l) . This processing cont in ues fo r the en tire line. 
The print using statement in Figure 3- 33 b quit e long and so mewhat di tTi­

cul t to read . Since the print using form;\ [ is nothing morc than a strin g (,'on­
stant. one way to ovcrco mc a long print lIsing )tl.I1CmClll is to placc thc format 
in a stri ng field through the usc of a Ict statement . The variable name o f the 
field is then specified in the print using st;lte ll1 ent . This technique is shown in 
Figure 3- 34. 

41 0 LET F lt. '" " \ , ••• , , tl1t1l. tlll " 

570 PRINT US ING Fl~ 1 D~. C, N$ , A 

Th e let sta tem..:nt on li ne 410 pl:lCes the print using formal constant into a 
field with the variable name F IS. In the prilll using stat ement. this variable 
name is specificd in place of the for mat constant . The result s o f the print u ~ illg 

stat cment 011 li ne 570 will be the same as if the print using fo rlll at had been 
specified as ;1 const ant in the SHlte1llCnl. Generally. it is good practi cc to 1)lace 
the fo rmat co nstant in a fi eld and then usc the vari abk namc of the fi eld in the 

print using sta lemcn l. 
The pri nt using stat cmelll is a powerfult oul for t he BASIC programillcr. 

It can be I I.~cd to incrC; I.~e the read .. bili ty of ou tput pro(l uced fro m a progr:l lll . 
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The vnriety of editing forma ts tha! arc ava ilable with the print using statement 
should be well understood by the programlller. 

Fu rther formauing of a printed line ca n be obtained through the use of the tab 
funct ion in the print statement and the use of the semicolon in the print state­
ment. For those BASIC interpreters that do not support the print using state­
ment. the t:lb function and the semicolon provide a way in which a print lin e 
can be fOrlllUtt ed when not using the standard BAS IC pril1ting zones. 

The wb func tion is used to specify the column in which a eonst:lnt or 
val ue in a fie ld is to begin printing. In the example below, lhe Hlb function is 
uscd to indicate that the constant CHEC KI NG ACCOUNT is to be printed 
beginnin g in column 12 of the report. 

470 PRINT TAB(2) "CHECKING ACCOUNT" 

The word TAB follows the word PRINT. sep;lratcd by a space. Im medi · 
ately following the word TA B. with no intervening spaces. is :t left paremhesilo. 
Wit hin the parentheses is the number specifying the col umn where the v:l1ue is 
to begi n pri nting. Following the number is a right parenthesis. The value to be 
printed follows. 

When IIsillg the tab funct ion. the progr,lI1mler musl know the number of 
the leftmost colu nl1l 011 a TellOrI . Some BASIC intcrpreters aSloigllthe number 
lero to the left ltlost column while others begi n the numbering with I . Since the 
valuc in the tab fun ction specifics the column where th e v;llue is to begin print ­
ing. whcn Ihe value 12 is specified. sOllle BASIC illl erprcters will cause 12 
spaces 10 appear before the ,·o nstant while others will c:mse on ly II spaces 10 
appe:lr. Thi s is illustrat ed in Figure 3- 36. 

o 12 1 12 

ARITHMETIC 
OPERATIONS 

Tab function 

Figure 3-35 Tile l ab lunc· 
lIon IS useolo SPCCltv Ihll 
beginOlng column where a 
value is 10 be p"nleO. 
Here. Ihe constant 
CHECKING ACCOUNT WIll 
begin in Column 12 01 IhI! 
prin i lld oulOut. 

Figure 3-36 When IhO bOo 
glOntng column IS zero. till! 
tunClion TA8(12) will cause 
twolve spaces tram lhe leI! 
Qdge aline prlOted results. 
When the begInning cot· 
umn IS one. only eleven 
spaces will be present. 

............ CHECKtNG ACCOUNT ........... CHECKING ACCOUNT 

In the example above. note thai if thc kft most column is numbered lero. 
then th e elltry TA B( 12) wi ll cau .~e twelvc spaces. If the left most e011l111 11 is 
tl umbered one. the elltry TAB( 12) will cause clevell lo pace~. Again. the 
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Figure 3-37 In Ihis exam· 
pie. NAME begIns in col. 
umn 5. ADDRESS in COlumn 
15. and CITY Incolumn 25 

Figure 3-38 A numeriC 
value In any lorm (Iueral. 
vall able. or ar ilhmetlc ex· 
preSSIOI'I) may bo used 
Wllh Ihe lab lunct lon 

Semicolon 

program Iller mUSt know the number ing scheme o f Ihe BASIC inl erpreter being 
used in ordcr 10 properl y use the !:lb fu ncl ion. 

Mu llipJc lab funct ions can bc incl uded ill a single prill! sta temCrH , as 
iIIustra tcd in Figure 3- 37 . 

I 
3:50 PRINT TABC~) "NAt1E M TABC I ~) "~\DDRESSH TABI 2S1 "CITY" 

In the ex.unple above, Ihe conswm NAME would prillt beginning in col­
um n 5. The eonslam ADDRESS would begi n in column 15, and the constant 
C IT Y would begin in colu mn 25. In the prim statement in Figure 3- 37, there is 
no punctuation between the const:l nt an d the word TA B. T his is the preferred 
way of wri ting a print statement which uses multi ple tab functions. 

The ent ry specifyi ng the column in the tab funct ion nced not alw:IYs be a 
nu meric consta nt. It ca n be a va riable name or even an arith metic ex pression, 
as shown in Figu re 3-38. 

I \ 
4 20 LET N - 12 
430 LET P • 22 
440 PRINT TABCN) "START" TABCP) " tUDDLE " TAB(N + P) " END" 

Wh en an ari lhmetic ex press ion is u .~ed wilh the tab funct ion, th ere is a 
possibility Illal the va lue in the expression is ll.'ss than a pn.'vio lls val ue in the 
same print st:ltement. Fo r exam ple. if staH'ments 420 and 430 were no t 
included in Figurc 3-38. there is a possibility that the val ue in P cou ld be less 
than Ihe \'alue in . When t his occurs. Ihc various \'ersions of BAS IC handle it 

in one of two ways. On sOllle systems. the lab statement is ignored . and the 
data is pri n ted beginn in g in Ihe next col umn . O n ot her sy.~ t e lll s , the ta b func­

ti on is ho no red by pri m ing in th e speci fi ed column on the neXI line. T hus, if 
th e va lue in N was equal to 22 and the value in P was equal 10 12, on so me 
systems the word MIDDLE would begin in colum n 28 (22 + five characters in 
STA RT + I); and on other systems, it would begin in col umn 12 on Ihe nexl 
line. The line position cannot be moved backwards by the tab functio n. The 
progr;ul1I11er should be aware of the method found on lhe computer system 

being used. 

Spacing across the li ne when using a pri lll st:l((' l11ent C;1I1 a lso be ('on trolled by 
the pUll ctuatioll placed betwecn Ihc vari able na mes or constant s in the print 
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statement. It will be recalled frOIll Chapter 2 that a comma between the 
variable names or constants in a prim sta tement wi ll cause each of lhe fie lds to 
begin in a predefincd pri ll t ZOJlC. 

A semicolon can be used in a print sta lement in pl ace of a eomma 10 
specify the priming between fields. The USc of a semicolon and lhe output 
received as a resu lt of using this punctuation is illustrated in f igure 3-39. 

Print Statement 

120 PRINT " ABC " ; "DEF" 
[30 PRINT "NUr1BER I S " I • 140 PRINT "NUMBER IS"; -. 
ISO PRINT 7, " IS THE NUMBER" 
,.0 PRINT ' 1 
170 PRINT ., 

Prinl ed Result s 

ABCDEF 
NUMBER I S 6 
NUMBER 15-6 

" +"j 

5 ; -. 
7 I 5 THE NUMBER 
6 + 6 '" 12 
B :5-9 

' ; "=" J 12 

When a semicolon follows a string variabk or string constant (example I), 
there are no spaces placed after the value. Similarly, in example I, when a 
semicolon precedes a st ring variable or string constam, there arc no spaces 
placed in front of the va lue when it is printed. 

Whel1 a numeri c variable or co nstant follows a string variable or constant 
(example 2), a space is always placed in fro nt of lhe numeric val ue when it is 
prin led if the value is positive. When the numeric va lue is negCllive, however , 
the minu s sign is printed immediately preceding the number and no space is 
printed (ex.unple 3). 

When a numeric constant or variablc nallle is followed by a semicolon 
(examples 4 and 5), there will be a single space fo llowing lhe numeric value 
which is printed. In example 6, the numeric value g is followed by a scmicolon 
in the print statcment . Whcn it is printcd, the va lue g is fo llowed by a space . 
Since the next numeric value, 5, is posilive, it is preceded by a space . 
Therefore, in Ihc pri nted resulls, Ihc Ilumbers g and 5 arc sep<IT:llcd by two 
spaces. A S]MCC fol lows the 5, but a space docs not precede the negal ive 9 valuc 
because it is negat ivc . Instead, the minus sign is rrint ed. Thus, the 5 and 
negati ve 9 arc separated by a single spacc. 

Although it may appear that thc same printing results can be obtained 
from the usc of a scmicolon as from the print using st atement, in many cases 
this is nOI true . Th" print lLsing statement places the nUlIleric digit s inlO the 
usi ng format while the pri nt stal ClllClI1 wi th lhe semicolon print s the nUllleric 

ARITHMETIC 
OPERATIONS 

Figure 3-39 Tho semicolon 
is used to con trOl spacing 
belween all types 01 data. 
The /Ules l or spacing be· 
tween numeric Helds using 
the semicolon can ~ary 

between computer sys· 
terns. For example. on 
some systems. a posil i ~e 

numer ic v31ue will not be 
precC(Jcd by a space. 
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Figure 3.40 Wllell numeric 
values are prin!ed wl1ll II 
semicolon. Ihere is no deci. 
mal poinl alignment In· 
stead. all va lues are aligned 
10 the left In addition. 
zeros 10 Ilw right of Iho 
doc imal polnl dO not pri nt. 

SAMPLE 
PROGRAM 

DATE 

SEPTEMBER 1 
SEPTEMBER , 
SEPTEMBER " SEPTEMBER 22 
SEPTEMBER 2' 

TOTAL NUMBER 
TOTAL AMOUNT 

OF 
OF 

value as it is found an d merely controls the spacing bctween the values. The 
fo ll owi ng exa mples ill ustrate the resul lS obta ined from bot h Ihc prin l 
St a lement wi t h a semicolon a l1 d I he prill l usin g sta l ClnClll . 

2 3 . 6; 5 .97 
3 . 8; 6 . 40 
124 . 3 . 0 

"4UUt. .. .. 
" ...... ... .. 
" ......... .. .. ..... " ; 

.. . .... "j 

From Figure 3-40, it C,IIl be seen that the prirHed result s from a print 
statement wit h the semicolon separating numeric const ant s arc differCrH frolll 
those obtained with the print using statement. The print using statCl1lcm a llows 
more fiexib ility when formatti ng an output li ne on a CRT scrccn or a primer. 
Genera lly, if il is avai lable, the pri ll l using statement should be' used when 
for matling an ou t pu t linc. 

As noted previously, the sample program in this cll.t pter crea tes a Checking 
accounl report. The format of the report and the input data to be used for the 
program arc shown in Figure 3-41. 

ACCOUNT 

NO. NAME AMOUNT 

' 01 JIM' S ART SEPTEMflER , 
'02 SEARS SEPTEMflER 5 
' 03 NORDSTROM SEPTEM£l ER 14 
'04 BONDS SEPTEMflER 22 
'0' ED' S AUTO SEPTEMBER 25 

CHECKS , 
CHECKS "1, 60 4 . 29 

Figure 3·41 The lor mat 01 the output and the inpu t data are illustrated here. The report contains tinaltotats of the 
number of cheCKS processed and the total amount o f all 01 the cheCKS. 
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The first Stcp in designing the prog ram is to spccify the tasks wh ich must be' 
;t Cl'o ll\pli ~ h e'cI with in the program. These arc spcdfied below. 

Program Tasks 

I. Sel count ers and accumulalOrs to zero. 
2. Read input records. 
3. Accumula te toml number o f checks and total amoullI of checks. 
4. Print lines on the report. 
5. Print to tal number o f checks and total check amount. 

The Ilowchan of the logit· to imp\cmcJII these tasks is shown in Figure 3- 42. 

ARITHMETIC 
OPERATIONS 

Program design 

Flguro 3-42 The lIowchalt 
fOI Ihe sanlplc program 
ShOwS 111111 a ll of Ihe rec· 
01(1 ~ ' "0 DI()(:CSSe{[ i ll a 
loop A Iino will be Dlln ted 
on Iho repO!! lor eaCh rcc· 
ord IhBI i s read 
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Prog ra m 
doc u me nt a tion 

Thc first statcmcnt s in thc samplc program arc rcm statemen ts uscd to docu­
mcnt the program. The program documcntation, which specifics thc naTllC of 
thc progra m, thc datc it was wriucn, thc progr:ullIllcrs. thc function o f thc 
program, and thc variable namcs is illustratcd in Figure 3-·.0. 

100 REM CHECK ACT NOVEMBER ,. SHELLY/CASHMAN 
110 REM 
120 REM THI S PROGRAM PREPARES A L IST OF CHECKS w,~ J TTEN OUR I NG 
130 REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED. THE TOTAL 
140 REM NUMBER OF CHECKS WRI TTEN AND THE TOTAL AI10 UNT OF THE 
150 REM CHECKS ARE PR INTED. 
160 REM 
170 REM VAR IABLE NAMES : 
180 REM 0 ... .. . . DATE 
, .0 REM C • .• . • CHECK NUMBER 
200 REM N ... . . . NAME 
2 10 REM A ••• . • AMOUNT 
220 REM TI .. . . F INAL TOTAL - NUMBER OF CHECKS 
230 REM T2 • .. • F INAL TOTAL - AMOUNT OF CHECKS 
2 40 REM F U .. • PRINT US ING FORMAT FOR THE DETA Il. LINE 
250 REM F2 .... . . PR I NT USI NG FORMAT FOR CHECK NUMBER TOTAL LINE 
260 REM F3 ... . . . PR INT US ING FORMAT FOR CHECK AMOUNT TOTAL LINE / 

FIgure 3-43 Docuroonta1ion 01 a Dl'ooram.s very iml)Ottant. Tne variable names especially must 00 accurately and compleully dOCuroonlcd 

Data to be 
processed 

270 

The name of the progra m is CHECKACT. It was written November 19 by 
Shelly and Cashman. The remarks on lines 120 - 150 indicatc thc function of 
thc program. The va riable namcs arc dCSl'ribcd on lines 170 - 260. It is very 
important that all of the variablc namcs :Irc incl uded in this portion of th c 
documcnt ation and that thcy arc accur;u cly dcscribed . The li sting of the 
variable namcs is OIiC of thc morc "" Iuable ]licees of doeu mClllatioll ill II 

program li sting. 

The nex t program cntrics arc the data statement .; which define the data to be 
proccssed in the program (Figure 3-44). 

REM 
280 REM u*** DATA TO BE PROCESSED u *u 
2.0 REM 
300 DATA "SEPTEMBER 1" , :501, "J IM 'S ART" , 8 5 .60 
310 DATA "SEPTEMBER 5" , :502 , "SEARS" , 4 2 4. 23 
3 20 DATA "SEPTEMBER 14" , :503 . " NORDSTROM" , 3 12 . 59 
330 DATA "SEPTEMBER 22" , :504 . "BONDS" , 6 7 . 9 2 
3 40 DATA "SEPTEMBER 2:5" , :505, "ED'S AUTO" , 7 13 . 95 
350 DATA "END". 999, "END OF FILE" , 99.99 
360 REM 

Figure 3_44 Dala 5111tcmcnts llre used 10 dc"ne data to be Dl'ocesscd 10 the progmrn Sumo dam onUSI be enclOSed W'lhin qU0111Uon markS. 
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Data st a tements arc used to defi ne the data to be processed. Each elll ry in 
the data statemelll is separatcd by a comma. Siring va riables arc placed with in 
double quoHHion marks while numeric va riables arc nOl placed wi th in quola· 
tion marks. The last daw StlltcmCJH, on li ne 350. is the tra iler record which in· 
dicates that there arc no Illore records to process . 

After the data has been defined. the variables wit hin the program should be 
initialized before the aCllla l processi ng o f the data begins. [n the sample pro­
gram, there arc tWO sets of variables which must be ini tia lized - the fields 
used for fina l tOial s and the fields lIsed for thc prim using fo rmats. The let 
SHHemenlS 10 initialize the variables arc shown in Figure 3-45. 

LET T1 • 0 
LET T2 '" 0 

ARITHMETIC 
OPERATIONS 

Initi a liza tion 
01 va ri ables 

LET F l" '" " \ \ ••• \ \ .u .... " 
LET F2" '" " TOTAL NUMBER OF CHECKS ... " 
LET F3" .. "TOTAL AMOUNT OF CHECKS .. " ....... " 

The let Slatemelll on li nc 390 places the val ue 0 in the fiel d idell(ified by 
the \':lriable name TI . Si milarly. the lct st at ement on line 400 sets the field used 
for the lOw l alllOullt of the checks, T2, to the valuc O. Whene\'er a fie ld is to be 
used for a total. it should be initi:tlized 10 the valuc Lero. 

T he leI statements on lines 410 - 430 place the print u ~ i ng for mats into 
fields idelltified by Ihe vari:tble names F1S. F2S. and FJS. The fields used for 
the fOTIIl:lIS must be st ring flelds. Therefore, the variable names IllUSt be 
followed by a dollar sign. 

The print using formal S placed in the fields ami the corresponding OU lput 
produced on 1 he repon :Ire illllSlratcd in Figure 3- 46. 

~ ~ 
TOTAL NUMBER OF CHECKS , 

430 LET F3$ = "TOTAL AMOUNT OF CHECKS .... . ...... .. 
\ , 

TOTAL AMOUNT OF CHECKS ., 

Figure 3-45 Fields used 
tOI 101al$ mUSI be initial· 
IZed to zero. The print using 
10lmats Me placed In string 
ti(lld~ 

Figure 3·46 NOtO lIlat Ihe 
oU \I)ul produced reUec ts 
tile eoi t ing specit led in the 
p"nl using farrna!. The print 
u~lng l ormals 101 F2S ano 
F3S con iain the actual con· 
Slants 111..111110 to be plinted. 
ConSlan t values whiCh will 
!I(lV(!1 Chllnge can be placed 
d.,oclly In Ihe prrn l using 
1000mat. 
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Printing headings 

'"lU, ll .. 
V . ... b ••• 

Figuru 3-47 Headings scrve 
10 identi ty inrormation on 
the .eport. The use 0 1 a 
blank line makes the head· 
ings easle. to .cad. 

Figure 3-48 The printing 
chart is used to Indicate 
where lields arc to appear 
on Ihe report li ne. The pro· 
grammer will normally ' 01. 
low l he printing char t when 
wr iting holh mc Ilcadlngs 
and 11lC prj"l using lormnts. 

Reading an 
input record 

3.26 

The o utput produced from the sample program co ntains report and column 
headings. In this program, they arc printed one tillie a t the stan of the report . 
Th e codin g required to print the headings in this program is show n below. 

DATE NO. NAME AI10UNT 

T he print statement on line 470 ca uses the constant C HECK ING 
ACCOUNT to be printed beginning in colunm 12 of the repon. T he print 
Statellient on line 480, with a sillgle blank speci fied as the value to be printed, 
will C;HL~e a bl ank line 10 be printed on the repon. When blank lines arc 
required on .. report, u prillt statem ent with a ~ing le blan k is the WOI}' in which 
10 prim them . 

Line 490 contai ns th e print sta tement to print the col umn headings. The 
co nstant. consisting o f each of the column headings. is primed . The spacing 
betwecn thc words is cleterm illed from the prirHing chart which is developed 
for the progr:tlll (Figure 3- 48). 

The printing chan "bove indi c;l1 es the exact columns where the report and 
column headings arc to appe:lT. Th e print statement 0 11 li ne 490 refl ects thi s. 
The last pri11l sta tement 0 11 linc 500 pri nt s a blank line following th e COhtll1l1 

headings. 

The Ilext StCp ill the program log ic is \0 read :t n input record . Th e fl owchart 
and related cod ing for Ihis opcrat ioll ;Irc show n in FigHre 3-49. 



( St.,. 450 REM .tt •• PROCESS ING stt •• 
4bO REM 
470 PAINT TAB (1 2) "CHECK ING ACCOUNT" 
480 PR INT " " 

Inlnlill. 490 PRINT " DATE NO . NAHE AMOUNT" 
V.d.blll 500 PR INT .. .. 

51 0 
REAO 0", C, N., A 

V ;20 530 / ,,'"' H .. dlng. 

/ "" ~Otd / 

520 
530 
540 
,"0 
5bO 
570 
580 
590 

The read statement on line 520 places daw in the dalc field (DS), the check 
number field (C). the name field (NS), and the check amount field (A). T he 
daw is acqui red from th e fir st data statemCIlI (sec Figure 3- 44), 

After the fir st read StatCIll ClH, the main processin g loop is entered. The fir st 

S\:It clIl Cnl in Ihe loop check s for emi o f file 10 determ ine if the Stalement s 
with in the loo p should be executed ( Figure 3- 50), 

I ,." • 
FJgurt 3-50 The main loop I RKonJ / 

In 'hi plOQIaIIIlnc:r.menti 
lhe Iinil 100a'l and PM"t, 
the II", on tile report 0~ .. 

f lit 

,. 
READ 0. , C, NS, A 

REM 
IF N" - "END OF FILE" THEN 610 

LET Tl = Tl • 1 
LET T2 = T2 + A 
PR INT USING FI "I OS , C, NS, A 
READ D., C, NS, A 

GOTO ':540 

REM 

REM 

fIt&n,.... TlKt.-:t state-
ment I, uNCI 10 transler 
datI from tIM! dlta .tat. 
,,*1 10 tfIe IIItctI !dent .. 
'lid by the variable Mma 
lollcwrlng the word READ 

Main process ing 
loop 

Add 1 10 
TO,.I ChtCk' 

Coun,,, 

Add Cl'IeCk 
AmDuniiO 

Tol.1 AmOunl 
Accumu'"or 

I Prl .. , j • Lin. 

I Rud 

• 
I 

R.cord I 
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The if statement on line 540 compares the value in the fie ld idem ified by 
the N$ variable name to the value EN D OF FI LE. I f they are equ:ll , it indicates 
the trai ler record has been read and all records have been processed. If the 
va lues arc not equal , the trailer record has not been read and the loop is 
entered. 

The first statement in the loop (line 550) adds the value I to th e value 
al ready in the field TI. The lei statemen t is excruted as follows: a) The value I 
is added to the value in Tl; b) T he result of the arith metic is placed in the T I 
field. Thi s processing for the firs t IWO records is illuStrated below. 

Firs t Record Second Record 

550lET Tl = Tl + 1 550 LETTI = Tl + 1 

Bel",. E.oecutlon: "II., E.oecullon: M!I' e.eoutlon: 

W 
n 

Figure 3-51 The coun,er, 
n, Is incremented by , 
each lime a record Is proc· 
essed. In the Ie' sta,emnnl. 
the ar i,hmetlc expression 
on the righ ' 01 ,ho equal 
sign Is evaluated. IiIJ"Id the 
answer Is placed In Ihe lIeld 
Identified by the variable 10 

,he left 01 the equal s ign. 

W W W 
n n n 

For the first record, the value in Tl is zero. Th is value was placed Ihere 
when the field was initialized (Figure 3-45). Aft er the statement on li ne 550 has 
been executed for the first record, the value 1 is stored in TI. This va lu e is 
calcul ated by add ing the in itial val ue ill Tl (0) to the constant I and storing the 
resllit in TI. When the second record is processed, the value in Tl (1) is added 
to the constant 1, and the result (2) is stored in T I. 

The field identifi ed by variable name Tl is call ed a counter because it is 
being used to store a count - in thi s case, a count of the number of checks 
which have been written. 

The next let statement in the program, on li ne 560, is used to accumulate 
th e (alaI amount o f the chec ks writt en (Figure 3- 52) . When the statement is 
execu ted for the fir st record, the vallie in th e field identified by the variable 
name A is added to the initial value in T2, which is zero as a result of the 
init ia lization processing (Figure 3- 45). There fore, after the first record is proc­
essed, the val ue in T2 is eq ual to the check amount for the first check. When 
th e second record is processed, the check amount for the second chec k is added 



First Record Second Record 

560 LETT2 :. T2 + A 560 LETT2:. T2 + A 
570 PAINT USING F1S, as, C, NS, A 
560 REAO as, C. NS, A 

/('i";= 510 PAINT USING F1S: as, C. NS. A 
580 AEAO os. C. NS. A 

590 GOTO 540 590 GOTO 540 

B., .... E,,,,,""on 

to the value in n. Therefore, after the second record is processed, the value in 
T2 (509.83) is the stUn of the amoun ts in the first and second check s. 

T he T2 field is called an accum ul ator bec:nlse it is being used 10 
accum ulate a value - in this case the sum of the check amounts. Bot h 
COU liters and accumulators are widely used in com plil er programming, and 
thei r usc should be well understood . 

After the counter and accumu lat or have beell upd;lted. the prim using 
stateillent on line 570 prints the detail line which contains the date. the chL'Ck 
number. the nallle, and the check amount. Another record is then read and the 
goto statemelll on Ii lie 590 passes control back to the if Slatement on line 540. 
This loop will continue until the trailer rer.:ord is read. at which tillle the end of 
fi le processi ng will occur. 

After a ll of the records have been read and processed, the finallOtals mUSt be 
printed. The nowchart and st atemen ts to implemeTlt this processi ng arc 
illustrated in Figure 3- 53. 

,~ 

" ". "' 

7~ 
I 

Program 

540 IF NS - "END OF FILE" THEN 610 . . 
610 PRINT .. .. 
620 PRINT US ING F2$; Tl 
630 PRINT USING F3$; T2 
640 END 

Output 

TOTAL NUMBER OF CHECKS 5 
TOTAL AMOUNT OF' CHECKS $1,604.29 

Al l" E,,,,,ylion 

FlgUIB 3·52 EaCh lime the 
value In A Is added to the 
value In T2. the value In T2 
,elteets the totat amounl 
of all clleeks whIch haye 
been processed. 

Printing 
final total s 

Figure 3-53 Tile p,lnt uslrtg statement Is used to prlnl t l1e Hnat 10lal llnes. Tile prlnl using 10rmlliS are s to'ed 
In tho F2S f ield arid tile F3S Held. 
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Coding tips The fo llowing tips should be kept in mind when eodi ng:l program: 

I . Doctllll erllatio n of the variable rwm es in a program is probabl y Ihe 
mOSI important documeruation which ca n be wrinen in the coding. 
When it is necessary to review the program, the usc of the variable 
names used in the program must be known. 

2. Certain clwracters can someti mes cause confusion. For example. many 
times it is difficult to di stingu ish between a zero .rnd the letter of the 
alphabet O. Therefore, on man y computer systems. the zero is wrinen 
wilh a slash through it (0), and the 1c1ler of til ,· ulphabel is written 
without a slash (0). Other characters which might cau se confusion arc 
the number 1 and the lett er I. and the number 2 and the lett er Z. Errors 
which arc caused by misusing char.rcters can be extrcmely difficu h to 
find . so care mUSt be taken both whell writing these characters and 
whell elltering them into the ('Olllput cr system. 

J. Some typical areas where errors ca n be made in a program like th e 
sample program in this chapl er arc: 

a. All va riable names speciricd in a read stat ement must corre­
spond to the type of data which is derined in:l data statement . 
Th us, if thc daHl in a data statement is dcfi lled as string daw 
(encloscd in quotes). the variable name must be a stri ng 
va ria ble name ( fo llowed by a dollar sign). 

b. Total counters and accumulators must be in it ialized 10 1.ero 
prior to being used for coullIing or accum ulati ng val ues. Many 
BASIC interpret ers wi ll automat ica ll y set numeric variables to 
zcro when they arc fi rst encount ered in the progra m. To cnsure 
com patibility between varying BASIC int erpreters , however. it 
is recommended that the variables used for totals be cxplicitly 
initiali1.ed. 

c. When usi ng the tab func tion. the progra mm er must be aware 
of the num bering system used for the vertica l columns. SOllie 
IlASIC interpreters begi n !lumbering with column 0 while 
olhers begin numbering wilh column J. 

d . Generally, the using formal specified for <t rmmeric or string 
field sho uld specify enough pos itions for the largest value to be 
edited. If the number o f positions in the using fo rmat is less 
than the number of characters or digit s to actually be edi ted. 
unpredict able result s ma y occur. The on ly exception is if the 
prillt using Statelll elll is used 10 round a number. In that case, 
the number of positio ns specified to the right of the decimal 
poilll in the print usin g fo rmat should be the number o f digit s 
which will appear in the number after rounding takes place. 
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T he list illg o f t he sample progra m is il lus! rated belo w. Sample program 

100 
110 
120 
130 
140 
150 
160 
170 
180 
190 
200 
210 
220 
2 30 
240 
200 
260 
270 
280 
290 
3()0 

3 10 
320 
330 
340 
'"0 
360 
370 
380 
390 
400 
410 
4 20 
430 
440 
450 
460 
470 
480 
490 
500 
510 
520 
530 
540 
550 
560 
5 70 
580 
590 
600 
610 
620 
630 
640 

REM CHECKACT NOVEMBER 19 SHELLY/CASHP1AN 
REM 

REM THI S PROGRAM PREPARES A LI ST OF CHECKS WRITTEN DURING 
REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED, THE TOTAL 
REM NUMBER OF CHECKS WRITTEN AND THE TOTAL AMOUNT OF THE 
REM CHECKS ARE PR INTED. 

VARIABLE NAMESI 
D ... ... DATE 
C .. . . . CHECK NUMBER 
N • . . .. NAME 
A • • • •• AMOUNT 
Tl .. . • FINAL TOTAL - NUMBER OF CHECKS 
T2 •••• FINAL TOTAL - AMOUNT OF CHECKS 
Fl ..... PRlNT USING FORMAT FOR THE DETAIL LINE 

REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 

F2 ••• • PRINT USING FORMAT FOR CHECK NUMBER TOTAL 
F3 • • •• PRINT USING FORHAT FOR CHECK AMOUNT TOTAL 

LINE 
LINE 

REM 
REM ••••• DATA TO BE PROCESSED ••••• 

DATA "SEPTEMBER 1" , 501, "JIM'S ART M
, 85 . bO 

DATA ~SEPTEHBER ::;" . 502, "SEARS~. 424. 23 
DATA " SEPTEMBER 14", 503 , "NORDSTROM" , 3 J 2.59 
DATA "SEPTEMBER 22", :504, "BONDS~. b7.92 
DATA "SEPTEMBER 2:5", :50:5 , "ED ' S AUTO ~ , 7 13.9:5 
DATA "END", <;1<;1<;1 . MEND OF F ILE" , <;1<;1.9<;1 

REM ..... INITIALIZATION OF VARIABLES ..... 
LET Tl • 0 
LET T2 : 0 
LET Fl. - '" , ••• , , ...... " 
LET F2. ., " TOTAL NUMBER OF CHECKS ..... 
LET F3 . .. " TOTAL AI10UNT OF CHECKS ......... .. 
REM ..... PROCESSING ••••• 

PRINT 
PRINT 
PRINT 
PRINT 

TAB(12) "CHECKING ACCOUNT" 

DATE NO. .... 
READ 0., C, N$. A 

IF N$ .. "END OF FILE" THEN 610 
LET T l '" TJ + 1 
LET T2 = T2 + A 
PRINT USING FI$, D., C, N". A 
READ 0., C, N$, A 

GOTO :540 

PRINT 
PRINT USING F2$; Tl 
PRINT US ING F3$; T2 
END 

NAME AMOUNT" 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

Flg u,e 3· 54 Tile liSl lnu lor the sarnl)lc P<O!I"U" ,ltuSI,atcs UIC codIng ,ules. Including spacing and IndentaliOfl . which Should always be lollowed. 
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3.32 

Th e following points have been discussed ;lIId explained in t his chapter. 

I . Many com puter applications in volve performing calcula tions. 
il l(:l uding the aecum ulmi on and prill t ing of fi nal tOlals. 

2. Formaned output and report and co umn headings arc commonly 
found. 

3. Arithmetic operations, including add ll ioll, subtraction, multiplica­
tion, division, and exponentiation arc ,u:eompl b hed in BASIC using 
arithmetic opermors. 

4. The ari thmet ic opcrators .Ire: + (addilion), - (SUblr<lction), 
• (mull iplicm ion), / (divi sion), and + (exponelH ial ion). 

5. To perform arit hmclic operations, tile leI St al elnenl is liSCO. 
6. The let statement 10 perform arithmet iC operations cons i ~ t s 01';1 line 

IlUIll ber. [he word LET. and an arit hmet k expre~s ioll. 

7. All arithmetic express ion l'ons i ~ t s of CO II ~ t;lIIt S , variablc names, and 

ari thmetic operators, 
8. An arit hlm:t ie expression can contain limit iple nrit hmetic oper;lIors. 
9. A numeric literal, which is a COllSt;UI1 numeric v:tlue, com be uscd in 

un aril hmelic expression. 
10. In most <lpplicaliuus. a li teral should be u~ed in a calcu lation oilly 

when there is lill ie chance t he value specified by I he literal wi ll be modi fiedlalel'. 
I I. After the arithmetic has been performed by the let statemcut, Ih(.' 

values used in the OIrithmct ic operation together with the answer obwincd C;III be 
used ill subsequent arithmct ie operations or for other purposes in the program. 

12. When t\\ O or marc \'alue~ arc used In :m nddition or subtrOlction 
operation . the BASIC int ('rpreter will gcnerUl ~' inMr uction s to ;llign the 
decimOlI point s within the numbers bcfore tlte ari lhmetic operation 0 1,'1,'111' \. 

13. When mllll iplication (;Ikes place, 1 he ~ i !:n .~ of [he numbers arc consid ­
ered. If two positive or IWO negati ve number~ arc multiplied, the answer is 
positi ve. If a lIegative ::Iud a positive IHJlllbcr arc multiplied. the allswer i ~ 

negative. 
14. T hl' hHge~ 1 number of digit ~ which 1,'11 11 appe:tr in a product of two 

nurnber.~ is Ihc sum of the number of di git , in e;lcl1 of thl' vallLc~ being 

multiplied. 
15. The number of digits to the right of th e dc(.'illlal point in a produ(.'[ is 

Ihe sum of the number of d igits to the righ1 of [lie decinwl point in the 

mult iplicand and th(.' mu lt iplier. 
16. Exponent iation mea ns raising a num ber to:1 power. 
17. The va lue to the right of the equal sign in a let StHlemelH can be a 

number as wcll as an arithmetic expression. 
18. When the roOl of a number is taken lI, il1g a fr actional expo nent, thc 

number whose root is being taken cannot be negat ive. If it i ~ . the program \\iII 

normally be cancclled. 
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19. When muhip1c arithmctic operations are included in:1 single let Slal e· 
melll. the sequen ce in which the operations are performed is determined in 
aceordance with the fo llowi ng rules: a) Exponentiation is pcrformed fir st; 
b) Mu lt iplicalion and (tivision are performed next; c) Addition and subtraction 
arc performed last; <I) Within these three steps, ealculatio ns arc performed 
left 10 right. 

20. Arithmetic opeT:uio ns specifi ed within parentheses in an arithmctic 
expression will bc evaluated before those out side Ihe parelllheses . 

21. In most cast.'s . it b advisable 10 lise parentheses around multiplc 
arithmetic operations even if the predetermined sequence of operations will 
prod uce the correct answer. 

22. To round 11 dollars and cems field, the following sleps arc taken: 
a) The value .005 is :tdded to thc val ue to be rounded; bJ The dedmal poim is 
1I10ved IWO pOSition) to the right by lIlultipl ying the number by 100; c) Th e 
di git s to the right of the decimal poi nt are tr uncated; d) Th e value is chan ged 
to a dollars and cellts format by divi din g by 100. 

13. A function in BASIC is a prewri ll en SCI o f instructions to accomplish 
a given task. These instructions can be called by a si ngle word . A function can 
be used just like a variable in an arith met ic expression. 

24. T he purpose o f the int funct ion is to retu rn the next lowesl integer 
from the number being exam ined. 

25. The symax of a function lIl ll st be rollowed exactly. 
26. Placing repon dat a in a format which is ea sy to read and understand 

by using special charactcrs sUi.'h as till' dollar sign and decim al poi11l i.~ cOl Hcd 
repon ed iting. 

27. Report editing can be performed on both nUllleric data and stri ng da ta. 
28. Report editing is accomplished in the BAS IC la nguage through the 

usc of the prim using statement. 
29. Editing wilh the print using statemen t is accomplished by using 

special ('haraclcrs to ror mat the dala. 
30. T he print using stat emcll! consist s of a line IlLIlIlber. the words 

PRI NT US ING. the print lI.' .. ing fornl:!t. a nd the data to bc ed it ed and printed. 
31. A semicolon is used to separ:tle th e print using for mat from the 

variable names or constant s to be edited and prin ted. 
32. T he number sign (# ) is used to represent numbers in the format portion 

o f till' prim using Sl:lt e1llenl. 
33. A decimal point in the format ponion of the print using statement 

indicat es where the deci mal point of the number being edited is 10 be aligned. 
34. A comllla is included in the print using format where il is \0 appear in 

the printed result . If Ihe number being edited does not contain a digit to the left 
of the position where the comllla appears in the print using fOTIIlat. the com ma 
will be replaced by <I blank in thc pri nt ed result s. 

35. When I WO dollar signs arc placed in the Icfllll0S1 positiollS of the print 

ARITHMETtC 
OPERATIONS 
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usi ng forlllill, a dollil r sign will be in~ened 10 the kfl of and adjacent to the first 
significalll digit in the number being l'tlite(!. When one dollar sigl1 i ~ in the 
for mal. it will be primed in it s fi xed po~ i tion . 

36. Plus ami minu s signs can also be included in the using fo n o:u to edit 
numeri c dala . 

37. A double asterisk at the beginn ing o f the print using format C, l\LSl'S 
[('"d ing spat'es in the numeric fi eld 10 be fi lled with asteri sks. 

38. The asterisk can be used with the dollar sign to produce a noming 
dollar ~ ign preceded by the asterisk!>. 

39. Siring dala can be ediled. The print using format bcgins and end~ wilh 
the backward slash on nmny computer systems. On some SystCIll~, the percell­
tage sign or other character may be used. 

40. If the number of characters in the siring field to be cdited i ~ grcater 
than the 1ll1111 ber o f posi tions in th e prin t mi ng fo rma t, the righ t l1lo~ t characters 
ill the fidd being edit cd arc tnmcat ed. If the Ilum ber o fdwraclcrs is fewer than 
the positions in the prin l lLsin g fOl'm<ll.thecharaclers frOlllthe field arc pl:lccd in 
thc leftmost posit ions, and thc rcm aining posit ions arc fi lled with bla llks . 

41. The prin t using fo rma t can specify space fo r morc than o nc fi eld. 
T herefore. the entire print line can Ill' fo rmatted with one pri ll t u ~ing ~ t a temen\. 

42. The let statemen t call be met! to place the prim \Isin g for mal int o a 
string fiel d . The variable nam(' o f th~' !o lri ng field is Ihcll specified in the print 
using M;UeJl}ent. 

43. The tab fu nct ion is used to specify Ihe COIUIll Il in which a cOllSl:\n t or 
valuc in a fi d d is 10 begin printin g. 

44 . The column where printing b to begin is spedficd in paren theses 
inun edi;t1 e ly follo wing the word T AB whell U ~ t llg the wb fUJl ctio n. 

45. Some BASIC int eq lfcters begi n Ilum beri llg COlUlllllS wi ,h the val ue 

zero whi le ot hers begin wilh one. 
46. Multiple tab fU IlCI io ns can be included in a single prim Sl;ucment. 
47. A "emicolon can be uscd in ;1 l>rint statement to :.peci l"y the pri nling 

between ficlds. Whell used wil h ;1 string "ari"bk, there arc no spal'e~ before or 
a fler the val ue. A numeric val ue preceded by a semicolon wil l have a SP<lCl' 
before il if t he va lue is posit ive and a 1ll inu~ sig n (- ) before it if the val ue is 
negati ve . A num er ic variable o r consta ll1 fo ll owed by a sem icolon wi ll al ways 

Iw \,(' a space fo llowing il when il is printed . 
4R. Generall y, if it is ava ilable , the print using stat Cl1le lll should bl' uscd 

when forma lli ng an output line. 
49. The listiug o f the \'ariablc n,une, in 'he progra m documenta tion i ~ 

probably the most importa nt doculllcll ta lion in the program. 
50. Variable initialization should take place prior to c lll cring the mai n 

processing o f a program. 
5 1. A COUlli er is a field IIs('d to 'tore a l'OIllIl that is kept in the program. 
52. A n :In' ullIul;l\ or is u ~cd to accu mu tatc a v: ti u,' in a program. 
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QUESTI ONS AN D EXERCISES 

I. The arithmetic operalOrs are: a) Addition ___ ; b) Subtract ion ___ , 
c) Multiplication ___ ; d) Division ___ ; e) Exponentiat ion ___ , 

2. An arithmetic e,"pression consists of 
______ • :!lId _____ _ 

3. The sequence of e ... ecut ion ill an arithmetic operation is: a) ____ _ _ 
b) 'c) ____ _ 

4. In most cases, it is advisable to usc parenthesl's around multiple arithmetic 
operations in an ari thm etic expression (T or I). 

S. What is a function in BAS IC? How is it implemented? 
6. What is report edit ing? How is it accomplished in BAS IC? 
7. Which o f the fo llowi ng symbols represents num bers in the print using 

statement: a) / ; b) 11/0 ; c) #; d) &. 
8. How is a comma specified in the using format of a prillt using statement? 

Where docs it appea r ill th e edited number? 
9. Which of the followi ng using format s will produce the edited result 

S5 .987.87 from the va lue 5987. 87 a) #.#SS.SS ; b) SS,###.##; 
c) SS·, t##.##; d) S,SSS.SS. 

10. If the nu mber o f cha racters in a string fi eld to be ed ited is greater than the 
number of positiolls in the using format. the rightmost characters in the 
fi eld being ed ited :lfe tru ncated (T or F). 

II . A n emire print line C:1ll be ed it ed with one prim using statement (T or F). 
12. The tab functio n is used 10: a) Specify the num ber of the line on which 

daw is to be prim ed; b) Speci fy the column in whi ch a constant or va lue in 
a field is to begin printi ng; c) Specify the number of churactcrs which arc 

to be printed fo r a lIumeric or string constant ; <I) Set tabs in the sallle 
man ner as a typewriter. 

13. When a semicolon is specified between IWO numeric va riable names in a 
pri nt statement, the values in the two fields will be separated by: a) One 
blank space; b) Two blank spaces : c) Two blank spaces if both the 
numbers arc neg:uive; d) One blank space if the second number is 
negative. 

14. Make the appropriate changes to the sample program in this chapt er 10 
prin t the check <Imou nl for each check with a noating dollar sign. 

I S. T he sample program in th is chapter mllst be changed to accomodate a 
check amoull t up to ;1 maxim um of S9.999.99. Make the appropri;ue 
changes in the sample program 10 aCCOlil odate this req ui rement. Note that 
this change will require th e to tal amount for a ll checks to be a maximulIl 
of S99.999.99. 

16. r..,lake the changes in the sample program in this chapler to calcu late the 
average amount of all the checks processed and print this amount with the 
identifier A VE RA GE M.,,10 UNT OF C H EC KS after the total check 
amOllnt line. 
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Chapter 3 
DEBUGGING EXERCISES 

The foll owing lines of code conwin one or more symax errors. Circle each 
of the errors and wri te the coding to corree! the errors. 

) 

) 

REM 

'---__ -----'-__ ---'l 

7. r7.71~O-:P~R~N~T-o,,-o,,----------------------------·-----------------------,) 
6 20 PRINT USING " F 2 $M, T1 
6 3 0 PRINT USING " F3 $ " , T2 . 
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The following program was designed and wri tten to produce a checking 
account listing in the format shown in Figure 3- 1 (page 3. 1). The o ut put 
actuall y produced by this program is shown on the following page. Analyze 
thc ou tput to determine if il is correct. If it is in error. circle the incorrect 
sla t clllcn t ( ~ ) in the progr:11l1 and write corrections. 

100 
110 
120 
130 
140 
150 
IbO 
17 0 
180 
190 
2 00 
210 
2 20 
230 
240 
250 
200 
270 
2 80 
2 9 0 
' 00 
310 
3 20 
330 
340 
350 
' bO 
370 
380 
390 
400 
410 
420 
43 0 
440 
400 
4bO 
470 
480 
490 
500 

REM CHECKACT NOVEMBER 19 SHELLY/CASHMAN 
REM 

REM THIS PROBRAM PREPARES A LIST OF CHECKS WRITTEN DURING 
REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED, THE TOTAL 
REM NUMBER OF CHECKS WRITTEN AND THE TOTAL AMOUNT OF THE 
REM CHECKS ARE PRINTED. 

REM VARIABLE NAMES: 
HEM D'f •••• DATE 
REM C ••••• CHECK NUMBER 
REM N ••••• NAME 
REM A ••••• AMOUNT 
REM TI •••• FINAL TOTAL - NUMBER OF CHECKS 
REM T2 •••• FINAL TOTAL - AMOUNT OF CHECKS 
REM FlS ••• PRINT USING FORMAT FOR THE DETAIL LINE 

REM 

REM F2 •••• PRINT USINB FORMAT FOR CHECK NUMBER TOTAL LINE 
REM F3 • • •• PRINT USING FORMAT FOR CHECK AMOUNT TOTAL LINE 

REM ••••• DATA TO SE PROCESSED ••••• 

DATA "SEPTEMBER 1", :501, "JIM'S ART", 8:5.60 
DATA "SEPTEMBER :5", :502, "SEARS". 424.23 
DATA "SEPTEtlBER 14", 503, "NORDSTROM", 312.59 
DATA "SEPTEMBER 22", 504. "SONDS" , 67.92 
DATA "SEPTEMBER 2 5". ~5. "ED'S AUTO", 713.95 
DATA " END", 999, ~ENO OF FILE". 99 . 99 

REM ,., •• INITIALIZATION OF VARIABLES •• ,., 

LET TI - 0 
LET T2 '" 0 
LET Fl. ~ "\ \ ••• \ \ •••••• " 
LET F2. = "TOTAL NUMBER OF CHECKS ..... 
LET F3 . - "TOTAL AHOUNT OF CHECKS ••••••••• " 

REM ." •• PROCESS ING •• , •• 

PRINT 
PRINT 
PRINT 
PRINT 

TAS(2) " CHECKING ACCOUNT" 

DATE NO. NAME 
" " 

AI1OUNT" 

REM 

REM 

REM 

REM 

REM 

REM 
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THRee 

510 REM 
",0 READ DS, C, N., A 
:no REM 
040 IF N • • "END OF FILE" THEN 610 
550 LET Tl - Tl + I 
500 LET T2 - T2 + I 
570 PRINT USING Fl.; D', c, N., A 
580 READ D$, C, N', A 
590 GOTO :540 
600 REM 
6 10 PRINT 
620 PRl NT USING F2$i TI 
630 PRINT USING F3$; T2 
640 END 

Output 
CHECK ING ACCOUNT 

DATE NO. NAME AMOUNT 

SEPTEMBER I SOl JIM'S ART 85.60 
SEPTEMBER 5 502 SEARS 424 . 2 3 
SEPTEMBER 14 503 NORDSTROM 312 . :59 
SEPTEMBER 22 504 BONDS 67.92 
SEPTEMBER 25 505 ED'S AUTO 71 3 .9:5 

TOTAL NUMBER OF CHECKS 5 
TOTAL AMOUNT OF CHECKS $5.00 
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3.39 

A 1lI0011hly budget listing of the c.-..:pcnscs of a n individual is to be prepared. ;\ 
program shou ld be dcsigned and coded in BAS IC 10 produce the fC<luircd out puL 

InpUI consists of rccord~ that (QJlllIin a dl'"criplion of Ihe item in the budget 
and the allloum of the l11omh ]y expense. The input data is ill uStraH:d below. 

Qu qn!! is a list of the month ly expenses. T he formal of the outpU! is illu),lr:ltcd 
helow. Hepar( "ud column headings arc 10 be printed . After ;1 11 rccord~ h ;l \'l' 

bc(,'u processed. the \olal number of bills and the lotal momhl y expenses arc 10 
be printed. 

ITEM 

RENT 
FOOD 
VISA CARD 
AUTOMOBILE 

110NTHL V BUDGET 

TOTAL BILLS 4 

EXPENSE 
AMOUNT 

49:5.23 
120 . 7 5 
39.84 
92 . 13 

TOTAL MONTHL V EXPENSES $747.95 

ARITHMETIC 
OPERATIONS 

Instructions 

Input 

Ou lput 
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THREE 

Instruc tions 

Input 

Output 

Chapter 3 
PROGRAMMING ASSIGNMENT 2 

A rel>ort of the yardage gained by football playefs on a footba llieam is to be 
prepared. A program should be designed and coded in BAS IC \0 produce the 

report . 

Input consist s of records contai ning lhe lIalllC of the foo tball player, his posi· 
tion, the number of times he carried the ball and the Iotal yards he gained. The 
input data is illustrated below. 

NAME POSITION nMES CARRIED YARDS GAINED 

JIM HAYNES Q8 a aa 
HANK WALLAMS R8 38 281 
IKE NEUMAN R8 sa 828 
DEAM IMSKI F8 19 84 

Output is a list of the players tOlllai ning their namc. positioll . times they C:lf­
ricd the ball, the yards gained, and the <lverage yanb gilined per c<lny. The 
average yards gained per carry is calcu lated by di"iding the Y41rds gained by the 
limes carried. After all records have been read and processed . the lO\al number 
of players, the 101a1 yards gained, and the aver,lge yards per carry for a ll 
players arc to be primed. The forma t of the output is illustrated below. 

ATLANTA WARRIORS 

NAME POSI TION 
TIMES 

CARR IED 
YARDS 

GAINED 
AVERAGE YARDS 

PER CARRY 

JI M HAYNES QB 
HANK WALLAHS RB 
IKE NEUMAN RB 
OEAM IMSK I Fe 

TOTAL PLAYERS 4 

3 
38 
59 

I' 
TOTAL YARDS GA INED 660 YARDS 
AVERAGE YARDS PER CARRY S . SS YARDS 

39 
23 1 
32. 
.4 

13 . 00 
6 . 08 
S . :53 
3 . 37 

I 
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Chapler 3 
PROGRAMM ING ASSIGNMENT 3 

A snowfall repon for the wa ter conservat ion commissio n is to be prepared . A 
program should be designcd and coded in I3ASIC to prod uce the rcpon. 

In put cO!l!>isl!. of rn·ords l"olltaining the arnoull[ of ~ I!o\\'f:lll in i n ch~'lo for a ~i;\ 
hour period of time. Th e input data is illusa:t[ed below. 

Thc OUtput is a li stin g of the snowfa ll by city and lime . For each city, the 
snowfall at each hour is to be printed. In addition . for each cilY the total 
snowfall shoul d be printed. After all cit ies have beel! primed. the average 
snowfall per city lo hould be printed. The average snowfall is cakulm cd by 
ad ding the inches of snow for e:l<:h city and dividing the tota l by the number of 
cities. The forma t of Ihe output is illustrated below. 

SNOWFALL REPORT 
CITY TIME SNOWFALL TI ME SNOWFALL 

NEW YORK 1 AM . 60 4 AM 1. 7b 
2 AM . 35 , AM . • 7 
3 AM .8' 6 AM . 3 1 

TOTAL SNOWFALL FOR NEW YORK : 4. 88 IN . 

S YRACUSE 1 AM •• 0 4 AM . 8 1 
2 AM 1. b5 , AM . 68 
3 AM 1. 1b 6 AM . 95 

TOTAL SNOWFALL FOR SYRACUSE: b . 15 IN. 

AVERAGE SNOWFALL PER CITY: 5.52 INCHES 

Instruc ti ons 

Input 

Output 
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Program 4 

Program 5 

Program 6 

Chapter 3 
SUPPLEMENTARY PROG RAMMING ASSIGNMENTS 

The followi ng I)rogramming assignments contain an ex pla nation of the problem 
and list suggested test dalU. The student should design Ihe forma t of the output . 

A rel>ort is 10 be prepared listing doctor names, palient names, and charges. 
Report and column headings should appear on Ihe report. After all re<:ords have 
bem processed. the tOial number of patient s and IOlal charges should be printed. 

A repon is to be prepared which sunmwrizes Ihe num ber of males and females 
enroll ed in va rious classes in a school. The input data is ill ustrated below. Each 
li ne of Ihe OUlput shou ld con tain the class idelll ific!Ltion. the number of males. 
the number of females. and Ihe IOtal number of studen ts in the class . Report 
and colum n headings should appear all the report. After all records have been 
processed. the lotal number of classes and Ihe average number of students per 
class should be printed. 

A repon is 10 be prcpared of the average monthly lCm pcra1llres duri ng 
Janua ry from cities across Ihe Uni ted States. Temperatu re readi ngs arc taken 
once .. week. The inpul data is show lI below. The report should contai n Ihe 
cilY. lhe temperatu res for each of lhe week s. and the average tem perature for 
Ihe city d uri ng Jan uary. Report and column headings should appear on lhe 
report. After all record s havc been processed. the 100al number of cities 
;uwl Y7ed should be printed. 
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A repon or the scores of pnnicipalHs in a gymnastics meet is to be prepared. 
The input dat a is ill ustrat ed below. The repon line ~hould contai n the gym­
na .~ t· s name and the average score . This average score is caleulatl'd by adding 
the three scores and dividing by 3. The repon should comain report and 
colu mn headings. After all rccords have been processed. the total number of 
gymnasts and the overall avcrage scorc should be primed. 

A mileage report for salc~ people i ~ 10 be prepared. The input data is illu stratcd 
below. The report should CO IHain the salesperson' s name, th e beginuing 
mileage . the endin g mileage, the total miles (ending mileage - beginning 
mileage), and the mileage all owance ($.20 x total mileage». After all record s 
have been processed, the total nnmber of sales people . the total mileage for all 
peo ple. and the total mileage allowance should be prillled . The repon should 
contain report and column he:ldings. 

A eompuler time usage repon is 10 be prepared. The input data is shOWJl below. 
The report shou ld contai n the application identification. the description of the 
application, the /l umber of seconds thc comptUer run took . and the number of 
minutes the computer run took. After all record .~ havc been processcd. tile 
tota l number of applicatio ns run, the IOlal number of miml1es of processing. 
and the average number of minutes for each application should be print..:d. 
The repon should contain report and column headings . 

INPUT/OUTPUT 
PROGRAMMING 

Program 7 

Program 8 

Program 9 





CHAPTER 
FOUR 

COMPARING 

OBJECTIVE;S: 

AI\ understanding 01 the if.tlieQ,-ei,;e .Iogi" 

A knowledge and appreciation, ~~~~\.Js.t"~;~,(t':~ 
rule for the If-then-else logic 81 

A knowledge 01 the BASIC if st"ten1ent 8,lid ,1h.O)'V 
t;?e wl'itten 



CHAPTER COMPARING 
FOUR 



One of the more power ful features of any programming language is the ability 
to comp<lre numbers or ICllers of the a lphabet and perform altern:lli ve opera­

tion s based upo n the fesult~ or the com parison. When program ming in the 
BASIC language. comparing is accomplished through the useoft he ir StatcllICIII . 

To illustrate comparing operations. a sample program in this chapler is 
designed and coded to prepare a repon or the members of a health club li sting 
their membership dues. The report is illustratcd below. 

The report cont ains the names o f the new members of the club , their age, 
the number of months for which they have cnrolled. and their total dues. Total 
dues arc ealcu la led as rollows: If a person is over 18 years or age, mcmbcrship 
due~ arc 524.95 per month. lfa person is 18 year~ of age or younger. the dues 
arc S 19.95 per month . 

To produce the report. the new member' s age I11I1St be com pared \0 Ihe 
va lue 18. If the age is 18 or less, the membership dues :u'c c;tlcu lat ed by 
Illultiplying the number of mo nth s for which thc perso n is enrolled by $[9.95. 

I f the agc is greater than 18, th e mem bershi p dues arc calcu lat ed by multipl y­
ing the number or months for which the indi vi dual has enrolled by S24.95. 
Aft er all of the records havc bcen processed. the tOlalnumber of lIew membcrs 
and the lotal membership dues ;Ife 10 be primed. 

The program required to produce Ihis repon is cxplained in this chapler. 

1\ standardi zcd logic structure is used for ,my compari ng operal iou. Th is logic 
S trU~' llIre i ~ co mm on ly called lhe if-then-clsl' Slructure. or the sclection 

Introduction 

FlgUfe 4-' Tile .epor, con· 
,alns Ihe name. age. 
mOmhS. and dues of peo­
ple JOII'I,ng a heal1hc'ub. 

The comparing 
logic s tructure 
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Figure 4·2 The If.lh(!n·else 
logic struclure conslS1S ot 
the COndllion [)ClOg teSted. 
the statements whiCh are 
execuled when the COf'Idl' 
l iOn ' 5 true. and lhe s lale· 
ments whiCh ale e~oculed 
when the COn(lIllon ' 5 talse. 

Structure. A ~eneralized flowchart of this logic structure and au c.-.:;unple of it s 
usc is illustra ted in Figurc4-2 . 

The flow/,:hart on the left illustrates the general format of the if-then-else 
logic structu re. This flowchart specifics that a condition is to be tested (the 
diamond-shaped decision symbol). If lhe conditio n is true, one statement or 
series o f Slal emenlS will be e,'(ecuted. If the condition being \(~s t ed is fal se, a 
el i fferent swtelilent or series of S[;lIe11leIll 5 wi ll be i,.'XC('U H.-d. 

To ill ustrate this, in the exam ple on the righI, the condition begi n Ii.'sted 
is, " Is Ihe age grealer than IS'!" If the age is greater than IS. then the leg to the 
right is tak en, and the number of months is multiplied by the val lie 2~.95 . If 
the age is 1I0t greater than 18 (that is. [he age is less than o r eq ual to 18) . the 
number o f mont hs is mul t iplied by 19.95. 

This st:tt e llle1ll is cOlllmonly referred to a~ the if-then-c!),e Slru cture 
bi.'ca u~e i1 c;m be read. " IF Ihe condition i ~ true TH EN do one set of instruc­
tions ELSE do another set of ins lru cli ous. " 111 the e.'(ample on the ri ght in 
Fi gure 4- 2, if the age is greater tha n 18 th en the Ill o ll ths arc mu ltiplied by 24.95 
clse I he mont hs arc Illuh iplied by 19.95. 

An import ant characteristic of the if-theu-else logic StrUClUfi.' i ~ that there 
is a sin gle entry point into the logic StrUetU fe and a single ex it point from the 
logic .!> truClUfC. The entry inlO the logic str ucture must be through the decision 
that i ~ the fi rst sta tement of the structure. Th ere fore. the o nl y lillie any of the 
statements wit hin the logic strUC\llre will be executed is "fief the eOlldil ion has 
been t i,.·~ t C(1 at the el!l r), poim of the Structure. T he flowc hart ilIustn l1 ed in 
Figure ~-) represents poor programming beC;ll1~C it violates t he single enl ry rule. 
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In the e~aTllllk in Figu re 4- 3, the if-I hen·else Sifuct ure eXplained for 
Fi gure 4- 2 IS :Igal n illu:'lrated. rhe elllfY poill1 to the structu re is Ihc decision 
which tCSI:. if til" age is gre;Her th:lII 18. The SI<lIet1ll'n tS wilhi n the if-t hen·chc 
Slrtll.:ture ~ holiid be executed only afl('r this decision has bcen made because 
this is Ihe single en try point to the structure. 

In Figurc 4-3 , however, an :llIempt is made to ha ve a second cntry poi nt 
into the if-thcn-else structurc by the decision !>ymbol ou tside the logic !>truc­
ture. If th is were allowed. the st atement which llIul tiplks the mOllths by 24.95 
could be reached from any point in the program . Allo\\'ing Ihis violates the 
basic ru lc of one entry point / one exit point in the if·then·else structure. 
Thererore, in a well-designed program. no staterncllI wi th in the slructu re will 
be executed unless the ded~i()n which mark ... the :-ingle cntry point into the 
structu re 1m'> been executed firs!. 

The if-then·el se structu re aho is rcquired to ha ve a sin gle exil point. III the 
e.-.:ample in Figure 4-3, Ihc point of exi t is noted by Ihe circle in the flowchart. 
Th e st:ltcment which add s Ihc dues to Ihe total accumu lator will ALWAYS be 
the next S[;I{cment e.-.:ecutcd after the statemeTlt s within the if·then·else 5truc· 
lure have been executed. Control should not be p:l~~ed frOTll an y stateTll ('nl 
withi n the cOlltrol structu re to allywhere in the program e.-.:cepl to the si ngle 
ex it Iloillt. If this ru le is violal('d, il leads to program s which arc virtuall y 
impossible to read and undcntand. 

An understanding of the if-then·else logic structure and the si ngle entry/ 
single C\:il rule is important. All wcll·written programs lise Ihis struct ure :Ind 
rule when alt ern:llive proces~i ng is to occur based upon a condition in thl' 
progrOl Ill . 

Fi IilU1' 4· 3 Tne II·men-else 
logic struchlfe muSI have a 
songle entry pOon! and a 
single c~1t pOl II!. NOM 01 
Inc SlillcmenlS w' lhln Ihc 
SI,uClurc can I)C C~c culcd 
unless IhO declsioo which 
marks me enl .y po,ol has 
been executed ' i'st. 
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Forms of the 
if·th e n ·e lse 

s tructure 

4.4 

Thc if-then-else logic St ructure can take scveral forms within the rules just 
prescllIed. For example. an i f-then-el se 5t rUClllre can be developed ill which no 

processing wi ll occur when the condition is true ; or, on the other h'\Ild. no pro­
ccssing when the condilion is false. These IWO variati ons arc iIIustratcd below. 

Process When True Process When False 

Figure 4-4 80lh trul! and 
lalso conditions do not re· 
qul.o 5lalomOnlS. 

Flgu'e 4-5 Mult iple st3le· 
monts can be I!~ecu l cd 

wnon 1I1e condItIon I, I,ue 
o. whlln thll condItion IS 
la150. 

NO ", 

In thc example on the left in Figure 4- 4, if the grade poinl aver .. gc 
(G. I>.A. ) is grCill cr tha n 3.6, Ihe studcnl' s name aud the cOnS1:tnl " I-I onor 
SlIIdcnt " are to bc primed. If Ihc G.P.A. is nOI greiltcr than 3.6, no proces!. ing 
will occur based on that fac!. In Ihis insta nce, there is processing (oocell r if Ihe 
condition tested is Irue, but none if thc con dition is falsc. 

In the example on the right, if a person is married, no processi ng is to take 
place. Jr, however. the perso n is not married, the value 1 is ad ded to the nOt 
m:lrricd cOllmcr . In thi i> caSc o proccssing i.~ 10 occur when the condi tion is 
fa lse, but nothing Ii> dOl\(' if the condition i.~ Irue. 

II is allowable to have Illultiple stat cment s following the decision Slat c­
mell !. In addi lion, Ihere need nO! be the same numbcr of statcmen lS for Ihe 
true processing as there arc for the false processing (Figure 4-5 ). 

NO " Qu.nllly >'~'~' _ _ 
L ... TlI.n 
'''' .--'--, 

Aitd , to 
tllimtp.r 1'1 P .... 

B. low Lnfl 
Cour'fler 
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The use of proper logic structures is essential to a well-designed program. The 
following example illustrates a segment of a flowchart in which no considera­
tion is given 10 the proper design of the program. Even in this very simplified 
example. it beco mes obvious that a poorly designed progrullI is very difficult 
to und erst:md. 

Bad Flowcharl and logic 

No 

y" 

In the segment of the flowchart in Figure 4-6. no consideration was given 
to designing the Ilfograrn using the proper logit: structure for comparing. The 
ru le of a single entry is followed for the decision whit:h determines if the 
C.P.A. is grealer than 3.6. but there arc multiple ex its (one to the read state­
ment and one to th(' cnd of filc decision). In addition. tlowlincs cross onc 
another, and it is difficult to read the logic from the tOp of thc tlowchart to the 
bott om of the flowcha rt. 

Although the logic ill ustrated would produce Ihe correct result s, such 
poor program design result s in progr:ulls that arc very diffit:ul t to understand . 
In larger programs. wi lh hundreds Of even thousands of statements, it 
becomes nearly impossible \0 trace the original logic if sta ndardized logic 
structures are not used. Th e if-then·else struCture and il s :lccomp,lI1 ying rules 
shou ld always be uSl'd when comparin g and per fofming altern~lIive operations 
based upon the result s of the co mparison. 

COMPARING 

Inva lid logic 
structures 

FlgUII 4·6 The poor Slrue· 
lure 01 th is tloweharl 
makes It vely dlfHcull to 
read bocou$o 11 violates 
thO i l ·thon,olso logic struc­
turo ruins. Logic Which 
docs notloUow !hasn lules 
Should never be CIevoloped. 
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To perform comparing opera tions in a program, the if Sialemelll is used. The 
genera l for mal of Ih e if Sialement, Ihe logic which il im plemellt s, and an 
example o f Ihe if SI:uemenl arc illuslrat ed in Figure 4- 7. 

+c; 
. , y 

•• 
line number IF condition THEN line number 

Figure 4-7 The it 5111 te· 
mem implements the rl· 
then·else logic SlruCture, 
The spacing and indellta· 
I,on illustrated he,e Should 
always be toll owed sOllie 
s,alomeni '5 casy 10 ,ead 
The symbol :> on Ime 620 
mcans glcalOr 'han. 

Relational 
operators 

IF A ) IS THEN 660 
LET' D • " • Cl 
GOTO 690 

LETD - H.C2 
GOTD 690 

In the if stat ement o n line 620, the val ue in the field identified by the 
variable name A is compared to the value 18. T he if statement corresponds to 
the decision symbol in the nowchan. If the v'llue in A is greater than 18, the 
condi tion lested is consi dered true. and the statement a t Ihe line num ber 
followin g the word THEN will be given control. Therefore, in thc ex ulll plc. if 
the value in A is greatcr than 18, cont rol will bc passed to the lei stat emCIll on 
line 660. 

If the valuc in A is not greater than 18. the statemen t immediat el y fo llow­
ing the if statement is given conlrol. Th us , if the val ue in A is not greater tha n 
18, the let statement on li ne 630 will be executed. 

The gala statements on lines 640 and 670 bot h transfer control to the 
statemen t on li ne 61)(). T his means that regard less of whether the cond ition 
being tested is trUC or false . the stat ement on line 690 will be the stat C1llClll 
executed after the rroeessing withi n the logic strltCHue is completed. Th is 
accomplishes t hc single ex it requirement of 1 he if-t hen-else 101 ruci ure. 

The gala 5lal Cl11e1l1 on line 670 is nOI req uired beca llse, without iI, conl TOI 
would pass fTOm statemcnt 660 10 st<l tcl11cnl (1)(). 11 shou ld be il1ch,ded, 
however. to generate an explicit Inlllsfer u f conlrol 10 the single exit point 
from the if-then-else logic st ruClure. 

In BASIC. six tYI>CS of compa ring operations can be performed. These co m· 
parin g operat ions arc performed through the usc of relali on al opera tors. 
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Relatio nal opcralOrs are symbols used within an if st atement 10 compare Illimeric 
o r SI ring variables and const anl S. The cha n below summarizes (hest sym boIs, their 
meani ng, and illustrat es how they might be IIsed wilhi ll :111 if SWI CIIlClll. 

• 

T he values placed all either side of Ihe relati onal opcr<llOr in a n if SWl cmcnt 
ca n be nUllIeric or sIring variables and COllSlalll S. In additio n, Ihey can be 
a rithmetic expressions. Th e followi ng exa mples illustrate a variety of if 
statemcn!s with different types o f values being compared . 

EXample I; Nu meric va riablt· compared 10 lHltIlCriC literal. 

Exam ple 2: NUllleric va riable com pa red \0 :lrilh mclic express io n. 

Exa mple 3: Ari1hme1i c expression compared to arithmeti c cxprcssion . 

Example 4: SI ring variable compared to string constant. 

Example 5: SIring v;lTiable comp:m:d to SIring varia ble. 

COMPARING 

Figure <1-8 The fc llllioJ1l1 l 
operato.s 51ICci ly the type 
01 cOl11pnri son 10 occur . 

Values which can 
be compared 
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Comparing numeric 
variab les and 

constants 

Figure 4-9 When numerIc 
values are compared. the 
comparison is based on me 
algebraIc value olllle num· 
bers. Thero tore. POSl tlVO 
numuers are groaler lhan 
nogal IV!) numbors, Here. 
POsllive to is greater lhan 
negative 15. 

4.8 

Numeric data must always be compared to numeric data and st ring data must 
always be COml);.rcd to string data. The manner in which they arc com pared is 
differel1t bec;llIse of t he nat ure o f the dat a. 

A nllmerk compa rison is onc in wh ich numeric cOl1stant s 01' fi e lds 
refere nced by numeri c variable names arc co mpared. A numeric compariso lt is 
based upon the algebraic va lues of the numbers being compared. This means 
that 1101 on ly Ihe va lue of the number but also [he sign of Ihe number bei ng 
COm l)ared is considered. In the example below, IWO temperature read ings arc 
com pared . One readi ng represel1l s 10 degrees above zero ( + 10) white the othcr 
represent s 15 degrees below zero (- 15). 

410 IFTt :> T2 THEN 520 

[+ IO[ l:llJ 
T1 T2 

Condition: The vatue in T 1 is greater 
than the value In T2. 

When the value stored in the area idemified by the variable 1'1 ( + 10) is 
compared to the val uc in the area idem ified by the variable T2 (- 15). a numeric 
comp'lriso ll is taking pl<lce because the v<triablc names arc both numeric. 
Therefore . the signs of the numbers ;Ife co nsidered in the comparison. As a 
result. the va lue in Tl is considered greater than the va lue in T2 because a 
positi ve number is always greater than a negat ive number. Since the value in 
TI is grealer than Ihe va lue in T2. the statement al line number 520 will be the 
next statemeTll to be e.xecut ed in Ihe program. 

Whel1lltll llcric v.tl ues with digits 10 the right u fthe decimal poilll Me com­
pared. there may be occ;:lsions whell one vullie ha~ mOTC characters to the righ t 
of the decimal point than anot her val ue. For example, the value 23.871) could 
be compared to the \,:llue 23.8786. In deciding wh ich value is greater. the 
BASIC int erpreter will internall y insert zeros to the right of the decimal poin t 
ill the num ber with fewer digi ts until each Iltll1lber has the same III1111bcr of 
dig it ~ to the right of the dec imal point. Th e num bers arc then compa red. 
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Therefore, in the exam pic thc illlcrprelcr would in sert a zero in the \I:tlue 
23.879 , gi\ling the equi \lalenl num ber 23 .8790. This num ber is then compared 
10 Ihc \la lue 23.8786. In Ih e compariso n. 23.8790 is gre:l! cr than 23 .8786 e\lell 
th ough it ha s fewer digi ls to th e riglll of the decimal point. 

Wh en string variablcs or constants arc compared. th e comparison lak es pl:lce 
from left to right n character at a time . As soon as a character in one field is 
less than a charac ter in another ride!, the eomparisollte rm inat es, and the fi eld 
with the lower \lalue is considered less than the other field . 

The determination of which characters arc lcss than others is based upon 
the code used 10 store data in mai n compUler storage. On many computer 
systems, Ihe ASCII code (American Standard Codc for Information Int erchange) 
is used. Th e characters in the ASC II code and their relati vc values (callcd the 
collating sequence) arc sho wn below. 

( bl a nk ) Low 

• 
$ 
<, 
& 

+ 

I 
o , 
2 
3 Hi9.h 

4 
5 
6 
7 
8 
9 

< -
> 
? 

@ 
A 
B 
C 
o 
E 
F 
G 

l ow H 
I 
J 
K 

l 
M 
N 
a 
p 
a 
R 
s 
T 
U 
V 
W 
x 
y 

z 

l ow 

High 

From the table above, note that some special characters arc considered 
less than the numbers and so me arc greater than the 11ILmbcrs. The numbers 
arc lcss than the letters of the aiphabcl. Note al so Ihat the blank is considered 
less than a ll other charactcrs illustratcd in Figure 4- 10. 

To illustrat e string comparing, in the following example. two names 

Comparing Siring 
va lues 

Flgurll 4· 10 The ASCII COde 
is commonly USed to repre· 
sent charaCterS on corn· 
PU tOl sYS1Crns. Tne colla t· 
ing sequence o f ASCII 
shown here is important 
t>ecause when string . alues 
are compared. iL rs thiS se· 
Quence whiCh determines 
that ono .alull .s ".calm 
Ihan anOlher value 
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Figure 4-11 A String com· 
pallson proceeds Irom the 
lel1m05t characUlr to the 
"gill. one CharaCler al a 
I,me. unlil an ineql.lahly oc' 
curs. Here. the lirlulnoqual· 
ily ,s wire" 11111 B In 8ROWN 
's comparetl 10 the 0 In 
OAVIS. S,nce the B ,s less 
tnan tne D. tne "ela JAMES 
BROWN '5 cons,tlerea less 
tnanJAMES DAVIS. 

which are stored in fields identified by string variables arc compared. 

460 IF N$"" MS THEN 560 

IJAMES BROWN I 

" 
IJAMES DAVISI 

•• 
Condition: The value in N$ ie less 

than lhevatue In MS. 

In Ihe example. the Ilame JAMES BROWN. stored in the field identified 
by Ihe variable name NS, is compared to Ihe name JAi\ l ES DAVIS, stored in 
the field idelllified by the va riable name MS. Th e com parison proceeds left to 
right, one charact er at a time . Thus, the first (haractcrs co mpared arc the J' s 
in the twO names. Si nce Ihese characters arc equal, the lle)(t characters to the 
righi, the A's in thc IWO names, are compared. Because Ihese characters ;u'c 
equal, the next charactcrs to the right arc compared. Th is process conti nues 
until an unequal condi tion occurs. As can be seen, this will oecur when the fir st 
characters of t he last names (ll in Browll alld 0 in Davis) arc compared. 

When an unequal condition occurs, the field with the lower character in 
the collating sequence is considered the lower field. III th is example. the U is 
less than the D (sec Figure 4- 10). Therefore, the nallle JAMES BROW N is 
co nsidered less than the name JAMES DAV IS, and st:ttemenl 560 is the next 
statement to be executcd. 

When string fields or constant s arc compared, they wil1nOt always con­
tain the same number of characters. When the number of characters in the two 
fields being compared is differclII, the field wilh the smaller number of 
characters is considered less than the field with more characters when all of the 
characters in lhe shorter field :lre equal to the lirst characters in the longer field 
(Figure -'- 12). 

When the value in NS (BOB MAN) is compared to the value in MS (BOB 
MANLEY). the first seven cha racters a rc eq uaL Whellthis occurs, the shorter 
field is co nsidered less than the longer field. Th ere rore, the value in NS is 
considcred less than the val uc in MS. and the lIext St:llelllel11 to be exccUlcd is 
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Ihe sta tement al line 560. 

460 IF NS < MS THEN 560 

I BOBMANI 

"' 
IBOBMAN LEVI 

"' 
Condition: The value In NS is less 

than the value in MS. 

When numbers in a sIri ng variable field or eonStilnt arc compared, only their 
relative position withinthc collating sequence is considered. Numbers are COIl ­

sidered lcss than letters of the alphabet. The example in Figu re 4-13 illust rat es 
an applicmion in which a part numbcr that contains all !lumbers is compared 
10 a part number which begins with a letter of the alphabct. 

720 IF PS< RS THEN 800 

Condition: Thevalue in PSis less 
than the value In RS. 

Flg lilO 4· 12 When ~II 01 
lhe characters in a shorier 
held are equa l to IhO letl· 
most Ch~rac ter s in a. longer 
lIeld. Ihe shoner field is 
considered less tha.n the 
longer Ireld. 

Comparing numeric 
va lues in strings 

Flguro 4- t 3 In the ASCII 
COl lllting sequence. nurn · 
bers are less lhan lellerS 
01 nu! alphabet. 
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Writing the 
if statement 

Figure 4- 14 The Indanta· 
lion and spacing standardS 
lor the 11 statement illus· 
trated here shoutd atways 
be followed. Thay produce 
a program which is aasy to 
read and understand. 

In Figure 4- 13, a string compari son takes place because the fields being 
compared are string field s. Therefore. the comparison begins with the fir st 
character in each fi eld. Since the first character in l:l$ (3) is lower in the col­
la ting sequence than the first character in R$ (A). the data in the PS field is 
considered less than the data in the RS field. Th us. the next instruction to be 
executed is the one at line800. 

In Ihe example in Figure 4-7. the if statemenl was explained. It is important. 
however. to review the fo rmat in which the if stat cment is wrillen. Programs 
which contain clearly wrillcn if statement s arc genera lly easy to rcad and 
understa nd while program s without clearly wrinell if statement s can bc 

impossib le 10 read and understa nd. Th e if sw tement below ill ust rates the 
fo rm at which sho uld be used fo r an if stateme nt. 

620 
630 
640 
6\50 
660 
670 
680 
6.0 

I 
N 
o 
E 
N 
T 
e 
o 

IF A > 18 THEN 660 

LET D 'II t1 • C' l "i,;i~~~i:2L.!.!ii!l GDTO 690 f~xecutedJI not Hue 

LET D • " 
8OTO 690 

LET 

RE" 
• C2} Executed II true 

REt! 
Single·exit point 

Note that all statement s which arc to be executed based upo n the condi­
tion test ed by the if statement (i s the value in A greater than IS) are indented 
two vert ical column s from the column where Ihe if st'lI emenl begi ns. The 
sw temen ts which will be executcd if the condi tion is nOl Irue (\ines 630 - 640) 
arc specified immediately fo ll owing the if sta tement. These Slll1Cment s are 
sep(trated from the stat ement s which will be exec ut ed when the co nd itio n is 
Irue (lines 660 - 670) by a bl ank line on lin e 650. A blank line shou ld always 
separate t he statemellls to be executed when the condition is fal se from the 

statements execu ted when the cond ition is true. 
T he statement on li ne 690 will be execu ted regardless of the result of the if 

st:ttement. It represent s the single exit point of the if stat ement. Thi s statement 
is separat ed from the statements within the if-then-else logic structure by a 
blank line (line 6S0). In addition, t he statement 011 line 690 begi ns in the same 
vert ic;!l column as the if sta tement , indicati ng its execu tion is not dependent 
UPOII the result s o f Ihe if statemen t. 

A ll if statements im plemelll ing the if-t hen-else logic structure should be 
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written in the manner shown in Figure 4- 14. 

Some BASIC int erpreters have implem ent ed the actllal if-theil-else StatemelH. 
An exam ple of thi s SHltClllent, toget her wi th the flowc hart and [h e general 
form at is shown in Figure 4- 15 . 

In t he if-t hen-dse stat ement , the cond ition is tested in the same man ner as 
the if statement. The slat elllent( s) fo llowing the word TH EN will be execu ted 
when the conditio n is true. T he statcllt ent{s) followin £ the word ELSE will be 
executed when the condit io n is fal se. Thus, ill the exam ple ill Figure 4- 15, if 
the va lue in A is greater than 18. the value in M will be multiplied by the va lue 
in C1 . If the value in A is not greater than 18, th(' vahl(' in 1\'1 will b(' nlultiplied 
by t he va lue in C2. 

Regardlcss of thc stat('Tllcnt s cxecuted within the if-t hen-else statement, 
th e nC." t stat emelH execllt cd is o n line 490. Therefore. a single ex it exist s for the 
i f-t hen-else st at en lent . 

Thc elHi re if- the il-else statement compriscs a singlc statement wit h onc 
line numbcr. Thus, when entering the st,l[Clllent on a computer system, the 
ENTER or RETURN key should be uscd oil ly ror the last line. T he cursor 
control shoul d be used to allow the statement !O be placed on mu lt iple lines . 

The sample program in this chapter illustrates the design and coding of a pro· 
gram to prepare a health club membership report. If the individual joining the 
health club is above 18 ycars of age . mcmbership dues are calc ulated by 
mUlti plying the illo nth s en rolled by $24.95. [f the age of the new member is 18 

If·then·else 
statement 

figure 4-15 Tile il·!Ilen. 
else statement can duectl y 
implement the if·then·else 
toglc Sl1ucture. Becauso 
mOSt BASIC Interpreters 
hmliitle number 01 Charac­
ters in any Sialement to 
~55 charaCterS including 
Ihe spaces. care must be 
taken when wr liing Ihe " . 
then·else statemenl nOI to 
e~cced thIS maximlrrn . 

SAMPLE 
PROGRAM 
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Input 

Figure 4- 16 The InpUI con· 
S;SIS ollhe nama. age. and 
monU1S enrolled 01 Ihe 
new hOal1h club members. 

Program design 

Flowc ha rt 

or less. d ues arc calculated by muh iplying the months enrolled by 19.95. After 
a ll records have been processed. the (01<11 number of new members and the 
towllllembersh ip dues ;I re prin ted . The sample re[)Or! is shown in Figure 4- 1 
o n page 4. 1. 

The inpli l eonsiSls o f a series of records fo r the new members of (he heallh 
club. Each record comains Ihe name of Ihe new member. Ihe age of Ihe new 
member. and Ihe number of momhs Ihe member enrolled. The formal of Ihe 
inpul is illuslr<lIed below. 

NAME AGE MONTHS ENROLLED 

SID BARNES 16 3 
LYNN DAVIES 18 8 
KEVIN GALLEY 19 48 
KIM KALLEN 21 36 
LARRY MOONEY 32 3 

The program design begins by specifying Ihe lasks which must be accomplished 
in the [Hogram. These arc listed below. 

Program Tasks 

I . Read input records. 
2. Determine membership dues. 
3. Accumulate final 1O\3ls. 
4. Print repon lines. 
5. Print final totals. 

These task s musl be ca refu ll y design(lIed (0 rencel (he req uire lll elll .~ of I he 
progra m. Arler Ihey arc defi ned. Ihe llowchan \0 illlplcmeill Ihem must be 
developed. 

The nowehart ror the sample program is show n in Figure 4- 17. A fl cr (he 
vari ables arc initialized and the heading for the reporl pri nted . it record is read . 
The main loop of the program is then elliered. The loopi ng will cont inue unt il 
end or file is reached. 

Within the loop, the tOialmembers counter is increlllelllcd by I. and Ihen 
the ir-then-else logic structure is enlered to determine Ihe tota l dues. Afler th(' 
dues :Ire enlcul.lIed. they arc added to Ihe fi nal t01U1 aecllnmlalOr and a li ne is 





CHAPTER 4. 16 
FOUR 

The BASIC 
program 

printed. A record is then read, and the looping continues unt il there arc no 
more record s to process. At that poi nt, lhc loop is Icrminal cd , lhe lowl 
number of members and (Ola l dues amount arc primed, :lnd Ihe program is 
cilded . 

The logic c,\;presscd in Ihe program floweh:ln should be well-underslOod 
prior 10 examining lhe program code. which is explained in the fo llowing 
paragraph s. 

The code which documenlS the program and defines the daw 10 be 
processed is ill ustrated below. 

100 REH I1EH8ERS DECEt1BER 1 st£LL Y ICASHI1AH 
110 REIt 
120 RE" THIS PROGRAti PRODUCES A t1Et18ERSHIFt REPORT LIBTINB flEW 
130 Rat t1EI1BERS. ThEIR ABE, THE I'IDNTHS THEY HAVE ENROLLED, AND 
140 REM THEIR I'£HBER5H I P DUES. 

''''' R£I1 
160 REJ1 VARIABLE NAtES, 

Nf,~ 6 6"NEW I1EHBER~S NAtE 
A~ •••• NEN ~R·S AGE 
H ..... . ~ ENROLLED 
D ••• ~ . NEW HEH8ER~ S DUES 
!rl . .. ~ . F I NAL TOTAL - """",,BEft OF NEW ~ 
T2 •••• F I NAL TOTAL - AMOUNT OF DUES 
AI • ••• AGE 18 CONSTANT 
Cl ...... DfAR6E FOR 18 YEARS OF AGE OR LESS 
C2 ..... DfARGE FOR OYER 18 YEARS OF AGE. 
FI_ ... . PRINT USING FORrIAT FOR DETAIL PRINT LIM: 
F:H ... . PRINT USING FORrtAT FOR TOTAL NEW I'Et1BERS LINE 
F3 _ ••• PRINT UBING FORtIAT FOR TOTAL DUES LItE 

170 Rat 
180 REM 
199 REt1 
200 /IEI1 
2iQ REM 
220 REH 
230 REH 
.40 R£I1 
2SO R£I1 
. 60 R£I1 
270 REH 
280 REH 

'911 
300 ~ •• ~,. DATA TO ~E PROCESSED •• ~ •• 
310 ' 
3 20 DATA 
330 DATA 
340 DATA 
~ DATA 
300 DATA 
370 DATA 
380 

Figure 4-18 Clear doCU­
monullion i s Ihe mark 01 
anV wall.wflHan progrQm. 
Tno data statements dolrno 
1M dala 10 be processed 
by the program. 

"SID BARNES", I b , 3 
~LYNN DAYI ES·, l B. B 
-KEVI N SALLEY", 19. 48 
· KIM KALLEN", 2 1, 36 
-LARRY HDONEY" , 32. 3 
" END OF FILE'", ", 9 

REH 

As with prev ious programs, Ihe documentat ion at the beginning or the 
program speci fi cs whal the program is 10 :Ieeolll plish and also identifies the 
variable names used in Ihe program . Documenting the variable names is a 
critical part of the program cod ing. 

The daw 10 be processed is defin ed using the data statement. Each data 
statemem representS a si ngle input record. The /laille is a string constant. so il 
is contain ed wilh in q uotes. The age and Illonths enrolled arc lIullleric 
co nstants. so they arc not within q uotes. 
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The code to initialize the variables in the program and prill[ the headings is 

shown in Figure 4-19. 

The ent ries o n li ncs 4 10 - 430 arc used 10 assign constalH S which arc 
required wit hin the program to fields identil1ed by variable names. The age to 
be compared (\ 8) is placed in the l1eJd AI. The membership dues rales arc 
placed in CI and C2. It is good programmi ng pract ice to usc this technique 
rathcr than specifying the actua l numeric values in the statementS where they 
arc req uired wit hin th e program because it greatly fac ilitates program 
maintenance. 

Mainu: nance refers to the process of making changes to the progrolm :It 

some fUlure date. For example, if the age requiremelll is changed fro m 18 to 
21, the slatement on lin e 410 could easily be changed 10 read LET Al "" 21 
rmhcr than searching th rough the entire program to dClenn inc where the value 18 
should be chan ged 10 the vu lue 21. 

The IOwl acculllul alOrs (T I and T2) arc in itialized 10 zero by th e 
statement s on lines 440 - 450. The prim lI sing fo rmat s arc placed in FI S, F2S, 
and FJS by Ihe stal ement s o n lines 460 - 480. The initializatio n is then 
completed. 

The headings arc primed on Ihe repon by the statemcnt s on line-, 520 - 560. 

COMPARING 

Variable 
initialization 
and headings 

fig Lire 4- 19 Placing n Li ' 
meric values Inl0 1ields 
loentllied by variable names 
and using the varIable 
names in subsequen1 state­
ments is a goCXl p' 09,am· 
ming praclIce. 
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The main processing in the program is shown in Figure 4- 20. 

SiC) READ m, A, " 
MO 
600 
6,0 
620 
630 
640 

""" 660 
670 
680 

IF Nf, - "END IF FILE'" 
LETTI - T1+1 
IF A ) At THEN 660 

LETD - I1$Cl 
SOTO 6'10 

1HEN 740 

690 LETT2 - T2+D 
700 PRINT USINS Fl'" *, A, ". D 
710 READ m. A, " 
720 DOlO 600 
730 
740 PRINT '" .. 
750 PRINT USING F2t1 T1 
760 PRINT USlffS F3'tJ T2 
'170 END 

Figure 4.20 Indentation 
and phY$lca! layout o r the 
program COde are Impon8nt 
when read ing tno program. 
All programs $hould be 
wrillen uslrog thO tOChniQues 
shown in this program. 

The read statement on line 580 reads the first set of daw from the data 
statement and plaees the data in the field s identified a~ NS (name), A (age). 
and iI.'l (months). The if statement on line 600 is the entry point to the loop 
which will process the data. If end of file has been reached, the statement at 
Ji ne 740 will be given control. Ot herwise, the stat ement on line 6\0 wi ll 
increment the total members counter by I . 

The ).t:llcment on line 620 implements the if· thell·else logic structure to 
detennine what the du es should be. I f the age is great er than 18. the statement 
al line 660 is given control. where the months (il. I) ;tre lIlultiplied by the value in 
C2 (sec Figure 4-19) and the result is stored in D. COlltrol is then passed to 
statement 690. where the dues amount is added to the final total accumulat or 
(T2). :md a line is printed on the report. Another' record is then read. and 
COlltrol is passed to the sta rt of the loop;1I statement 600. 

If the age is not greater than 18. the statement online 630 will multiply IIIe 
num ber of months by the value in Cl and store the re~ull in D. Control is then 
passed to the statement at line 690 where processing is the same as when Ihe 
age is greater than 18. 

Once again. note the format of (he if Statellleill and the st:uement s that 
arc e.>:ecuted in the if·then·dse logic Sll'ucture ( .~tatelHen t s 620 - 670). I\n if 
st;ttemeIH ). hould always be wrillel1 a~ illustrated ill this program. 

Arter all of the records have been processed. th e end of file record will be 
read, and the if statemen t <It the start of the loop at line 600 will transfer con­
trol to statement 740. There. a blank line is printed. and then the final totals o f 
the number of new members and the membership dues arc printed. The 
I)rogram is Ihell terminated. 
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The complete listing for the sample program is illustrated below and on Ihe Samp le prog ra m 
following page. 

100 REM I1El1BERS 
llO 

DECEJ1BER 1 St£LL V ICAStflAN 

120 REr1 THIS PROGRAt1 PRODUCES A 
130 REt"I MEMBERS, THEIR AGE, n-E 
140 RE" THEIR HEKBERSHIP DUES. 
100 

REH 
HEI'tBERSHIP REPORT LISTING NEW 
HONTHS THEY HAVE ENROLLED, AND 

160 REt"I VARIABLE NAl'E.SI 
170 REM N • •••• NEW t"lSt"lBER"S NAME 
180 REH 
190 REM 
200 Ra1 
2 10 REt1 
220 REH 
230 REM 
240 REM 
2t'50 REM 
260 REM 
210 REM 
280 RE" 
2'0 

A ••••• NEW MEMBER"S AGE 
M ••••• HONTHS ENROLLED 
D ••••• NEW MEMBER 'S DUES 
Tt •••• FINAL TOTAL - NUI18ER OF NEW rEKBERS 
T2 •• •• FJNAL TOTAL - AHDUNT OF DUES 
Al •••• AGE 18 CONSTANT 
01 •••• CHARGE FOR 18 YEARS OF AGE OR LESS 
C2 •••• CHARaE FOR OVER IB YEARS OF AGE 
FI •••• PRINT USING FORt"IAT FOR DETAIL PRINT LINE 
F2 ..... PRI NT USING FDRMAT FOR TOTAL NEW MEMBERS LINE 
F3* • •• PRINT USING FORt1AT FOR TOTAL DUES L 1HE 

300 REM "'" DATA TO BE PROCESSED "'" 
~IO 

'20 ,>0 
340 
350 
3.0 
"-'0 
380 

DATA 
OATA 
DATA 
DATA 
DATA 
DATA 

"SID BARNES", 16, 3 
"L YNN DAVIES", IB, B 
"kEVIN GALLEY", 19, 48 
HKI t"I KALLEN M

, 21, 30 
"LARRY MOONEY", 32, 3 
"END OF FILE", 99, 9 

390 REM •••• , INITIALIZATION OF VARIABLES •••• , 
400 
410 LET Al - 18 
420 LET Cl - 19.95 
430 LET C2 E 24.90 
440 LET T1 • 0 
450 LET T2 - 0 
460 LET FIt . "\ \ I. .1 
470 LET F2 .. - "TOTAL - NEW f'EI'fBERS ... " 

.......... 
480 LET F3. - "TOTAL - MEMBERSHIP Dl£S •• , ...... " 
490 
500 R~ .,.,. PROCESSING "'" 
510 
t'520 PRI~T TAB(13) "I£ALTH CLUB" 
530 PRINT TABt 11) "HEr1BERSHIP DUES " 
~O PRINT .... 
:5:50 PRINT 
560 PRINT" .. 
570 

AGE HONTHS DUES" 

Figure 4-21 Sample Program (Pan 1 of 2) 

REH 



S80 READ .... A, " 

""" 600 
610 
620 
630 
640 

""" 660 
670 
680 

JF Nt - - END OF FILE­
LETTl - T1+1 
IF A ) Al THEN 660 

LET D - H .. CI 
anD 690 

690 LETT2 - T2+D 

THEN 740 

700 PRINT USING Fl.. N$. At H. D 
710 READ"', At M 
no GOTD 600 
7<:10 
740 PRINl' It -

750 PRINT l.isXN8 F2f0, T1 
100, PRXNT USJ~ F3_, T2 
770 END 

Figure 4- 22 Sample program (Part 2 of 2) 

Outputr-~~~~~~~~~~~~~~~~~~~ 

HIW. TH a.IJB 
tEltBERSHlP DlES - AGE -- DUES 

BID BARNES 16 3 "".§ 
LVN4 DAVIEB 18 8 UJ9. 60 
kEVIN 8Al.L£Y 19 48 1,197.60 
KIM KALLEN 21 lI6 898.20 
LARRY ItDONEV 32 3 74.85 

TOTAL - ~ t1EHBERS S 
TOTAL - tEttBERSHIP .DtE8 "2,390. 10 

Figure 4-23 Prog ram Outpu t 

REM 

REM 
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Th e following poilu s have been di scussed and explained in this chaptcr. 

I . One of the lIIore powerful femu res of any programmi ng language is 
the ,\bi lity to com pare numbers or lencrs of the alphabet and perform 
alternative operations based upon thc results of the comparison . 

2. A standardized logic st ructu re called the if-then-else structure is used 
for any co mparing operat ion. 

3. In the if-then-else logic structurc. a diamond -shaped i10wchart 
symbol indicates the cond it ion to be tested. If the condition is truc. one leg of 
the decision symbol is given control. If the condition is fal se. the Olher leg of 
the decision sym bol is given con lro l. 

4. There is a single entry point and a single exit point for the if-then-else 
logic strUClUre. 

5. The ent ry into the if-then·else logic structure is the deci sion which 
tes ts t he condition. 

6. The only tim e any o f the statements wit hin the if-then-else logic Struc­
ture will be executed is after the cond ition has been tested a lthe entry point o f 

the structure. 
7. Contro l should not be passed fro m any statement wi thi n the if-then­

else logic struCl ure to unywhere in Ihe progru m except 10 the single exit point. 
S. An if-then-else structure can be developed which has no processing to 

occur whell thc condition bei ng tested is truc; or no processing whcn the 
condition is false. 

9. Multiple statement s ca n follow the decisio n symbol for either the true 
leg or the fa lse leg. or both. 

10. The lise of proper logic structures is esscntial to a well-designed 
progrUIll. 

I I . To perform comparing operations in a program . the if statement is 

used. 
12. The if SWtemCIl1 corresponds 10 a decision sym bol in a nowchan. 
13. Th e word IF in an if stat emcnt is rol lowed by a comlition . I r the COIl­

dit ion is true. the statement at the line number fo llowing the word THEN is 
given COli trOI. If the co ndilion is false, the next statement in the program is 

given conlrol. 
14. Although not reqLlired by the BAS IC language. a gow statement 

whi ch pa sses control to the com 11l0n exit point should be included after both 
the t rue and the fal se processing in an if-t hen-else logic structure. 

15. Compa ring operation ~ arc pcrformed through the usc of relationa l 

operato rs . 
16. Relationa l operators arc sym bols lIsed with in an if SlatCl11elH 10 

compare numeric or string variables and constants. 
17. The symbols arc: '" (equal); < (less than): > (greater than):< = (less 

than orcqua l lO); > = grea ter tlwll or equ<lll o ): < > (not ~·qu:tl). 

COMPA.RING 

SUMMARY 
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IS. Five types of comparisons are: numeric variable to numeric literal; 
numeric variable to arithmetic expression; arithmetic expression to arithmetic 
expressioll; SI ri ng variable to St ring constant; string variable to string variable. 

19. A numeric comparison is one where numeric constant s or fil'1ds 
referenced by numeric variable names <Ire compared . 

20. A numeric comparison is based upo n the algebraic values of the 
numbers being compared. 

21. When string variables or constant s arc co mparefj, the compar ison 
takes place left to right o ne character at a time based UpOIl the collating 
sequence of the code used Oll tlie computer system. 

22. The ASC II code (American Standard Code for In formation 
Interchange) is used on mallY computer systems. 

23 . In the ASC II code, numbers arc considered less than letters of the 
alphabet. 

24. In a string comparison, when an uneq ual condi tio n occurs betwee n 
two charaCH!rS in the strings, the field with the lower character in the coll;u ing 
sequence is considered the lower field . 

25. When a SIri ng comparison takes pl;lce and one rield cont ains a 
smaller number o f char;u; tcrs than another ficld , the field with the snwllcr 
number o f charact ers is considered less than the ricld with more cha racters 
when all of the characters in the shorter field arc equal to the first characters in 
the longer field. 

26. When implcmellt ing the if-then-el sc logic st ructure, all statement s 
whi ch arc to be exccuted based upon th e conditi on tested by the if statemellt 
aTe indented two vert ical colu mns from the co lumn where the if statement 
begin s. 

27. A blank li ne should :'I ways separate the stat ement s which arc 
executed wh en a condition is fa lse from the statements which are executed 
when the condition is true. 

2S. A blank line should always separate the statemen ts execut ed liS a 
result of a condi tion bei ng true o r not true from those thm follow the if-then­
else logic .~ truct urc. 

29. Sorne BASIC interpreters have implemented the if-t hen-else Stat e­
ment. The condition is tested followi ng the word IF. If the condition is trlle, 
the statement s foHowing the word T HEN <Irc executed . If th e condit io n is 
fal se, the stat ement s fo llowing the word ELSE arc c ... ecuted. 

30. Program maint enance is Ihe process of nwking changes to a program 
;u sOllie future date after the program is origi nally written. 

31. For program maint enance purposes, it is generall y a good practice to 
place progra m constalllS in fields ident ified by variable names so that if the 
values must be changed, they can be changed at on ly o nc placc in the progr;un. 
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QUESTIONS AN D EXERCISES 

1. Standardizcd logic structurcs arc lIsually too simple to usc (T or F) . 
2. The if-thcn-else logic structure is used to implement: a) Loopi ng; 

b) Compari ng; c) ]'rogramming; d) Structuring. 
3. In an if-then-else logic struct ure, there is a single and a 

single _____ _ 

4. Thc o nly time :Ul~' statement in thc if-then-else logic structure will be 
cxecuted is aft er the condition has been tested at the entry I)oillt of thc 

Structurc (T or 1-). 
5. Should the if-then-else logic structure always be uscd? Why? 
6. In an if statement, the line number following the word TH EN is: a) The 

line number of the last statement in the if-then-el se logic structure; 
b) Where control is passed if the condition is fa lse; c) Where COlilrol is 
passed if thc condition is true; d) Only required if thc co nd ition tcsted is 

fa lse. 
7. Match thc following relationa l operators with their usc: 

Symbol = matches ______ _ a. Not equal 
Symbol < > matches _ _____ _ b. Less than 
Symbol < = mat ches _______ _ c. Less than or equal to 
Symbol> = m:ttches _______ _ d. Equal 
Symbol > matches _______ _ e. Greater th:1I1 or equal to 
Symbol < mat ches ____ __ _ f. Greater than 

8. Which of the following is an invalid comparison: a) Numeric variable to 
numeric variable; b) Stri ng variable to string variable: c) Arithmetic 
expression to ari th metic cxpression: d) String variable to numcric 
variable. 

9. When numeric fields arc compared, the sign of the number has no 

me'llli ng (T or F). 
10. What is ASCII ? What is its relevancc \0 com paring? 
II . Which of the followi ng is incorrect: a) @ <Y; b) A >6: e) 0;0> 0: d) 9> I. 

12. A field with the va lue BAS IC stored in it is less than a fiel d wit h whkh of 
thc following values in it: a) BAS IC PLUS: b) APPLE; c) 12345: 

d) ASCII. 
13. What arc the format rulcs when writing an if st at ement'! Why shou ld these 

be followed? 
14. When u1>i l1g the if-then-else swtelllent available on s011le HA SIC 

interpreters, on ly the if st;l\ernelll should contain a line number ('I' or F) . 
15. It is good programming practice to plaec conSl'111I val ues in fie lds idcll­

tified by variable names because: a) Th cre is less code to write; b) It 
facilitates program maintenance; c) String const ants cannot be specified 
in a let statement; d) umerie constants cannot be specified in the let 

1> tat CIllCIll. 
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I. 

2. 

3. 

4 . 

FOUR 

Chapter 4 
DE BUGGING EXERCISES 

The fo llowing lines of code contain aile or marc coding errors. Circle each 
of the crrors and wri te thc coding to eorreci [he errors. 
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PROGRAM DEBUGGING 

4 .25 COMPARING 

The following program was designed and wrinen 10 produce the member· 
ship listing in the for mal shown in Figure 4~ I (page 4.1). The OUlPUI acltlally 

produced by Ihe program is iIlUS1T<llc([ all page 4.26. Analyze Ihe OUlpLII 10 
dCICrI11ine if il is corrcel. I r il i ~ in error, circlc IIIC errors amJ write eorreclion~. 



THEN 730 

Output 
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Chapler 4 
PROGRAMMING ASSIGNMENT 1 

A bar association ducs repon is 10 be prepared. Dcsign and code the BASIC 

progr<llll lO producc Ihe repon. 

The input 10 Ihe program consists of records containing Ihe nallle and the 
Ilumber of years the :morncy has been a member of the bar. The input d:lIa is 

illust rated below. 

Thl' output frolll the program is thl' bar association dues report. The repon 
eontuins the anorney's n<lllle, the number of years the <l110mey h<ls been a 
member of the bar. andlhe b<lr association dues. The dues arc calculated as 
follows: If thc attorney has been a member of the bar more than rivc years, the 
dues arc $200.00. If Ihe aHorney has been a member of the bar rivc years or 
less . the dues arc $75.00. After all records have been processed. IOtals should 
be primed for the lI umber of a1l0fllCYS, the allorneys o f more thall five years, 
the number of allorncys for five years or less, and the lowlmembership dues. 
The r a nnat of t hc output is illustrated below. 

VEAAS 

" 5 
? 

" 13 

" 
\$ 

IIYfliMS 
OR £llUAL 

DUES $ 
TO !5 VEARS 
750. 00 

200.00 
15. 00 

200. 00 
15.00 

200.00 

2 

In s tructi o ns 

Input 

Output 
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FOUR 

Instructions 

Input 

Output 

Chapter4 
PROGRAMMING ASSIGN MENT2 

A traffic cita tion report is to be prepared. Design and code the BASIC 
program to produce the report. 

Input consists o f records containing the name of the person receiving the traf­
fic citation, an indiclllor whether the citation was for a moving (eode "" M) or 
non-moving (code = N) violation, and the number of citalions for that persa ll 
over the past three years . The input data is illustrated below. 

OUtPUt is a traffic ci tation repon. The report cOlllains the name of the person 
receiving the citation. the fine ($30.00 if a moving vio lation, $10.00 if a 110 11-

moving violation). a penalty (none if 3 or fewer violations, $20.00 if more than 
3 violations). and the amou nt due (rine + penalty). Aft er all records have been 
processed, the towl tickets, tOl:ll moving violations. total non-moving viola­
tions. tOlal fines. total penalties, and total amount due should be printed. The 
format of the report is illustrated below. 

TRAFFIC CI TAT I ON REPORT 

OWE FINE PENALTY AHOUNT 

JUNIORHAIt£& 30. 00 0 . 00 .30. 00 
TOI'1 J UI.. I ON 10. 00 20 . 00 .30. 00 
JUNE RHODES 30.00 20. 00 $SO.OO 
..... E !l/1EARS 10. 00 0 . 00 $ 10 . 00 

TOTAL TICKETS 4 
TOTAL HOVING VIOLATIONS 2 
TOTAL NQN-tKJVING VIOLAT IONS 2 
TOTAL Flt£S taO. OO 
TOTAL PENALTIES $40.00 
TOTAL AttIlUNT DUE $ 120.00 
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Chapter 4 
PROGRAMMING ASSIGNMENT 3 

A credit lInion deductions report is 10 be prepared. Des i ~ 1I and code the 
BASIC program to produce Ihe report. 

Input 10 the program consists o f records cOlllai ning thc name of the employee , 
the weekly pa y for the employee, ;tnd the percelllage of the week ly pay the 
employee wishes to deduct for deposit in the credit union. The input data is 
ill ustrated below. 

The output is a repon listing the employee' s name. the weekl y pay, and the 
amount ded ucted from the pay for deposit in the credit union. Company rules 
specify that the maximum amoullt Ihal ca n be deducted from the weekly pa y 
of an employee is $25.00. Therefore. if the amoum the employee requests 
(calculated by mUltipl yin g th e week ly pay by the perccmage in the input data) 
is ~reater tlwn 25.00. thell 25.00 is deducted. Thi s condi tion ca ll occ ur because 
o venime pay for employecs can make their week ly pa y higher tha n normal. If 
it docs occur, Ihree astcrisks should be printed by the 25.00 to indicat e that the 
maxi mum was taken. Aft er ~11l records have been processed, the !lumber of 
employees. the total amou nt o f all ded uct ions, and th e average deduction for 
all employees should be print ed. Thc format of the Olltput is illustrated below. 

-ltMRV BAILY 
J'ftVl'NS t.ICHTNER 
_ HILLS 

, __ RJlZ 

WEEkLV PAY 

243 .. 90 
346."" 
:s2O.711 
280.<0 

'Hl-.eR OF El'PLOVEES 4 
TOTAL DEDUCTIONS .96 .. 69 
AYERASE DEDUCTION/ EtPLOYEE _ 24.17 

25.00 a .. 
24.26 
2S.00 ... 22."" 

Instructions 

Input 

Output 
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Instructions 

Program 4 

Program 5 

Program 6 

Chapter 4 
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS 

The fo llowing programming assignlllent s com:lin an expl anation of the 
problem and list suggested test data. The studel1l should design the format o f 
the output. 

A shipping report is to be prepared . T he input (1;I1 a , illustrat ed below. comaius 
the ci ty from where the package is bei ng shipped. the city to which the pack age 
is bei ng shipped. and the weight of the package . If the package weighs more 
than 50 pou nds. it is shi pped via truck . If it weighs 50 pounds or less. it is 

shipp<.'ti via UPS. T he report shou ld contai n the shipped fro m city. the destina­
tion city. the weight. and the way the package is shipped. 

SHIPPED FROM SHIPPED TO WEIGHT 

CHICAGO NEW YORK 60 
DALLAS ATLANTA 51 
SAN DIEOO PROVIDENCE 35 
SEATTLE MEMPHIS 13 

A discou nt repon is to be prepared which lists an item nu mber. the item price, 
the it el11 d iscount . :md the net price (it elll price - discoullt) . If the item price is 
more than $ 100.00. then the d iscount is 300"10 o f the ite l11 price. If the item price 
is $ 100.00 or less. the discou nt is 20% of the itelll price. After all record~ have 
been processed . the to tal item I) rice . the IOtal discOllll1. and the total net price 

should be printcd. The input data is illustrated below. 

ITEM NUMBER ITEM PRICE - 121'" 
C887Q08.P SlUa 
FOOIIII8'KKO 342.BII 
OW·LNS 100.88 

A n airlines baggage repon comaining the passenger name. the night number. 
and the baggage charge is to be prepared. T he in])lL! da ta consists of !he 
passenger name. the n igh! nu mber. and the baggage weight . I f the wcight is 40 
pounds or less, therc is no baggage charge (I he word s NO C H A RGE shou ld be 
pri nt ed on the report ). If the baggage wcighs Illorc Ihan 40 pounds. there is a 

S3.00 service clw rge plus S.75 fo r each l)Qund over 40. T hercfore. a b'lgglige 
weight of 45 pounds would incur a baggage charg~' of $6.75 {3.00 + (.75 x 5». 
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Aft er all data has been printed. the towl passengers and the total baggage 
l.'harges should be primed. 

PASSENGER NAME FUOHT BAGGAGE WEIGHT 

JAMES HARLOW 273 .. 
HILMAN JENSYN 273 42 
NANCY MILLER 421 .. 
HARRIET NORME 421 35 

A payroll report cOlllaining the employee name. regular hours pay, overt ime 
hours pay, and towl pay is to be prepared. The input data consists of the 
employee name, the employcc's hourly pay rale, and the number of hou rs the 
employee worked. The pay is calculatcd as fo llows: If the cmployee work s 40 
ho urs or less, regular PilY is hours times ratc . Th('rc is no overti me pay, and the 
total pay is e<lual to the regu lar pay. If the employee works more than 40 
ho urs, regular pay is equal 1040 limes the hourly pay rate. Employees reccive 
time and one half for ovcrtime, so overtime pay equals the number of hours 
worked greater than 40 times the pay rate times 1.5. Towl pay is equal to the 
sum of regula r pay plus overtime pay. After all records ha ve been primed. the 
totals for regular, overtime, and total pay should be printed. 

NAME PAY RATE HOURS WORKED 

NANCY JABLONSKI 7.58 43 
RAY WERSHING 8.75 38 
TRACY YUBLEIN 8.90 .. 
JEFF ZERRTUIK 7.23 41 

A wheat production listing is to be prepared . The input to Ihe program con· 
tai ns a field number from where the whem was harvested and the tonnage pro· 
duced. The repo rt contains the field IlUmber and the tons o f wheat produced. 
After all records have been printed, the total number of tons which were pro· 
duced should be pri ntcd. together with the field number and tons of the field 
which produced the Illost wheat and the field number and tons of the field 
which produced the least whea\. 

FIELD NUMBER TONS OF WHEAT 

65-009 280 
85-010 483 
67·221 198 
67-348 S84 
68-110 392 

Program 7 

Program 8 





CHAPTER 
FIVE 

MORE ON 
COMPARING 

OBJECTIVES: 

An understanding of the nested if-then-else logic structure 

An understanding of the logical operators AND, OR, and NOT 

A familiarization with the manner of internally storing 
numeric data and considerations when comparing this data 

A familiarization with Ihe 'ToRON, 1ROFiF, STOP, and CO NT 
debugging statements 
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The if-t hen·else logic structure and the BASIC if sta tement presell ted in 
Chapter 4 fo rm an important basis fo r much of the programming that is per· 
formed on a computer system. The usc of Ihis structure can lake scveral forms, 
depending upon the application being processed. [n the sample program in thi s 
chapter. the if-then-clse structur t;' is used in a nt;'slcd configura tion; Ihat is. an 
if-t hen·else structure is co mained within an if-theil·clse structure. 

Th is chapler will <lI sa illuslratc Ihe usc of the logical operators AND, O R, 
and NOT . Additional uses of the BASIC if statement <I re ill ustrated as well. 
Finally. Ihe tesling :md debu ggi ng aids Irace o n. trace off, SlOp, and COlllinue . 
which arc aV:lilable wilh most BAS[C interprelt;'rs. wil! be exa mined. 

The sample progrmn in Ihis chapler creates a camping fees repon . An example 
of Ihe repon is illustrated in Figure 5-1. 

DESERT STATE PARK 

"""" RESIDENCY DAYS FEES 

JACK HENRY RESIDENT 3 23.85 
DON JAl'lES RESIDENT 8 6 1 .60 
BILL DONALD NON-RESIDENT • 89. 55 
RALPH ADAM UN<"""" 
I"U'mAY FRANK RESIDENT 7 55.65 

TOTAL CAMPERS , 
TOTAL FEE AMOUNT .230 . 65 

Th e report co nwin s Ih e camper' s II:Hnc, the residency (wh ether the 
camper is a rc~i denl of the sWle or is not a resident of Ihe stat e) . Ihe d:1YS Ihe 
camper is Slaying in the park, and Ihe camping fcc ... . The cam ping fees arc 
det ermined a~ follow ... : [1' th e camper is a state resident. Ihe cost for the fir ~ t 

seven days is 7.95 per day. After seven days . the cOSt drops 10 5.95 per day. If 
the camper is a non· resident of the st ate. the COSI is 9.95 per day, regardless of 
the number o f days. I f I here is an error ill the inpu l record and the residency 
code contains ncith er an R (residcnt) nor an N (non-resident). the va lue 
UN KNOWN is printed in the residency colum n. 

Introduction 

Sample program 

Figu.e S-I Tile .epon c.e· 
,lIed by lhe sample program 
calculates Ille camp.ng 
fees to •• e511:1(ml and non 
.eS.denl campers Aile. all 
.ecords !llive been proc· 
eSSed. 1I1e lOla I f\\H11IXlr 01 
CampU!S ami the 10lal l ee 
amount arc p"nled. 
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Nested if·then· 
else struc tu re 

Flgule 5- 2 WhOn tho con· 
ditlon in Ihe il ·thefl·else 
suuctule 15 lested. OIIC SCI 
01 stalements 15 execu tctl 
whOI' IheCon(ll l lon 15 uue. 
and anothel 50115 CXOCUlctl 
whon tne con(ll llon 15 l alse 

Aft er all records have been prinl ed. the tOlalnurnber of campers :lIld the 
towl fee anlount arc printed. 

In order 10 cre:ll e Ihis report, a neS led if-then-else siruciure is required. 
Th is St ruet ure is ex pla ined ill t he fo ll owing sect ions. 

In order to understand the nested if-t hen-clse siruciure. it is mandawry to 
understand the if-t hcn·else- struelure itself. The if-then-else stnU:ltire is reviewed 
in Figure 5- 2. 

When the conditio n bei ng lested in the if-then-else ~lructurc is true, onc 
SCI of instrul'Iions is e.-.:eclLted. If the I."Ondi tion is fal se. another set of ill ~ tr tL c­

lion s is execlil ed. The instruclions which arc e.-.:eculcd when a condition i~ truc 
or a cO lldilion is fal se can be an y ill~t rtl C li ons :\v:tilable 011 Ih e com ptller 
systelll. It b perfectly allowable, Ih erefore, Ihat the i.et of in strllctions e:\ccutCU 
when a condition is lrue or a condi tion is false can incl ude another if-then-else 
structure. When this occurs, the second if-I hell-else struct ure is said 10 be 
nested within the- fir st if-t hen-e-Ise struct ure-. This is illuslrate-d in Figure 5-3. 

NOIe; 1\ Figure 5-3 that the- instnlctions to be e.-.:eClIle-d when the fir st con­
dit;on is true include ano the-I" if-theil-else structure. This nc\tcd if-theil-else 
slruclU re will be e.\enlleci on ly if the fir st condition is true-. 

It will be recalled that all if-the-n ·e lse structures have a s;n ).;lc etl lry point 

and a single e-xi t point. A He-sted if-I hen-else slructure is no exception. 
Therefore-. as (" an be se-en in Figure 5-3, the nested ir·t hen·cI ~e has a si ngle­
entry point :wd a single exit pOilll. 

An exam pl e of a m'sted ;f-thell-else structure ;s Ihe logic req uired in the 
sample- program to determine the cam ping fe-es. This logic is shown in Figure-
5- 4. 

The first condi tion statement t e S I ~ if the camper is a resident. If so." fur · 
ther check IIlIlSt be made \0 determine how m:U1Y d<l Ys the ca rlll)er is ~ ta}'ing 
becau se Ihe calcll l:llion of the camping fcc for residelll S i~ ha~ed UpOIl the 



number of days the camper is stayi ng. If the days aTe great er than 7, the fcc is 
ca1cul:u ed by multiplying 7.95 limes 7 for the first seven days. und the nu mber 
of days greal er tha n 7 by 5.95. This is an example of a ncsted if-thcn-clsestruc­
lure because Ihe condit ional Statellleill testi ng for number of da ys will be 
executed only if the camper is a residclII. 

If the campcr is nOt a rcsident, the fees arc calculated by mu lt ipl ying the 
number o f duys by 9.95. 1\ Il ested if-then -else str uelu re is 1101 requ ired here 
becau se the calcu lat ion of non-residen l fees docs not depend upon the number 
o f da ys the camper i:. slaying. 

MORE ON COMPARING 

Flgu.e 5- 3 A nested i l · 
tnon-olse slIuc ture 15 one 
wh,ch .5 exeCuted only 
aller a p"or cOndtllon has 
been teS ted. In tniS gene.al 
example. II Ihe IIISI cond l' 
tion l eS ted Is t.ue. 11 Stale· 
menl will bo exoculed and 
then 8 second condition 
will be teStM The second 
conditIon leSled Is HIe en· 
try POint l or the second i l· 
then-else structure 

FlglI" 5-4 In tt"5 exam· 
piC. ilthe camper 15 a 'esl ­
dent. the nOSted if·then­
else logic SI'UCtIllO whIch 
tosts tne lIumbor 01 (lays IS 
oxecutod TtIO tOSt 10' Ihe 
number 01 d,'rS WIll occur 
only al ter the teSI l or .esi· 
dener I,nas IMt tM camper 
15 a reSlden l 
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Flguro s-s In Ih,s o.am 
piO. both tile t,ue and lalse 
con(lihons nave a neStO(1 
il·thon 0150 Structu,e Tho 
11051()(1 11'II'O'Hllso Struc· 
tu,o on mo Hue side 'lsel1 
con l OlnS nested il·1I10n· 
olso St,uClu,es. 

Nested if-theil-e lse st ructures can be used when the condi tion is fa lse :IS 

well as when the condi tion is true. In addition, :1 nested ir· then-else structure 
lIIay it self contai n an if-then-else StflicllIrc. Figure 5- 5 cOllw ins an exam ple o f 
thi s. 

In Figure 5-5. when the student is a resident, a check is perrormed to 
determine ir the student is part -time aCler th,· graduatc status is determined. 
This is an c.-:a1l1 pic of a nested if-I hell-else st ru" IIrc wit hin a IIcsted i f-t hen-else 
structure. So long a~ each if-then-else structure ha ~ a single entry point and a 
sin!,\le cxit point. Ih e strllCtu res will be easy 10 read and understand. 

It is vital that the rule for single entry and sill!,\le e.-:it be fo llowed when 
writin g nest ed if-then -else structures. Th e eX;JJnplc in Figure 5-6 ill ustratcs a 

violation of Ihis Tu le. 
The logic in Figure 5-6 is designed to find Ihe largest of three val ues, A. 

B. or C. I f A is gr" :1tcr than B. thcn A is compared 10 C. I I' A is nOl grc;uer 
than C. thcn C is the largest number. 

If A is not gTe,lter Ilwll [3, 1hen C is comp.lred 10 B. IfC is gre:lter lilUll 13 , 

then C is the la rge~ 1 number. In Figur,' 5- 6, the stateIHen1 whkh prims "C i~ 
largest " is cmered frolH twO different decision .. ymbols. Therefore. the 
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Incorrec t Nes ted 
II ·Then·El se Structure 

NO .. 
C arMlet 
',,-n 81 

NO 

", 

.. 
A O'U,.,. 
Th, n 81 

", 

NO .. A A,."., 
Thin C1 

,,, 

single entry rule is violated because that statement should be executed from 
only one decision symbol. In addition, there is no single unique exit point for 
the two nested if-then-else structu res. The exi t point is shared by bot h. The 
st ructure illustrat ed in Figure 5-6, therefore, is an incorrect nested if-t hen-else 
struct ure and shou ld be avoided . The correct Siructu re is shown in Figure 5- 7. 

Correci Nesl ed 
II·Then·Else Si ruc i ure 

.. 
NO 

NO C O' N '" ", 
-" 

., 
AO,..,., -., ", 

NO .. 
11. 0 ,.,1111' 
Th, n C? 

", 

figure 5-6 These neSl eO 
!i·lhen·else SlruClures con· 
taln multrple entry points 
~ nd mu lliple exil points. 

f igure 5-7 At! it·thCn·etse 
struc tures in this example 
contain one entry IlOlnl 
lind one e~ rt pornt. The dUf)' 
IrCale task " P"nt C rs Larg. 
est Is reQu"ed to ensure 
the InICg"ly ot the logIC 
struc tures Tne one en try 
porn t·one eXIt po,nt rulo 
snould never I)C vlolate<l. 
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Impl e m e nting 
neste d if-then-e lse 

s tru c ture s 

Figure 5-8 The cOCirng to 
implement iI neSletllHnen· 
elso SllIlcture snoulo 101· 
low cerWin convenlions so 
lIlal it rs e/lsy to road I1l1d 
underBl3nd n lo conven· 
lions Shown 'n HilS exam· 
pie srloul(l alwaY$ bo used 
wilen wri ting It statements 
to Irnplement neStell iI. 
then·else structures. 

tn Figure 5-7 , each if-then-else st ructure has a single cntry point and a single 
exit poin!. The st atement which prints " C is la rgesl" is fOllnd twice. This is 
necessary 10 preserve the proper Structure o f the program and present s no 
problems either logica lly or when the structure is implemcnted in BASIC code. 

It is vcry impon alll t hat programs be develol)cd using proper cont rol 
struct urcs wh ich exactly follow the rules for thc structure. If th is does nOI hap­
pen, programs very q uick ly become di fri cli it to read, underst:l nd, and lISC. 
T here is no e:.;cuse for viola ting these programm ing rules. 

The nested if-t hen-else st ructure is implem en ted using the BASIC if statement. 
T he if stat ement format is exact ly the same as shown in Chapter 4. There a re, 
however, several coding conventions which arc used with nested if-t hen-else 
strucltl rC's tll;1\ shou ld be followed in order to ar.:h ieve max illlullllegibilit y. T he 
coding in Figure 5-8 ill ustra tes th ese w tl vcntio tl s by ex pressing the logic 
shown in Figure 5-7. 

390 
400 
41 0 
420 
430 
440 
4:50 
400 
4 70 
480 
4 90 
:500 
51 0 
'20 
"'0 
540 

I F A > 8 THEN 470 
IF C > 8 THEN 440 

PRINT M8 I S LARGES T h 
GOTO 540 

PR INT "C IS LARGEST" 
GOTO 540 

I F A > C THEN 51 0 
P R INT "C I S LARGES T" 
GOTO 540 

PRI NT "A I S LARGEST" 
GOTO 540 

PR I NT "LARGEST HAS 8EEN DETERMI NED" 

REM 

REM 

REM 

REM 

T he if swtcment on line 390 corresponds to the first dedsion symbol in 
Figure 5-7. Ir A is greater than B, then r.:o ntrol is tru nsferred 10 the statement 
onl ine 470. If A is not grea ter than n, then contra) passes 10 the st:ltement Oil 
line 400. In both cases, note that the statement on line 400 <lnuthe stat emclH 
on line 470 arc indented IWO spaces. This is because they ,Irc to be exeeuted 
only after Ihe if statement on line 390 is execll ted. 

T he SWtClllelils o n lines 410 - 450 arc indent ed IWO r.:ol umns from the if 
stat elllClit a ll line 400 because these stat ements will bc executed on l ~' after the 
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if Slatemelll on line 400 is execut ed. Similarly, the stat ements on lines 480 - 520 
arc indented two vertical columns from the if statement a ll line 470 because 
the), will be executed only after the if stateJllent on line 470. As in Chapter 4. 
blank lines arc placed after each segJllcTll o f processing which is accomplished 
as a result of a condit ion being true or nOI true. 

The exit poi nt o f the first if-t hcll-else structure (i mplemented by the if 
statement on li ne 390) is at li ne 540; that is. the sta tement on li ne 540 will be 
executed regard lc)s of the results of conditions tested within the if-then·el se 
struclUre . As can be seen from the Oowchan in Figure 5-7.lhe nested if-then­
else structu res pa ss cont rol 10 the same point of ex i!. Therefore. in the coding 
on lines 420. 450. 490. and 520, the stalemelH GOTO 540 is used to tran sfer 
cOlltrol to this common exit poi nt. 

In many :Ipplications, ex it frOIll the struct ure can be accomplished as 
sho wn in Figure 5- 8. Some applications. however. req uire sli gllll y different 
logic , and th erefo re. slightl y different coding. Such an appl icatio n is 
illustrat ed in Figu re 5- 9. 

In Figure 5-9. the statement which prints the di scount and net price a ft er 
the discount ha~ been calculated will be execut ed regardless of Ihe size of the 
discoullt. Therefore. it is the exit point of the nested if-theEl ·else structure. 

Filiure 5·9 In !hrs example. 
It a sul l Is on sale. !he proce 
Is chocked 10 determine 
Iho discount. If 1M price is 
greal llr IIlan 300,00. lIle dis· 
counl is 35% . Otherwise, 
til e discount is 30 '/0. 
Regardless 01 tile discount. 
IIher II Is calculated thl! 
dISCOunt and net pflce lire 
prrnted. Tl1rs logrc is Sl<glll· 
Iy dillerenl t.om lIIal used 
in prevIous examples. 
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FigUHll>- IO TM COOIng hC,e 
Implcmcnts the logIC Ifl FIg· 
ure S-9 The iJldeJl1atlon 
an(l coulflg convcmlons 
used IJl It"S examplO 
5110ul(l be usca wIth all 
ne5U!d il ·!Ilcn·clsc SI!UC' 
lUres COdO(l Ifl 1M BASIC 
langllage. 

When th is nested if-then-else Structure is implemented in code. controllll tlst be 
passed 10 Ihe pri m sta tement after Ihe discount has been calculatcd. Thc 
coding to do this is shown below. 

720 
730 
740 
750 
760 
770 
7BO 
7'0 
BOO 
Bl0 
820 
B30 
B40 
BOO 

IF S$ = "S· THEN 760 
PRINT P 
GOTD 860 

IF P > 300. 00 THEN 
LETD - P 
GOTO 930 

LET D ... Pi 
GOTO 830 

PRINT Df P 
GOTO 860 

• • 30 

•• 35 

- 0 

8bP f;>RINT "QI5CPIJNT 

REM 
BOO 

REM 

REM 

REM 

If the suit is on sale (t hat is. the va lue in SS is equal to S). control is passed 
to the statement on line 760. There, Ihe price of the suit (Pl is compared 10 
300.00. If the price is greater tha n 300.00. cotHrol is passed to linc 800; other­
wise. the d iscou tH is ca lcul a ted on line 770. Regardless o f whether the d iseOll1\l 
is calculated on li nc 770 or li nc 800, control is passcd to the print statcmcnt on 
li ne 830, where the d iscoll nt and the net price ( I) - D) arc printed. Notc Ihat the 
print statement on line 830 will be executed regardlcss of the si ze of the dis­
COUJH. Thereforc. this statemelll bcgins in thc saBle vert ical col umn as the if 
SHlIement o n linc 760 becausc it is not dependent upon the if statement o n linc 
760. After the pri nt statement is executed . the gOlO statement onl ine 840 p.ll;ses 
cont rol to linc 860, which is the single exit point for the if statcment on linc 720. 

It is important to be able to recognize the v<lrious form s of ncsted if-then­
elsc structures which call occur ;lIld be able to implemcnt them in BAS IC code. 

Anot her fO flll which ca n occur is wh en one or morc stutelllent s must be 
c:.;ccut ed before the nested if-then-else struct ure is coded . Th e fl ow(,:har\ and 
accom pa nying code in Figure 5- 11 illustrate a form where a StatCmelH must be 
C.xccu ted prior to thc second co ndition' s bei ng testcd. In th is case, if the Stu­
dcnt is a graduate student . the constant G RADUAT E is pri n ted. T hen . a test is 
made to dctcr mine if the st udent is a Masters or Ph. D. candida te. This is 01 150 

print ed a ll th e report . Note that the const:tnt G RA DUAT E is pri nt ed all one 
linc , a nd the words MASTERS o r PH . D. arc pri nt ed on the next line. 

In the examplc, the pri n t statcmcnt on line 690 will be executed when the 
student is a g raduate student. The neslt.'d if-then-else structure to determine 

masters or Ph.d. is then execut ed . 



IF 
PRINT "UNDERGRADUATE" 
GOTD 710 

PRINT "GRADUATE" 
IF S. _ MP" THEN 740 

PRINT "HASTERS" 
GOTO 770 

PRINT "PH. D. " 
BOTO 770 

In addition to bcinlt able to design <Inc! code a nested if-theil-else Mrm'Wrc, a 
programmer IIIU ~ [ be abk 10 rccogni7c when onc is required. Two general ru1c~ 

specify \\hell :Illc~[cd if-t hen-else ~(ruc[urc is required. 

RUL E I: I f a given coudilion IIlUSt be tested only when a previous condi­
tion ha~ been tested, AND alternative actions are required for 
om' or 1\101'1.' o f the r.:ondi[ ions. then a nested if'lhcn-d~c 

'iHU(1l!TC i .. requi red. 

Rule I is ilhmralcd by an example to calculate the camping fees (Figure 
5-12. next page). [n Ihis example. the \cs\ for days bei ng grealer than 7 is done 
only aflcr it is determined Ihal the camper is a resident. Therefore. the fi rs! 
part of the ru le h satbfied. Altern;l\ive actions arc required for both condi­
lions te"ted. That b , if the l'ampcr is a resideill . one SCt of actions is taken: if 

MORE ON COM PARING 

Flgu,e 5_ 11 ThO nosled it 
stalemenl need 110t be !l1O 

1"51 StalOmonl execuUXI 
aile, the I.,St con(hilon 15 
teSled He,e. lI1e wo,O 
GRAOUA TE 15 pllnted P"OI 
to ItJO exccuhon 0 1 the neSI· 
CIIlt IIHllemeni II !I,e held 
Idenlo',Od by Itle vaflaDle 
name TS COntil.ns the value 
G. InO student 15 a graduate 
studOnt If meSS f elo con· 
la,ns lI1e value P. me SIU, 
dent 15 a Ptl 0 candIdate 

The need for a 
nes ted if· then· 
else s truc ture 
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Figure S_ 12 In lhis e~am· 
pic, Ihe los110r Ihe number 
01 days occu.s only aiter;1 
Is dele.mlned a camper Is 
a resldenl In Iddlllon. 
bOlh le"s nllve al1ornallvo 
operallons. Tnerolole, a 
nesle<lIHnofWIlso structure 
Is requ ired 

Figure S- 13 11 Iho Sludonl 
;s a glll (lulllo, lho word 
GRADUATE iS Pl lIl IOd prior 
10 delOlmlnlng II lhe slu· 
oenl .s a PIl ,D, 5ludene. 
Thus, one Slalemonl muSI 
I>C e~ecu l ed bolOlo lho sec· 
ond II·lhon·oI50 sl'UClUre, 
sal is lying rule 2 

the camper is a no n-resident, another sct of action s is tak en. Similarly, if thc 
days :11't: greater tl1<111 7, OIlC SCI of act io ns is take n; while ir th e days ;Ire no\ 
g reater Iha ll 7, another SCt of ill, ti ons is wk cn. T hercrorc , Ihis logic problem 
requires the usc of a nested if-t hen -else stf'll C\lU'C. 

RULE 2: If a given condition Jliu st be tested only when a previous condi­
tion has been tcsted, ANt) one or more stat ement s are to be 
executed before or aft er the second if-thell -che structure, then a 
1lC'!)lcd if-then-el se structurc is required. 
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i\'la<; ters or Ph.D. takes place only after it has been determined that the st udent 
is a graduate student. Therefore. the first pan of rule 2 is satisfied. The word 
GRA DUATE is to be primed on the repon before the second if·then·else 
structure, sati sfying the seco ud pan of the rule. Thus. a nested if-then·else 
struct ure is required. 

These rules shou ld be wel l underslOod so that they can be applied 10 

problems specified in program spccifk(ltions. 

Logical operators are used to combine conditions in all if Si alelllenl. Th e 
logical operators which arc available in BASIC inelude AND and OR. 

The word AND is used 10 mean bOlh when two or Illorc conditions arc 
specified in an if stalement (Fi gure 5- 14). 

In the example above. the va lue in F$ is com pared 10 R. and the value in 
1\3 is com pared 10 3.0. If HOTH the condit ions arc true. then the el1l ir(' ir 
statcment is considered tTue, and conlrol is passed to the st at ement on line 970. 
If. however. the va lu e in FS i .~ IIOt equal to R or the value in 1\3 is nOl grc,l1cr 
than 3.0, 1hen control will pn ss 10 Ihe statement foll owin g lhe if stalement. 
Thus. it mu st be remembered that when Ihe word AND is used to join cOllcli­
tions in an if statemellt . a ll conditions specified IIlUSt be true in order for the 
l>I atCrllent on the line num ber following Ihe word THEN to be given control. 

The or logical operalor is used 10 indicate thai if EITHER or BOT H con· 
dilions are true, then the if statement is considered true. The use of Ihe or 
logit.-I operator is illustratcd in Figure 5- 15. 

In the exam ple. Ihe word OR is u!)ed to separate the condition" t{'!)ted in 
Ih{' if statement. Therefor(' , if ci lher AS contains the word END or the fidd 
idell1ilied by the variabJc nallle B contains 99, Ihen control will be passed to 
the statement on linc 860. Olherwise, the StaIC1I1('tH fo llowing til(' if State1l1cnt 
o n lillc 650 will be execuled. Agai n. when the word O R is used to combine 
conditi oll!), il ll1e:ms either cond it ion or both conditions. 

Logica l operators 

Figure $- 14 The word AN O 
mCIlnS bom whCIl used 10 
ccmblne logical Operal OIS. 
Hele. bo ln lhe helel FS 
mUSI cOll1ain Inc value R 
alld the value in A3 must 
be greater than 3.0 '01 the 
It slalemell1 to be consld· 
oreOlluo 

FlguI,S- 15 The worO OR 
means elmor or bom 10 all 
II Slil lClncnt. III thi S exam· 
pic. i l AS conialns Ihe word 
END. Ihe it SlatePllCml i s 
c0!1s10ored [puc. Also. " 
Ille HclO B COlltilms tile 
Wllue 99. Iho It Sta lomOIl1 
Is conSldeletl true. 
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Figure S-16 Whon tho oper· 
ntors AND ard OR are com· 
blned. nHI conditions com· 
blned by the AND operator 
are evaluated prior to those 
combine<! by the OR logical 
operator. 

Flgur. 5- 11 This table eon· 
ta lnlng the evatuatlon 01 
the II Stalemen! In Figure 
5-t6 Should De rev iewed 
carohlt ly so thai the OR and 
AN O logical operators are 
thOfoughly understood. 

Figure 5-16 The cOOCIitions 
specIf ied within the paren. 
Ihcses are ovaluated prior 
to Ihose conditions ou tsldO 
Iho paron tlleses. 

The logical operators AND and OR can be combined into a single if 
Stalement (Figure 5- 16). 

When logical o perators are combined within an if statement, they are 
evaluated according to a predefined priority. The conditio ns combined by the 
AND logical operator are eval uated first, and then those combined by the OR 
logical operator are evaluated. Therefore, in Figure 5-16, the if statement will 
be evaluated as follows: 

C OR D AND R$ Result 

9 65 INV True 
8 76 INV True 
9 76 INV True 
7 62 INV False 
9 76 ACC True 
9 81 ACC True 
7 76 ACC False 

The AND portion of the if statement is evaluated first. Then it is com­
bined with the OR portion to determine if the condition tested is true. In the 
first example, since C contains 9, one portion of the OR condition is true, and 
therdore. the entire condition is true. In the second example, D contains 76 
and RS contains INV, so the AND condition is true, making the entire condi­
lion true . In the third example, both sides of the OR condition arc true, so the 
entire condition is true. 

In the fourth example, neither C, nor D and R$ satisfy one of the OR con­
diti ons. Therefore, even though R$ contains INV, the entire condition is not 
tfue. The same evaluat ions can be applied to the remaining examples. 

The predefined priority for evaluating combined if statements can be 
altered through the usc of parentheses. Those conditions specified within 
parentheses will be eva luated fir st, fo llowed by those outside the parentheses. 
Thus, the if statement in Figure 5- 16 could be written in the fo llowing manner. 
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In Figure 5- 18, the condition wi thin the parentheses will be evaluated 
first, followed by the condition outside the parentheses. Therefore, in order 
for the if SlalemelH to be true, RS will have 10 contain the value INV. If it docs 
not, the AND portion of the condition will nevcr be satisfied. From Figure 
5-17, the fi rst example is true because RS contai ns lNV and C comains9. The 
second example is true because D contains 76 and R$ contains INV. The third 
example is true because all cond itions tested for arc true. 

The fourth example is fa lse because C does not contain 9 nor docs D 
contain 76. In the fifth example, the entire cond ition is fal se because R$ docs 
not contain INY. The sixth and seventh examples are fal se for the same 
reason. Whenever a condition is combined using the AND logical operator, 
each side of the AND muSt be true for the entire condit ion to be true. 

As can be seen, the meaning of the combined conditions can change based 
upon the parentheses. It is recommended that parelHheses always be lIsed even 
wh en the predefined priori ty would yield the correct result. In th is manner, 
there will be no confusion regarding the processing to take place. 

The not logical operator may be encouillered in some programs. The use of the 
not logical operator is shown in Figure 5- 19. 

In the example above, the conditions specified within the parentheses are 
eval uated. When the conditions within the parentheses arc true, the if state­
ment is considered fa lse. When. on the other hand, the condit ions with in the 
parentheses arc fa lse, the if statement is considered true. Therefore, when the 
va luc in A is cqual to the value in B and the value in C is less than 7, the if 
statement will be considered fal se and the statement following statemenl 450 
will be given control. When the value in A is not equal to the va lu e in B or the 
value in C is equal to or greater than 7, then the if statement will be considered 
true, and {he statement on line 580 will be given cont rol. 

Research has shown that human beings have difficult y evaluating "not" 
logic. Therefore, unless it is absolutely mandatory, it is suggested {hat the not 
logical operator be avoided when designing programs. 

When an if slatement contai nin g a relational operator is executed, the internal 
circuitry of the computer system wil l compare the two values. The result of the 
comparison is eit her that the condi tion tested is true, or the condition tested is 

Not logica l 
operator 

Figure 5-19 The NOT logl· 
cal operator Is difficult for 
people to evaluato. 1\ should 
normally be avolae<l . 

Evaluation of 
if sta tements 
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Figure S·20 When a condr· 
Iron rs evalualCd. Ihe CPU 
relums Ihe valuo · l rl Ihe 
condilron rs true and l t1e 
value 0 .5 the condition '15 
latse 

Fifilure 5· 21 11 the value In 
C is lero. the SI(l1CmOni 101. 
lowing line 790 Is OXl,l(:utOO 
If Ihe value in C Is nOI loro. 
the Sla temeni on hne 900 
is given con trOl . 

DEBUGGING THE 
IF STATEMENT 

5.14 

fal sc. Whcn thc condi tion tested is true. th e intcrn al circuit ry returns the val ue 
- I . When the condition is fa lse . the internal circuitry returns the "'lllleO. Th e if 
stlllcmelll thcn checks the value returned. When the valuc is not zero. the con· 
di lion is considered true. When the villuc returned is zero. the condition is 
deemed fal se by the if statement. Th is is iIlustr<tl ed in Figure 5-20. 

When the if Slat clll ent cvalu:ues Ihe condition sped fied. an y nO IH:el'O 
va lue is considered truc. and an y zero value is considered fal se. Therefore. an 
if st:H emelH could be encountered in a program which merely has a variable 
name specifi ed ra ther than a relational operator (Figure 5-21). 

In the exam ple abo\'c. when the value in C is zero. the if statcmelll con­
sidcrs the condit ion testcd false. and the stat ement follow ing the if stat elllen t 
will be execu ted . When Ihe value in C is IIOt zero. the if slateIlH.'nt is considered 
true. illld cont rol wi ll be passed to the statement all li ne 9CX>. 

Although this form of the if slatelllelll is not widely used , there are OCCiI­
SiOllS when programs will use it . The BASIC program mer should be aware of 

this use of th e if Statl'menL 

Whell writing programs containing if stat ement s . some logic<ll problems can 
becomc quit c comple ..... When this is the case, it can be IIseflllt o Irace exactly 
what processin g is taking place in the program to ensure that the corrcct logic 
is bein g impl ement ed. [n addition. if <I progr:ml is found 10 COlltai n an error. 
trac ing the ex act steps which OCCIII' lllay aid in find ing the error. T he foll owi ng 
sections will ex amine tools that arc ava il,lb1c with most imp1cm en tations or 
BASIC which allow the programmer to fo ll ow c.xaclly what is occurring in lhe 

progmlll . 
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One very helpful aid when debugging a program is the abili ty to trace exactly 
which lines in a program have been executed. This proee:,s can be implemented 
through several differell t mea ns, depending upon the BAS IC interpreter bei ng 
u~ed. 1\ com mon mcans is the TRON (TRacc O N) il1 ~ t l'uctioJl (Figure 5- 22). 

In Ihe exa mple above. the TR ON instru ctio n is specified on line 430 . Th is 
in structio n turns 011 the lIl eclwni slll wi thin the BI\SIC interprcter which will 
print the line num ber of ellch instruct io n that is cxecuted . Th is action will 
continue unt il the TRO FF (TRace O FF) instruct ion is encoun tered. 

The Output generated when C is greater than o r equal to 23 is shown on 
the left. The number within the square bracket s (440) is the first li ne number 
executed after thc trace mcchanism is turned on by the tron instruction. The 
second lIum ber withi n brackets (450) is the ncx t instrllction e.xccuted. I\ s a 
result of the execution of the pr im sta te111ell( on line 450, the message COUNT 
IS OV ER i\H NIMUi\,l is printed and the report is spaced one line. Th e next 
in struction execut ed is on line 460 , followed by the inst ruct ion on line 510. The 
troff in struct ion on lin e 5 10 will \Urn the trace mechanism off. 

The om put generated when Ihe value in C is less than 23 is similar except 
tha t, tiS would be ex pected, di rrcrent sta tements are e.xecutcd. T he troll sta te· 
ment aud the tro ff sta tement ean be placed anywhere in the program where 
they might be helpfu l. Once the trace mechanism is turned on, it will remain on 
un til it is turned off by the troff instruct ion. It should be noted Ihat these 
instructions arc placed in lhe progr.ulI du rin g tcsti ng and debugging, but they 
are norm all y removed fr0 1l1 the program once Ihe program is worki ng properly. 

MORE ON COMPARING 

Tracing program 
steps 

Figule 5- 22 The TRON j". 

SIIuClio" hlms on tho BASIC 
!HICO moctlllfl ls",. It ptinlS 
oach line numbel whIch 15 
e~eCt,lted In the plogfam. 
The TROFF ,,,stluc;tion halts 
the pu ntIng Or the hne 
numbers. 
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Stop and cont 
instruc ti ons 

7 .0 
770 
780 

5.16 

Another helpfu l debugging aid available wilh most UA51C illl crpreicrs is the 

abil il Y 10 Stop the progralll, cxamine the val ucs in riclds withi n the program, 
and then co ntinue the ('xecutiOJl of Ihe program. Thi s can be accomplished 

thro ugh Ihe lise of the StOP and coni (eolllinlll.:) instruct ions togethcr wilh the 
print Sla tement. 

T he SlOp StalemCJll is spcci ricd in the program al a poilll wherc it is 
dcsircd to temporarily hall the execil lion. Genera lly. it wi ll bc placed in the 
program whcn il is important to e.-,::ulIine a value in a ficld. For cxample. if a 
c:tlcul:lIion were performed based upon a ecn ain condi tion, it lIlay be desirable 
10 examine thc resull of the calculmion. Thi s is iltuslr:ncd in Figure 5-23. 

790 L ET A '"' (01 , C l ) + « (0 - 0 1) • C2) 
795 STOP 
800 GOTO 820 
8 ' 0 
820 : F2 + A 

Fl_ ; NS , R_ . D. A 

NAME RES I DENCY DAYS FEES 

J ACK HENRY RESIDENT "3 23. B5 
BREAK IN 79'5 +-- Prrnted when STOP executed 

OK 
PR1NT A +-- EnlOrod by programmer 

b l. b .... Resul1 of prinl Slatement 

OK 
CONT .-EnU)fed by programmer 

DON JAI1ES .. RESI DENT 
BILL DONALD NON- RES IDENT 
RALPH ADAM UNKNOIrl'II 
MURRAY FRANK RES IDENT 

8 
9 

7 

b l.bO 
89 . ~3 

Figure 5-"23 Tne STOP Instruc tion "N.n hall 1M proo'am ,11 Inc Imc .,."Ilc.e Ille IOSlruclloo 15 cncouOlf.llell Toe CONT rnstlUC\lon. 
eote.ed Dr IIlC 000,,110'. WIll resume mc p.og.am:1I Ine STatement wlllCIl tOIlOWS Ille SlOP InSlrUCtlon tile 5' 1.10 InstruCtlon.s 001 
rndenlCd so "',11 II Will be easy 10 SPOI ",nen II ",1,151 be removed hOlll Ino I).og.am 
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When the Sto p statement is encountered all line 795. the program execu­
tio n will stop and the message BREAK IN 795 is printed . When the program is 
stopped. the val ues in the lields in the program can be examined using the print 
statement. The print stat ement is wri tt en without a line number (see example in 
Fi gure 5- 23) . When it is wrill en wi thout a line Ilumber. it is e.>;ecUied 

immediately. Therefore. the line following the statement PR INT A co nt ain s 
the value of A when the program was stopped. As can be seen . the value in A 
when the program was stopped was 61 .6. 

When a BASIC stat ement is wrillen wit hout a line number. it will be 
exccut ed im mediately. T his mode is variously ca lled the di rect mode. the com­
mand mode . the immediate-execu tion mode, and other terms by different 
computer manufactu rers. Most BASIC statement s which do nO! require the 
use o f a li ne number can be writt en in thi s mode. Swt emelll s wh ich do require 
a line number, such as the golO Stat elllent, cannot be written in this mode. This 

mode is also referred to as the calculator mode because " culculution can be 
per fo rmed and the resul ts di splayed immediatel y. For example, the statelllell! 
PRI NT (456/ 43) . 91 + 319 can be entered, and the result (1284.023) will be 
pril1led immediately. 

After the value of A has been printed, the remainder o f the progra m 
shou ld be execll ted. The CONT (cont inue) statement is u),ed. This slU tement is 
not placed in the program. Rather. it is entered fro m the keyboard by the COIll­
puter operator. When it is entered . the execution or the program is resullled a t 
the poim it was stopped by the stop st3!ement. In Figure 5- 23, the first state­
ment e.>;ecutcd when the program is resumed will be line 800. The executio n of 
the program will conti nue until anotlt ~'r stop st:lt elllellt is encountered or the 
end of [he program is rem:hed. Not e in Figure 5-23 that th e Stop SIUternell\ on 
li ne 795 is executed only one ti me because the program is hailed o nl y o lle time. 
Therefore, the condition which led to the execution of line 795 occurred on ly 
once. 

Computer system s store IlUmbers in whkh a deci mal llOin t appears (a real 
number) in a fOfm called floati ng poi nt. This method of representing numbers 
docs not always produce the exact value of the nu mber. For exa mple, the 
number 7.98 cou ld be stored as 7.9799999. Th e flouting point form o f 
representing numbers illl ernally in main computer slOrage C'III sometimes leud 
to results when cOlll pOlri ng numbers that would not be expected. For example. 
in the code in Figure 5-24 o n I)age 5. 18. the value in the fi eld identified by the 
variable naille A is 1I0t eq ual to the value in the field identified by the variable 
name B. 

When the calculation on line 360 takes pl ace, the answer stored ill thc field 
ideil lified by the variabl e name A is 7.9799999. WhcJlthi s Jlumber is compared 
to the valuc 7.98 stored in the field named B. these numbers arc not equal. 

Comparing 
numeric fIelds 
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Figure 5-24 OecOI,lSO 01 the 
way rcal numbers n,e SIOIoo 
Intornal ly In '"11ln computer 
Storage. the val l,e ,n A is 
1101 oouallo 1Il0 value ,II B 

Figure 5-25 TlIO ADS (abso­
lute) lUIlClion ,5 used to 
ohW,n thc abSoluto value 
01 1110 lIumbors bcrrlg com· 
pal(!d TrIlS dollerollce rS 
!Mell comparCtll0 a relahve 
orror amounl to dctormlllC 
,1 tho d,l1erellce Is because 
01 the numenc reprcscnla · 
t,on or hCc<lu$e!Me numbers 
a,e aCtually not eQual 

Program 

Agai n, Ih is is due 10 Ihe manner in which l1u mbers which eomain dig i 1.~ 10 Ihe 
righl of Ihe oetimal poi nt arc slored ill lern;Il ly in 111";11 compu ter storage. 

When wriling programs which comp;trt' real numbers (11\1l1lber~ with 
digi ts 10 the righl of thl' decimal point), Ihe programm cr should be :1\1 are that 
ahhough numerica ll y Ihe value should be eq ual 10 anot her Il umber, il may not 
be when il is compared . This problem call be overcomc, if required in the 
application. by wriling an if statement which lests against a rangc o f 1':llucs. An 
if Slatcmeilt 10 compare Ihe value in A to the vallie in 13 is shown in Figure 5-25. 

Program 

THEN 42. --
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In the example in Figure 5- 25, the if sta{emelll on line 380 is used to test if 
the value in A is very close to the value in B. If so, the d ifference between them 
is .Htributed to the represcll t;It ion of the numbers, and they arc considered 

eq ual. 
Th is test is conducted us fo llows: I) The value in the B t1eld is subtracted 

from the value in the A field: 2) The abso lut e value of th is result, which is the 
V"llle o f the number dis regarding the sign. is obtained through the IISC of th c 
A ilS (ABSolute) function; 3) The ABS fun ct ion returns the ubsolute va lue of 
the num ber or ari th metic expression which is contained wit hin the parentheses 
immed iately following the lell ers A US. The absol ute value o f a number is 
a lways positive. The absolute value is requi red because it is not known whet her 
the difference bctween A and 13 will be posit ive or negative, and a positive 
number is needed for the COIll I)arison. 

Wh en the co mparison is made, the if statement dctermines if the dif­
fe ren ce bctween the two numbers being compa red is less than a relative error 
amount. I f it is. then the numbers are considered eq ual. In the exam ple in 
Figure 5-25, th is '1I110UIl! is .OOOCII. If the difference between the two numbers 
is less than .0000 1. then the numbers in this application arc considered equal. 

The rela tive error amollnt which is speci fi ed in this comparison com vary 
depend in g upon the application .md the number of po~ i tions to the right of the 
deci mal place in the numbers being com parcd. When dollars and ceills arc 
being compared, it has been fo und that .00001 is a good number to use. 

The programmer woule! normally write the code ill the program as shown 
in Figure 5-25. Whellth (' program is listed , however, il will lik cly appear in a 
di fferent format beC;HJ S(' of the very problem being discussed: tha t is, the 
numbers arc not represented c,".; OIctly. The lischlg o f the (ode shown in Figure 
5-25 is illustrated in Figure 5- 26. 

The two sta tements which appear differelll from when coded arc on li nes 
360 OInd 380. On line 360, instead of the va lue 7.00, the interpretcr pri nts 7!. 
The exclamat ion poi nt fo llowi ng the number specifics thaI the num ber is a real 
number stored as a single precision num ber. A single precision number 
con ta ins seven or fewer digit s. T he constant ,98 has beetl ( hanged to .9799999, 

Ftg,,"e 5-26 Numbers can 
I)e reoresenle<l as appro.r. 
matrons and also on me 
screnlWc nOlatron. 
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Figura S-21 When sclenlll< c 
nOlal<on <9 used. til (l valU(l 
lo llowmg E Is IhO exponenl 
m the base 10 to which lIIe 
number must be raised. 

Integer 
comparisons 

Summary 01 
it statement 

debugging 

which is the approximation of .98 obtained when the number is slOred as a 
no.lt ing poim lI umber interna lly in llI.tin computer storage. It is beca use o f 
these aPl)roxim:n ions tha t this special tech niq ue must be used when compari ng 

real numbers. 
The if statemelll on li ne )80 illustrates another method which is used by 

the BASIC interpreter to print Il umbers. It is called scien ti fic notlll ioll . When 
it is used. a number wi th one position to the left of the decimal point is printed 
together wit h an exponent value wh ich indicates the \':l lue 10 the base 10 to 
wh ich the number is m ised. T he table in Figure 5- 27 illustrates the usc of the 

cxponent in scientific nota tion. 

ACTUAL NUMBER ElIPONENT SCIENTIFIC NOTATION 

100.00 1 x 10' 1.0E+ 2 
1000000.00 11 x 10' 1.0E + 6 

.01 ~ x 10.2 1.0E-2 

.000001 ~ X. 10" 1.0E-6 

Notc from Figure 5-27 that the value fo llowing the leit er E in thc scien · 

tific notation correspo nds to the power of tell to which the number mliSI bc 
m ised . Dependi ng upon thc cha racteristics of the BASIC interpreter. scienti fi c 

notation will be used to prim numbers greater than and less than a certain 
value. On mallY computer systems, a number of the sizc one million or grealer 
will be print cd using scientific notation. a nd a number equa l \0 or less than 
.0000 1 will be pri nted using scient ific notat ion. 

Inthc cxample in Figure 5- 25. the number coded W:lS .00001. The number 

printed by thc interpreter was 9.999999E-06. Th is is an example of both the 
approxi mation used for a num ber and scienti fic nowl1on. T he interpreter 
approximated .00001 with the value .000009999999. In addition, the number 

was pri nt ed in scienti fic nowl ion. 

T he previous examples of compa ring numeric v.liucs has applied to real 

numbers; Iha t is, numbers with a valuc to the right of the deci mal point. The 
dirficult ies preselll cd do nOl apply 10 int egers, or whole num bers . When 
integers, which contain no dig it s to the right o f the decimal point. arc com­
pared, the exact values of Ihe numbers will be used. and the approximations as 

illu strated in Figure 5- 26 arc not required. 

The previous examples have indic:llcd some of the areas where the usc of the if 
statement may calise diffic ulties and some of the tool s which call be used \0 

discover errors . It should be remembered . however, th.1I elTor.~ ill a progralll 
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shou ld be extremely rare. If the program is designed and coded properl y. with 
a knowledge of how the comparing process work s, the need for debugging aids 

should seldom occur. 

The sample program in this chapler uses a nested if-then-else Structure 10 
produce a stalc park camping repon. The input to the program and the out I'll! 
produced frOlllthe program arc illustrated below. 

JACK HENRY 
~ON JAMES 
BILL DONALD 

DESERT STATE PARK 

NAME RESIDENCY 

JACK HENRY RESIDENT 
DON JAMES RESIDENT 
BILL DONALD NON-RES IDENT 
RALPH ADAM UNKNOWN 
MURRAY FRANK RESIDENT 

TOTAL 
TOTAL "230 . 65 

""YS FEES 

3 23 . 83 
a 6 1 . bO 

• 89 . 35 

7 5S . 6S 

It will be recalled that thecamping fees arc calculat ed as fol lows: I) If tile 
cam per is a State residen t. the COSt is 7.95 per day for th e fir st seven days and 
5.95 per day for all days a fter 7; 2) If the camper is not a state residcllI. the 
coS( is 9.95 for ull days: J) If tlie residency code in the input record is not eqllal 
to N or R, thellt he message UNKNOWN is print ed in the residency ("olumn on 
the report. 

The first step in the program design is \ 0 designate the w )oks whi ch must be 

SAMPLE 
PROGRAM 

Figule S·28 Flom the Inpul 
!lilla. the campmg Icc leporl 
IS pIQ{Juced by lhe sample 
plog ram 

Program design 
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accom plished wi lhin the program. These tasks are specified below. 

Program T .. 1lI 

I ~i1>Pu'-. 
2 C'aiculate campiD. r .... 
3 ~ate final 'O\IIJ. 
4. lilIA. VD ... D tho CRT ......... 
S. llitiilltie Rnal.orab. 

As noted in previous chapters, it is import ant 10 define those tasks which 
muSt be accomplished in Ihe progra m in order 10 produce the req uired OUtPUt 
from the given input. 

Once the program wsks have been defined, the 10Sic to accompl ish the task s is 
designed usins Ihe nowchart (Figure 5-29). The nowchan ind icates that nested 
if-thcn-elsc Struct ures arc used to prepare the li ne printed 011 the screell . T he 
flo wch art should be reviewed and understood prior to e.'<amining the code ill 
the program. 

Flowc ha rt 

The code in the s;unple progr:lm begins with the docuillentation of the Progra m code 
program (Figure 5- 30) . F"9Jft! s-:m Progr<m remarkS 

100 
110 
120 
13 0 
140 
150 
160 
170 
180 
190 
200 
2 10 
220 
2 3 0 
2 40 
200 
260 
270 
280 
2 '0 
300 
310 
320 
330 
3 4 0 

REM CAt1PFEE DECEMBER 7 SHELLY /CASHMAN 
REN 

REM THI S PROGRAM PRODUCES A CAMP ING FEES REPORT FOR 
REM DESERT STATE PARK. THE FEES ARE BASED UPON 
REM RESIDENCV AND LENGTH OF STAY . F INAL TOTALS FOR 
REM THE NUMBER OF CAMPERS AND THE FEE AMOUNTS ARE PRINTED . 

REM VAR I ABLE NAMES : 
REM N • . • •• CAMPER NAME 
REM C' • ••• RES IDENCY CODE 
REM D ••••• DAyS CAMPING 
REM A •• _ • • FEE AMOUNT 
REM TI • ••• F INAL TOTAL - NUMBER OF CAMPERS 
REM T2 • . . . FINAL TOTAL - FEE AMOUNTS 
REM DI • . •• NUMBER OF DAYS FOR RATE CHANGE 
REM CI • • •• RATE FOR RES IDENTS UNT I L RATE CHANGE 
REM C2 . • .. RATE FOR RES IDENTS AFTER RATE CHANGE 
REM CJ .... RATE FOR NON-RES IDENTS PER DAY 
REM R • •. .. RES IDENT CONSTANT 
REM O • .. . . OUT OF STATE (NON- RES IDENT > CONSTANT 
REM U ••••• UNKNOWN RES I DENT CONSTANT 
REM F l • . •• DETAIL LINE PR I NT USI NG FORMAT 
REM F2 $ .. • TOTAL CAMPERS L I NE PR INT US ING FORMAT 
REM FJ' ••• TOTAL FEE AMOUNT LINE PR I NT US ING FORHAT 

REN 

REN 
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350 
360 
370 
380 
390 
400 
410 
420 
430 
440 
4 50 
460 
470 
480 
490 
500 
510 
520 
530 
540 
550 
560 
570 
580 

FIVE 

T he documentation, as in previous programs. indicates the functiO Il o f 
the program and also s pecifie~ the u~e of the variable Ilailles in the program. 
After the doellme ll tatiOIl. the da ta to be Jlroces~ed in the program and tlte 
initialilation of the \:tri:tbles il. coded (Figure 5- 31), 

REM ••••• DATA TO BE PROCESSED ••••• 

DATA "JACK HENRY", "R". 3-
DATA "DON JAMES". "R". 8 
DATA "BILL DONALD", "N". 9 
DATA "RALPH ADAM" , "F", b 
DATA "MURRAY FRANK". "R". 7 
DATA "END OF FILE" . " E " , 9 

REM ••••• INITIALIZATION OF VARIABLES ••••• 

LET 
LET 
LET 
LET 
LET 
LET 
LET 
LET 
LET 
LET 
LET 
LET 

01 = 7 
Cl '" 7 . 9:5 
C2 1M 5 . 95 
C3 21 9 . 95 
Tl lilt 0 
T2 .. 0 
RS. '" 
O. '" 
U. • 
Fl. ,.. 
F2t. II: 

"RESIDENT" 
"NON-RESIDENT" 

, , 
CAMPERS ... .. 

, 
F3. Cf 

"UNKNOWN" 
'" 
"TOTAL 
"TOTAL FEE AMOUNT ...... . .. .. 

•• 

REM 

REM 

REM 

REM 

Flgur05_31 The vilflablos 
(110 IHltl;}hllld WIUl thl) val· 

uos SIi)ICd III th e program 
~PCC I1ICIlIIO" S. II II Change 

01 trlO sO VII I lies 15 'I)qull c (l 
at 11111101 IIIlIl). the only pillce 

Ihoy wlil be chllllgC(l IS in 
tho v;}IIablo i'''ilahzahon 
1)0<100<> 01 IhO [)lOUra", 

The data 10 be IlTOCcssed conlaim Ihe name. the residency code. and the 
day.!> cam ping. The \:tr iablc fie lds arc illiti:,lii'ed al"Cording to the program 
specifica tions . TllII ~. Dl (t he num ber of days for a ra le change) is initi a li zed 10 
7. while the cam ping ra tes arc inili a li /l:(\ 10 7.95 (resi dent - fir sl seven days) , 
5.95 (resident - rate a fte r seven days), a nd 9.95 (non-resident Tal e). I I" the 
rales or time for a ra le change arc ever changed in . his program, Ihl' onl y pl:Ke in 
the program where changes will have 10 be made is in thc \'a riable initialilaliOIl 
area. No changes will have 10 be made to the processillg portion o f the program. 

The processing codi ng within lhe program. e.'<cept for fina l lOtal pri llli ng. 
is shown in Figure 5- 32. Thc he'ld i ng~ arc pr imed firs t, followed by the 
reading of the fir st input record (lin e 660). The name field (NS) is thell checked 
for the vallie END OF FILE to detennine if the trailer record has been read. If 
it has not been read. the next test. on line 690. is \0 determine if the input 
record is fo r a re"ideJ1t or the state. If it is. control i ~ pa ~sed to line 790: \\hi[(' if 
it i~ not, control pa~ses 10 line 700. 

AI line 700. a test is made to determine if the cam per is a non-resident 
camper (value N in CS). II shou ld be noted that thi s lest is made e\'en though 
the if stal('ment onli ne 690 determ ined th:t! the ca mper wa" nOt a resident . The 
reason is that when ehed.ing the \'a l lle ~ in input rields (\\hich is called editing 
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~90 REI1 ...... PROCESSING ..... 
600 
610 PRINT TABClU "DESERT S TATE PARK" 
620 PRINT' .... 
630 PRINT 00 NAtIE RESI DENCY ~YS FEES· 
640 PRINT 
.50 
660 READ Nt, c., D 
670 
6BO IF ... . "END OF FILE" THEN 940 
690 IF C. - " ROO TtEN 790 
700 IF C$ • "N°O THEN 740 
710 PRINT USING Fl_, MS, lito 
720 GOTD 900 
730 
740 LET A • D • C3 
7~0 LETT2 - T2+ A 
760 PRINT USING Fl_; N_. 0_, 0, A 
770 OOTO 900 
7BO 
790 IF D > Dl Tl£N 830 
800 LET A - D • Cl 
810 GOTO 860 
920 
830 LET A • COl • Cl ) + C CD-Dl) • C2) 
840 GOTO 860 

""" 860 LET T2 - T2 + A 
870 PRINT USIN6 FI_. N_, ~, D, A 
880 6OTO 900 

""" 900 LET Tl • Tl + 1 
910 READ N.. C_, D 
920 OOTO 680 

the input fields). the program mer must never assume Ihal if one val ue is 110t 
fou nd in the lield, anolher va lue wi ll be. Th us, Ihe facl Ihal the value R was 
1101 found ill the C$ field docs nOI mean Ihal Ihe va lue N will be found there. 
The lest all line 700 is made 10 ensure Ihal the nOli-resident code i ~ properly in 
Ihe input record. If it is, control is passed to line 740 where the Ilon-residelll 
cam pi ng fees arc calculated and pri nl ed. 

Ir. however . the val ue N is nOI found ill CS, then Ihe inpul record cOlllai ns 
an error. This is noted on the report by printing the word UNK NO WN in place 
of the residency (see Figure 5- 28 ). When ediling inpul record~ , il is i1ll po rtant 
that any error be recorded a ll the report. Since the residency i ~ nOI known, the 
camping fees ca nnot be calculated, so after Ihe li ne is print ed, conlrol is passed 
10 line 900, wherc the camper lotal COllnler is incremented by I and anOlher 
record is read. 

If Ihe I.:alllpcr is a residenl, a~ det ermined by the if slatcmelll 011 line 690. 
control b passed to statcmcnt 790. There, a test is made to delerm ine the 
nutllUer of days lhe residelll is camping. If lhe days c;\ln pi ng (D) is great er 

REM 

REM 

REM 

REM 

REM 

REM 

Figure 5-32 The codong on 
me proccssong PO.I,on 01 
Ihe proo,am unplernems 
the loou;: (leveIOpe(l on the 
tlo;!och8f1 In F'llure 5-29. 
NOte In till S DrO{l'am the 
mannOI on whiCh l1estell ,1-
, neo·else struc tures arc 
cotle(l These (00)119 con· 
ven tlOI1$ ShOUld tJe used 
101 all BASIC l)loo,arns. 
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tlwn the rat e ehllnge days (0 I). then the let statement on line 830 will ca lculate 
the ca mping fees. Otherwise. the StatenH.' rlt on line 800 calculates the fees. On 
line 860 , the ca mping fcc final total accumulat or is lIpdated by \\hatewr the 
c:ullping fees were (A), and thell the li ne i~ pri nted o n the repon . At line 900, 
Ihe camper total accum ula tor is incremen ted by I , nnd another record is rc .. d. 

This mnin loop wi ll comi nue until the trai ler record is read . At thm tim e, 
con trol is passed to the Slat emcnt :I I li ne 940 for Ihe printi ng o f the fin allolals 
(Figure 5-33 ). 

940 PRINT" .. 
9'.50 PRINT USING F2S. T1 
960 PRINT USING F3S. T2 
~no END 

Coding tips 

Aftcr a bl:lnk line is print ed , the print using st:UClllelm 0 11 lines 1)50 al1(l 
1)60 pri ll! the final total s. Th e program is thcn tcrminatl'd. 

The following tips shou ld be kepi in mi nd whell codi ng programs conta inin g if 
sta temen ts: 

I . When designing the progra m. great care must be t:lken to el1"ure that 
the proper val ues arc being compared and that the correct action will 
be taken when Ihe if statement is executed. A common error is that. 
for e:-':<l1I1ple. the condit ion greater than is [(:Sled for when aelually Ihe 
eondilion tested should ha vc bcen eq ual to o r great er than. 

2. When designing teSI daw for a program , al ways ha vc elma which will 
tC~t for "off by OIiC" errors. For e."ample. if a value in a record is 
tested to determine if i! is greater than 7, then test a record with a val ue 
7 in the field and a record with the value 8 in the field. In this manner. 
it is unlikely that an "off by o l1c" crror will occur. 

3. Always usc the spacing and indentation stand<lrds illll ~ tr:t1ed in the 
progr<lm 5 in this book for if st:l lerller1l s. It is vcry important thaI if 
stalement s be easily read and \Lncl cr.~ t oocl. 

4. Wh cn real numbers are to be compared in the program, remcmbcr the 
potc1lIial problem when att empting 10 delcrmine if t\\'o numbers arc 
equal. Always conside r usin g a leSt as showll in thi s chapt cr as o pposed 
to an e." aetly equ al lest. 
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The cod ing fo r the entire sample program is illust rat cd below and 011 the Sample program 
following pagc. 

D •••• • DAYB ~INB 
A ......... FEE AI'tDUNT' 
Tt ....... FIMAL TOTAL oW NLI'IBER OF CAlF:ER8 
12 ..... ,INAL. 1'OTM.. - FEE AI'tQQIT8 
Dt .... HUIGER IF l1li'111 f'tIR RM'E ~ 
Ct .... . RATE FOR RESJ1EMT8 lIf1'lL RATE DtAr&" 
cz. ••• RATE f'tIR _I_Ta APTER RATE ~ 
c:s ....... RAlE FOR NON RESIDENTs PER DAY 
........ R£8tDENT CONSTANT 
Ge •••• OUT OF STATE (frI.Wt laRENT) c:oerANr 
ue ............... RESI11INT a»eTANf 
Fl_ ••• .DETAtL LtllE PRINT WINS ARtAT 
Fa ..• TOTAL. CAlPalB LINE PRtNT US". Fl8lAT 
Fa •• ,. TOTAL FEE MD.Nr LINE PAINT USI .. FGRI'IAT 

••••• DATA TO IE PR(i('£S h"." 

INITIALIZATION OF VARIAIILES * ..... 
· 7 
• 7.98 
• lS.ft 
• 9 . 95 
·0 
- 0 
• 1tR£8IDEHT" 
• ·~IDEttt-.. Itt.N<'NOtlfll .. 

~\ \ \ \ II ....... 
• -TOTAL. CAl FW ... . 
• IlTOTAL FEE AHotWfr ............ "" 

Figure 5-34 Sampte program (Pan 1 of 2) 

""" 
""" 

""" 
""" 



S90 REtf ..... PROCESSING ..... 
600 
610 PRINT TABU)) " DESERT STATE PARK" 
620 PRINT" .. 
630 PRINT .. 
640 PRINT .. to 

6SO 

NAI1E 

660 READ .... ee, D 

RESIDENCY 

670 
680 
690 
700 
7.0 
720 
730 
740 

IF t8 • "END CF FILE" THEN '140 
IF C. • "RIO THEN 790 

IF C. - "HOI THEN 740 
PRINT UBIMB Fie .... , ..,. 
BOlO 900 

DAVS FEES"' 

-760 

LETA - D'C3 
LETT2 - T2+A 
PRINT .. INS Fl_. 
8Oro 900 

Ne, os, D, A 
770 
780 
790 
BOO 
•• 0 
820 

IF D ) Dl THEN B30 
LET AI - D • Cl 
8OTO 860 -840 
LET A • (D1 , ell. (CD-Dl) • C2) 
SOTO 860 

!ISO 
860 
870 
sao 
890 

LETT2 - T2+A 
PRINT UBINB Fie. 
BOTD 900 

900 LET Tl • Tl + 1 
910 READ"',~, D 
920 8OTO 680 
9:sO 
940 PRINT .... 
ftC) PRINT U81NB F3, T1 
960 PRINT UBINS Fl_. T2 
970 END 

~, M, D, A 

Figure 5-35 Sample program (pan 2 of 2) 

REIt 

REIt 

..... 



5.29 

The fo llowing point s have been di sclissed and explained in this chapter. 

I . The if-theil-else logic structure and the BAS[C if stat ement form an 
imponarH basis for much of the progra mming thm is performed on computer 
systems. 

2. A nested if-then-else structure is one which is contained within 
another i f -then-else st ructure. 

3. When a cond iti on being tested in the if-th en·cl ~e structure is true. one 
SCI of instru ct ions is executed. When Ihe condition is false. another SCI of 
inSI ructions is execlL ted. 

4. A nested if-then-e lse structure will be execu ted only after Ihe 
preceding if st atem ent has been executed . 

5. All if-t hen-else st ructures have a single entry point and a sin gle exit 
point. This holds t rue for Ilested if-t hen-else st ruct ures as we ll . 

6. Nested if-theil- else SlrUCtllTe.~ can be e;.;ecut ed when the previOlI.~ly 
tested condition is true and when the previo usly tested condition is fa lse. 

7. A nested if-then-else structu re can be contained within another nested 
if-t hen-else struet lire. 

8. It is very important that programs be developed using proper control 
Structures that exactly follow the rules for the structu re. If th is docs not 
happen. programs very quickly become difficult 10 read . understand, and use . 

9. The nested if-then-el se structure is impl('mented in BASIC usi ng the if 
statement. 

to. Coding conventions. including spaci ng and indentation, should 
alwa ys be followed for if and ncstcd if st atcmCrHs. 

11 . Nested if-th en-elsc st ructures can have stat cUlelllS precede thcm or 
fo llow them. 

12. The first general rule for needing a nested if-t hen-else Structure is : [f a 
given condition must be tested only when a previous condition has been tested. 
AND alternative actions arc required for one or more of the conditions, then a 
nested if· t hen-else st ruct ure is req uired. 

13. The seco nd general ruk for needing a lIested if-thell-cl se structure is: 
If a given condition Illllst be tested onl y when a previolls condition has been 
tested, AND one or Illo re statement s arc to be execll ted before or after the 
secon d if-then-else structure. thell ,L nest ed if-then-else structLLrc is required. 

14. Logical operat ors arc used to combine conditions in an if stat el11l'lI[. 
[5. The word AND is used to mean both when two or mOTe conditiOl1s 

are specified in an if stat emen t. 
16. When the word AN D i ~ used to join condi tions in an if sta tement . att 

conditions specified must be true or the if statement is considered false. 
17. The O R logical opCT<llOr is used to indicat e tll(l t if ei ther or both 

conditio ns arc true, then the if "tatcment is considered trm'. 
18. When logical operators arc combined within lin if statement. they arc 

MORE ON COMPARING 
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c \'aiuatcd according to a predefined priori ty. T he conditions combi ned by the 
word O R arc eval uat ed fi rsl and Ihell Iho~c combi ned by the word AND arc 
evaluated. 

19. The predefined priority for evaluating conl bined if ~IaleLllent :, can be 
altered through Ihe usc of pareL11hcs ~·s. Those combination s specified within 
parentheses will be evaluated fir st, followed by I hose outside I he pareLltheses. 

20. It i ~ recummended thaI parenlhese~ always be used wilh combined if 
sta lemen ts even when I he predefined pri orit)' would yield I he correct resull s . In 
this mOll1 l1er, there \\' il l be no C011l'usioli reg,lrdi ng I he processing 10 lake place. 

2 I. T he 1101 logical opera lor may be encountered in sOllie progr'lI11 s. 
However, since re:,earch has shown Ihal human beings have d ifficul ty 
cvaiuming "not" logic, it is suggested Ihal Ihe not logical operator be omiw:d 
from programs. 

22. When a eo ncii tion being evalua ted is Irue . the internal c1n.:uitry of the 
compuler :, y ~tem returns the value - I . When Ihe condilion is false. the va lue 0 
is relurned . The if slatement is able 10 leST Ihese values to determine what 
aClionto Hlh. 

23. All if :'latelllent can be wri ll eLl wit h JUSt a variable name in it, 110t a SCI 
o f val ues separah.'d by a relalio nal operalur. If Ihis is done. Ihe if SWtelllel1l 
will be considered Irue if Ihe valui..' in Ihe fi eld is non-zero. If the value i ~ Zl..'ro. 
the if staleLnelit b Wllsiciercd fal se. 

2-'- It 1.':111 b~' usefu l 10 trace e . ...: :u.: tly what processing is taking place in a 
prograllllO cnsure thatl he correCilogic is being implemeLl ted. 

25. T r;lcing the processing within a progr:1I11 ca ll be impl emel1led through 
Ihe me of the TI{ ON (TRace ON) iL1SII'l IClioll. 

26. T racing is lurned o tT by usin g Ih e TR O FF (TR:tce OFF) imtl' uetio n. 
27. When tracing is turned OIL Ihe line numbers which a rc ~' xecuted arc 

displayed on the screen whi le thc program is runni ng. 
28. The Iracc instructions can be pl:u.:ed in Ihe program during tesling and 

debugging. bUI Ihe), arc normally ta ken OUI o f the program oncc the program 
is workiLlg pro perly. 

29. The execution o f a program calL be halt ed by Ihc SlOp instruction. 
WheLl exel..'lIIed. th e :,Iop inslructio n ca uses thc program 10 be halted. Tlt l; pro· 
gra m is resu med al the lnstrul..'lioLl following thc Stop imtrlll;lion when Ihe 
compUICf operator types the word CO NT on the keyboa rd. 

30. When a UASIC instruelion is wri llcll wilhout a lim' number. il is 
executed imUll·dim ely. 

31. Computer :'YSTems store Il umbers in which a decimal poim appears 
(real numbers) in a form called noali ng poil1l . This method of representi ng 
numbers docs not always produce the eX:1Cl va lue of the number. 

32. Wh en rea l numbers a rc (.'ompared. results may 110t be what ,Lre 
i.·xpected . Th erefore, wheLl writ ing progra ms which compare rcalnumbers . lhe 
progr;lI l1111el' .~ ho uld be awarl; Ih al all hough IlLlllll..'rically th e v;llue should bc 
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equal to another number. it may nOI be when il is compared. 
33. Tu uvercoille the ine.-.:acllless of re .. 1 numbers, a ,Wlellleill can be 

wri tten whkh l e ~ t~ agaill~ t a rallge uf values. If Ihe d il fercm:e belweell two 
lIumber:. is \'I.'ry small . the di fferl.' lIcc i:. altr ibulcd \U Ihe lepre~el1lalion o f Ihe 
l1ulllbel's. and they arc ("on:.iden:d eq ual. 

34. The A BS (;\ BSo1utc) fUllclion returns thc ab~olute \a l u~' of the 
number or arithmetic e.\pre:.sion whkh is eontained withill Ihe parentheses 
immediately following Ihe kiter:. A BS. 

35. All exclamatiun poill1 fo llowin£ a nUlllerie lita .. 1 indicate:. Ihal the 
number is a re:,l lIulllber slOred :t ~ a sillgk precisiollllumber. A single precision 
number conwins seven or fewer digi ts. 

36. When scielllifk llot:l1ion is used. a number wi th olle posit ion to Ihc 
left o f Ihe deci mal poin t is printed tuget her wi lh :In exponent value whkh 
indkate~ the value tu the base 10 tu wh idl thl.' nUlllbl.'T I:' r:ril.ed . 

37. When in tegers . whkh all.' number:. tha t eontaili ll U d igits to the rig ht 
of th e decimal point. are compar..:d. th..: exact va lue:. of th..: lHllIlber:. will be 
used. Th l' approxim.uiolls req ui red wi th r..:al n u rtl ber~ :Ire 1I0t used. 

3S . Whcn t hcck ing thc v'll ues in th ..: in put fields (wh k h il. ca ll ed edi t ing 
the ficlds). Ihe prO);l'nllllller lIL U ~1 !lcvcr :lSSUIIIC that if UIIC value i~ not found in 
a field . anoth~'r value wi ll be. 

39. When etlitin); input reeord ~ . it is illlponan t ihat any error in the input 
data be recorded on the r..:port. 

40. When designing ICSt data for a program, always have data wh ich will 
tCSt for "orr by onc" errors. For I.'xalllple. if a value in a record is testcd to 
determine if it is greater than 20. then test a record wi th the va lue 20 inthl.' fi eld 
and a record wi th the val ue 21 in the fide\. 

4 \. Always U~I.' the spaci ng and indcrlIation standard., jJl tl.~ t l'atcd in th~' 
lex\ . 
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I. Whal il> a ne~!cd i f·l he ll · eI ~c S!rUCIU TC'! When is iI used? 
2. Ir·lhen· eI ~c s!ruclu re~ Iwvc single elll fY and "ingle ex i! poims, btl! nc~!ed 

if-I hen-else SlrUCIU TeS musl hav(' lIl uhiple ('xii poin ls (T or Fl. 
3. T he word AND in a combined if SWlelllelll means: a) And ; b) Eilher or 

bOlh; c) BOlh; d) Neilher. 
4. The word O R in a combined if s[;t!emelll !I1 cam: a) Or; b) Eilhcr or bOlh; 

c) BOlli; d) Nei lheJ' . 
5. Thc logkill opcr;uors AN D and OR arc CV:llu.ll cd ieI'I 10 righl in iI 

combined if ~ 1 ;Hcmelll ('I' or F) . 
6. Paremhescs: a) CannOI be used Ilith logical oper:llors; b) Shou ld nCleT be 

used Ililh logical operalOrs; c) Normally ~ hould be used with logical 
operalOr,,; d ) Musl bc uscd or a syn tax error will occur. 

7. Explain tl1 (' usc or the NOT logical operalol' . h il rccommended thai th is 
openllor bc used'! Why'! 

8. The TRON and TROF F St:\IClllcnIS arc u~cd 10: ,I) T race Ihe illl crpre la­
tion of Ihe program; b) Trace Ihe value in Ihe variable name specified 
following the TRON SWtCIl1Ctu; c) T ran slate Ihe val ues in variable fields 
il1lo rea l numbers; d) Trace Ihe li nc numbers which arc executed. 

9. When a BASIC Slatemelll is wrillen withOiIl a line number: a) T he ~tate­
melll is exccut cd imm ediat t'ly; b) A synlax error occurs; c) The !.talell1Cn t 
is merged imo the program :11 Ihe begi nni ng; d) T he StatellleTll i') mcrged 
ilHo the program at the end. 

10. The execution of a program can be halted through the usc of the: a) Halt 
instruclion: b) Cease instruction; c) Stop instrUl.:tion; d) COni in~lrm·tion . 

!!. Real lIurnben are storNI in a fo rmal which doe ... 1101 alwa ys produce Ihe 
e;"::l ct va lue o f the number (T or Fl. 

12. What process c:m be uscd 10 overcome the problem o f com p:tri ng l'c:,1 
numbcr~ '! 

13. What is the absolute function? Whal rok docs it play when one re:l l 
number is subtracted from another rcal number prior 10 comparing Ihe 
I\\'Ollumben? 

14 . The number 1.(XX)78E I 4 is reprcsl'med in: a) BASIC notation; b) Scientific 
notalio ll ; c) Real number not a tion; d) In teger 11 01:1\lo n. 

15. iVl od ify Ihe sample progr;1I11 in [his chapler 10 prim a final 1Ot:l1 of Ihe 
num ber of resident c;unpers and the !lumber of no n-residelll ca mpers in 
addilion 10 the lotals currently print ed. 

16. Th c ~ t ate ha ~ changed Ihc camping fees at De~ert Sl:lIe Park 10 Ihe follo w­
ing: If a rcsidCIII swys I - 10 days, the charge i ~ 8.95 pcr day. If a rc,idelll 
stays more [h an 10 days. the charge is 6.96 1)(,T day. If a nOli-resident stays 
1 - 14 days, the charge is 12.95 per da y. If a nOli-resi dent swys more than 
14 da y~. the clwrgl' is 10.95 per day. 1'Vlodi fy the s:unple program ill Ihis 
chapter to prOCC5S I he~c changes. 
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The following lines of code COllwin one o r lIlore coding errors. Circle each 
or the errors and writ e the coding to correcl Ihe errors. 

I . 610 PRINT TAB ell' "DESERT STATE PARI(" 
b20 PRINT 
630 PRJNT .. NAtE: RESIDENCY DAYS FEES" 
640 PRINT 

2. 680 IF ... '" "END OF FILE" Tt£N 0'0 
600 IF CS - "RM THEN 740 
700 IF CS .. "N" THEN 740 
710 PRINT USING Fa, .... u. 
720 GOTO B60 
730 
7.0 LET A .. D • "" "'" LET T2 .. T2 • A 
760 PRINT USING Fa, .... 00. O. 
770 6OTO 860 
780 
790 IF D > DJ THEN B30 
800 LET A "" D • Cl 
.,0 GOTD BbO 
B20 
B30 LET A .. '01 • Cl) • ( (D- Dl' 
840 BOTD 860 
!ISO 
860 LET T2 .. 12 + A 
870 PRINT USING Fts N •• R'. O. A 
880 SOTO 900 
890 
900 LET Tt .. Tt • 1 
010 READ .... CS, D 

""" IIDTO 680 .... 
940 PRINT • • 

3. bBO IF N .. "END OF FILE" THEN 940 
690 IF C .. "R" THEN 790 
~ IF C ~ "N" THEN 740 

A 

• C2 ' 
REI< 

RE>I 

RE" 
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The fo llowi og pr(lgram was ([('signed an d wfi ll CO !O produce the ca mping 

fcc re pon in !he for mat shown in Figure 5- 1 (page 5 .1 ). The ou tp ut aClUall y 
produced by !he program i.~ il hL"tratl'd on pag" 5.35. ALwlyze the outp lL t !o 
de!ermine if it is correc\. I f it is in error. circle !he errors and write correction s. 

progrra~m~ ________________________________________________________ , 

100 
11 0 
120 
130 
" 0 
150 
160 
170 
180 
190 
200 
210 
220 
230 
2'0 
250 
2.0 
270 
280 
290 
300 
310 
320 
330 
340 
350 
3.0 
370 
380 
390 
'00 
410 
' 20 
430 
440 
400 
'.0 
470 
480 
490 
SOO 
510 
520 
530 
040 

REM CAMPfEE DECEMBER 7 SHELLY/CASHMAN 
REM 

REM THIS PROGRAM PRODUCES A CAMPING FEES REPORT fOR 
REM DESERT STATE PARK. THE FEES ARE BASED UPON 
REM RESIDENCY AND LENGTH Of STAY . FINAL TOTALS FOR 
REM THE NUMBER OF CAMPERS AND THE FEE AMOUNTS ARE PR INTED. 

REM VARIABLE NAMES: 
REM N$ •••• CAI1PER NAME 
REM C$ •••• RESIDENCY CODE 
REM D ••••• DAYS CAMPING 
REM A ••••• FEE AMOUNT 
REM Tl •••• FINAL TOTAL - NUMBER OF CAMPERS 
REM T2 • ••• FINAL TOTAL - FEE AMOUNTS 
REM Dl • ••• NUMBER OF DAYS FOR RATE CHANGE 
REM CI .. .. RATE FOR RES IDENTS UNTIL RATE CHANGE 
REM C2 •• . • RATE FOR RESIDENTS AFTER RATE CHANGE 
REM C3 ••• . RATE FOR NON-RESIDENTS PER DAY 
REM Rt • ... RESIDENT CONSTANT 
REM Of .•.• OUT OF STATE (NON-RESIDENT) CONS TANT 
REM U$ ..•• UNKNOWN RES IDENT CONSTANT 
REM Flf ••• DETAIL LINE PRINT US ING FORMAT 
REM F2f ... TOTAL CAMPERS LINE PRINT US ING FORMAT 
REM F3$ .. • TOTAL FEE AMOUNT LINE PRINT USING FORMAT 

REM ••••• DATA TO BE PROCESSED .* •• * 
DATA "JACK HENRy h

, ~ R ", 3 
DATA ~ DON JAMES". "R". B 
DATA "B ILL DONALD". "N" . 9 
DATA "RALPH ADAM", "F". b 
DATA "MURRAY FRANK". "R". 7 
DATA "END OF FILE". "E". 9 

REM •••• * INITIALIZATION OF VARIABLES ••••• 

LET 01 • 7 
LET CI • 7 .9:5 
LET C2 • :5 .9:5 
LET C3 = 9.9:5 
LET TI = 0 
LET T2 • 0 
LET R. • "RESIDENT" 
LET O. - "NON- RESIDENT" 
LET U. - " UNKNOWN" 

f'all ' ol 2 

REM 

REM 

REM 

REM 

REM 



"0 
'60 
070 
'BO 
590 
6 00 
610 
620 
630 
640 
600 
660 
670 
6BO 
6.0 
700 
710 
720 
730 
740 
700 
760 
770 
780 
7.0 
BOO 
Bl0 
B20 
B30 
B40 
B'O 
B60 
B70 
BBO 
B.O 
.00 
.10 
.20 
930 
'40 
"0 
'60 
.70 

LET FIS '" .. , \ \ \ 
CAMPERS ..... LET F2$ - "TOTAL 

LET F3t. ,. "TOTAL FEE AMOUNT .S ....... .. 

REM ••• ,' PROCESSING •• ,., 

PRI NT 
PRINT 
PRINT 
PRI NT 

TABlll) "DESERT STATE PARK" 

NAME RESIDENCY 

READ Nt. C .. , D 

IF NS = "END OF FILE" THEN 940 
IF Ct '" "R" THEN 790 

IF C .. '" "N" THEN 740 
PRINT US ING Fit, N$, Ut 
GOTO 900 

LETA - D'C3 
LET T2 = T2 + A 

DAYS 

PRINT USING Fl .. ; N", as, D, A 
GOTO 900 

IF D > 01 THEN 830 
LET A _ D • Cl 
GOTO 900 

LET A = (Dl • Cil + «0-011 • C21 
GOTO 900 

LETT2 - T2+A 
PRINT USING FI .. ; N., R .. . D, A 
GOTO 900 

LET Tt - T1 + 1 
READ Nt, , C", D 

GOTO b80 

PRINT 
PRINT USING F2., Tl 
PRINT USING F3t, T2 
END 

Pa.t 2 01 2 
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.. . ..... .. 
REM 

REM 

FEES" 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 
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PROGRAMM ING ASSIGNM ENT 1 

A eouillry club dues repon is 10 be prepared. A program should be desig ned 
and coded in BASIC 10 produ ce the lable. 

Inpli l consists of reco rds co ntai ning the cOll mry cl ub member 's lI:une, the type 
o f membership, and the years the member has belo nged . The va lue F in the 
membership type field indicates a fam ily membership. T he value I indica tes an 
individual membershi p. The input dala is ill ustrated below. 

NAME MEMBERSHIP TYPE YEARS 

HARVEY HANLEY F 9 
WILMA LlTT F 7 
EUGENE MinER F 2 
WALL Pin I • EUNICE PONNIR I 8 

Output is a list of the count ry club members contai ning the member' s name. 
the membership type (FArvII LY or INDI VID UAL), the years the member has 
belo nged . and Ihe counlry club d ues. The dues are calculated as fo llows : If the 
member is a famil y member and has been :1 membe r mo re 1han six years, the 
dues ;Ire SI .2oo .00. If the member is a family member and ha!. beel! a member 
six yea rs or less , the dues arc SI.600.00. If the member is an indi vidual member 
and has been a member longer than 6 years, the country club dues arc $800.00. 
If the member is an ind ivid ualmcmber and has been a member 6 years or less , 
the dues a rc SI.I OO.OO. After all records have been primed. totals for the 
nu mber of members , the number of ind ividual members. the number of fa mily 
members, and the towl dues arc to be print ed . The forma t o r Ihe OUtPUt is 
illustr:ued below. 

COUNTRY CLUB DUES 

NAME TVPE 

HARVEY HANLEY FAMILY 
WILMA LlTT FAMILY 
EUGENE MITTER FAMILY 
WALLY PITT INDIVIDUAL 
EUNICE PeNNIR INDIVIDUAL 

NUMBER OF MEMBERS ~ 

NUMBER OF I NDIVIDUALS 2 
NUM BER OF FAMIL IES 3 
TOTAL DUES .~,900.00 

YEARS 

• 
7 
2 
6 
8 

DUES 

$1,200. 00 
101,200 . 00 
'U , bOO.OO 
'$ 1,1 00 . 00 

• 800 . 00 
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A hospital billing report is to be prepared. A progra m shoul d be designed and 
coded in BASIC [Q prod uce Ihe report. 

The input conSists o f the patient' s name, the number o f da ys the pati ent was 
in the hospita l, the type of accomo<iatiolls, and a codl.' for special services. The 
val lie I in the accoll1odations field indicates intensive care. The value P 
indicates a private room, while the vallie D ind icates a double roolll. In the 
special seTvices field, the value N indicates ,I special pri vate nurse, which is 
avai lable onl y in int cnsivc caTe; and lhc valuc T ind icat cs a T. V. , which is 
avai lable only in the double roo m. A privatc roo l11 alw:lY.~ has a T. V. The inplH 
data is illustrated below. 

Ins tructi o ns 

In put 

PATIENTS NAME DAYS ROOM ACCOMODATION SPECIAL SERVICES 

HILDA AYALE 6 P 
MILDRED MAS 12 I N 
HOWARD NETT 3 I 
GEENAPITT 6 0 
NORMAN RUSS ,. 0 T 

OUlPUI is a hospit al billi ng reporl c01llaining thc patie1ll's name, the type o f Out pu t 
room (I NTENSIVE, PRIVATE, or DOUBLE), and the total room bill . The 
daily room rate is calculated as fo llows: I f the room was i1llensive care, the rat e 
is $398.00 per day. A special nurse adds $100.00 per day 10 the cOSt of thc 
room. If a private room was used, the cost is S260.oo per day. If a double 
room was used. the cost is S 135.00 per day. The usc o f a T. V. adds $40.00 per 
day to the cost of the room. The total bill is ca lculated by mult ipl ying the dai ly 
rate by the number of days of the Stay in lhe hospital. The tota ls to be ac-
cumulaled and the fo rmat of the report arc shown below. 

NAME 

HILDA AYALE 
MILDRED MAS 
HOWARD NETT 
GEENA PITT 
NORMAN RUSS 

HOSPITAL BILLING 

ROOM 

PRI VATE 
INTENS I VE 
INTENS IVE 
DOUBLE 
DOUBLE 

TOTAL INTENSIVE PATIENTS 2 
TOTAL PR I VATE PATIENTS 1 
TOTAL DOUBLE PAT IENTS 2 
TOTAL BILL I NG AMOUNT $ 12.690. 00 

BILL 

1 ,560.00 
5 , 976 . 00 
1, 194 . 00 

8 10 . 00 
3 , 150.00 
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SUPPLEMENTARY PROGRAMMING ASSIGNMENTS 

Thc followinl:\ programming a,siglllllcills cOllla in an cXpl.:m:uioll of (hc 
problem and li),( ~uggested I('S[ data. Thc sHidelll shou ld dcsign the format of 
(heou(pll( . 

A diem di scoullI rcporl i ~ 10 be prepared which li slS the diclll name. thc 
allloun[ of the salc. the discount amOLlnt allowcd, and the net price. If a client 

recci\es a special discount (an "S" in the discount code of the input record), a 
120;0 discount is given if the sa les amount is gremer than S500.00 and a 10°;0 
discount if the loale ... amount is $500.00 or l!.'s~ , If the client docs not rcceivc:1 
speci:11 di scOllll t ("N" ill the discoum field), a H 'o discou nt is givcn if the sale ... 
amount is greater than S500,OO. and:t 2(1'0 di 'icoullt i ... gi ven if (he sale~ amount 
is les~ than or equal 10 S500.00. Aflcr all records have becn processed. the IOlal 

sales amount. discount amount. and nct price ... hould be prinled. 

CLIENT NAME SALES AMOUNT DISCOUNT CODE 

COLLUM MFG. CO. 2678.90 S 
EDAWTOOLANDDIE 499.97 N 
FOLSUM BAR CO. 500.75 N 
GYRO CO. 321.89 S 

A ~lOd brokerage cOll1l11i lo ~ion report is 10 b(' IHcl)ared . The input conta ins the 
llamc of the ~ alcspcrlooll. lli(' amount of the ~tock purchase or sale. an 
indicator that Ihe transaction wa~ a purchase or sale ("P" or "S" in the 
indicator field). and an ind icalar of [he exchange where the tra nsaction lOok 

placc (N = New York Stoek Exchange: A =- American Slack Exchange: 0 = 
Over the Counter). The report contain s Ihe namc of the salesperson. the 
amoullt of (he pun:hase or s;tle of Siock. the word PURC I-IASE or SA LE. and 
lhe cotll tl1i s ~ iot1 amoullt. The cOIlIl11i \\ion amo ullt is caltu];m'd as follows: If 
the transaction wa., a purchase 011 th~' New York Sloc k Exchange (NYSE). lhe 
commission is 2.5% of the tran saction amoull t. If the purchase was on the 
Americall SlOck Exdlan gc (Ai\'IEX), thc com mission is 2.9% of the purchase 
price. Othcrwi ... c. the l'Olllmi .~s ion 1.\ 3% of the purchase price, If the transa('· 
(ioll wa.\ a ~;l l e onl he NYSE. the tonllni!>~ ion is 1,)°,'0 of the sale price: other­
wise. (he eOlllllliss ioll is 1.6°:0 of the ~ al c)o price. Af(er all records ha ve been 
processed. I he to[al COllllllissions should bc pri nted. 
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p 
S 
P 
S 

EXCHANGE 

N 
N 
A 
o 

A computer rental report i ~ \0 be I>repa red. The in put record contai ns the 
client' s name, the number of hours the system was used. and fie lds indicat in g 
what type of computer was used (Mainframe or Nlinicomputer), whether disk 
was u~ed, and whether the printer was used . If the mainframe was used. the 
field will eontOlin the va lue V (Ves). If the minicom puter was used. the lIeld 
I..'ontains the vOllue N (NCI). If the di sk was u ~ed. the val lie Y is in the field; 
otherwise the value N is in the field. If the printer was IIsed. the value V is in 
the field; otherwise. the va lue N is in the field. T he report contai ns the client's 
name. the hours the machine was used, the billing. rale, and the total amOllnt 
due (hours x billing rat"). The billing nlle is calculat ed as follows: If the main­
fr ,utle. the printer. and th e disk were used. the COSt is \92.00 per hour. If the 
ma inframe and disk only were used. the cost is 183.00 per hour. If the ma in­
frame and printer bllt no t the disk were lIsed, the cost is 186.00 per hour. I r the 
m:linframe wa .. IIsed witho ut the disk or printer. the COSI is 140.00 per hour. If 
the minicomputer and printer were used, the rme is 93.00 per hOUT. If the 
minicomputer i ~ lIsed with out the prin ter. the rate is 49.00 per hour. Di sk is 
u'ied o n the millicompu"'r at no extra charge. After all records h:l\e been 
prm·essed. the \Otal number of hours used for the mainframe. for the 
minicomputer. for the disk. and for the printer, together with the total amount 
billed. should be printed. 

CLIENT NAME HOURS MAINFRAME DISK PRINTER 

HAINES MFG. CO 12 Y Y Y 
JEWELL JEWELS 10 Y Y N 
KRAANKINC. 11 Y N Y 
LOOM CO. 8 Y N N 
MIKKECO. 17 N Y Y 
NUMMINC. 4 N N N 

Prog ra m 5 
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OBJECTIVES: 

A familiarization with interact ive processing 

The ability to use the input statement with appropriate 
prompting 

A detai led knowledge of looping and the loop logic structure 

The ability to use ~he for and next statements for looping 

"" .. " 
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Programs in the previous chapters have illustrated applicatio ns in which loo p­
ing was used to process inpUl records until end of file was detected. There arc 
llIany other 'lppli catioHs in wh ich looping is of value. Indeed, looping can be 
used in any problem which req ui res repcl itive actions until a given condit ion 
occurs. BAS IC provides a set of instructions called For and Next which can be 
used to implement looping for certain types of applications. 

The previous programs have also used the read instruction together with 
the data statement to provide data for processi ng. An alternative method for 
entcring data for processing is to enter it from a keyboard or ot her inpm device 
as it i.') needed. The data is itlllll edi:l1cly processed by thc program. The pro­
gnilli thcn rcquests morc data. Th is processi ng can co ntinue indefinitel y. so 
lon g as the user has more data to enter. Th is type of emering and processing 
data i.') variously called imcract he processing, t r'lIIs.u:tion-oriented processing. 
or real time processing. 

Thi s chapl er discu~~e~ both looping and interactive processing in detail. 

The sample program in thi s chapler illu strates both interactive processing 
.:lnd looping by generm ing an in vestment chan ba ~cd upon an :lmOUIll and 
illlerl' ~t rate elllered by the mer. The output of Ihe program b illmtraled below. 

( INVESTHENT CALCULATION? 

( EHTER AttOUNT TO QE t~; 
~TER INT£REST RATEI J ,'ltU . 

I INYESTI1ENT CHART FOR .1.000. 00 AT 8.00% INTEREST 

YEAR 
1 
2 
3 

• 
" .. 
7 
B ., 

10 

AttOUNT 
$1,080.00 
$1,166.40 
.1 .. 299~ 71 
$1.360.49 
$ ' .. 449.33-
".,:58b~87 
$1,713.82 
$1 . 1mO .. 93 
$1.999 .. 01 
$2,158.93 

DO YOU WANT TO PERFDRI'I ANOTHER CALCULATION? 
ENTER YES PR NIh ? 

) 

) 

,'11 

Introdu c ti o n 

Sample program 

Flgur . 6-1 The OUlp!Jt irom 
the pfOljram IS an invest­
m~n! Chart. The data used 
for the calcula tion of the 
InveSlmenl Chart is en tered 
b~ lhe uscr, as tn(Jlc (l tcd 
by tl1O ? colored entrre!. 
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Figure 6-2 Eo iling Input 
oala in arl interactive pro­
gram is mandatory U the 
program Is to oper1lto 
prOPl!fty. 

6.2 

In Figure 6-1, the program first asks Ihe user if an investmellt calculation is to 
be performed . The user can answer yes or no. If the answer is no. the program 
is terminated . If the answer is yes, the program d isplays 011 Ihe screen thc 
message ENT ER AMOUNT TO BE INVEST ED:. The user then cllI ers the 
amoullI 10 be used in the invesl melll calculations. Next , the program asks the 
person to cllIcr the inTeresl rate. After the interest rate is entered, the program 
c;l1cu lates and prinTS the value o f the investmenT for each of ten years using the 
in terest rale. 

The user is then asked if anOlher cOlleulation is 10 be I)crforllled. If so, the 
same scqucnce of evenT S is fo llowed. If not, the program is termi nated. In thi s 
program, the da[a!O be processed is etllered from the keyboard o f the term inal 
or computer sys lem, not from data slatemCIllS in th e program. In addit ion, 
when (he dala is ent ered it is immed iatci y acted upo n. For example. when the 
user indicatcs that yes, ;mother calculation is to be perfor med. the progra m 
im mediately responds by aski ng the amount of Ihe investment. Th is is a 
characteristic of illler;u.:tive programs - they respond immediately 10 ent ries 
made by the user and immediately process the dal a elllered by the user. 

The messages printed by the program whic h ask for data, such as ENT ER 
INTE REST RA TE: . :tre ca ll ed pro mpts beeaLlse they prom pt thc per~OJl to 
en ter d;Ha. Prompts arc widel y Llsed ill interactive programming [u help the 
user. Prompts should clearly state the action IU be taken by the persolt using 
the program. 

When data is entered from the terminal or compu ler keyboard . there is 
the possibility that invalid data wi ll be elltered. The program must . therefore, 
check the data entered 10 ensure that i[ con rorms to the program requirements. 
Thi s process o f checking input data is callcd data editing. In the SHlIIlllc 
program, Ihe answer to the q uestion DO YOU WANT TO P ERFORM AN 
INVESTMENT CA LCU LAT ION? must be ei ther YES or NO . Any miter 
answer will cause an error message to be printed (Figure 6-2). 

DO YOU WANT TO PERFORM AN INVESTMENT CALCULAT I ON? 
ENTER YES OR NO; ? VAS 

I NVALI D RESPONSE - PLEASE ENTER VES OR NO : 7 

[n Fi gure 6- 2, the keyboard opera lor ent ered Ihe value YAS in re~pu nsc 

to the prom pt. T his answer is in va lid. Therefore, the program responds with a 
message indicat ing;1Il invalid response and asks the operator to elller the wurd 
yes or the word no. 

To enable data 10 be emcred in an imeractive emironmelll . the BASIC 
language contains Ihe Input st atement. This stat ement is e ... plained in the 
fo llowi ng section. 
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The inpu t statement causes the program 10 halt operation umit the user has 
entered one or more values or characters through the computer or terminal 
keyboard. The dnta ent ered vin th e keyboard is di splayed on the CRT screen 
and is slOred in m:lin co mputer stor<lge. Once sto red in main comput er 
storage, it is available for processi ng as required. 

The general format of the input statement is illusnated below. 

line number INPUT {nu~neriC ~a riable, .. } 
SIrIflM varlabfe, .. 

T he input statement begins with n line number. The line number is followed 
by one or more spnces and then the word INPUT. The word INPUT is followed 
by one or more spaces and then one or more numeric and / or SITing variable 
names. 

As noted, when the input statement is executed, the program is halted 
while the use r enters data on the key board. The ([,lIa is stored in main COIl1-

puter storage in the field or field s iderllified by lhe variable names following 
the word INPUT. When the enter or ret urn key is depressed. program execution 
then contin ues. This process is illustrated in Figure 6-4. 

240 tNPUT A 

'\\ 
• ........-::::l Oala Is slored In the 
c:r--- lIold willi thQ varlab lo nDme 

110001 I follows tht word INPUT. , 

LOOPING - INTERACTIVE 
PROGRAMMING 

Input statement 

Figure 6-3 When the input 
statement is wl illen. a nu' 
meric _atiable 01 a st ring 
variab le cnn be speCIfied. 
The Inpul slalOrnoroi al lows 
daHl 10 be (lroiored Irom a 

com putet or lerminal 
keyboard. 

Figure 6-4 When the input statement Is executed, the computer sys tem halts white the user enters the data. The 
data is stored In the I leid Identified by the variable name In the inpu t statement. 
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Figure &.5 An crrOf messago 
1$ ISSUed whOn nOfl·flumo,ie 
daHl is enlc,oo lor a numer· 
Ie varlablc. Tne IIClual me~k 

sagc "aries between com· 
pUler syslems . Olhor 
messages COUld be? REDO, 
? REENlER. or SImilar 
wordIng. 

Input statement 
prompts 

In Figure 6-4, when the input StatelllelH is executed . a question mark (1) i ~ 

displ ayed on the C RT screen and the program execu tion is ha il ed . T he ques­
tion Illark indicates to the user tha t the progr;l111 is waiti ng for Hli ent ry to be 
made frOIll the keyboOlrd. The operator in the e:mmple entered the value 1000 
and depressed the cOler or return key_ The val ue entered is stored in the field 
identified by the variable name A. When the key is depressed, program execution 
is continued wi th the nexi statemeTll in the progrOlIll. 

In the input statement in Figure 6-4. the numeri c variable name A is 
specified fo llowi ng the word IN P UT. T herefore. nUlil eric d;lI a musl bc emered 
by the use r. The numeric da ta can consist of numbers . it deeim,,1 point. and:I 
plus or minus sign. I f any other character is entered when the vOlr iable Ilaille is 
numeric. the computer system will issue an error message . and the dma will 
have to be reentered (Figure 6-5). 

( ? 1()f'l(l . OO 
? ~~DO FRON STA~T 
? l qOO.OO , ) 
In Figure 6- 5. the operator inadvertently entered the leller i\'1 in placc of a 

I.ero. The HAS IC interpretcr will not allow a string charncter in the nUlllerie 
field . Therefore. the REDO FROM ST ART message is printed. This message 
is printed by the HAS IC interpreter. not the program wrillen by the program­
mer. Whcn the eorrcet numeric data is entered. it is stored in the field 
identified by the numeric variable and cxecUl ion continues. 

String variables can bc used with the input !> t:Uellleli t a .. well. When a 
string \'ariable is specified. any charact er!> lIIay be entered by the 0 llerator. Thc 
data entered will be stored in the field idcntified by the ~lring variable name. 

A prompt message can be includcd within the input statemen t. Thc gencra l 
format of 1he input statemen1 with" prompt 10gcther with an e .~,ullple arc 
shown in Figure 6- 6. The stri ng co nstan1 is placed wit hi n double q ll otalio ll 
mark.~ following Ihe word INPUT. When the input statcment is execu1ed, 1he 
meSS:lgc within the quotation marks is printed prior 10 thc program' s halting 
for the d;Ha \0 bc cntcred. 

Thc stri ng const:mt wit hin the q llotatioll IIwrh is. in th e eXUlll plc. fo llowed 
by a semicolon. Arter the semicolon is the varia ble name or the field whcre thc 
data entered will be stored. On sOllie comput er syslem"lhc string constant can 
bc followed by a comma. 

III Ihe ill ustration of the C RT in Figure 6- 6, the prompt messagc on the 
screen is followed by a question mark in the samc manner as thc input St:ltc­
lIIent without a prompt message. On some computer ~ystem s . when a prompt 
message i)o primed no (IUestion m;,rk is primed by the input !> taterm:nL On 



sao INPUT ' ENTERINTERESTRATE; "; R 

-==~ 

General Formal 

line number INPUT " sIring constan l "; variable name 

Figure 6-6 The message specllied in the input statement - ENTER INTEREST RATE: - is prinled before program 
execution is hail ed. The question mark is printed immediately following the message and the program is hailed. 

olhers, ::1 question mark is printed if the stri ng COIlSt:UlI is followed by a 

semicolon: wherea s if the stri ng constant is followcd bY::1 COlllma, no question 
m::1rk is printed, The programmer should exami ne the e.'>act rules fo r the 
computer syslcm bei ng u~ed, 

The print statement can be used in pl::1ce of or togelher wilh the prompt 
message inl he in put statement for further prompting (Figure 6- 7). 

Prom p ting with Ihe 
print statement 

7~O PR I NT "DO YOU WANT TO PERFORM ANOTHER CALCULATION? " 
7 bO I NPUT " ENTER YES OR NO : "I RS 

Figure 6-7 The print statement prompi is used wilh the Input stat emc!nt prompt when two lines are required lor the 
prompt message 
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600 
61 0 

Figure 6-8 Wheflevef a value 
In a field ,denIO/led by a van­
able name IS to appear ,n II 
prompt message. the p"nt 
Sialenllmt lIIust be used 
lor the prompt message. In 
thIS example. inC prin t 
statement endS With a sem, 
colon O. Tnerclore. thO In· 

terest rato whiCh is enWle<! 
(20) apPc1lfs on the salno 
line as tho promptlTlC'SS3gC 

Multiple input 
variables 

The prill! Slatemcnt o n line 750 in Figure 6- 7 displ:l}'s a prompt message 
on the screen prior to the prompt message specified in the input sta tement. 
When IWO lilies of messages arc required. Ihe prinl Sl:uemelll IIIl1SI always be 
used. II may be required whell oill y one line is 10 be primed if variables arc 10 

be prinled 011 thc prompi line. as shoWIl in figure 6-8. 

PRINT 
INPUT R 

PLEASE ENTER A RATE LESS THAN " , Rll "XI ", 

NOTE: Semicolon allows data 
entered 10 appear on the 
same line liS 1110 prompt. 

In the example above, the prin t statement on line 600 eontainS :l message 
COIISWI1I, Ih(' variable RI. and the constant 1)'0. The value in RI is IHinted a!> 
pan of the prompt message when the prilll Slat ement is execut ed. The prillt 
St <l1 (' l1lenl I1I ll:>t be used in t his example even I hough ollly a single pronipi line is 
prodtKed because a variable, stich as RI. e,mnot be used in Ihe prompi 
mcssage used with an input statCTl1{'nt. Only a conSla1ll value ca n be used in an 
inpu t Slatetllell t prompl. Therefore, whenever Ihc value in a variable field is 10 

appear in a prompl, Ihe print st:ltelllenl mu St be used 10 print the prompt. 
The semicolon at Ihe end of tht prim SUIl ClIle lll onli ne 600 II ill keep Ihe 

c \l r~o r on the same line ;IS the prompt me~~age. Th('ftforc, when the illl)UI 
stm ement on li ne 610 is e.'l:ce Llt ed , thc i nt erc~1 r:He en lcred by the lIser will 
:tppe:lr on the S:lllle line as the prompl message . 

More than one numeric or string vari:lble name ma y be specified in an input 
Statement. I f more than one variable name is inr.:Juded in an input Stalelllent, 
Ihe names arc separaled by a comma in the StalClIlent (Figure 6- 9). When Ihe 
data is entered from Ihe keyboard, the v,ll lIes for each variable must be 
separated by cOlllmas. Thus , in thc c.'l:ample. the entry JO H N SLOAN will be 
placed in Ihe field identified by the variable name NS , and the elllry 18 will be 
pl:lced in the fidd iden ti fied by the variable na me A. Note Ib:u both thc 
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100 PAINT ··ENTER NAME AND AGE·· 
110 INPUT N$. A 

IJOHN SLOANI lW 
"' , 

variable namcs and Ihe eillries by Ihe user 011 Ihe keyboard lilT SCIXlr,Hcd by 

eOIll IlW S. 
If thc rC11lrn or e[lICr key is depressed before all values have beell cmcred 

in respon s(' to an input statement with mUltiple variablc names, differelH com­
puter systems will reaci in different ways . O n many com pUler systcms , the 
BASIC interpreter will type two question mark s (??), and the user will con­
tinue 10 enter values umi1 all variables have becil <lecoulllcd for. On othcr com­
puter systems, entering fewer valucs than the number of vari abl e Ilamcs in the 
input Stat emClH witl cause the BASIC interpreter to print an error message. 
The user will then be required 10 reenter all of the val ues . The programmcr 
should determine the response found on the computer system being used. 

When a co mma is pl aced in Ihe data bei ng entercd on Ihe keyboard, the 
input SlatelllCllI int crprcts it as a sentinel indicating Ihal anOlher valuc is to be 
en lered. If, howcvcr, a string cOnStanl bci ng entered is supposed to co ntain a 
comma, thcli the st ring conSl<lnt entered on Ih e kcyboard mu st bc enclosed 
wit hin double quotat ion mark s when cntered. In this manner, the in pul st ate­
menl ca n disti ngui sh between a com ma used 10 separat e val ues being entered 
:111d a com ilia which is a pari o f a va luc . Sim ilarl y, ir l he v<llac be ing entered 
cO lllain s a semi colo n or a co lon, the v,tlue mu st be enclosed wilh in double 
q uol:l1 io n mar ks. 

If more va lu cs arc entered thallthere arc variab le nailles speci fied ill tl1(' 
inpul statement, differel11 computer systems hamlk th e siwatiOll ill d ifferenl 
waYli . On liome system s, a message such as EXTRA IGNO RED will be prinlcd 
and executi on of lhe program will contin uc. 011 olher system s, an error 

Figure 6· 9 When mult iple 
va"able names arc speci· 
tied In Ihe inpul Slaleme,,!. 
Ihe names arc separated 
by commas In the Slate· 
ment. Till! dala enlered is 
31so separated by commas. 
NumeflC alld SIflng v3f13b1CS 
can bam be used rn 3 smgle 
;IIpui Slateml!III 
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Figure 6-10 ThC love cleo 
ment5 01 a loop arc t,lm· 
lIahle thC contlol vafraOlo; 
2) TeSlthC controt vafl3ble; J, Execute loop statements: 
4) M odrty the control valr· 
ble; 5) Exit t.om Ihe loop. 

message will be primed, and the user must reemer the same number o f val il~'s 
as therc arc variable naml'S in the input statcment. 

The input Sta tCIllCIlI provides the primat)" mcan .. fu r uscrs to eilier data 
into a compu ter system in an illlcractin.' progra m. ,\ 11 II llllcnt;lIlding o f il ~ me 
is illl l)()rtant when designing and wriling intcr <lclive BASIC programs. 

Applk'al iom frcqueJll ly involve perfortn ing cell a in operations until a condi­
tiull OCCIll'S, Th ese types of application~ arc partic ularly wel l ~uitcd for a COIl1 -
puter ~ i ll ce a single SCt of instru ct i on~ can be C,\;ccul cd many hund reds or l'\'en 
thou sands of tillle~ . When operations an! to be n:pcated unt il a given conditiOll 
occu rs. a loopin g logic structure sho uld be uSl.'d. 

The flowchart below illustrates t he basic dClllelll ~ uf t he loo ping struct lITe. 

Initialize 
Conl.ol 
V • • I.ble 

Slngll! en l ry ~:::~~;:~~=====:;---;:==L_-, POInllo tM~ EXl!(;ule 
LOOp rn Loco 

Slngll E ... t 
PoInt trom the _ E:ut !rom 
LOOp 5 loop 

Eueule 
CO .. 

SI.llmenl. 

3 

Modlly 
Control 
V.ri.bll 

, 

Ewr y loop which is used in a co mput er program wil l posses~ thc fiw 
clelllell!S of a loop illu ~ lr:Hcd io F i ~lIrc 6- 10. T ILcs\.' clemeots arc: 

1. Initiali ze the wiltro l variable: Thi s stel) ill vulves ~ Ct1i l l !! ao ioilia l val ue 
which can be tested in step 112. In man y applicatiun s, a variable field 
will be initialized to a given va lue in lhis slq). Th e field can bc initia l­
L~ed using an y instruction appropriate, stich as a leI statem elll or a read 
statemellt. 

2. TeSI tlte control va ri"ble: This step i ~ the first step in the ;!elUal loop 
proel.'s:.i ng. It is the single entry poim iuto the luop. When the cOlllrol 
variable is tested , a determination i ~ nwdc concerning whether the 
body of the loop shou ld be executed. This dctl.'fmination is made based 
UPOll the rcqui relllell is of the program. For c.\;;ullple, if there arc mOl'\.' 
records to process or if the val ue in ;1 fidd b 1I0t cqual to <I requi rcd 
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valui.'. the loop could be entered; OIhcTwise, an ex it from lhe loop 

would occur. 
3. Execute loop statement s: The processing statements wi1hin the luop 

arc c ... a:cutcd when Ihe loop is entered. These stalcmCIlIS (an be .. single 
prilll ~ t:l t Clllcn l or tho ll !>ands o f SI 3tCIllCIlIS which IhclIl!>clvcs implc· 
mel\! other looping Slnlt lmes within the strunure ill ustrated in Figure 
6- 10. The statements can also implement thl' if-then-el se logic Slrlle· 
tun: within the loop. The only restriction all the SWtcmcnlS within the 
loop is that cOlmol can not be passed to lotalcmCll[ S out side the loop. 
To :llIow an in struction 10 pass contral to a statement ou tside the loop 
violates the single entry-single exit rule ror the loop logic structure. 
The on ly wayan c.-.:il from the loop logic SIrUC!U Te C;1ll occur is Wh('l1 
tlH.' co ndition is tested in step 112. and;t determinat ion is made that the 
loop should be exit cd. 

4. Modify l'O Illt'ol variable: During or after the execulio n of the instTlI c, 
tiolls withill thc loop, a ll instructi on or instructions 11I 11 5t be executed 
which will modify th~' COlltrol variable that is chccked in step 112. The 
vOlri;lblc will not nece~sarily be modified each time the bod y of the loop 
is e . .;ecuted. but it muSt be modified at sOllie point so that thc decision 
in ~tep #2 will be 10 exit from the loop. not to enter the loop .. gain. If 
the variable is not modified. an end less loop wi ll occur becOluse the 
decision in step #2 wi ll always be 10 emer th e loop. 

5. Exit from the loop: At some point in th(' processing ... fter the control 
\'OIriablc is modified in step #4. the decision will be to exit from the 
loop, 1I0 t to enter the loop for fUrl her processing. This decision must 
he made in step 112. When the ex it from the loop occurs, the statement 
in the program immediat ely following the decision stalemell\ is (';.;eclII('(I. 

The l oop~ used in pre\'ioll ~ programs to read data from a data statement 
:tnd proces~ the claw until the trailer record is read contain .lllthe cl ement s ofa 
loup JU St dhclI ~wd . This is illll~t r;ued in Figure (i-I I. 

-• --
..... 
• ..... • -

LOOPING - INTERACTIVE 
PROGRAMMING 

Figure 6· " Th IS loop whIch 
has Deen use(l In pre.,ous 
programs to rCad and proc· 
cu data COntainS all the 
elaments 01 mc loop IlIus­
trDted in Figure 6- 10 . 
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figure 6-12 In Ihls loop. 
Ihe inpul of Ihe InloreSI ra le 
corrosponds te Initl ll llzing 
IhC conirot varlabte (lhO In· 
terest rale) Chocking for 
an ,"lereSt ,ate less !nan 
25"10 leStS Ihe conuot vari· 
able. Prin l ing Ihe elfor 
messages co<responds 10 
thO loop processing Stale· 
ments Getting 1110 now in· 
terest rale mollifies the 
conlJot variable 

The fir st statement which reads a record in Figure 6- 11 acts as the control 
vari able ini tial iL:Hion beca use the cont rol variable is lite field cOllla ll1 in£ tlte 
value EN D OF FI LE. This va lue is pl aced in Ihe field by a read )o t:ttetllent. The 
end of fi le question tests the control variable. If the field comains END OF 
FILE, an exit from the loop wi lt occur. Otherwise, the body of the loop is 
ent ered. As can be seen, it is possible that the loo p will never be entered 
bec:tuse the first record rend cou ld conceivably contai n the value END 
OF FILE. 

If the first record con tains a value other than END or FILE, the body of 
the loop is elltered, and :l line is printed. The priming of the lin e corresponds 
to step #3 - the execution of the loop statement s. In some programs in 
previous chapleTS, this processi ng has been considerab ly more complex than 
print ing a ti ne 011 the screen. Regardless of the complexi ty of the processing 
wit ltin the loo p, however, the loop logic struclUre remain s Ihe same. 

Af'er the print Slatelltc nt is execlll ed.:1 read Sial elll eni is per formcd. Th is 
Sl:tt Ctnell1 corrc~ ponds 10 step #4 - lllodiJ'yin g Ihe CO ll lro l vuriabl e - because 
il will place a new va lue in the field which may contain th e val ue END OF 
FILE. Aft er the read statement is exectll ed, comrol is passed back to the en d 
o f file decision, wh ich corrcsponds 10 )otep #2 in the loop. If the field being 
checked indi (.·ales end of file. an exit from the loop wi tl occur. Otherw ise, the 
loop will be entt'red again for furtheT processing. Thus. the bus;c loop which 
h a~ been Sel'!l in all previolls programs COllIai ns all of the elemellls o r the loop 
logic structurc. 

In the sam ple program, the lIser wilt enter an in terest rale whk'h i)o used in 
calcul;1\ing the \'al iles of Ihe in vestmenl. The program speci fi ca tions slate the 
illlerest ra te I1lU ~t be less than 25°.'0. The logk and coding 10 implcmclll Ihis 
dleding is sllo\\n in Figure 6- 12. 

IF R < RI 
PRINT 
PRINT " 
INPUT R 

GOTO 58 0 

THEN 640 
INTEREST RATE IS TOO HIGH" 
PLEASE ENTER A RATE LESS THAN"; Rl; ",. ; "; 
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The loop ilhlstrated in Figure 6- 12 is identical in structure to that shown 
in Figure 6- 11 even thoug h the function performed by the loop is entirely di f­
fereli L The b:lsic loop logic strm: lUre will always be the s.une. regardless o f the 
function of the loop and the processing which occurs wi thi n the loop. 

In Figure 6- 12. the imeresl raie is emered by the user. This step is the can­
trol variable initialization step. The comrol variabl e tesling step thell deler­
mines if Ihe illlerest rate emered is less tha n 250;0. If it is. the body of the loop 
is never entered. Instead. the statement following the decision is executcd . [n 
th is case. it ca n be clearly seen how it is possible for a loop to never be ent ered. 
[f the control v:llue is initiali zed wi th an imerest rate less than 25 % . the body 
o f the loop will nOt be processed. 

Within the loop. the error messages arc prillted and then anO(her ilHeTest 
rate is entered. When another interest nue is entered. the con tro l variab le is 
modified. This corresponds to step #4 in the loop logic stl'm:tUf I.!. Th e int crcst 
rat e entered is then checked again. This processing will continue unt il an 
interest rat e less than 250/0 is elll ered. 

The cod ing 10 implement the loop is quite similar 10 the coding used in 
previolls programs to read and process data. The input statement o n line 560 
initializes the control variable (t he field R) . The if statement o n line 580 then 
det ermi nes if the v" lue entered is less tlwn the value in R I (25). [f it is. control 
is passed to the st:uement on line 640 and the loop is never entered . 

[I', on the other hand, the va lue in R is not less than the val ue in H I, the 
body of the loop is en tered. The print stat cments on li nes 590 and 600 pri nt the 
erro r messages. The input statement on line 610 then obtains another interest 
rate. which modi fies the cont rol variable fo r the loop (the fil.'ld R). Cont rol is 
then ret unted 10 the if statcment on line 580 to determine if the loop ~h ould be 
entered agai n. 

It is iml)Ortan t in this example and other looping examples in this chapt er 
to reali ze why a loop is the appropriate logic structure to be nsed in the pro­
gram. A loop sho uld be used whenever a series of in structi ons is to be repeat ed 
until a gi ven cond itio n occurs. In this e.,(:lJnplc. the in strllctions which indicate 
that an in valid int erest rate has been cntered :Ire to be repeated until a va lid 
interest rate is entered. Therefore, this problem should be solved with a loop. 

The programmer should always examine the problem to be solvcd to 
dctermi ne the proper logic structure to be used. For those problems in which 
one set of instrllctions is to be executed if a conditio n is trlle and another set of 
instructio ns is to be executed if a conditio n is fal se, th e if-then-el se logic struc· 
(Ure is appro priat e. If a set of instructions is to be repeatcdly execut ed ull til u 
condition is true, the loop logic structure is appropriate. Close ex am ination 
may be req ui red to determine which structure should be used. Th is 
determinat ion is very importan t when properly designing a program. 

LOOPINQ - INTERACTIVE 
PROGRAMM ING 
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The if and goto statements have been lu itized in previous examples to imple­
ment the lool>i ng logic structure. The if sla telllent determines whether the loop 
shou ld be elUered , and the goto sta tement tr;msfers contro l la the if statemen t 
after the processing in the loop has been com pleted . 

In SOllie applic~lI i ons, a loop will be executed based upon the value in a 
counter. For example, in the sample program the investment values for one 10 
len years arc to be calculated and printed. Thi s application requires the usc of 
a loop because a repctitive set of instruction s (th e calcu lation and printing of 
the investment value) is to be repeated for each of the years. T he loop wi ll be 
repeated for year one, year tWO, and so on, based II pOIl a l'OlI nter beginn ing a[ 
year a ile and con tinuing through year 10. When a loop is to be execu ted based 
upon the uniform incrementing o f a COll ntcr, thc For and Next statements in 
BAS IC provide a convenient and easy to usc method for cOl1troll ing the execu­
tion of the loop. A for-next loop execll tes the statement s between the words 
FO R and NEXT a specified number of times as controll ed by the ellt ries ill the 
for SWtell\l'n1. The general format s of the for and next sHitelllen ts together 
with an example of these st at ement s arc ill ustrated below. 

Ime rwmbt.·, FOR cOUlHer·variable - inilial value 10 finol vahle STEP incl emenl 

· · · · 
Ime number NE.>. 1 counler-varrable 

41 0 
4 2 0 
4 30 

Flgure6-13 When a loop " 
10 be o ~ <!1:u l cd basod u\lOn 
lhe uno lOlm onclornerllong 
01 a counrer, 1110 10.·nO~I 

loop is used. Tho counte.· 
va"able he ld Is sel to lhe 
in itial va lue and Is IflCre· 
mented by the SlOP inCHl' 
mel\! unlilll IS glO(l101 than 
Ihe tonal valuo. at whIch 
1"'10 Ihe loop IS lelllllll:'II,)d 
The oileci 01 1M Codll In 
IIIIS e~amplo IS to pflnllMe 
numbe.s I Ih'ough 10. 
WhIch WIll be the values 11\ 

the counle" V,lIIaDlo V 

FOR Y • 1 TO 10 S TEP 1 
PR I NT Y 

NEXT Y 

Tht' for sta[ement begins with a line number and then the word FOR. The 
for statement i ,~ Ihe first statement in the loop. The cou nter-variable is any 
numeric variable field. It is used 10 siore the counter which is im:remented and 
wh ich is th e con trol va ria ble for the loo p. In the exa mp le, th e fie ld identifi ed 
by the v:lri:lblc ll<l lll e Y is used for th e co unter-variable. 

T he equa l s i ~n mllst be spec ified lIeXI. fo ll owed by Ihe ini tia l va lli e wh ich 
is 10 be placed in the counter-variable field by the for stat emell1, IHlhe e:.:a11l­
pic, the valm: I wil l be pl;l(ed in Y by the for ~tatemen t. Th is occurs be fore any 
processing Wilhil1 the loop takes place. 

The word TO mUSt then be specified. followed by thc final val ue. When 
the value in the cou nter-variable field is gre:\ler than the final value specified in 
the for slaternent. the for-next loop wi ll be term inalcd. T hllS, in the e'l\ :Implc, 
when the v;Iluc in Y is grealer than 10, the for-next loop wil l be endcd. 
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The opt ional STEP enny is next. It specifics the valu e which will be .-dded 
to the va luc in the cOllnter-var iable field after th e I'or-next loop is execut ed 
each time. In the examplc, after the loop has becn exec ut ed once, the value I 
will be added to the valuc in Y. If the optiona l step entry is om illed from the 
for statement, the val ue I will automatically be added to the cou nter-variable 

field. 
The Next stateme1ll co nsists of a lin e num ber, the word NEXT. and the 

vuriahle nume of the cou nt er-v::lriablc. Th e next statemcnt signifi es th e end of 
the for-next loop. All stat emen ts betwce n th e fo r stat emen t and the next 
s(atclllent arc considered part of t he for-next loop . 

T he for-next loop operates in one of two ways, depending upon the 
BASIC intcrpreter being used. Some interpreters will cause the statcmcnts 
wiThin the loop to be executed onc time regardless of the initial value in thc 
co ullt er-vari abl e field. Other int cr pret crs will check th c va llie in the co ullt ef­
variab le field prior to c!Her ing the loop. If it is great er than the fillill value. 
th en the stat ement s within the for- fl ext loop will not be executed eve n one 
time. The Ilowcharts below illustrate the two ways in whieh the for-next 
stat ement in Figure 6- 13 cou ld be implemelHed . 

Version 1 

fiOR Y '" .11 TO 10,sT,EP 1 

Prin t Y 

.'" , ,or 

Print 
Y 

Version 2 

FOR Y ,n. '1 JO 10 STEP -1 
" " , , 

Set Y _ 1 

NEXT' Y Ves 

Add t 
,or 

LOOPING - INTERACTIVE 
PROGRAMMING 

Figure6-14 Vorsion I 01 
the l or·next lOOP will o~e­
cute thO statements wit/l i n 
til e loop ono tlmo rogard· 
less 01 tl10 ,n'l,al va lue placed 
in the counte.·variable. Ve.· 
s ian 2 of Ihe for·ne ~t loop 
w,1I check tne ,mt,at value 
ot lne countcr.varoable. 1f it 
is greatcr tnan tho !onal 
valuo. thll loOp wil l nover 
00 entered. Vorsion 2 o f 
Itl0 l o.·noxt IOOIl corro · 
sponds oxactiy to the glln· 
eral l orro of 1M loop logic 
st ructure shown in Figure 
6-10. 

Add 1 
To Y 
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Figure 6- 15 Tne 5tandara 
loop logrc 5lruCluro. wh icn 
tlas Deen descllbed prevr· 
ously. corresponds to the 
l or.no_\ loop. 

Version I in figure 6- 14 is the nowchan for the im plemelHati on of the 
for -nex t stalemelll where [h e instructi ons lI'i lhin the loop arc execuled o ne ti me 
regardless of the initial value In the coun ter-variable fi eld. Thus, the field iden­
tified by the v:.triable name Y is set 10 Ihe value I, the v:'ll lIe in Y is printed, aud 
the va lue I is added 10 the value in Y. After the loop ha~ been executed one 
lim e, Ihe va lue in Y is compared to the final val ue, which is lell. If the vallte in 
Y is greater th,mten, the loop will be terminated. Otherwise. the value in Y is 
printed, the v:lllie ill Y is inneillellted by I. :lnd the test is perfo rmed agHilL 
This loopi ng will COl11inue until the va lu e in Y is gre:'ller than 10. 

In version 2. Ihe initial value i<; \Ct :llld then the valu e in the eO ltIl H.'r­
variable field, Y, is compared \0 the final value. I f the value in the Count er­
variable field is greater than Ihe final value, the loop is term inated. If the val ue 
in Y is eq ual to or less Ihan len, then the loop is emered, ;lI1d the instructions 
within th e loop tlfC exec uted. Th e la ~ 1 STatement in Ihe logic, whk'h b 
accomplished by the for Statelllel1l, is to im:rellleni the value in Y by 1. T hen, 
the value in Y is :I£:lin compared 10 Ihc fin,11 va lue, 10. T his loop will comin ui.' 
until the value in Y is greater than 10. 

Version 2 of I he implement ation of the for- ne-x t stat ements corresponds 10 
the sta ndard loo ping logit· structure which has been examined in this chapter 
(Figure 6- 15). 

The- inilializ:llion of the cont ro l va riable is accomplished in the for Slati.' ­
ment when the valu c in \' is set 10 I . Testing thc conlro1 \':IriabJc is done when 
Ihe value in Y h com pared 10 Ihe v:llue 10. The staT ementS within the loop arc 
executed, as reprcsent ed by the print Matemelll a ll line 420. The cOllt rol 
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variable is modified when the vallie in Y is incremented by the value specified 

followi ng the word ST EP. T he cxit 1"roml he loop occurs when the votluc in Y is 

grealer Ihan 10. 

All properly designed loops have a single entry point and a single exit point. 

T his includes loops implcmented using the for-next statement s. With th e for­
nex t loop, the cmry POi ll l into Ihe loop is Ihe for s(alement ,md the exit point 
from the loop is the nexl Sla tcmenl. The example bclow illustra tes a viol:l1ion 

of the single entry rule . 

Violation of the Single Entry Point Rule 

" A ::: P? 

'"' , . , 

200 JF A = P THEN 420 

41 0 FOR Y = 1 TO 10 STEP 1 
'1 2 0 PRINT Y 
43 0 NEXT Y 

Add 1 10 , 

4 40 REM 

In the exa!llple above, the for alld next statements on lines 410 and 430 arc 
the beginning and end of the loop. T he for statement on lille 410 provides the 
on ly valid entry po int into the loop . T he state melll S within the fo r-next loop 
should be execuled onl y aflcr Ihe for sWtelllC ll1 has been executcd . In the 
example, the if stalemel11 on li ne 200 will tra nsfer conHol to thc S[aIClllClll on 
line 420 if the value in A is equal 10 the value in P . This violates the single emry 
rule because the for statement online 410 is nOi executed prior to executing an 
instru ction within the loop. In addition, executing the next statem cnt on line 
430 wilhoUl executing the for staternelll 011 line 4 10 fir st is, whell (Ising some 
BASIC illlcrpreters, an error which wi ll ca li se the program to be tCl"lllina1(."d. 

LOOPING _ INTERACTIVE 
PROGRAM~,I ING 

Single entry point 
and sing le ex it 
point 

Figure 6-16 Any loop. ,I'.' 

cludm'd a iOf-nexlioop. shook! 
ha.e only one ontry poonl. 
In Ih,S exaonple. the ,I state· 
ment on lone 200 w,lIlJilns· 
let contrOl to the print ~Ia l e· 

menl all hno 420 illlHl valuo 
in A 's equal to the value in 
P. Transteu,ng control 10 11 
statemenl wilhon a loop 
eSl3bliSheS 11 second enl'y 
po,n1. wh,ch v,olllles good 
program des'gn when usong 
the loop logIc Slfuc ture 
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So< 
Y • , 

• 
Prln. 

" ENO" 

Flgure6-'7 The" Sl<lIe· 
men' on lone 720wllilr('lOS­
ler conuol OUI 01 1M loop 
It Ihe value In r IS "real(!r 
lIlan ' 00. Violating 1110 Sin· 
g le eXIt poin t rule tor a loop 
logIC suuc 'ure. The only 
tIme an e';' .rom a .Ol·no.t 
loop should occur is when 
the 10' SHliemenl doter· 
minos !nat 1110 value 'n ,he 
counler·vaoablO 11010 IS 
greater IMn Ihe t,nal value 

Step incrementing 

T he example in Figure 6- 17 ilhlslrales a violali on of Ihe single exit rule 
when using a for-nex l loop . 

Violation 01 the Single Exit Point Rule 

Co ' 
T _ T.· Y • • 
700 
7 10 
720 
730 
7 40 
750 
760 

. '. 
FOR Y : 1 TO 10 STEP 1 

LET T : T * Y 
I F T > 100 THEN 760 

PR INT T 
NEXT V 

PR INT " END " 

Add 1 10 
Y 

REM 

In the exa mple above, Ihe for -next loop begins with the for st al ement o n 
line 700 and ends with the next stut ell1ent on line 740. This loop should be ter­
minated only when Ihe for Statell1elll d('termines th.1I the vullle in Y is grealer 
than 10. T he if slll!emen( on line no, however, will pass control \0 Ihe stale­
Illelll on lin e 760 if the value in T is grealer than 100. As can be seen from Ihe 
nowcha rl in r: igure 6- 17. Ihis if Slalernent establishes a second ex it po inl froll1 
Ihe loo p. This second ex it poi nt violates good progr;ull design st andards and 
will nOI be fo und in a well-designed program. 

T he initial va lue placed in Ihe couiller-variable of a fo r st;t1ement need nOI be 
Ihe value I . In addition, Ihc step increment in a for Slalcmcnt need nOI be Ihe 
value I. Any inlcger or arith mctic ex pression may be uscd . T he on ly crit eria h­
that the v" luc specificd for Ihe step increment must al some time produce a 
vallie grealer than Ihe fi nal vaillc speci fied in th e for S\nI Cllll'nt. 

The cxample in Figure 6- 18 illustrates an appliC<Hio n in which an hourl y 
wage is projcl'led for weekl y, monlhl y. and yearl y wage~. ass umi ng a fony 
hour week. NolC thaI Ihe beginning v;,llIe for the cou nt ('r-var iable is 4.25 and 
the incrCII1 C' rll h .5 (50 cell ls) . 



Prog ram 

• 00 
11 0 
. 20 
130 
. 4 0 
150 
• • 0 
. 70 
. 8 0 
.90 

Output 

LET F it, '" " • • ••••••••• , ...... ......... .. 
PR INT " HOURLY WEEKLY I'tQNTHL Y YEARLY " 
PRINT 

FOR W G 4 . 25 TO 9 . 7~ S TEP . S 
LET WI III W • 40 
LET M = I ~W • 40 ) • ~2 ) / 12 
LE T Y .. IW • 40) • ':52 
PR INT US ING Fl. ; W. WI , " . Y 

NEXT W 

HOURLY WEEKLY MONTHLY YEARLY 

4. 25 170 . 00 736 . 67 8 , 8 40 . 00 
4 . 75 19 0 . 00 823. 33 9 , 880.00 
5 . 2 5 21 0 . 00 9 10 . 00 10 , 920. 0 0 
5 . 7':5 230 . 00 996.67 1 1, 9 60. 00 
6 . 2~ 250.00 1, 093 . 33- J3~OOO . OO 
6 . 75 2 70 . 00 1 , 170 . 00 14,040.00 
7.25 290 . 00 1 , 2:56.67 1'5 ,080 . 00 
7.75 3 10 . 00 1, 3 43 . 33 16 ,1 20 . 00 
8 . 25 330. 00 1 . 430.00 17 .1 60.00 
8.75 350 . 00 1,516.67 18,200.00 
9.25 370 . 00 1, 603.33 19 . 2 40 . 00 
9 . 75 3 9 0.00 1,690. 00 20 , 2 8 0 . 00 

A fter the head ings <Ire printed in th is example, the for stat ement on line 
140 places the initial v<l]ue of 4.2 5 in the counter-variable W. Since the value in 
W is nOt greater than 9.75, the loop is ent e red. There . the weekly, monthly, 
and yearly salaries arc (,'o lculat ed using the value in the co unter va riable W as 
the hourl y wage. II is qui tc com mon in a for · ncxt loop for Ihe val ue in Ihe 
eOllnter- va riablc 10 be used in calculaliOIlS within the loop. 

After the wages arc printed, the value in the counler-variable will be 
increment ed by the step incremen t . In this example, the value.5 will be added 
10 the value in W . The resul l is tested against the fin;l l value; since it is not 
greater than 9.75. the loop will again be executed . this lime with the va lue 4. 75 
in W. Th is loop wi ll cOI!linuc ulltil the vil lue in W is great er than 9.75. 

A negative \,:tlue ma y be specificd as a st ep increment. To prim Ihe ompUl 
illust rated in Figure 6- 18 bcginning with the highest val ue. Ihe fo llowi ng for­
next loop could be used. 

(CL::~:~:'~OR~·X~T~"~W~· __ 9 __ .7_5 __ T_O __ 4 __ .2_5 __ S_T_E_P ____ ., __________________ J) 

'''' 

Flgule 6- 18 The mi l lal value 
in me 101 stalemenl on line 
140 IS 4.25. TM !lnal value 
159.75. and IIle stop inc re· 
IIlcnt is 5 The loop will be 
oxe~Ul0(l unl111hO valuo 111 

W c.ceedS 9 75 

Negative step 
increment 

Flgule 6- 19 When thC step 
1Il~lement IS negatIve. tile 
value sp(lCltied is subtracted 
Irom HIe value 1Il1hc .:;ounlCf· 
v~";ablo I'el(l . TllC loop Is 
cmled wlle ll itlc vll luc in W 
IS loss Ih3n 4 25 
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Omitting the 
step increment 

Figure 6-20 The dclauit val 
ue plus 1 ,s used as Ihe 
SlOP ",c,emenl in the 10' 
s talement on line 700 00· 
t<luse ,t (:onl<l1ll5 no 5iCP 
increment 

Variab le names in 
the for statement 

When Ihe for sWtemelll on line 140 in Figure 6- 19 is executed , the value 
9.75 will be placed in the field idenlified by the VOIdable lIallie W. When a 
negative step incremen t is specified in the for SHlI emelll. the lest perfor med by 
the for statement is 10 detefmille if the va luc in the counter-variable is less than 
the fi nal value. Therefore , the value in w, 9.75 , is compared to the fina l value, 
4.25, to determine if it is lower. Since the value in \V is greater than thc final 
value. the loop will be entered. 

After the proct.'ssin g in the loop is completed and Ihe next statellient on 
line 190 is encountered. the value.5 will be subtracted from the value in W. 
givi ng the rt.'sult 9.25. Since this value is not less than the fi n:11 va lue. Ihe loop 
wi ll again be entered. This processing will cont inue until lhe va lue in W is less 
than the final value. 4.25. 

Again. il shou ld be noted that if the slep increment is negative. this value 
is sublracted frol1l the original value placed in the counter-variable field. The 
loop is terminated when the va lue in the cou nter· variable field is less than the 
final value. 

It is not required that the step incremcnt be specified in the fo r st:ltell1en t . If it 
is not, the value plus I is ussullied . I n Fig ure 6- 20, the for-next loop is used w 
control raising the number 2 to the next higher power. 

Program 

7 00 FOR E :II 1 TO 5 
7 10 PRI NT 2 , E 
720 NEXT E 

Output 

( 
2 ) 4 
B 
16 
32 

The for st atement on line 700 does nOt contain a step increment. 
Therefore, each limc the for statem cn t is c.-.:eclltcd, the dcfault vallie of 1 is 
added to the cOllnt er-var iable field E. When the va lue ill E is greater than 5, 
the loop will be terminated. 

Variable names of fields may be used in Ihe for statement as the initial va lue, 
thc final value. and the incrementa l v,lllIe, The eXlllllple in Figure 6- 21 
illustrates the usc of variables in the for Statement. 
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280 LET C • AI , 82 
2'0 LET F -A2 , .2 
300 LET 1 • ., 
310 REM 
320 FOR Y • C TO F STEP I 

,"0 NEXT Y 

In Figure 6- 21. Ihe coull! er-vtlriablc Y is sel la an in ilial val ue based Ill>on 
Ihe vatue in Ihe v:lriable field C. The final val ue is the value in Ihe field iden­
tifil-d by the variable F. whi le the step increment is the vatue ill lhe variable field I. 

NOle Ihal if Ih e vallie in A I is greaJcr Ihan Ihe va tue in A2 in Ih e example 
above. Ih e inilial valli e will be greater Ihan Ihe fina l va lue. As expiuilll.:d 
IHeviolisly, dcpclldiug upoillhe BASIC interpretcr being used . the stat cilleut s 
ill the loop would not be exccul cd or would be executed aile lime. 

In many cases, the lise of variables in a for statement is preferable 10 the 
usc of li terals for the salllC reasons as noted in previous programs. The major 
reason is for IImint enance purposes. I r a variable SCI in a program and used in 
th e for Sl,lIemelH 1I1115t be modified, il can bc changed al on ly a ile place in ~ t ead 

of searching Ihe progra m 10 find Ihe applicabl e for stat ement. In addition. 
when Ihe va ilies used in a for statemel1l wil[ change dynamically. such as in 
Figure 6- 21. a variable must be used. 

For-ne.'\t toops can be nested within one another to provide Ihe abi lit y 10 loop 
wilhin a loop. Th e example in Figure 6- 22 ill ustrates nested for-nexi 
statements. 

I 

\ 

Program 

~40 FOR I - 1 TO 2 STEP 1 
350 PRINT -GROUpw r I 
360 FOR K = 1 TO 2 
370 PRI NT USING" .: H; K 
3BO NEXT K 
390 NEXT I 

OUlpul 

GROUP 1 
to 
2 , 

6ROUP 2 
to 
2. 

\ 

Figure 6-21 Fields idenl,· 
fred by numelU;: variable 
names can be used as 1M 
Inillal value. Ihe l inal value. 
and IhO Step Incremenl . In 
Ihrs example. II Ihe value 
rn Ine Ireld rtlen l .hed by 
Ihe vallable namo C rS 
grealer lnan IhO value in 
Ihe held r(1enh lied by Ihe 
vaflable name F. Ihe loop 
wrll be execulod ono l ime 
by some BASIC mlorpreWfS 
and loro l imea by Olher 
BASIC rnlllrprelers. 

Nested l or· 
nex t loops 

Figure 6_22 A nosted 101' 
nexl loop will be oxeculed 
In ,IS onll fOly lor each pass 
II1rougll lile ouler 10f-nexl 
loop. Here. Ihe l or·nexi loop 
on hnes 360 - 380 will be 
execulCd l or K = I and K 
'" 2whenl '" l and whenl 
• 2 



CHAPTER 6 .20 

'" 

Figure 6- 23 The char i io 
11115 e. ample traces the 
va lue io the variable Ilelas 
aod Ihe prioted output wnrch 
wo ll occur as Ihe slatemenis 
on the toops are e~eculll(l. 

Tracing the exeeuiron 0 1 
IIOIIion5 0 1 a program using 
a chari sUCh as this Clln Do 
Quite uselu l ln both undor· 
s tandrng the processing 
wh.ch will occur and .n de­
termrning tne result s wnrcn 
should occur when Ine pro­
gram is executed. 

In Figure 6-22 , the first fo r-next loop bcgins with thc for statement on 
line 340 and ends with the next statement on line 390. The next Swt erncnt on 
lillc )90 ends the first loo p because it contains the same counl er-variable ( I) as 
the fo r stat emen t on li ne 340. The inner. or nested, ror- nex t loop begins on li ne 
360 and ends on line 380. The nex t stat ement o n line 380 co ntain s the same 
coullter-variable (K) as the for st:nelllent o n line 360. 

When the st at emen ts on li nes 340 - 390 are execu ted. the processi ng 

occurs as follows: 

"'" '" LI ... 350 ....... 
U ... 310 

"'" ... LI ... 380 
U ... 390 
UM'" 
U ... 350 

UM3fO 
Un. 310 

Une 380 
U ... :sao 
Un. no 

, , , 

, , 

2 
2 , 

• • 
, , , 
, 
• • • • 

\ , , 

OUTPUT 

GROUP 1 

GROUP I 

" 
GROUP I 

" 2, 

GROUP I 

" , 
GROUP 2 

GROUP 1 

" 2, 
GROUP 2 

" 
GROUP 1 

" 2, 
GROUP 2 

" " 

UM350 ....... "'" ... 
Lint_ 

, ...... ""'.,. 
""'300 

UIM 360 ....... 
LIIM ,., 
U ... 3!1O 
U ... 360 

U ... 310 
U ... 3IO 

U", 360 
Une370 
U ... 3IO 
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By lracing the processi ng which occurs when the nested fo r-next 
Stat ement s :Ire executed. it can be seen that the "inner" loop is e.l(ecut ed 
through it s elltirety for each pass through the "OUler" loo p. Thus. when 
I = 1, the inner loop will process fo r K = 1 and K = 2. Aft er the inner loop 
has completed processing, the counter-variable for the outer loop is 
incremented by the valu(' in the step increment, and the inner loop will again be 
executed in its entirety. Therefore. when I = 2, the inner loop is processed fo r 
K ::: I and K .. 2. The example in Figure 6- 23 should b(' understood becau!oe 
nes ted for· next statement s (';m be quite usefu l in some applications. 

The programmer mll st be carefu l when using nested for -next S[;Il e lllent s 
10 rollow the single entry-single exit rule. Also, an inner for·next loop must be 
entirely contained within the outer for-ne.l(t loop. The following example 
ill ustra tes codi ng which violat es thi s BAS IC rule and is, therefore. inv;l lid. 

In the exrunple above. the loop begun by the fo r statement on lill(' 6(X) 

en ds on line 630 with the next stat ement. The loop begun by the for stat t'melll 
on line 610 ends with the next statement all line 650. Clearly. the inner loop, 
which is begu n by the for st mellIell t o n lini.' 610, is not wi thin the out er loop 
because the outer loop terminates before the in n('r loop. Th is violat es a Bi\S IC 
language ru le concer nin g nest('d for-n('.l(t loops and should never orc lL r. 

Looping is a very important logic structure for comput er programmin g. 
The for-llext statements in BASIC provide an easy implemelltation of th e 
looping logic Slructu re fo r ren ai n Iypes of applicatio ns. Both loopi ng ;tIld the 
1'0r-nexl statement s should be wd l understood by the programTller. 

The sample progr;Ul1 in thi s chapt('r is designed to cre:ue an investment chart 
for a n amO\l\1t and interest rat e en lered by the user of the program. The output 
of the program is il1uSlral(."d 0 11 page 6.1 in Figure 6- 1. The input data 10 the 
program is ent ered by the user and cannot. therefore, be listed prior to the 
execution o f the program. 

The program design begins with the specification of the progr;un ta sks whidl 
must be accom plished in th is program. These tasks arc li ~lcd Oil the nC.'(1 page. 

LOOPING _ INTERACTiVE 
PROGRAMMING 

Figure 6· 24 A BASIC rule 
rs lIla t II nested l or·next 
loop must be eJltrrely con· 
tained WiUHn the oote. loop. 
Here. the rule is viotated 
because the loop begun by 
the tOI statement on tme 
6tO .5 telmlnated by Ihe 
ne .. t Sialement on line 650. 
which 'S ou tsl(le Ihe loop 
begun by Ihe l or sta tement 
on lone 600 and endad by 
tnc next statement on hne 
630. 

SAMPLE 
PROGRAM 

Program design 
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Program lIowchart 

Figu.e 6-25 P'oglam 110 .... · 
Chal! (Page I 01 2). Tills lIow· 
Chart conla",s the togic 10 
sotvo th (l sampte program 
l! consi sts 01 ;) large pro<:· 
O~~i!lg toop S"l1i l1lr to thosa 
9110wn in pr(lviOU5 chapters. 
The ma'" loop OOg"'5 at the 
deCISIon symbot a5k"'9 iI 
the answer en tered by Ihe 
usc, is NO. II the answer IS 
NO, the toop ,5 termIna ted, 
Itm endIng ll'I055age is prInt· 
00. and IhO program IS lerm,· 
nalM. 111M answer is YES. 
tne main processrng loop 
IS enlered. The loop con· 
tlnues on the second page 
01 the lIo .... Char t rn FIgure 
6-26 

Program Tasks 

I. Obtain invcsllnco( amount and ilH ere ~t ratc. 
2. Cah.:ulate investmcn t value for len years. 
3. Print invest ment "aluc. 
4. Edit all input data. 

T hc flowc han illustrating thc logic to accomplish these progr:ull t as ~ s is show I! 
ill rigurcs 6- 25 ,md 6- 26. 

51. rt ) 

Initialize 
Variables 

" .;Answer . VI,,,,",:...J 
'c:r. Answor • No 

P/;nl 
Endlnll 

Mu.allB 

Eo' 

Pllnt Mn"!jIe 
and Obl.in 
Invetlment 

Amount 

" <Amount Ent... No 
...... L ... Th.n /" " ' 

'6' 



PI!n l MII"IiI' 
.nd Obl,'n 

Inl"tll R"I 

Prlnl 
Hu di"9' 

11'1111.1111 Vur 
Counl" 10 1 

Pili'l l Error 
No MIss •• nd 

Obliin N_ 
11'1 1"", R" I 

C" cul.,. 
Infu lmen. VIIUI 

",r...., .or VI " In 
Counter 

As~ II 
C. cul, 'ion I, 10 II.-

Pe.IOfmld and 
Obl,in An, we. 

" n.wet .. VII No 

~" 
Plinl Err Ol 

Mln'"I.nd 
Obll!n NlW 

An,wI' 

Add I to 
VUI Counllr 

The rl owclw rt in Fi ~ures 6- 25 a nd 6-26 illustr;l( es the- l o~ic used in the 
pro~rarn to produce the investmCIl! chan. Since th e flowchart requires tWO 

p,,~es . there must be an indication where cont rol is passed from the logi c on 
one p:lge 10 Ihe logic on :IIIOlher page . The page COlllleClor ( CJ ) is IIsed for 
Ihis purpose . In Figure 6-25. Ih e last st:llernenl wi ll pass cOll trol to page 2, 
connector A. In Figure 6- 26. this point is at the lOP of the Ilowclwl'i, :IS 

indicated b}' the on-page connector symbol ( 0 ). 
When the logic in the flowcha rt in Figu re 6- 26 is com plete. it passes con­

Irol back to connector A on page I. Throu~h the use or on-page and o ff-page 
connector!>. noweh:lrls eun be Illuhi-page document s. 

Fi"u.e 6-26 Plog.am 1I0w· 
clla., IPago 2 01 2). Th,s is a 
conl lnu31,on 01 !he lIow· 
chari In Figure 6-25 The 
tlowCharl log,c is 01'110.0(1 
31 11'10 conne<:Io, symbol 
1>05'1'00 A. II I.ans'ers con· 
HOi baCk 10 page I of lhe 
lI o wChari aline bonom. 
usmg U>o 011-page conneclor 
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As noted previously. when execution of the sample program begins. a message 
is displayed asking the lIser if an in\"estlllelll calculation is to be per formed. 
The user ca n then either elller the word YES or the word NO. Any other ent ry 
i ~ invalid. The coding in the program which implcll1cllI s the logic shown III 

Figure 6- 25 to check th is condition is illustrated below. 

390 PRINT "DO YOU WANT TO PERFORI'I AN IN\lESTI"IENT CALCULATION?" 
400 I NPUT - ENTER YES DR NO: .. , RS 
410 REM 
4 20 IF RS - " YES" OR RS ... "NO " THEN 4bO 
4 3 0 I NPUT" INVAL I D RESPONSE - PLEASE ENTER YES OR NO: " ~ RS 
440 GOTO 4 2 0 
450 REM 
4 bO I F RS "" "No" 'THEN 8 40 
470 CLS 

Figure 6·21 A loop Is 1110 
approprialC logrc struCture 
to use whon edi ting input 
data b(!(:au$O lhe Checking 
wrll continuo unt,1 vahd Clata 
,S enlCfed. NOlO ,n II1IS exam­
plOlhe REM Siatoments on 
hnes 410 and 450. WhICh 
generate blank lines. Blank 
lines ShOuld always pre· 
Cede ana lollow a loop SO 
thai the loop '5 easy to see 
on the COdong 

On line 390. the pr int statement is uscd to ask thc usc r if an investment 
calculation is to be performed. Th e input st atelllellt on line 400 is used to as k 
the user to enter the word YES or the word NO. Only the word YES or the 
word NO are vOIlid responses - any OIher respon~e . such (IS Y or N. will cause 
an error message to be printed. 

The if statement on line 420 is the first statement in a loop. This statement 
is used to ellsure that either a YES or NO response has been entered by the 
user. If the response is a YES or a NO. control is passcd to Hne 460. When con· 
trol is Irilnsferred to line 460. it is known that a valid response (YES or NO) 
was entered by the IIser. A check muSt then be performed to detefmine which 
response was given. The if statemctll o n line 460 checks to determine if the 
response was NO. If the response was NO. indicating the user docs nOI desi re 
to perform a calc ulation. control is passed 10 the SHHcrnent at line 840 where 
e ... ccution of the program is termi nated. If the answer is YES. the main 
processing loop of the progr.un is ell tered. 

When the if statement on li ne 420 is execut ed and the respOlls(' cmered by 
t he u~er is not equal 10 YES or NO, an invalid Ciltry has been made. Th e state­
mellt on line 43() is Ihen execut ed. The input SWlement o n line 430 pri nts an 
invalid response message and allows the user to make aUOIher cntry. The goto 
SWtemelll on line 440 returns co ntralt o the if statement on line 420 where the 
entry made by the user is again checked for YES or NO. This looping 
continues UlHit a valid response htl!> been elltered. 

The usc of a loop is appropria tc in th is situation because a certain action 
(prim ing the error message and gell ing a lIew rcsponse) wi ll be executed over 
and over unt il a gi\'en condition occurs (the user ent ers YES o r NO). Whenever 
(I set of inst ructions is to be execut ed Illultiple titl1i:s until ;1 gh'en condition 
occurs, a loop is the proper logic struct ure to usc. 
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In the loo p in Figure 6-27, iI shou ld be noted that the loop processing Tllay 
never be en tered: tlmt is, the user may (indeed, will likely) enter the cOlTect 
response the first ti ll1 e. Thus, as with any loop, it is possible that the loop 
processing wi ll not be executed. depending upon the condition tesh.'d at the 
start of the loop. 

In most interactive applications, it is desirable 10 perform a check on data 
elllered by the user to ensure that the value is reason:lble: that is. the value is 
nOi below or above va lues which have been designated as reasonable. In th e 
sample program, it has been determi ned that the amoum elllered by the user 
shou ld be less than SIOO,OOO.OO, and that the inl erest rate should be less 
than 251)/0. 

When designing the logic of the program, the programmer IIlUSt e.-.:al11ine 
each processing requiremelll 10 determine the proper logic structure. Here, the 
user must elller a v;I lue less than SIOO,OOO.OO. At fir st glance, this may :lIlPcar 
to be an if-then-el se logic structure problem: that is, if the val ue is less than 
100,000.00. then all error message should be wrillen. Otherwise. processing 
cont inues. This allalysis is in error, however, because aftcr the error message is 
wrillen, another response IllUSt be emered, and Ih is new response muSt be 
checked for reasonableness . Thus. :1 loop is req ui red because the response 
must be checked each time ulltilt hc amoun t elllered is less than $100,000.00. 
When designing a program, the programmer must always ask if the proce.~s illg 

is to be repealed ulltil a given condition occurs. If so , then a loop is requ ired. 
The cod ing to chec k the amOU1I1 entered and the illlerest fate ellu~fed is 

shown in Figure 6- 28. 

<SO 

4"" 
500 

INPUT "ENTER Af1()(JoIT TO BE IN\lESTED= ", A 

LOOPING - INTERACTIVE 
PROGRAMMING 

Editing for 
reasonableness 

Figure 6- 28 Reasonable· 
ness cnecks are Qu'le com· 
mon when (!(l'lon9 inpul 
d3la. Tnc use ollhe Yar,able 
naonos A \ anCi RI 10 con lain 
Ill!! acceplable values ,ncans 
lhal iI lhoso yalucs a,c 
changed al a lalCr lune. only 
Ill!! inillalilalion slate~ls 

mUSI be changed. The Slal8-
ments.n Inese OduonQ rou' 
lines need nOloe cnangM 

5 ' 0 
520 
530 
540 
5SO 
560 
570 

IF A ( Al 
PRINT .. 
PRINT .. 
INPUT A 

Tl£N ""0 

""""'" Pt.£ASE 
ENTERED IS TOO HI GH" 
ENTER AN AI10UNT LESS THAN", AI; 

""" ."" 600 
6'0 
620 
630 
640 

GOTO 500 

INPUT " ENTER INTEREST RATE: "'I R 

IF R ( RI 
PRINT .. 
PRINT .. 
INPUT R 

GOro 580 

CLS 

THEN b40 
INTEREST RATE IS TOO HIGH" 
PLEASE ENTER A RATE LESS THAN", 

REH 

REH 

Rt, "XI "; 
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Figure 6·29 The Pl'Inl Slale­
mCfl l on Imc 520 rflCIUllCS n 
v3"ab lc fie ld (AI ) hI ad(l>· 
t iOfl, the stllicmefli ()nds 
with a semIcolon. TrJI)refom. 
the (lala entered in fesponse 
10 the input SlIllCmenl on 
hne 530 IS dIsplayed on lhe 
same hne a5 Iho p,ompl 
p"ntCd by the p.ml Slale· 
mefll on hne 520 

Program 
'20 
030 

Output I 

Clear screen 
instrucl ion 

In Figure 6- 28. the input stat ement on line 480 asks the lIser to ent er an 
amount to be invested. T hc value entered is stored in the field idcmified by the 
variable n;IIIH! A. Thc if st:Hemcnt o n line 500 then ched!> if the vH lue in A is 
less than the va lue in the field idenlified by the variable nam e A I. The vulue 
100000.00 was placed in A I at initializ:uion time . 

If the value in A is less than the value in AI, control is passed to the state­
ment on line 560, and Ihe loop is ncver entered. If, howevcr. the value in A is 
not Icss than the value in AI. the loop is entered. and the statement s on lincs 
510-540 arc executed . The error messages arc primed by the print SlUtemen ts 
on lines 5 10-520. The I>rim statement a ll li ne 520 Ul ilizes the value in A I as 
part o f the error message. T hus, the value in A I is used for eomp'lring on li ne 
500 and in an error message on [inc 520. This is an example of the value in a 
variable field being used in more than one place in a program . If the value in 
A I were to be chan ged, for example to S2oo.(X)() .00. the programmer needs to 
change onl y the Ict Slalement which places the valuc in thc fidd in the 
initialization portion of the progr;un. The SI(ltemelHS on lincs 500 and 520 need 
not be changed. 

NOle also that the print statement on line 520 ends with :I semicolon. 
T herefore. afler the print statemenl is complete. Ihe cursor will remai n on the 
same line as the message. The inpul stat ement on line 530 th en :lllows the user 
to enl er lhe new \alue on the same lin e as thc message (Figure 6- 29). 

PRINT " PLEASE ENTER AN AMOUNT LESS THAN " I AI ; 
INPUT A 

PLEASE ENTER AN AMOUNT LESS THAN 100000 ? 500 I 
Cursor stays on same line 

After Ihe n~'w alllount has been ent ered. the gotO SlatClllelll o n line 540 
passes conlrolto line 500, where the amO llnl j usl cmered i~ checked. Thi ~ loop 
wi ll continue until the amoum entered is less than $100,000.00. 

Simi lar prm:essing is performed by the coding in Figure 6-2810 check the 
interest ratc. 

After the :lI llount alld imerest rat e ha ve been entered . lhe il1\estm c!H chart is 
printed. So that other information will nOt a ppear on the screen at the same 
time the in ves!ll1ent chart is displayed. the clear screen instrlletion is used in 
thi s progr'lIlI. Thi s instruction complelely blanks the CRT screen and places 
the cursor in Ihe upper left corner of the screell. The clear screen instructio n on 
many computer SY'ilcms consists of the stateTllent CLS (Fi gure 6-30). 
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CL S 
PR INT USI NG F2. ; A. R ) 

The CLS instruction on lillc 640 will clear thc sc reen and placc thc cursor 
in the top lcfthand corneT. Thcrcfo rc, the li ne printed by thc pr int using 
stat emcnt on line 650 will bc thc first linc on the scrccn. 

All computcr sYStCIllS havc an instruction which wi ll clear the sc rcen, bu t 
the instructio n is not :Ilw;IYs CLS. On some systellls, th e inSlruction is HOME, 
while on others it co uld be still diffcrent. T he progra mmer should check the 
system being used for the instruction which wi ll clear the screen. 

In the sam ple program, thc value of the amount invcsted is to be ca1cul:ued 
a.nd printed for each of ten years . The formula for calculati ng thc value of an 
investment at the end of a.ny givcn year is: 

Where: 
v = A • (1 + (R 1100)) t y 

v = The value of the investment at the end of Ihe year 
A '" The amount invested 
R = The interest rate specified as a whole number 

(example: 25, not .25) 
Y = Years amount has been invested 

The formu la in Fi gure 6- 31 must be repeat ed for each year that is to be 
calculated. Therefore, in the sample program. it will be repeated ten times. 

As noted previously. whcn prcsen tcd wit h a logic dcsign problem. the pro· 
gr.Ul1l11er must determine the proper logic st ructu re. To calculate the invest­
Illent value for each o f the ten years, the form ula must be repea ted ten times. 
Th is, then, appears to be a perfect application for a loop logic structure. since 
the same processing Illust be repealed unt il a given condition occu rs; that is, 
until all te n years have been ca lcu lal ed. T he logic from the sample program to 

solve this problem is shown in Figure 6- 32. 

.. .. , 
.. 

Ini tlaille Yea. 
Counte. to I 

~ 
Calcutate f--I ,,'"' 'f ear Counte No tnvestment Va tue Add I to 

G'eater Tha tor Vear In In.e5tment Year Counter 
I n? Count. r Value 

y" 

LOOPING _ INTERACTIVE 
PROGRAMMING 

FIQIR 6- l'J The CLS instruc· 
tlon rs used 10 clea. me 
CRT screen and ptace 1he 

cursor in the upper le fthand 
corner. 

For·next loop 

Figure 6-31 This figure 
Shows the formula required 
to ca tculate the value of me 
Investment for eaCh year. 

Figure 6-32 The loop to 
catculate the mvestment 
follows the e~act format 01 
the loop log,c structure -
onlllal'W. test. execute foop 
onStruc tions. moo,fy. and 
exit 
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'" 
The logic illustrated in Figure 6-32 to cakul :ue :md prill! the inVeSlnlenl 

va lu e follows the typical looping st ruclUre. Th e first step is to initialize Ihe 
count er which indicates the year being processed. The cOlllrol variable (year 
cow1I cr) is Ihen [ested 10 determine if the loop should be emered. Within the 
loop, the investment val ue is calculatcd and primed. The control variable is 
then modified when the year counter is incremellled by 1. 

Si nce this loop is to be executed based UI)on the va lue in a counter, and 
since the val ue in the counter is to be inerelllerlled by the sam e value each tillle 
through the loop, it can be easily implement ed in BASIC using the for-next 
statement s (Figure 6-33). 

4 bO IF Rt. =- "NO " THEN 840 
470 CLS 

.'0 
700 
710 
720 
730 
740 
750 
700 
770 

FOR V ~ I TO U STEP 1 
L ET V • A • I I + tR I l Oa) ~ v 
PRINT US ING F I_; v, v 

NEXT V 
REM 

PRINT 
PR I NT "PO YOU WANT TO PERFORM ANOTHER CALCULATION?" 
INPUT MENTER VES OR NO: w; Rt. 

REM 
780 IF Rt. '" "VES " OR Rt. '" "NO " THEN 8 20 
790 INPUT " INVALID RESPONSE - PLEASE ENTER YES OR NO; "; R. 
800 GaTO 780 
810 REM 
820 GCTO 460 

Figur.6-33 A rOf·ne~t loop 
'5 used to tslculate and 
pflnll nc onvestment values 
l or eaCh 01 me len years 
Wncn the loop IS completed. 
the SlatemenlS on hnes 
740 _ 600 Oblarn hom Ihe 
uscr a rospO!1se [YES 01 NO) 
wh>ch WIll oolelmlno whell">el 
lilO mau) I)rOCOSS'''O loop 
will be cn1(lfOd again. Thi S 
response Is t hCCkCd on 
lonc 460 

When the for stat elllent on line 690 is execut ed, the v:llue 1 is placed in the 
field ident ified by the va riable name Y. This value is then compared to the 
value in U. If the value in Y is less than or equa l 10 the value in U, the 
statement s on lines 700 and 710 arc executed. The value 10 was placed in U 

when the variables were initialilcd. 
Within the loop, the investment value (V) is calcu lat ed and the year (Y) 

and th e invesllncu t valuc arc primcd. T he nC.'l: t SWtelllcm on line 720 passes 
con tro l bad: to the for statement, wilere th e value in Y is incremented by I alld 
then is colllp;lTed 10 the va lue in U. This loopi ng will con tinue umilthe value in 
Y is great er than the value in U. At that li l11e, the loop is terminated. and the 

user is asked if another calculation is to bc performed . 
The statement s on lines 740-800 ask if :l1lo ther calculation is to be per· 

for med and veri fy that a \'alid response is made. These stat emen tS modi fy the 
control variable. RS. which is used to comrol the lI1ain processing loop. They 
obtain data which indicates whether the main processing loo p is to be executcd 
agai n (YES in RS) or terminated (NO in RS). The gotO Slatement on line 820 
passes control back to the if statement o n line 460 which checks if Ihe main 
loop should be emered . 
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The fu nct ion performed by the statements on lines 740- 800 is very similar 
to that performed by the read statement in previolls programs. Therefore. 
thesc stat cmen ts must be the last statements within the loop in the same man­
ner that the read statemcnt in prcvious programs was the last Slatcmellt withi n 
the loop. It is a design error to pass control back to any slat emellt located 
before the if st atement on li ne 460. 

The looping logic st ructure and its implementation in BASIC is very 
i111 I)Ort anl. All mat erial covered in this chapter shou ld be thoro ughly 
understood before cOll1 inu ing to subsequent ehaplers. 

The following tips should be kept in mind when coding a program: 

I. The co nSlant values which arc used in a program should be placed in 
fields with var iable names by the initialization portion of the prognt ll1. 
When this is dOlle, th e maintenance task is much easier and less prone 
10 error. 

2. Wheneyer new, unrelat ed subject mailer is to be displayed on a CRT 
screen, th e screen should be cleared first. This allows th e lIscr 10 see 
only Ihm information which is required for the response. 

3. When editing dma en tered vi:l the input st at ement, nevcr a:.sume thaI 
if one va lue was not entered, anot her value was en tcred . For example, 
when editi ng the response \0 the quest ion, Do you want \0 perform an 
investment calcu lation, do not assume that if the value entered is not 
yes, it is no. 1101h possible \'al ues must be explicitly checked. Ifa valid 
response is not entered. an error message should be primed and a correct 
response asked for. 

4, Loops, whether they arc implemented using an if statement and a gOtO 
statement or for-next stmemcnts, should be preceded by and followed 
by a blank line. Writing loops this way enables a reader of a program 
10 quick ly ,1Ile! easi ly SPOt the beginning and ending of:I 1001), 

5. The first SH\ tcment in a loo p (eilher an if stalcment or:I fo r st:lt cll1 cnt) 
and I he lasl Stat emelll in a loop (either a gotO SIiHclIl Cll l or a nexl 
statement) sho uld be vcrti cally aligned. All s\atelllCJH S within the loop 
should be indented IWO columns from the beginning and ending 
statement s. 

6. Loops should bc implcmcnted using the for-next statcmen ts when the 
execll tion of the loop is dependent upon the value in a count er and the 
value in the coullter is incremented by the same amount each pass 
th rough the loop. Otherwise. loops should be implemented lIsing the if 
and the gOlo ~tat cmcnt~ . 

7. It is quite importa nt tha t the users o f a program understand the 
messagcs wril1cn all the CRT screen in response to a value entcrcd. 

LOOPING - INTERACTIVE 
PROGRAM MING 
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'" 
Therefore. the error messages written by a program should be self· 
explanatory and should ind icate to the user why the input cntcred was 
in error. For exam ple. if a user cnters an interest rate grcater than 
240"/0. thc mcssage should explain that the illlercst ratc mUM be less 
than 250/0. I f the Illess:lge just s:lid "Error - recnter". thc user would 
have no guidance and may, therefore. never figure OU I why Ih e entry 
was ill error. 

Sample progra m The complete listi ng for the smnp]e program is shown below and on the next 
pagc . 

100 REM INVEST OECEMBER 28 SHELLY/CASHMAN 
11 0 
120 
130 
140 
I SO 
160 
170 
180 
190 
200 
2 10 
220 
230 
~~o 

250 
200 
270 
280 
~90 

'00 
31 0 
020 
030 
340 
,"0 
.60 
370 

REM 
REM 
REM 

REM 
THIS PROGRAM CALCULATES THE VALUE OF AN AMOUNT INVESTED 
FOR EACH OF TEN YEARS . THE USER ENTERS AN AMOUNT LESS 
THAN $100. 000 . 00 AND AN INTEREST RATE LESS THAN 25,. 

REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 

VARIABLE NAMES : 
R$ •.•. RESPONSE TO IS THERE ANOTHER CALCULATION 
A ••••• AMOUNT TO BE INVESTED - ENTERED BY USER 
Al .... AMOUNT ENTERED MUST BE LESS THAN THI S AMOUNT 
R ••• .. RATE OF INTEREST - ENTERED BY USER 
Rt •••• RATE ENTERED MUST BE LESS THAN THIS RATE 
V ... . . VALUE AT THE END OF EACH YEAR 
y .... . yEARS COUNTER 
U ....• NUMBER OF VEARS FOR WHI CH TO CALCULATE VALUE 
Fl$ • . . PRlNT USING FORMAT FOR OUTPUT LI NE 
F2$ . •. PRINT US ING FORMAT FOR HEAIHNG LINE 

REM ••••• INITIAL IZ AT ION OF VARIABLES ••••• 

Al = 10(lOOO. 
RI "" 25 
U = 10 
F l$ := •• 

REM 

REM 

REM 
LET 
LET 
LE T 
LET 
LET F2 ' = "I ~JVESTMENT CHART FOR 

••••••••• It*" 
$$It.It •• . •• AT ....... ,. I~HEREST " 

REM 
REM ••••• PROCESS ING ••••• 

3-80 CLS 
39(1 PRINT " DO VOU WANT TO PERFORM AN INVESTMENT CALCULATION?" 
400 I NPUT "ENTER VES OR NO : " i R$ 

REM 

41 0 REM 
420 I F R$ :< " YES" OR R. m "NO" THEN 460 
4.30 r NPUT " I NVAL I 0 RESPONSE - PLEASE ENTER YES OR NO: ": Rlo 
44 0 GOTD 420 
450 REM 
~ bO I F R. = "NO" THEN B~O 
~70 CLS 
4BO INPUT "ENTER AMOUNT TO B:E INVESTED: .. J A 
490 REM 

Figura 6-34 S(lmpl(l prOllram ~POri 1 0 1 2) 



THEN :5bO 
AMOUNT ENTERED I S TOO HI GH" 

IF A ( Al 
PR I NT " 
P RINT .. 
INPUT A 

PL EASE ENTER AN AMOUNT L ESS THAN " , A I ; 

GOTO 500 

INPUT " ENTER INTEREST RATE : "; R 

THEN 6 4 0 IF R < R I 
PR INT 
PR I NT " 
I NPUT R 

INTEREST RATE 15 TOO I-lI GH " 
PL EASE ENTER A RATE LESS THAN" j 

60TO '580 

CLS 
PRINT US ING F2t.; A, R 
PRINT 
PR INT YEAR 

FOR Y = I TO U STEP 1 
LET V = A • (1 + (R / 10 0» ~ y 
PRI NT US ING FIt.; y , V 

NEXT Y 

PRI NT 

AMOUNT" 

R I ; "7.: "; 

PR INT " DO YOU WANT TO PERFORM ANOTHER CALCULATI ON? " 
INPUT " ENTER YES OR NO: " ; Rt 

IF R. = "YES" OR Rt. "" "NO" THEN 8 2(1 

REM 

REM 

REM 

REM 

REM 

REM 

500 
5 10 
'20 
030 
540 
550 
560 
570 
580 
590 
600 
6 10 
620 
630 
6 40 
650 
660 
670 
680 
690 
7 0 0 
7 10 
720 
730 
7 40 
750 
760 
770 
780 
7 9 0 
800 
8 10 
8 20 
830 
8 4 0 
850 

INPUT" INVALID RESPONSE - PLEASE ENTER YES OR NO: "; Rt. 
GOlD 780 

REM 
GOTO 46 0 

REM 
PR INT " .. 
PRI NT "END OF INVESTMENT PROGRAM" 

8 bO END 

Figll.g 6-35 Sample p'OII,am (Pall 2 01 2f 
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The followi ng poi nl s have been discussed and cxplained in I his chapler . 

I. Looping can be used in an y problem which requ ires repetitive actions 
until a given ('audition occu rs . 

2. Im eractive:' program ming is when the user elllers data frOIll a 
keyboard or other input device and the program processes the dnta. 
immediately. 

3. A prompt is a message which prompts a person to enter data or other­
wise interact wit h a program . Prompts arc used in interactive progmm millg. 
Prom pts should clea rly state th e act ion to be wken by the person usin g the 
program. 

4. The process of checkillg input data is call ed data editing. 
5. The input statement causes Ihe program to pause until the user has 

cntered one or more valu es or ehar;lclers throu gh Ihe com pUler or terminal 
keyboard. 

6. Data ent ered via the keyboard as a result of Ihe input st a[emenl is 
displayed on the C RT screen and stored in mai n com pUler storage. 

7. The inplll sta temCTlI contains a line number. the word [NPUT. :\IId 
o nc or more variable n'llnes of fields where data will be stored when it h 
en tered on the keyboard. 

8. When the inpUi statelllent is executed, a question mark is displayed 
on the C RT scrcen and the program waits for da ta to be elllered. 

9. When the variable naille speci fied in an inpu t statement is a numeric 
variable name, the data entered Illu~ t bc numcric (numbers or a sin glc decima l 
point). 

10. Stri ng variablcs can be used With the input statement. 
I [. A pro mpt ca n be induded within an inlHl t st atement. 
12. A prompt in an input stat ement is a string co nstant which IllUSt be 

contained within doub le qu otat io ll marks. Wh('n thc input stat emellt is 
execuled . Ihe prompt is printed prior to the program's halting for the da[:l to 
be ent ered. 

I), T he print st atement ca n be used instead of or toget her wil h the 
prompt in the input StalCmell1 lO prompt users. 

14. Whcn two lines of prompt messages arc 10 be printed, the print Slnte­
men t must be used for at least [he fir st message. 

15. If variables arc 10 be printed on the l)rOll1 pt line, the prilu S[:It clll elll 
must be used to prill1the prOnlpt . 

[6 . More than one nU lll er ic or string variable nalllC Illn y be specified in a 
single input Sl'llelllenl. The names a rc separated by commas in the input statC­
ment . Whcn the data is en tered from the keyboard, the values for each 
variable must be separated by commas. 

17. Ir the return or ent er key is depressed before all vll lues have been 
ent ered in response to an inpLit ~H\lenlCnt with Illultipl e variable names, some 



6.33 

comput er systems will ask for more values while others will req ui re all o f the 
d:l\a to be reemered. 

18. A loop consists of rive clements: a) Initialize the cOlHrol va riable: 
b) Test the comral vOl ri;lble; c) IZxecul e lhe loop ~ t:ltC1llC Il1 S : eI ) Modiry lhe 
control variOlble; e) Exi t from the loop. 

19. The read loops which have been used in previous programs contain all 
the clement s of a loop. 

20. Th e basic loop structure is always the same, rega rd less of the function 
of the loop and the processi ng which occurs withi n the loop. 

21 . A loop should be used whene\'er a series of instrtlct ions is to be 
repeated until a given condi tion occurs. 

22. For those problems in wh ich one set o f instructions is 10 be execut ed 
if a cond ition is (rue and another set of instruct ions is to bee."eclHed if th e con­
di tio n is fa lse, the ir-then-else logic stru clure is appropriat e. If a set of instruc­
tion s is to be repealed ly e."eeuted IIl11il a con dition is true, the loop logk 
st ructure is appropriate. 

23 . When a loop is 10 be execut ed based upon the uni form in crementing 
of a counl~·r . the For and Next stat ement s in BASIC provide a co nveni ent and 
easY-lo· use Illethod for comrol1i ng the execution of Ih e loop. 

24. The for ),1:lIel1lelll consists o f a line number , the word FOR. Ihe 
variable name of the counter-variable. an equal sign, the initial and fina l 
val ues of the counter-variable. and the oplional step ent ry. 

25. The next statement consists of a line number, the word NEXT, and 
the varia ble nam e of the co ullter-variablc used in the corresponding for 
SIUI Clllent. The next statement marks the end of a for-next loo p. 

26. The for-next loop o perates in one of IWO ways, dependi ng on (he 
BAS IC interpreter being u)'cti. Somc interpreters will causc the s tat emeJlI.~ 

within Ihe loop 10 be executed onc time regardless of the initial valuc in the 
counter-variable. Other interpreters will check Ihe inilial value of the cou nt er­
vari able. If Ihe initial val uc is greal cr than the final value, the stal ement s 
wi thi n the loop wi ll not be execu tcd . 

27. A for·nc ."1 loop will cont inu e execUl iOlluntil (he value in the co unt cr· 
variable field is grea ter than the final val ue specified in the for Statemell t. 

28. The for-next loop has a ll th e clements of Ihe standard looping logic 
structu re. 

29. All properly designed loops have a single Clltry point and a single ex il 
point. T his includes l oop~ implemented using the for and next statemcn ts. 

30. StatemCl\ls within a for-ncxt loop should be e."ecuted only after the 
for slatCmelli has been cxceuted. The only way a for-next loop should be ter­
mi nated is that the for slatemeTll determ ines that the value in the cont rol 
variable ficld is greater than the final value specified in th e ror statemen t. 

31. The slep incrcmelll in the for statcment need nOI be the va luc one. It 
ca u be any pos iti ve or negat ive value required by th e applicatio n. 

LOOPING - INTERACTIVE 
PROGRAMMING 
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32. When the step increment is neg:uive in a fo r st atement, the test for 
term inat ion of the loop is whet her th e value in the control-\'ariable field is less 
than t he fina l value specified in the for swt cmcllt. 

33. If the step increment is omilled rrom a for statement, the default 
increm ent is a positive one. 

34. Vari abl e names may be used in the for stalement as Ihe initial value. 
Ihe filwl value. and the incrernenwl valu e. In many cases. the usc of va riable 
names is preferable 10 li teral values for maintenance reasons. 

35. For-next loops can be nested within other for-next loops. 
36. An inlier. or nested , fo r-next loop must bc cruirc1y cOll t:l incd with in 

the Otlter for-next loop. 
37 , In a nowchart, the page connector is used 10 indicate Ihat control is 

passed to anoth er page of the nowchart . 
38. Whenever a set of inslTlll.:tions is 10 be executed multiplc ti mes ulltil a 

cond ition occ un , a loop is the proper logic ~ tru elUre 10 usc. 
39. In most interactive applica tions, it is desirable to perform a check on 

data entered by the user 10 ensure that the value is reasonable ; that is, the va lue 
is nO! below or above val ues which have been designated as reasonable. 

40. The clear screen instruction (C LS) is used to clear the C RT screen of 
any information and 10 place the cursor in the upper leftmost positio n or the 
s('reen. On sOllie computer systems, the instruction HOi'vIE or other instruc­
lions ma y be used instead or the CLS instruction for thi s same function. 

41. Gencmlly, whenever new, unrelated subject mailer is \0 be displayed 
on the C RT scree n. the screen should be cleared first. T his allows the ILser to 
sec olll y tlwt iufor1l1<1tiOIL which is required for the response . 

42. Loops, regardless of whet her they arc coded with if and goto 
sta tements or with for-ne .':! statement s. should always be preceded by and 
followed by a blank line. 

43. The l'irst statement in a loop and the lasl statement in a loop should 
be vertically aligned. All stat ement s within the loop should be indented twO 
colum ns from the bcgilllling and endi ng Stalel lients. 

44. Loops shou ld be irnplcrnclHcd millg the for-next sta tementS when 
e .... ee ut ion of tile loop is dependcnt upon the value in a COllnter a nd the va lue in 
the coull ier is incrernerHed by Ih e same amount cach pass throu gh the loop. 
Otherwi sc. loops should be iJllpknH:nu:d U~ illg the if and goto SWt Clllel1{S. 
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QUESTIONS AND EXERCISES 

1. What arc some of thc charactcristics of interactivc progr'lIllIning? 
2. When thc input SHltCIIIClit i!> c.'<c(uted: a) DaHl is moved from the daHl 

strltenlelll to the variable followin!,t the word INPUT; b) The pro!,tra1ll 
halt s, waiting for the programlllcr to code the appropriate data statement s; 
() The program halts and will continuc when the programlller types CONT; 
d) Thc program halts. waiting for the computer 0 llCrator to enter data . 

3. If a numeric variable is specified wi th the input stat elllent and stri ng dat a 
is entered, the BASIC interpreter will COllvCrt the data \0 a nllm eric format 
(T or Fl. 

4. What is a prompt? Why is a prompt used? 
5. When muhiple variable nallles arc uscd with an input statement, Ihe), must 

be of the same type - either both numeric or both string (T or Fl. 
6. What arc the fh'c basic elemcnt s of a loop structurc? Describe each one. 
7. What will occur if the control vari able in a loop is not modified'! 
8. Loops: a) Must always be executed at leaSt one time; b) May be exccuted 

zero or more times; cl Wil[ be executed the number of tim es eq ual to the 
value of the control variable: d) Must always begin with an if sta temen t. 

9. A loop should be used whencvcr one SCt of instr ll ctions is to be executed 
whclI a condition i ~ 11'lIe. and ;mOlher sct of inslr uct ions is 10 bc cxet'lHed 
when the condition is fal se (T or F). 

10. The counter-variable in a for !>\:uelllelll musl always be numeric (T or Fl . 
I I . The single entry point in a loop is: a) The next statement in the for-ne.'<t 

loop; b) The step which modifie~ lhe control-vnriable; e) The decision 
wh ieh determines if the loop i!> to be c.'<ecutcd; d) The ~taternent which 
initi.llizes the control-\'nriable field. 

12. Wlmt is menJl[ by a single exit point in a loop? 
13. When a negative !> tep increment is used in a for statement: a) The counter 

variable is initiali ?ed with the value and then the va lue is de(remellted by 
one each pnss through the loop; b) The final val ue is dccremented each 
time by the value ill the step illcrcmellt; c) T he va lue in the count er· 
variable is dl'crell1emed by till' vallie in the step inercment ; eI) T he step 
increment is converted to a positive number prior to bein!,t u~ed. 

14. The value in the countl'r-variabk field must be less lhall tile final value 
when a negative step increJllcl1l is used (T or Fl. 

15. The sample program is to be modified by restricting th e amount of money 
to be ill\'es!ed to $50,000.00 and thl' interest rate call be a!> high as 400'0. 

iVlake the change!> in the sample program to implellll'nt these Illodilications. 
16. ~!Ianagement has now reali/cd that investment s can be Ilwde over varying 

lengths of time. They have asked. therefore, that the pro!,tr<llll be modified 
to allow the user 10 enter Ille number of years o f the inve~lInenl. The 
minimum number of year .. i .. 1. ,lilt! the maximum number of years is 15. 
Make the chall !,tes to the ]1I'o!,tram 10 implement thi s modification. 
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Chapter 6 
DEBUGGIN G EXERCISES 

Thc following lines o f code contain onc or morc coding crrors. Circle cach 
of the errors and write thc coding to correct the errors. 
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PROGRAM DEBUGGING 

The fo llowi ng program was designed and written to prod uce the inw!>t­
ment chart usi ng the input daw ilS sho wn in Figure 6- 1 (page 6. 1) . The result s 
acltLally obta ined from the program an: illustrall.'d on page 6.38. Analyze the 
resuhs to determ ine if they arc correct. [f they arc in crro r. circle the \."ffors in 
the progr:ull and writc i.:orrcction!.. 

100 REM INVEST DECEMBER 28 SHELLY/CASHMAN 
110 REM 
120 REM THIS PROGRAM CALCULATES THE VALUE OF AN AMOUNT INVESTED 
130 REM FOR EACH OF TEN YEARS . THE USER ENTERS AN AMOUNT LESS 
140 REM THAN .100.000.00 AND AN INTEREST RATE LESS THAN 25X 
1:50 REM 
160 REM VARIABLE NAMES : 
170 REM R •.... RESPONSE TO I S THERE ANOTHER CALCULATION 
180 REM A • .... AMOUNT TO BE INVESTED - ENTERED BY USER 
190 REM Al . . . . AMOUNT ENTERED MUST BE LESS THAN TH IS AMOUNT 
200 REM R • ••.• RATE OF I NTEREST - ENTERED BY USER 
210 REM RI ... . RATE ENTERED MUST BE LESS THAN THIS RATE 
220 REM V •.... VALUE AT THE END OF EACH YEAR 
230 AEM Y ... .. YEARS COUNTER 
240 REM U • . _ .. NUMBER OF YEARS FOR WHICH TO CALCULATE VALUE 
250 AEM F J •... PRINT USING FORMAT FOR OUTPUT LINE 
260 REM F2 •••• PRINT USING FORMAT FOR HEADING LINE 
270 REM 
280 REM • • • •• INITIALIZATION OF VARIABLES "~'f' 
290 REM 
300 LET Al • 100000. 
310 LET RI '" 2:5 
320 LET U .. 10 
330 LET Fl. = •• ... ............ " 
340 LET F2. '" " INVESTMENT CHART FOR .............. AT •• . •• X INTEREST" 
350 REM 
360 REM , •••• PROCESSING ••••• 
370 REM 
380 CLS 
390 PRINT "DO YOU WANT TO PERFORM AN INVES TMENT CALCULATION?" 
400 INPUT "ENTER YES OR NO : ";R ... 
410 REM 
420 
430 
440 
.,0 
4.0 
470 
490 
4.0 
500 
510 
"'0 
"'0 
540 

IF R. '" "YES" OR R ... "NO" THEN 460 
INPUT" INVALID RESPONSE - PLEASE ENTER YES OR NO: 

GOTO 420 

IF R. '" "NO" THEN 840 
CLS 
INPUT "ENTER AMOUNT TO BE INVESTED: "; A 

IF A < AI 
PRINT " 
PRINT" 
INPUT A 

GOTO 500 

THEN :560 
At10UNT ENTERED IS TOO HIGH" 
PLEASE ENTER AN AMOUNT LESS THAN '·; AI; 

n; R. 

REM 

REM 



550 
5bO 
570 
580 
590 
bOO 
bID 
b20 
b30 
b40 
b50 
bbO 
b70 
b80 
b.O 
700 
710 
720 
730 
740 
'"0 
7bO 
770 
780 
7.0 
800 
810 
820 
830 
840 
850 
8bO 
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INPUT "ENTER INTEREST RATE : "; R 

HIEN b40 IF R > RI 
PRINT " 
PRINT " 
INPUT R 

INTEREST RATE 15 TOO HIGH" 
PLEASE ENTER A RATE L ESS THAN"; 

GOTO 580 

CLS 
PRINT USING F2.; A, R 
PRINT 
PRINT 

FOR V '" 
LET V 
PRINT 

NEXT Y 

" 
YEAR 

1 TO U STEP 1 
= A , (1 + (R I l00l) t y 
USING Fl.; Y, V 

PRINT" ., 

AMOUNT" 

Rl; "7. : "I 

PRINT "DO YOU WANT TO PERFORM ANOTHER CALCULATION? " 
INPUT "ENTER YES OR NO: ";RS 

IF RS '" "YES" OR Rt. = "NO" THEN 620 

REM 

REM 

REM 

REM 

REM 

REM 

INPUT" INVALID RESPONSE - PLEASE ENTER YES OR N01 ", R$ 
GOTO 780 

GOTO 460 

PRINT 
PRINT 
END 

"END OF INVESTMENT PROGRA"" 

Program Result s 

DO YOU WANT TO PERFORI1 AN INVESTt1ENT CALtULATION? 
£NTER YES 00 Nlh ,,,?, yES 

ENTER AHDUNT TO BE INVESTED: ? 10000 
ENTER INTEREST RATE: ? 20 

INTEREST RATE IS TOO HIGH 
PLEASE ENTER A RATE LESS TWAN 25 
INTEREST RATE 15 TOO HIGH 
PLEASE ENTER A RATE LESS THAN 2~ 
INTEREST RATE IS TOO HIGH 
PLEASE ENTER A RATE LESS THAN 25 
INTEREST RATE IS ~ HIGH 
PLEASE ENTER A RATE LESS THAN 2S 
INTEREST RATE IS TOO HIGH 
PLEASE ENTER A RATE LESS THAN 25 

•• 
•• 
•• 
%. 

•• 

" 10 

" 15 

? 1 

.,. 24 

" 

REM 

REM 
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PROG RAMM ING ASSIGN MENT 1 

Sales charts muSt be prepared by a fast food restaurant listing the COSt of I to 
10 items of the various product s sold, Design and code the BASIC program to 
produce the sales charts, 

The u~cr will elller the COSt of one food item. The data entered should be edited 
to ensure that the .UllOunt is less than $10 .00. 

The program should be designed using good illleractive programming le('h· 
niques. The program begins by asking the lI ser if a sal es chan is to be 
prepared. If the answer is no, the program shou ld be terminal ed . If tile answer 
is yes, the user should be asked to enter the COSt of on(" it(" llI . A chan should 
then be printed listing the cost o f I through 10 items. The forlllltl oftlH.'ou tput 
is illuSlr:lt ed below. III the cx:u npk, 1. 25 was entered as Ihe COSt of one item. 

DO YOU WANT TO PRODUCE A SALES CHART? 
ENTER YES OR NOr ? YES 

ENTER COST OF ONE ITE": ? 1.25 

SALES CHART 
ITEMS AMOUNT 

1 • 1-25 
2 • 2 . 50 
3 • 3 . 75 

• • 5 . 00 
5 • b . 25 

• • 7 . 50 
7 .. 8.75 
8 $ 10 . 00 

• $ 11.25 
10 $ 12 . 50 

DO YOU WANT ANOTHER SALES CHART? 
ENTER YES OR NO I 7 I 

Instructions 

In put 

Output 
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Instructions 

Input 

Output 

Chapler 6 
PROGRAMMING ASSIGNMENT 2 

A rcp0ri is to be prepared listing the COSt of a ile 10 ten ga ll ons of gasolille 
based upon the cost per liter. Design and code the BAS IC program to produce 
the desired report. 

The user will input the cu rrem cost of Olle liter of gasoline. The data cmered 
should be edited to ensure that the amount docs not exceed S.99 per liter. 

Th e progr;t1l1 should begin with a question 10 th e IIser asking if a g;tso linc 
charges repon is 10 be prepared. If the a ll swer is no, the program .~ ho ll i d be 
lentlinat ed. I f the an swer is yes, Ihe user ShOl lld then be asked 10 enter the cost 
of one liter of gasoline . T he OUlput should contain Ihe number o f g;tllons 
(from one to ten) . the corresponding number o f liters, and the cOSt fo r the 
gallon of gas. Liters ;Ul' obtai ned by tlluhipl yins the number of g.lllons by 
3.785. The COSt of each gallon is obtained by Tllultiplying the liters in each 
gallo n by the COSt per liter entered by the user. In the e.'\ample below, the cOSt 
per liter was entered as 5.39 by the I1ser. The format o rthe Ol1lpl1 l is ill ustr;lIed 
below. 

\ 

00 YOU WANT TO PRODUCE A GASOLINE CHART? 
ENTER YES OR NO ~ ? YES 

ENTER THE COST OF ONE LITER: ? . 39 

GASOL INE CHARGES 
GALLONS LITERS COST 

1 3 . 785 • 1.48 
2 7 . :570 • 2.95 
3 11 .35:5 • 4 . 43 
4 1:5. 140 • 5. 90 
5 18 . 9 25 • 7. 38 
b 22.710 • 8.86 
7 26. 495 $1 0.33 
B 30.280 $11.81 

• 3 4 . 06:5 $1 3 . 29 
10 37 . 850 $14.76 

DO YOU WANT TO PRODUCE ANOTHER CHART? 
ENTER YES OR NO , ? 
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SUPPLEMENTARY PROGRAMMING ASSIGNMENTS 

A payroll program should be prepared listing the hourly, weekly, monthly, 
(lnd yearly salaries for a series of ho urly rates. The beg inning and ending 
hourly rates which arc !O appc,lr on the report arc \0 be entcred by the user. 
The weekly pay ratc is ca lculat ed by mUltiplying the hourl y Tatc by 40. The 
monthly rate is calcu lated by llIulliplying the week ly nllc by 52 and di viding by 
12. The yea rly rate is ca lculated by multiplying the weekly rate by 52. The 
beginning pay rate should not be less than 3.50, and the ending pay Tate should 
not be more than 20.00. The user should also input an increment to the begin­
ning hourly pay rates. This increment should nOl be less than .10 nOT greater 
than 5.00. The progr<lm should ask the user if a chan is \0 be prepared. Thc 
sercens obt:li ning Ihe user inforrnatio n arc ill ustrmed below, 

DO YOU WANT TO PRODUCE A PAY CHART? 
ENTER YES OR NO : ? YES 

ENTER BEG INNING HOURLY RATE : ? 5 . 00 
ENTER ENDING HOURLY RATE: ? 10 . 00 
ENTER HOURLY PAY RATE I NCREMENT I ? 1. 00 

A program should be dcsigned and written thaI will prepare a repon renect ing 
the inflation rate of any val ue from $ 100.00 to $99,991).99 over a period of 
years. The user should elll er the dollar amOUllt, Ihe perecnl:lge of inrIation 
(from I rJ/o through 25 rJ/o), the begi nni ng year for the repon, ,Ind the ending 
year for the report. The report should conta in the year and the value for that 
year. The value for any given year is the value from til\.' previous year plus the 
increase calculated by llIultipl yi ng thc percentage entered by the lIser by the 
previous year' s val ue. An example of the input entered by the tlser in thi s 
program is shown below. 

( DO YOU WANT TO PRODUCE THE" CHART? 
ENTER YES OR NO! ? YES 

ENTER VALUE : ? 1000 
ENTER RATE OF INFLATION: ? 10 
ENTER BEG INNING YEAR : ? 1983 
ENTER ENDING YEAR : ? 19Bb 

) 

LOOPING _ INTERACTIVE 
PROGRAMMING 

Program 3 

Program 4 





CHAPTER 
SEVEN 

ARRAYS 

OBJECTIVES: 

A knowledge of how to deline and load arrays 

The ability to sequentially search an array for a known 
value and to extract the corresponding element from 
another array 

An understanding of the binary search technique 

A knowledge of how to define and load multi-dimension arrays 
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Tables arc commonly lIsed to look up infor mat ion or to extract values fo r usc 
in calculations. For example. one might usc a table of disl3l1ces between 
\',lTi ous ci tics when making a trip. Income tax tables. insurance tables. o r sales 
tax tables Ill ay be used when extracting a value for usc in a calculation. When a 
table is used. it l11ust be searched in o rder to extract the proper infor mation. 

Tables also play an import ant part in computer programming . They arc 
used 10 store data which can be e.'a racted based upon given in forma tio n. A s an 
eX;Ullple, in the followin g ill ustra tion the user enters a Oighl nu mber on the ter­
milw l keyboard , Th e program stored in main comput er siorage wi ll search a 
table (ol1w ining va lid flight numbers. WhClIthe flight l1umber wh k h has been 
ent ered is fo ulld. the flight number and the depa rt ure lime o f th e !light nrc 
displayed 0 11 tile CRT screen. 

Obtain llight number 
Search table 
Disptay information 

FLIGHT 
NUMBER 

[n the examp[e above. Ihe terminal operator entered the night number -
323 . The progralll !)[ored in main computer storage used that value 10 seaTl.:h 

Introduction 

Figure 1- 1 wnen Ihe user 
enlers a Ihghl number. Ihe 
lIIghl number tabte .s 
searcned unlil an equal 
lIrgnl numoer IS l oun(l The 
correspondIng Clepar tufc 
number IS then OlsplayeCl 
on tne C RT screen 
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Sample program 

FlgulO 7_2 11"1 Ille $amplo 

p'O{l.am. II"Ie USO' el"l lOIS a 
Illghl I"IUmOOl, ana II"Ie Ollgl' 

l"IallOI"l PO"'" (leSlil"lallOI"l 
PO'I"II. al"ld deparlule lime 
of lhe IlIghl (110 ("splayell 
01"l11"lC CRT 

the table containing the flight numbers. T he search cou ld procc(.'d by o;ami n­
ing the- first night number (148). Since this night number b 110t eq ual to the­
onc ent ercd on the terminal. the program would e,\;arn ine the ~econd fli glH 
number. Again, the night numbers arc nOl equal. so the third flight number in 
the table is examined. In this case, the fligh t num bers arc equal. Th(.'refore, the­
corresponding departure time is extracted fro m the table and is displayed on 
th" C RT screen. 

The sample program in Ihis chapl (.'r illustrate:. an appl ication in which nigh I 
information is made available 10 airl ine t(.'rmi nal op(.'ralors . If Ihe ope-ralors 
wish to make- an inquiry, Ihey arc asked !O ent er the night nl1mber. When the­
fli ght number is etHered. th~' ori ginalion point. destination poilll. and 
depal"lure time arc di spla yed on th e C RT sc reen (Fi gure 7- 2). 

FLIGHT: 403 
ORIGJNATION POINT: NEW YORK 
DESTINATION POINT; MJAMI 
DEPARTURE TIMEz 5lOQ PM 

ANOTHER INQUIRY? 

The fi rst me-ssage scm !O Ihe terminal operalOr b "DO YOU WI SH TO 
MAKE AN INQU IRY?". If the ;Ulswer is no, the program is ter minat ed. If 
the answer is yes, such as in the example above. the openl1or is asked to enter 
the Oi ght nu mber. In this case. flight number 403 was ellt ered. The program 
wil l then search the !light number table. When flight ulimber 403 is foultd in 
the table, the origination point, destination point, ami departure time arc 
extnlcted fro m corresponding tab les and arc printed on the screen. 

In order 10 accomplish the processing shown in th is e.\;ample, three steps 
must be fo llowed in Ihe program. First. the- tables must be created in the pro­
gram. Second, data must be placed within the tables. And third. Ihe tables 
1I\USI be searched and the correct data ext racted fro m Ihe t:tbles . 

These three sleps arc expla ined on the follow ing page!'l . 
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When programming in BAS IC, a table is normally referred to as an array. The 
first step in a program which will search an array is to reserve areas in main 
computer storage fo r the ent ries within the array. These en tries a rc called 
clements of Ihe array. Th is is accomplished through the use of the DIM 
(D IM ension) statement. The general format of the DIM statement, an examplc 
ofils usc, and Ihe resultso fils usc are shown in Figure 7-3. 

Generat Format 

ARRAYS 

Creating an array 

lini' /lumber DIM V,lf!.] e /lilmc , l'oHm a~' .. ' . . bl (Iariable name) ble n'n," (\"1fillble nDme) 
/lumerlC Ij/cr,ll /lUmeffC II /cfa l 

Flight NumberArray 

FIt) 

F(2) 

FI31 

F(4) 

F(5) 

The dimension ~tatemelll begins with a li ne number. fo llowed by o ne or 
more ~ paces. The word DIM is ~ pedfied next. Dne or more spaces follow the 
word DIM. The next entry is a variab le name, This variable namc is lIsed 10 
reference the array. Immediately following the v,triable name, with no 
inter\'ening spaces, is a set of parentheses. Wilhin the parentheses is a numeric 
liler;,1. a nUllleric variable. or an arithmetic expre)sion which indic:ues the 
number of clemelli s in the array. In Ihe example in Fi gure 7-3 , the IHLllIeric 
lil er;)1 5 i~ l> pecified. Th erefore. the dimension Stat elil CIlI re~cr\'es sp;)ce in the F 
arr;)y for fiveelelllelll s in the ;!rray, 

The F arr"y is ,111 ;IITay which will contain nUll1eri~' values in each clement 
because the ";triable name F is a numeric variable name. Each elelllelll in thc 
array i ~ referenced through the u\e of a subscrip1. A su l>~l"fiPl is a nUlilerie 
\a lue, either ;t lit eral or a v;t ri;tble name repre~l'l1Ii ng a numeric \:! IUl', 

Figure 7-3 When ltlo dlmen· 
slon st ~ l emenl Is exe<:utco. 
8tora g(l is roservOd IOf 1I11! 
number 01 OIOlnents In 11m 
array speclheo woIhm 1I1e 
parentnesas. In tn,s e~am· 
pie. Ihe F array Will have 
!lve elemenls The (lImen· 
510n Slalement does nOI 
place (lata m tt\(l array _ ,I 
'''e/ely resorves 510ragll 
ano intO/ms thO B,\SIC ,nlef' 
preler of 1I1e numoor 01 Ille· 
rnenlS m the array. 
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speciried in paren theses following the array name. It idelll ifies the clement 
withi n the arra y wh ich is being referenced. For example. the elltry 17( 2) 
specific!> that th e second demellt of the array is to be referenced. The enlry 
F(4) specifics tllal the fo urth el(.'11Iell t o f the array is re ferenced. 

II should be noted thm SOlli e BASIC int er preters bt'gi n numbering 
elements within an array with the subscript O. Thert'fore, a dimen sion S1:lI C­
merll DIM F(5), such as shown in Figure 7-3 , wou ld reserve space for si.\; 
clements. The first clement would be specified a!> F(O). [n this tex l, the fi rst c1e­
rnel11 referenced in an array will always be identified wi th a subscript of [ : that 
is, F(1 ). [n addi tion. some BAS[C interpreters do not require OJ dimension 
st atement if the array contains ten or fewe r clements. It is suggested. however . 
that a dimension st atement always be used to specify the exacI number of 
clemellls in an array. 

load ing the array Art er an array has been defined using the dim ensio n Slat elllelll, the data mu st 
be placed in ench clemen t. Allhough a num ber of different tech niques ex ist 10 
perform this task, Ihe- most commonl y fo und lIses a for-next loop and the read 
Siale rnelll . The cod ing 10 load the fligh t number arra y defi ned in Figure 7-3 i~ 
shown below. 

270 DATA 148 
280 DATA 2'4 
290 DATA 
300 DATA 
>1O DATA . 
370 DIM F('5) 

400 FOR 51 '" I TO 
410 READ FIS t ) 
420 NEXT 5 1 

Figur e 7- 4 TtIO ' or·ne~ t loop Is used to toad data Into 1119 Iligtlt number array. 
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The data statements on li nes 270 - 310 each defi ne the data which is to be 
placed in an element of the F array. The dimension statement on line 370 
reserves computer Storage for an array with th e name F that will contain fi vc 
clements. The for- nex t loop o n lines 400 - 420 is used to transfer the data from 
the data statements to the array clements. 

It will be recalled that the counter-variable in a for statement is in itia li zed 
with the initial value specified in the statement. Therefore. in Figure 7-4. the 
counter-variable S I will be initialized with the value I . This value is then com­
pared to the fi nal va lue. 5. Since one is not grealer than fi ve. the loop is 
entered. 

There. a read statement is execllted. The read stat ement will transfer the 
data in the first data statement to the field identified by the va riable following 
the word READ. In th is example, the variable is F(SI ). which is the lIrray 
name F followed by a variable fie ld which acts as th e subscript. Whcn the 
value in S I is eq ual to I , then the fir st clement of F is refere nced. When the 
value in S I is equa l to 2. the second clement of F is referenced. and so on. On 
the first pass of the fo r-next loop. the value in SI will be I. so the read state­
ment will transfer the value 148 from the data statement to the fir st element of 
the F array. 

When the Next statemen t on line 420 is encou ntered. corurol is passed 
back to the for statement on line 400. The value in S I is incremented by 1 and 
is compared to the final value. 5. Since the value in SI. 2. is less than the final 
value, the loop is once again entered. There, the read statement will transfer 
data from the second da ta Slatement to the F(SI) clement of the F array. Si nce 
the val ue in 5 1 is 2. the data in the data statemen t on li ne 280 is transferred to 
the second clement of the array. 

This processing continues for the third, fourth. and fifth clements of the 
array. When the val ue in the counter-variable SI reaches 6, the loop is termi­
nated. From this example, it can be seen that the val ue in the coumer-variable 
o f the for-next loop is used as the subscript to reference the clements within lhe 
F array. Thi s is the most commonly used mea ns for loading an array in the 
BASIC language. 

When array search is to occu r in a prog ram, more than o ne array is required 
in the program. The dimension statement is lIsed to define these arrays. as 
shown in Figure 7- 5. 

Multipl e a rrays 

Flgu,,1- 5 MultIple allays 
CliO 00 dct,ncO WIth a sInglc 
d"ncnSlon stlltemeot. \I fC' 
(JUIJcll by t he applica tIon. 
eacn 0 1 the affay s IlchnCIl 
I)y a s .... gle dlmensIOfl sta tCl­
menl could COOl aln a dIlle.· 
enl numD(lf 01 olemcnlS 
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320 
330 
3 40 
350 
3 60 

440 

460 
470 
480 

Th e dimcnsion st:UClllcnt in Figure 7-5 del1nes rour arrays. The F array 
has been seen in previo us e.-.:amples. The OS array. which will contain stri ng 
data because a Siring variabl e name is used, also contains fi ve clemen ts. 
Si milarl y. the OS aud T$ arrays contain fi vc clement s o f SIring dalil. Thesc 
arra ys arc lI sed ill the sample progr:Ull to conlaill the flight IlUmbers, the 
originat ion poims (OS). lhe deslinat iOIl point s (DS), and the departure ti mcs (TS). 

These four arrays are loaded in the same fashion as the single F array in 
Figure 7- 4. The foll owi ng exa mple illu strates loading these f a li T arrays. 

DATA 148. "PHOENIX", "BOSTON" , "9:00 AM" 
DATA 264, "DENVER" • "CH ICAGO" , " 11: 50 AM" 
DATA 323, "DALLAS" , "ATLANTA" • "1:45 PM" 
DATA 3 78 , "ATLANTA" , "SEATTLE", "3:15 PM" 
DATA 403 , "NEW YORK" "MIAMI" "5. 00 PM" 

t f '/ ;.--
DIM F(5), O.(~), 0.(5) , T.( 5) 

~ FOR 5 1 ~1 TO S\STEP 1~ 
READ F<S)), 0$(51) , 

NE XT 5 1 

Ostl/ PHOENIX 

0$(2) DENVER 

0$(3) CALLAS 

051') ATLANTA 

OSl11 

0$(51) • T$(51) 

,., 
TSt2 

'.' 
'.' 
'., 

I 

I 

I 

, 
I 

900AM 

II~AM 

14SPM 

3.ISPM 

SOOPM 

Figu.e 7- 6 Tne SIngle 'ead SlalCment m Inc fOl·ne xl loop time 470) is useU IO place dala m 10uf alfOlYs. Tnis smgle loop. wn,cn IS 
e~ecu l Od lo ve limos. w,1I wOlk 10' Olll ;mays whicn comaon live elements, If an array conlalns a dlflelenl number 01 OlemenlS. It WIll 
tiM e 10 be lQ<'IdlMl by a d, lfe'Qntlo.·nC ~ 1 loop which '5 e~ocu t ed Ihe same numbel 01 limes as there <lIe elemenlS In Inc a.ray. 

In Figure 7- 6, e:lI: h data SWH.·l1Icnt cOlllai ns one ('klll elll fOl" c:tch array. 
TIHl~ . the dala SW [('111~nl on li ne 320 cOlllai ns an clement for the night number 
array ( 148), ,m eklll~nt ror the origination puilll array (PHOENIX), ;In cle­
ment fo r the desti nation poilll a rray (BOSTON), aud an clell1 ~tlI fo r the dep't,. ­
IUfe time array (9:00 1\1\-1). The nex t fou r dal a stat ement s contain data for the 
ot her 1'0 11 1" d emelt! ~ of t he arrays. 
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The for-next loop on lin es 460 - 480 loads the arrays using the technique 
illustrated in Figure 7- 4. The only difference here is that four clements are 
read with the single read statemeill. When the read statement online 470 is ex­
ecuted the first time, the first entry in the data statement 011 line 320 is placed 
in the fir st clement of the nighl number array. The first clement of the night 
!lumber array is used because the value in S i an the first pass through the for­
next loop is I . After the firs! entry in the data st atcment is placed in the n ight 
number array, the second entry in the dat:l statement (PHOEN IX) will be 
transferred to the first clement of the 0$ array. Then, the th ird ellIry in the 
data statement ( BOSTON) is placed in the fir st clemerH of the DS array. Final­
ly, the last entry in the data statement all line 320 (9:00 AM) is placed in the 
fir st elelllerl! of th e TS array. 

After the read Statelllelll has been complet ed, th e Next stat emelll on linc 

480 nansfers contralto the for statement on line 460 where the valu e in 5 1 is 
incremented by one. Th e same process is repeated for the rJat:t statement on 
line 330. This time the data is pl;rced in the sceond cll'lllent or cach of the 
;tr rays. This processing will continue until all fivc element s of the arrays have 
been loaded wilh data. 

Although the re;l(.1 st:llcment within a for-ne . ..:t loop is thc mO<;1 commonly used 
meal\!) for pl:H.'ing data in an arra y, the exact method shown in Figure 7-6 ne("'d 
not always be used. Because of the manner in which the read and data 
st:lIementS work, differelll configu rations of the data, read, and for-nexl 
M;HemelHS can be used. 

In order 10 understand these configura tions. it is nece"sary 10 understand 
how the read ,utd dala stat ements work together. R\.·gardlcs~ o f the Ilumber of 
e1Urics in the dat:I statelllent S, these stat ement s merely define a Ib! of dal;1 to 
be referenl'ed by read statement s. This is illustrated below. 

Coding 

2 40 DATA 1 , 2 , 3, 4, 5 
250 OATA 6 , 7 , B, 9, 10 

OR 

2<0 DATA I , 2 , 3 
250 DATA 4 , 5, 6 
260 DATA 7, 8, 9 
270 OATA 10 

OR 

' 240 OATA 1 , 2, 3, 4, 5, 6 . 7. 8 . 9, 10 1 
All Yield: 1, 2, 3,4, 5, 6, 7, 8, 9,10 

The read and 
data statements 

Flgufe 7_7 Regardless 01 
the way in which dala IS 
spec l1 icd in lIle data statl:!' 
menl . the .esult is a slOgle 
suing 01 dala. EaCh single 
enlry i n thO SII'"g 15 .eao 
sequent Ially by thO .ead 
stalOment!s) WIth," the pfo­
gfam. ThuS. IhC tust tllne a 
.eil(l statement is eX6(:uIC(l. 
the value t Wi ll be .eil(l The 
next tIme a fCad statement 
15 eX6(:Uled. tile value 2 WIll 
be .ead. 
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Figure 1-8 Whorl a road 
statement rS exCCutCd. 11 
US(!SltlC ne~1 onlrres in lhe 
IoSI gcneraled by tl1(1 d1lt1l 
stalements If 1M Watl SULlO' 
mcnt hflS a 9l ,'g le va"aOIC 
namo. the next enlry Irl w e 
dala IISI '5 placed m mo varr· 
able. II Inc read 91atemerlt 
con lams mult'plC va"aOle 
names. Inc rle~t entry m me 
cbta 1151 '9 placed m mc hrst 
vanable hCld ThO l ollo ..... ,ng 
entry 'n IIle da ta hsl., men 
pl'"}Ced mIne secorld v;)J,' 
aOle Ioeld. Tn"s. 'Nnen tfle 
read sta tement on lono 570 
,s exeC"terl . me III5t entry 
on Ihe 1151 i5 placed In tnc 
Illst vallaOle l 'Olrl (A) Tne 
second en try m 1110 dala IrSt 
'5 pla<:ed m the second va,, · 
able Ioeld (0) Th.S procoss· 
'ng contmues tor all read 
stalements on the program. 
If all ollho entries.n a <l1)ta 
hs t havo been uSCd ana a 
Wiltl statement ,s exec"ted. 
ttl ll DflSIC ",flllplotor w.1I 
wrrlO lin "Oul 01 dala "' 
message. anll 1110 pfoguorn 
w,lI bC tc"!l,naICIl 

Regard less of the fortnm o f thc data SHHcmCIlIS in Figure 7- 7. the r~'suh s 

arc idcntkal - a list of the data emries specified in the data ~ lat ements. When 
a rcad S[;IteTIICIII i ~ ~'wt:u tcd. the I1C:\t elllry fr011l the Ii ~t is Inlll s r~'rrcd to :111 

area of stor .. ge rct"erenced by the variable in Ihe rcad ~t;lIelllent. Therefore, 
from the data in Figure 7- 7, thc first rcad <, tatcmCIII C\(.'(.' LlIed in the program 
would transfer the value I 10 a vitriabl e. The second fcad Sla1emem in the pro­
gram. either the ~ allle read Slalelllcnt bcing l':\(.'t:u led a second time or another 
read Slatelll~'11I bciug e\ccutcd thc fir st li llll" \\i ll trall:.fer the \allle 11'1"0111 thl.' 
data li st to Iho.: variable field ~pce i ricd i1l1hc ro.:ad MaICIlICIi t. Th i~ I!> ill u'lr:Hed 

in Fi !;ure 7-8. 

Dala Statements 

2 4 0 DATA " 2 , 3, 4 , 5 
250 DATA 6, 7, 8, 9, 10 

OR 

240 DATA 1 , 2, 3 
250 DATA 4, 5, 6 
260 DATA 7 , 8, 9 
270 DATA 10 

OR 

( 2 40 DATA 1, 2, 3, 4, 5, 6, 7 , 8, 9, 10 I 
Read Statements 

570 READ A, B, C , 0 I 
OR 

650 READ A 
660 READ B 
670 READ C 
680 READ 0 

All Combinations Yield: WWWW 
A B C 0 

The ent ries in the data StatelilclH S arc al\\'ay ~ made available sequentially 

to thc read stalemelllS. Each :' lIb~cquetll entry in the li ~ 1 generatcd by tht: d;lI:1 
\ tal cmcnt s \\ill bo.: tran ~ fcrred to the fidd idcmificd by a I'ariable l1alll o.: inlh~' 
read SWtCIIWIHS. r herefofe, in the ex,mlple in I-igurc 7- 8. wi thout ro.:gard 10 the 
manner in whidl the d:lla !> talelllCIII~ arc \\ rilten, lhe read ~tal~'Ill~'nt o n linc 
570 1\ ill place the fiT\! daHl cntry II) illlo thl.' fie ld iclclltified by thl.' lariable A. 
lhe ~econd entry in the liM (1) i11[o Ihe H field. the third entry (3) into the field 
idcntified by th(.' \";triable name C, the fourth entry (4) inlO Ihe D field. 

rh(.' four rC;ld \1:1I emeI1l S Oil lir1c ~ 650 - 6S0 \1 ill c;w,e c 'l::lc\l), Ihc ,alllc 
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tran,fer of data to occur because the list of ent ries generated from the data 
statements is a vailable to all fe,HI statement s in the program. The ncxt Cll lry in 
t lIe li~t i\ tl\ed for whkll('\'~'r rcad ~ t ,1I('ment is eX('cutcd nc\t. 

The number of entries in th~'lis t gcncrmed 1'1'0111 da ta ~ taICm('nh willnormaHy 
be equal 10 the number of times read statement s will be executed in the pro­

gram . In some applications, however, a large llumber of read statement s Ilwy 
be ('xeell tcd. bu t the actual a m0 1l111 of da ta to be read i, 1Imall: tha t b, the ~ al1le 
data is uscd over and ov('r ag:lil1. [n sOl11e instancc.~ , it ma y not be known how 
many times this data is to be read. This condition can be solved through the 
usc of the restore SlateT11ent. After the restore st:ltement is e.xecllted, the next 
read statement will obtain data from the fir st entry in the data list of the 
program. asshown in Figure 7-9. 

250 DATA I, 2 
• 

030 READ A, B 
M O REM 
6SO FOR C = 1 TO 300 
bbO LET A = IA I C ) I B 

• • 
740 RESTORE 
,"0 READ A, B 
760 NEXT C 

In the examp le abovc, th e ~inglc daw statement on linc 250 eOlltains t\\'o 
entrie~ . The read statellle nt online 630 will transfer the rir!'>t entry fro111 the li st 
generated by the data StatClllelll to Ihe field identified by th(' vuriable name A 
and the s('eond entry 10 the 13 field. Within the fo r-next loop , the calculatio n 
performed by the lei statemen t on Jine 660 a lt ers Ihe value in A. To a llow the 
read !'>!alement online 750 10 repl~ce the ca lcu la ted val ue in A by the first val ue 
in tilt d,l(:I list. Ihe reSlOre ~Wt elllelll on linc 740 is execu ted, ,\fl er ils execu­
tion, the next re~d SWte11lelll will obtain ils data fr011l the beginning oflhe data 
lis\. Therefore, when the read stalcmelU o n line 750 is performed. the fi rst 
value in the data lisl (I) will be pl:u:ed in the A field. The value 2 will be placed 
in Ihe B fidd. Although Ilo t widely used, Ihe restore stalement <It limes is a 

useful instructio n. 

Based upon the previous dbcmsion. it is possible 10 arrange data stat emC!l(S 
and read st atement s in a number of configurations 10 load arrays. The exam­
ple in Figure 7- 6 illustrated the most com mon ly found means fo r loadi ng four 
array!'> with the sallle number of demen ts, bUI the examples o n the following 
pa~e il lu ~ l rale severa l ot her ll H:ans which could be u ~l'd. 

Restore slatement 

Flgu!O 7· 9 All er tim restore 
onsl luclion Is exeCuted. the 
next ! !;Iad stn1l) rnent ",, 11 
obtain ,tS Clam hom Ine lust 
enlry In tne (lata hSI gener­
ated Dy Ine Oata Stillements 
on tM D!Gg!am Here. !ne 
rea(! Stalemenl on lone 750 
w,1I rca(! !ne 101$1 en try trom 
tM data s tatement on hne 
250 \)Ccause o r tilC rCSlme 
statement on hne 7~O 

Loading arrays 
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Figure 7 ~ IO Examples 01 
lhe <!ala and mad SIa1erT>erlIS 

10 toad allays Wllh an eq~1 
number 01 elemems 

3 40 
350 
360 
370 
380 
390 

"PHOEN I X", • 
"DENVERM, "CH ICAGQ". 
"DALLAS" . "ATLANTA" , "I ; 4S PM" 

378, "ATLANTA", "SEATTLE", "3 : IS PM" 
403 , "NEW YORK", "MIAMI", "5:00 PM" 

FOR 51 = t TO 5 STEP I 
READ FIS I ) 
READ 0~(51) 
READ 0"(51) 
READ T"~51) 

NEXT 51 

148 
"PHOENIX" 

DATA "BOSTON" 
DATA "9: 00 AM" 
DATA 264 
DATA "DENVER" 
DATA "CH I CAGO" 
DATA "11 : 50 AM" 

FOR 51 = I TO 5 STEP I 
READ F~51'. O"~51) , 0"(51), H·~5 1) 

NEXT 51 

148 
"PHOENIX" 
"BOSTON" 
" 9 : 00 AM" 
264 
"DENVER" 
"CHICAGO" 
"11 : 50 AM" 

7 40 DIM FIS) , 0"(5) , 0" (5). T"(S) 

FOR 51 : 1 TO 5 5TEP I 
READ F(51) 
READ 0"(51) 
READ 0 .. (51) 
READ T" 'SII 

NEXT 51 
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As shown in Figure 7- 10, a variety of methods can be used to load an 
array. The methods shown are not exhaustive - there are many more ways 10 
load an array as well. These, however, ill ustrate the more common ly found 
methods. 

After an array is loaded with data, it can be used for a variety of applications. 
In the sample program in this chapter, an array searc h is required. An array 
sea rch consists of searching th e array until a desired val ue is found. When the 
va lue is found, a corresponding clement frOIll another array is extracted and 
used. 

The sample program requires the user to enter a flight number. Based 
upon the night num ber, the origination point, the destinatio n point, and the 
depart ure time arc displayed (see Figure 7- 2). The process of performing the 
array search consists of the following steps (Figure 7-1 1): 1) The night 
number is obtained from the user; 2) The night number is compared to each 
flight number in the array until an equal night number is fou nd ; 3) The cor­
responding values for the other arrays are extracted and displayed on the CRT 
screen. 

Searching 

FIgur& 7-1 \ Wnefl IhO array 
search occurs. Ihe lI ighl 
number onlCrcd by Ihe uscr 
Is compared to the elemenl S 
In tile f lrut\t number array 
IF) ufl1it un cquull ligtlt num· 
tlCr Is found Wt10n an cqu~1 
number ,s lOUnd. the corr es· 
ponding eniJics from the 
o/lgination poonl all~y (OS). 
Ihe dcslinallon poin l array 
(OS). an(1 the (1cparture lIme 
array (TS) arc edraCIC{! and 
d'51l1~ycd on the scroen. 
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Array search logic 

When the night number is eJUered, it is compared to each successive night 
number in the F array until an equal flight number i~ fo und . In the exam pl e in 
Figure 7- 11, the second clemen! in the !light array contains fli ght number 2M, 
which is the number eruered by the IIser. Since the second ekment in Ihe flight 
number array contains Ihe equal flight number, the second c1cment in the 
other arrays will be extracted and displayed on the C RT screen. T hus, 
DENVE R from the 0$ array, CHI CAGO from tlte DS array, and 11 :50 AM 
from the T$ array arc extracted and displayed. Each o f thesc clements is 
addressed by 1I1o in g the snme subscript as the equal clement in the F array. 

Wh en an array is searched, there is the po~si bility Ihat the \':litLe being 
searched for docs not exist. For example, if the computer user entered night 
number 400, an eq ual condition would not occur because Ihere is no flight 400 
in the F array. Therefore. whenever an :lrfay loearclt is performed in a pro· 
gram . therc must always be provision for the C:l se where an equal clement in an 
(IHay b not found. 

T he logic 10 perform the search illustrated in Figure 7- 11 is shown by the 
tlowchart ilL Fi gure 7- 12. The numbered steps ;lfC cxpl;tined below: 

I . The flight numbef to be found in the ;uTay ilo eutered on the keyboard . 
2. T he search subscript which will be med to examine cadI clement in the 

flight number array is set to an initial v;!lue of I . T his initial value will 
a llow the search to begin with the first clelllelll in the flight number 
array. 

3. A decision is nmde to emer :1 loop ba~ed on two conditions - is the 
value in t he search subscript greater th.u t the num ber of cleTllent s in Ihe 
array, or is the flig l1l num ber entered by the user eq ual to the flighl 
number in the clement of the array being e:-.:amined. If eil her o f these 
con ditions ilo true, the loop is nOI en tered. Instead, control p;!sses \0 

the if-I hen -else struct ure 3t Stl'p 4. 
If, however . the n ight nurnber.~ arc not equal and the Se(lrdl 

SUbscript is not greater than th e number of c L Hrie~ in th e arra y, the 
loop is cn tcred. The o nl y statement wilh in Ihe loop is to add the va lue 
I to the sea rch subscript. T hi s processing Ill eans Ihal the ne.'..:1 time the 
valul' en lered by the user is compared to an clement in Ihe array, the 
next cleTllenl in the array is examined . Thus, if the fir st clement of the 
army is not eq ual to the flight number entered by the us('r, after the 
~earc h subscript is incremellled the next comparison will be to the 
second clement in the array. 

Control is then passed baek to the ~ Iart of the loop where the 
night number entered by the user is compared to the ne.'..:t element in 
thc array. Th is looping wi ll cont in uc tlmi] either a fli ght number is 
foulld ill the array which is equal to the night number ent ered by the 



V.lld flight Number 

3 

DI.pl.~ Fligh t, 
Orlglnallon. 
Dulln.l lon. 6 

COp •• lu •• 

Se' sea.ch 
Subse:.lp' 

••• 

Add 1 
to S .. rch 
Subsc.ip' 

DispLay 
FL1ghl Numbfl 

0001 Nol 
ulll 

Invalid Flight Number 

( PLEASE ENTER FLI GHT NUMBER : ? 264 ) PLEASE ENTER FL IGHT NUMBER : ? 400 

FLIGHT NUMBER 400 DOES NOT EXIST 
FLIGHT: 2b4 
OR IGINAT I ON POI NT : DENVER 
DEST INATION PO INT : CHI CAGO 
OEPARTURE T IME: 11: 50 AM 

lIser or until the v;.lue in Ihe search subscript i ... greatcr than thc 
number of enlrie~ in the array. 

4. Wh en the exit frO llltli c loop occurs. the lI ex t task is 10 dctcrtniw.: why 
the exit too k place. There arc two possible rea .~O ll s - eit her a flig ht 
Ilumber was found in Ihe arra y which was equ;tllO the fli ght nUlllber 
elltered by Ihe user . 01' the vah l ~' inlhe s(';\I'ch subscript beca me grcater 
tha!llhe !l umber of clcnlcnl s in lhe array . [r ilic valu e iUlhe sllb~c ript 
isgre:ttcr tllanlhe number ofcletllclIIs ililhe array. il indicalcs that IIII.' 
fli ght numbcr docs not ex i ~ 1 ill the array bccausl.' "II cll.'lIICll t' ha vc 
been compared and nOIlC ha ve bel' lI foulld to he equal. 

5. Whell a night number is nOI found in [he nigh t number army. the 
message f LIG HT NUivlBER 400 DOES NOT EX IST is pri nted. T hc 
Oight /l umber in the message is the invalid night nUlliber en tered by the 
w~er . Corurol b then passed 10 Ihe next ponion or [he program. 

Figure 7-12 The s,~ SlepS 
,eQuired for the logic of an 
IUra~ search arc shown by 
Iho lIowchar l. If an equal 
lIight number is found in 
iIle It'gll t numlle.array.lhe 
flight number. originat ion 
poin t. desti nat 'on poinl. 
and departure tome <I'e dis­
playod II an equal fl,ght 
n~",me. ;~ not found. an 
e"or mes sag e is 
dIsplayed. 
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Sel Search 
Subscript 

'" 

" LSub,crlpt.. No 
"Slle 01 Arr.y o. 
Ar, Flight Numb,,. 

'E~'?" 
' VIIS 

Flgu.01-13 In thrs e~am · 

pic. ' ''[lht numlOr 264 '5 
cnlOrcd by Ihe user. ThiS 
Ihght numlOr Is not eQull1 
10 the I"st clemen t in thO 
lIighl numlOr array There­
lore. the subscllpt must be 
Incremented by one. ant! 
Ihe next eiomenl in the 
array '5 comparet! 

6. If the subscript is not grcater than the size of the arra y, it mcans a 
night number was fou nd in the array that was equal to th e night 
number entered by the user. Therefore. the nigh t number. origi na tion 
point. destinmion point, and departure time arc displayed 011 the screen. 

The steps in the flowchan for the first clement in the night number array 
arc illustrated in the example in Figure 7- 13. 

Add I 
to Sta.ch 
Subscript 

""11 

Flight Number Array 

, Fm '" 
1'(21 '" 
1'(3) '" 
F14) '" 
FISI 'OJ 

In the example above , the user ell ters flighl number 264. The search 
subscri pt i .~ set to the value I. II is then compared to the size of th e array. 
wh ere il is foun d the subscript is less than the size of the array. The flight 
!lum ber ent ered by the user is compared to the fir st clement in the fli ght 
number array. They arc Ilot equal. Therefore, the loop must be enlered 10 
increment th e subscript by one and continue the search (Figure 7- 14). 

After Ihe search subscripi is incremented by one. ('olUrol passes back to 
the decision statement which again checks if the value in the subscript is 
greater than the size of the array. Since it is not , the night number entered is 
compared to th e second clement of the nigh I number arTily. In this case. they 
;ITe equal. Therefore, Ihe loop is lerm inal ed . and control is passed to the 
if-then-cl)e structure. 



" L ub.crlpl.. No 
<Site 01 Arr.~ 0< 

No 

AI ' Flight Numbiir. 
'E u .T 

Yo, 

NOTE: A "I"ls added 10 the 

Yo. 

Add 1 
loSu ... ;h 
Sublcllpl 

The decision at the cl1 lry point \0 the if-then-else struc!Urc tests if the 
subscript is greater than the size o f the array . In thi s exam ple. it is not (2 is nOI 
greater than 5). Therefore. an equa! night number had [0 be fo und. As a 
resuit, the flight num ber. origination point, dest ination poin!, and departure 
time arc extracted from the arrays and displayed on the CRT screen. The 
subscript val ue used whell the eq ual fli ghl number was found (2) is used \0 
reference the clements in the origin ~lI ion, destination. and dcpan tlrc linte 
arrays. 

To summarize the search logic. the value 10 be found in an array is com­
pared to the fi rst element of the array . If they are equal. the correspondi ng 
clement s from the o ther a rrays arc extracted and prin ted. and the sca rch 
process is compl ete. If thc valuc !O be fo und is not cqual to thc fir st clcment in 

th e array. thc subscript is im:rcmclllcd by onc. Th e va luc is thcn compared to 

Figure 7- 14 Fllghl numOO. 
264 IS eQual 10 me Ulghl 
numbor in Iho socond ole· 
menl 01 the IIlgll l numbof 
array. Tnerelore. Iho corres· 
ponding elomontS o f the 
othe. arrays arc accessC<l, 
and the data Is d,splayC<l 
on the sc.een 
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the second clement in the array. This process will continue until the value to be 
found is equal to an clement in the array . or all of the elernems of the array 
have been examined and none is cQual to the value. If none is equal , an error 
message is displayed. J f an equal element is found, the corresponding clements 
from the other arrays are primed. 

Ii is imponam thai the programmer thoroughly understand Ihis logic and 
processing prior to designing and coding a program which will search an array. 

Coding Ihe 
array search 

After the logic for the array search has heell de~ igned, the coding 10 implement 
the logic must be written. The coding to implement the logic of the flowchart 
in rigure 7-12 is illustrated below. 

4:50 INPUT "PLEASE ENTER FLIGHT NUMBER : "; F'I 
460 LET 5 • 1 
470 
480 
490 
:>00 
510 
520 
",0 
540 
550 
560 
570 
580 
590 
600 
610 
620 
.30 
640 

IF 5 > :5 THEN 530 
IF FI • F(S) THEN 530 

LETS - S+l 
GOTO 1180 

IF 5 > 5 THEN 600 
PRINT "FLIGHT : " j F(5) 

PRINT "ORIGINATION POINT : 
PRINT "DESTINATION POINT : 
PR I NT "DEPARTURE TIME: "j 

GOTO b40 

PRINT " " 

0"(5) 
; 0-' (5) 

T"(5) 

PR INT "FLIGHT NUMBER"; Fl; " ODES NOT EXIST" 
GOTD 640 

\ 

REM 

REM 

REM 

REM 

Figure 7. 151110 cooonij l or 
1110 array soarch COllsrSl $ 
of two major pari S - Iho 
foop 10 se:u Ch 10 ' an oq~, a l 

Ihgl11 number arld thO iI· 
tl1on·olOO SlrllCluro 10 dOlO' 
m ino 11\0 rosu l1 s 0 1 IhO 
soarCh. 

The in put statement on line 450 obtains the fli ght number from the user 
which will be used to search the flight !lumber array. Thi s value is storcd in thc 
FJ field. The subscript field, S. is the ll sel to th e value I . 

The if stat ement on linc 480 e heck ~ if Ihe value in the subsc ript field, S, is 
greater tlwn the size of th e array. which b 5. If so, Ihell the enlire array has 
been sea rched, and a flight number equal to the one clltered by the user has not 
becn fou nd . If the value in 5 is greater than 5, cOlllrol is pas~ed to line 5]0. 
where further checking is done. 

If the va lue in 5 is nOl greatcr Ihan 5, the if st:lIemCIII 0 11 line 490 tests if 
the value elllcrcd by the user is equal 10 Ihe clement inlhc lIrr:l }' addres!>cd by 
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the entry F(S). This cntry addresses the clement in th e F array corresponding to 
the va lue in the subscript fidd, S. If the valliC in S is one . the fir st clement of 
the F array is compared. If the value in S is two. the second clement of the r­
array is compared, and so on . I f the va lue in FI is equal to the clement in the 
array being compared . an equal night number was found. Control is passed to 

line 530 for further checking . 
If neither of the if statelllent conditions is true, the statement on line 500 

adds I to the subscript field (S) so th:1I thc next clement of the night number 
array can bc compared. The goto statement on line 5 10 then passes control 
baek to the if statement atline480. 

On line 530. the value in the subscript field is checked to determine if it is 
greater than 5. If so, no equal flight number was found in the array, and con­
trol is passed to line 600, where the error message is printed. I f the value in S is 
110t grcatcr than 5, an equal night number in the a rray wa~ found. The value in 
S will point to the clement which contains the eq ual night number. This value 
is uscd to reference the elemcills in the other arrays to print the origination 
point (line 550), the destination point (line 560), and the departure time (line 
570) . 

As will be noted frOIll both the nowchart in Figure 7- 12 and the cod ing in 
Figure 7- 15, a loop is lIsed to search the arra y. The if-then-else structure is 
then used to determine the result s of the array search and take appropriat e 
action. 

The if statements on lines 480 and 490 both pass control to the same point 
if they arc tfue. Therefore, it can be asked why the OR logical operator canllot 
be used to join these conditions. If either or both of the condi tions arc truC, 
linc 530 will rcceive cOlllrol (Fi gure 7- 1 6). 

Incomet IF Statement 

( 480 I F 5 > S OR FI • F(5) THEN 530 ) 
The reaso n thi s statement will not work propcrly is that when thc if state­

ment is evaluated, both condi tions nrc examined before it is determined 
whether the if statement i.s true. The value in the subscript S can be greater 
than 5; indeed. this is tested in the if stat elllel1[. If the value in S is grea ter than 
5, however . the ell try F( S) h in valid becallse there arc on ly fivc clements in the 
F array. The error message SUUSCR I PT OUT OF RANGE will be prillted by 
the BASIC interpreter if the va lu e in the subscript field is greater th an the 
number of elements in the array. Therefore, not only must the conditions be 
tested separately, the tcst for thc subsc ript va lue bei ng grcater than the lHllllber 
of clCIllCIHS in thc (Inay IllUSt be performed before the compariso n to the 
clement in theanay. Thi s is true for all array searches. 

Figure 7-16 Wheneoer a 
sullsCrrpt is to be used wi l h 
an array name. the ~atue in 
tne sullscript must not be 
greater tMn the numller of 
Clements In tile array. II it 
rs . the prog ram wil l be ter· 
mrnated. Theretore. this it 
statement cannot Ile used 
In an array searCh Ilecause 
the va lue rn S could be 
gwa ter than 5, Wllich is t he 
numller 01 e lements in the 
F ~rray . 
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Misuse of 
for· nex t loo p 

Figulc 1-11 A lOI.ne~lloop 

snould neve. De used 10 
search an allay beCause II 
VloIale5 lhe smgle e~,' POInt 
.ule 01 Ine loop logIC 
sllUClure. 

Figuic 7-18 Tnls "owcna' i 
l!!uSHales Ihe two ex II 
points ,equucd whon lI1e 
' or·ne ~t loop 15 uSOd to 
sea'eh an allay. 

7. t8 

In sOllie program s. i1 will be found that the progralllmer used for ·ne:.:t state­
llIellt .'l to perform the array search. The typica l coding which is lI .'1cd i ~ ~ hown 

in Figllre 7- 17. 

Invalid anay search using tor·next loop 

46(1 
. 90 
500 
5 10 
520 
530 
540 
5 5 0 
5 .0 
570 
5 8 0 
5 90 
bOO 

FORS= lT05 
IF F l = F (S ) THEN 5 50 

NEXT 5 

PRINT "FL I GHT NUMBER " ; F l; "DOES NOT 
GOTO bOO 

PRINT "FLIGHT: " ; F (Sl 
PR INT "ORIGI NATION POI NT: " ; 0$(5) 
PRI NT "DESTI NATION PO INT: "; DS (Sl 
PRI NT "DEPARTURE TI ME : " ; T.( $) 

REM 
EX l ST" 

REM 

From the example above. it can be seen that the for-ne:.:t loop is used to 
increment Ihe subscript by one cach pass through the loop. If the loop is com­
p1cled by the value in S becoming greater than 5, thell the clement in the array 
is not ('Cillal to the value to be found and an crror message is wrillell. The if 
St:UClIlell l on line 490 compares the value ell tered ( FI ) to thc clclllcnt in Ihe 
nigh t nu mber array. If they arc equal, COlltrol is passed to Ihc st:lt emcnt :11 linc 
550 which will prinllhc dam from the arrays. 

This codillg violates the single exit rule of the loop logic structu re. as 
~ h owtl by the nowchart in Figure 7- 18. The if Stat elllent wit hin Ihe for ·nexl 
loop exi ts from the loop at a second exi t point. It passes COnl rol to a difrcreru 
Stiltemen! front thc normal exit of (hc loop. Beca usc of thesc violations or Ihe 
single e.-.: il rule . the for-next loop should ncver be used for array ~l'arch . The 
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for-next loop is used onl y when the exit fro m the loop is co ntro ll ed by the 
value in the counter-variable. 

The previolls examples have illustra ted a sequential array search, where the 
fir st clement of the array is examined, a nd then the second elemen!. and lhen 
the third element, and so on in succession . This type of array search is useful 
when the number o f element s in the array is re lativel y small, o n the order of 
fewer than one hundred. When arrays wit h a la rger number of clem en ts IllUst 
be searched, other searchi ng Icehniqltes which produce a faster search can be 
used. When the clemcnts of the array can be arranged in an ascending or 
descending sequ ence, one of the more widely used lechniques is the binary 
search. 

The binary search is used 10 eliminate portions o f an array Ihal do not 
COll tain the va lue for which a search is bei ng cond ucted. To ill ustrate, the 
cxample in Figure 7- 19 contains eleven night num bers that arc arranged in 
ascending scqucllcc in the oiglH number array. Thi s means 1hal the night 
number in the first elcment of the array is less than the fli ght numbcr in the 
secon d clement; the fl ight number in the second clement is less than the night 
number in the third clcment, and so on. The steps in volved in a binary se;l1"(:h 
of the array arc: 

I. T he night num ber to be found in the array (587) is cmeTed from Ihe 
keyboard. 

2. T he middle il e1l1 in the array (th e sixth n ighl lHlllIbcr) i ~ co mpared 10 

Binary 
array search 

From Torminal 

FlgUfe 7- 19 WI1 Qn a blfl3f)' 
search is 10 bo used. tile 
c lCl11cnls wil hi'l Ihe a"ay 
muSI be in an ascending or 
descending seilu"" lCo . When 
IIl e search lakes place. por· 
Irons 01 tllC array arc elimi· 
nal cd hom considcra lion 
unlil lhe eQual clcmenl is 
l ollnd. 
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Logic for a 
binary sea rc h 

the night number to be fou nd. The 11igh t num ber in the si.'\th clement 
of the ami)' (419) is less than th e nigh t number entered by the lIser 
(587). Since the nigh t number:, in th<.· array arc in ascendi ng scqucnn·. 
the 11ight nu mbers in clemell t:, I - 5 nrc :lbo Ie:,s th:lIl thc nightlllun b<.'r 
entered by the u:,er. Therefore, these clements of the array need not be 
compared. From th is one comparison, then, more than half of the 
array has been removed from consideration when :tllempting 10 find 
an equal 11ight number . 

3. Thi~ step com pares the !light number emered by the USer to the 11ight 
number in the Illiddle ekmelll of those clement s remaining in ("omidera­
lion (dements 7 - II). The lIIiddle clement between 7 and 11 is clement 9. 
T hus. the second comparison compares tlight number 587 to Oighl 
number 609. which is fo und in the nint h clemCllt o f the array. Flight 
llUmber 587 is less than !light numb~'r 609. Thcrefore, since 589 is greater 
than the value inlhe sixlh clement and l e~:, than the value in the ninth cle· 
ment. onl y clement 7 or clemcn( 8 call contai n theequal flighl number. 

4. Since there is no :,inglc middle clement between clement 6 and elemellt 
9. the lower of 7 and 8 is chosen for the comparison. When tlight 
number 587 i ~ compared to the night number in the ~e\'enth elemCllt of 
the arnl }" it i ~ found Ihat the night number~ arc equal. T hereforI.'. the 
array search is lerminatee! . 

Note in this cxample Ihat onl y three compariso ns were required 10 find the 
cqual ni ght num ber. wh ile if:1 ~eq uential array ~earch were used. seven com· 
pari~ons would have beell requ ired. In 1;lrger arrays. more savi ngs in lime can 
be t'cOIl iLed. For eXOIm ple. in an array with 1.000 clement s . the ma ximulIl 
number of comparisollS using a binary search to li nd an equ al clement is lell. 

The logic 10 perform a binary s~· .. rch 1HU ~ t l::llcu l:ll e which clement within the 
array i ~ 10 be compared on cadI pas~ through the ~ e:' rch. The search continues 
un\il eit her :111 equal dcme nt has been ro und or umit all po~sib1c clemen ts h;n'e 
been exa mined and found to be no t equaL T he flowc hart of t he logic u ~cd in a 
binary sl.'ard l is shown in Figure 7- 20 . 

Thc steps \0 search th e a rray ill ustrated in Figure 7- 19 for fli ght number 
5S7 using I he 10gk shown in the flowe h<lrt aTe ex plained below: 

I . Th e Itpper limi t. which is a Ilu lllerk vallte u:-.ed int lll' GIJculatio n of tile 
clelll etll \0 be I.'ornpared. is ~e t to the v:lllle 12 (the si/e o f th(· array plus 
I) . T he lower li mit . anot her value u.'>e(] in the calculation. b set \0 zero. 

2. The ~ub:,nip i used for Ihe cOlll p:l r i ~on is c;llcu l;.ued by adding [he 
upper limit and lower limi t. and d ividing th ~· rc ~ tl 1t by 2. III the 
example. Ihe ~um of thl· II pper and lowcr limi\.'> i ~ 12. T welve divi ded 
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ower Liml? M_ Sub,crlpl 
10 Low., 

Limit 

Computt 
Subs.c:ripl .. 

jUppa. Limit + 
lowe, limit) I 2 

by IWO is six. T herefore. Ihe fir st clemen t to be com pared is 6. 
3. The subscript (6) is not eq ual [0 the lower limil (0), nor is the user 

flig hl number (587) L'qual \0 the Oighl number ill the sixth clcmcm 
(419), Therefore. a check is made to determin e if Ihe user night 
number is less than the array nighl number. Flight number 587 is not 
less than 4 19. Therefore, the subscript is moved 10 the lower limit 
fie ld . The lower limit field now cont ains the va lue 6. 

4. The subscript for the next element in the array to be compared is 
calculated by adding the value in the upper limit field (1 2) to the v,t lue 
in the lower limit field (6) and di viding the rel> ul1 (1 8) by 2. Frolilihis 
calculation. the subscript value 9 wil l be used for the next comparison. 

5. The subscript is not equa l to the lower limit , and Ihe night number 
(587) is not equal to the night num ber in the ninth clement of the array 
(609). T herefore. the search loop is cntered . and it is fou nd that the 
user llight number (587) is less than the " rray lli !:\htnum ber (609). As a 
result, the va lllC in the subscript ('1) is placed in the ttpper limit fi eld. 

Mowe Sub,crlp! 
to Up,",' 

Limit 

Figure 1·20 ThO pllnclple 
used in a brnary searCh IS 
Ihe same as Ihat useo rn a 
seQuentIal searCh _ use a 
loop to pertorm 1I1e searCh 
and Ihen usc Ihe It·lhen. 
else 10UIC SlIUClure 10 
delermU1(! Ihe resullS ot the 
searCh. 
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Coding for a 
binary search 

Figure 1·21 The coding lor 
Ina binary search re!teCIS 
e~aetty tne logIC orthEr !tow· 
chart in Figure 1-20. Note 
the use Or lheinteger hll'lC' 
han jint) to ensure an Inte· 
ge. ro. the su1)scrIPI . Num· 
bers useo as su1)scripts to 
rerc,ence an array cannOI 
contain dIgIts to tho right 
01 thO deCimal POint. 

6. The new subscript 10 be used fo r comparing in Ihe array is determined 
by adding the upper and lower limit values and dividing by 2 «9 + 6) / 2). 
The int eger of the resul! . which is 7, is used for the nex t comparison. 

7. When the user night number is compared to the seventh elemen t. Ihey 
arc eq ua l. The search is complete. The program exits from the loop. 

8. The next decision tests if the value in the subscripi is eq ual to the value 
in the lower limit field . If so, the entire table has been searched , and no 
eq ua l night number was found. In lhi s exam ple, however, the value in 
the subscri pt field is nOi eq ual to thc val ue in the lower limit fie ld. 
Therefore, an equal fl ight number was found, and the value in the 
subscript is used to print the data from Ihe arrays. 

The logic used for a bi nary search is somewhat di fferent from the logic 
used for a seq uential search. but the pri nciple used is the same: search the 
eleme1lls in the array by looping until either an eq ual clement is fo und or the 
entire array has been searched. After looping, determine whet her an equal ele­
ment was found. If so, print the data extracted from ot her arrays; otherwise . 
pri nt an error message. 

The coding to implement the logic in Figure 7-20 is shown in Figure 7-2 1. 

220 LET U - 12 
230 LETL = O 
2 40 LET 5 =- INT(<U + L> 12) 
250 REM 
2 bO IF 5 ~ L THEN 380 
270 I F F l = F ( S) THEN 380 
280 IF F I < F(S ) THEN 320 
290 LET L = 5 
300 GOTO 350 
3 10 REM 
320 LET U = S 
330 GOTO 350 
340 REM 
3 5 0 L ET 5 = INT«(U + L) I 2 ) 
3bO GOTO 2bO 
370 REM 
380 IF 5 = L THEN 460 
3 90 CLS 
400 PRINT "FLIGHT NUMBER: "; Fl 
41 0 PRINT " ORIGINATION POINT I "; OS (5 ) 
420 PR INT "DESTINAT I ON POINT I ~ I DS (S ) 
4 30 PRINT " DEPARTURE TIMEI " I TS( S) 
440 GOTO 490 
450 REM 
4 60 PRINT " FLIGHT NUMBER " ; F l l " DOES NOT EXIST " 
4 7 0 GOTO 490 
480 REM 
4.0 
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The coding is stra ight forward. Si uce subscripts must be wh ole numbers, 
not real numbers, the calculation of thc subsc ript uses the i1llcger (illl ) fUllc­
tion. It will be recalled thaI the integer function returns the next lowest integer 
from the number within pa rentheses. 

The binary sca rch is quite a powerful 1001 when searching larger arrays. 
There are other search tech niq ues which can be used as well, depen ding upo n 
the nature of the daw in the array. T he programmer who understa nds the 
seq ue1ll in l search and thc binary search, however. will usually be able to 
adequately design and wrile any array searching required in a program. 

The "rrays which have been exam ined th us far in this chapter have been single 
dimen sio n arrays: that is. a single subsc ript is required to determine where iu 
the array an element is located . In some application s, multi-dimension arrays 
arc requi red. A multi-dimcnsion array is one which requires two subscript 
values, one for the rows of the array and one for the columns o f the array, [Q 

identify an eleme1ll within the array . T he mileage chart below is an exam ple of 
a two-dimension array. 

CoI_. CoIu_a Column is Column 4 ~". 
ATLANTA CHICAGO DALLAS MIAMI NEW YORK .... ATLANTA - '" '" 663 85. .... , CHICAGO '" - ,,, 1<123 .09 .... DALLAS '91 ." - 1385 161<1 .... MIAMI 663 1<123 1385 - t279 .... NEW YORK .54 SO, 1614 1279 -

Th e mileage ;Irray in Figure 7- 22 CO I1 SiSIS of rows a nd co lumns. To de1er­
mine th e di stance from Dallas to 1\'liami, the user of Ihe array would search 
each row until Dallas is found. Then, withi n the Dallas row, each column is 
examined until the Miami column is found . At the irHerSec[ ion of [he Dallas 
row and [he Miami col umn is the mileage from Dallas 10 Miami. 

To reference thc 10catiOll where [he mileage from Da llas to Miami is 
fo und. the row and Ihen the column ca n be specified. Thus, the local io n can be 
addressed as row 3, column 4. Two va lues arc required to address the 
location ~ a row and a column. T herefo re. this arra y is a [wo-dimensional 
arra y because tWO identi fiers are requircd to address an elemen! within the aTray. 

A two-dimensional array is defined in BAS IC usi ng the dimension sta te­
ment. The d irnensiorr statement wh ich co uld be used to define the array in 
Figure 7- 22 is shown in Figure 7- 23 on page 7.24. 

Multi-dimension 
arrays 

Col""", • 

::}''-!l 
SEATTLE 

2820 

' ;i;1,t~ 2060 

2183 
.';': 

'.::.: 
3486 : ... !"., 
2878 ,';~ri;",:, 

Figure 7-22 This mileage 
Chart is an e~ampl e of a 
rwo.dimension array be· 
cause two subscript values 
are required to tocate an ele­
ment In rhe CharI. The first 
subscript value speci ties 
the row Ihe deSired element 
occupies. and rhe second 
subscripr value speci fies 
the co lumn. 
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Figure 7-23 Thedrmens,on 
stDtcrnent ,s USed to dehne 
a two·(lrrnens,on Drmy. Tne 
hrst numUCr on parentheses 
speer /ros the numl)Cr 01 
rOWS In 1110 ,uray: the sec· 
ona nurnUCr ,n parentheses 
specihes tile number 01 
columns. 

loading a two· 
dimension array 

Figure 7-24 To load a two­
dimension array. a nested 
lor· next loop. such as 
snow .. on IIl. s example. rs 
commonly used. 

230 DIH "\'5.'~' 

The format of th c dimension SWtl' llle1ll used for multi-dimcnsion arra ys is 
the same as lhat used for one·dimension :u-rays. The only differcnce is Ihat 
bOlh the number o f rows and Ihe numbcr o f col umns luust bl' spcr.: ified in the 
parell1heses followi ng the array name. Thus, in Figure 7- 23 . the ;vl ami), will 
consist of five rows and six columns. 

A~ wilh a one·dimen sion aTT.I Y, Ihe for·next loop prov ide:. thc best lecllllique 
for loading a two-dimension array. Howcvcr, a nested for- neXt loop nltt) t be 
used to load a two·dimension array. The Slatcment s 10 load the array defi ncd 
by the dimension slat cment in Figure 7-23 are illustrated below. 

The dimension swt emen\ all line 230 defines Ihe two·dimension array. 
Thl' data stat emen t!. on lines 250 - 290 contain the data which is to be placed in 
the array. Note thaI each data statement contains Ihe data for onc row in Ihe 
array. As with one-dimcnsio n arr:tys , many different sr.:hellles can be used for 
loading Ihe arra ys. T he technique shown here has proved 10 be easy to usc ami 
easy to understand. 

The for statement on line 310 establishes a loop for each or,he row!. of the 
array. Within each row, six colullllls musl be filled wil h dat a . The for state· 
ment on line 320 eswblishes a loop for each column within a row, The read 
SI,H elllcnl on lin e 330 reads a number from a data statement and placcs il inthe 
clement of the M array correspo ndi ng 10 the subsc ript S Rand C. T he fi n lli ltle 
Ihe read Slalemel\l is exc( Ulcd. the value in R will be one lind the val ue ill C 
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will be one. T hus. Ihe first number read will be placed in row o ne. column one 

of Ihe /VI array. 
When Ihe read statement is executed the seco nd time. thc va lue in C will 

be increl11ent ('d by 1 by the for St:lt CI11ClH on line 320. bUI the value in R will 
sli11 be o ne. Therefore, the second lime Ihe read Stalemenl is executed. the dala 
will bc placed in the row I, column 2 clemelll of the M a rray. T he remainder of 
row I will be filled in this same manner by thc for-nex t loop on lines 320 - 340. 
When Ih is loop is completed. conlrol will be passed to the ne.'l:1 stat emen t on 
lill e 350 and th en to t he for sta tement on line 310. The va lue in R wi ll be 
increased by I 10 2. The loop on liues 320 - 340 will agai n be executed in its 
entiret y, this ti me fo r [he second row of the ar ray. T his processing will 
cont in ue for all fi ve rows of the M array. 

Once d,II ;' ha~ been -,> (Ored in I Ill' tll u l1i ·dimem ion ;lI'ra y, il c.m be acec~scd in 

much th c same manner a\ o ne-d it11l:nsion a rrays. To perform an array :.earch 
proces~ . the normal procedure is to de rine a one-di men sion a rra y representing 
the roW\ o f Ihe t\\'o-dimcmioll arr,, }, and a one·di mension a rray reprc.')e tlli ng 
Ihe col umns of (he Iwo-di lll l'usion :Irray. Each of (he,e one·d im("llsiOI1 arrays 
j \ searched (0 delenninc the (110 .') ub\cripls rcquired IU al"ce~ ~ the IWO' 

dilllen sion arr;'! ),. Thi~ prt)l:e~~ i ~ iHu ~lratl'd in Figllrl' 7- 25 , 

Cl$(1 

Cl$(2 

CIS(3 

Cl$(4 

CtS(5 

) 

) 

) 

) 

) 

IDALl.ASI 
FromC'I~ 

From City 
Array (Rows, 

I MtAMI I 
ToClly 

To Ci l y 
Array (COlUmrlSj 

ATLANTA C2${' 

C2S(2 

) ATLANTA 

CHICAGO 

DALLAS 

MtAMI 

NEW VORK 

) 

) 

) 

= 3 CZS(3 

C2$(4 

C2$(5 

C2$(6 

) 

) 

CHICAGO 

DALLAS 

MIAMI 

NEW YORK 

SEATTLE 

Multi ·dimen s ion 
array search 

Figure 1- 25 To search a 
lwO(llmerlsoon anay. a com· 
man tccnno!lue IS 10 delone 
IWOO<1e·(llmenSIO<1ll11ays -
one 10' Ihe rows anti onc 
10' trlC colu mllS ot me two· 
dlmcosIO<1 anays. By search­
Ing eacn CllIle QI'"o&o(lHnenSlQn 
arrays, tIlO sullsc.ip lS rc· 
!luned 10 .ctc.once etc · 
.nents In IhC IwO(l,menSlon 
alrays can be oelCrm,ned 
Hcre, Dattas IS tile tlmo cte· 
mel'l l in the C I S array. anti 
MIamI IS tile 10",,111 otement 
on Ille C2S anay. Tnese S"'O­
SCllpl5 (3. 4) can bo ",sed 10 
.etc.enco IhC IwO(llmens,on 
mIleage array 
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Sample p rog ra m 

Program des ign 

Program f lowchart 

In the example in Figure 7- 25, thc row array con w ins all of the ci ty names 
ill the rows of the multi-dimension ar r:!y. The column array cOlllains all til(' 
cities in the COIUIllIl l> of the multi -dimension array. The row array b searched 
IIl11il the frO Ill cit}' is fo und . In the exa mple, Ihe ci l }, to be found is Dall.h. 
Dallas is fO ll nd in the Ihird clement of IIH.' row arm }'. Th~'rcrore, when Ihe two­
dimension array is accessed. the row subscript will be three. 

Simi l:uly, the co lumn arra }' is searched to find the to city . which is ivliam i 
in the example. Miami i.~ found in the fo urth clement of the coltU11l ) array. 
T hus, whl'n thc lI\ilea ~e arra y is refcrenced, the column .~ U b~CriP l will be 4. 

To extract the di stance from Dallas to Miam i, the row subscri pt and the 
colu mn su bscript determined in the searches ,Ire used. Therefore, the entry 
M(3,4) could be lIsed to reference Ihe mileage array. lormally, the ~ubscripl s 
used to reference the array would be vari able names such as in Ihe ent ry 
rvl (R,C), where R conla ins tlte value 3 and C conla ins the va lli I.' 4. 

1\'1tll li-dimemion arrays can be quite useful in sOllie applicatioll~. The 
programmer should be familiar wilh the technique.'. used 10 proccs~ Ihem. 

The sample program in this dlaptcr uses a night number emered from :, ter­
m;nal o r com pUler keyboard to search arrays and prill[ the fli ghl number, the 

or iginatio n poinl , Ihe destinatiull point. .md th e departure lime of the fli ght. 
The OUIPUt produced by the progr.ulI i ~ illustrated ;n Figure 7-2 on page 7.2 . 
The inpu t 10 the program is the nigh I number enlered by Ihe user. T he arrays 

used by the program to store the l1ight in for m:n ion arc shown in F igure 7-6 on 

page 7.6. 
When the program is executed, the user clller!'. :1 night number. If the 

flight number is found in the ni ght number array, the correspond ing informa­
tion is displayed on Ihe screen; if the J1ight number is nOi found, an error 
message is displayed on Ihe screen. The user is then asked if another inquiry is 
to be made. If so, Ihe Ilrocess is repealed. If no t . Ihe progra m is tenn inated. 

The task s which mu st be accomplished by the program arc specified below. 

Program Tasks 

I. Load arrays. 
2. Obtain nigh t number and ensure , 'a lid Uller entries. 
3. Perfo rm array search. 
4. Write flight in format ion and error messages. 

The logic fo r th is program is shown by Ihe nowcha rt in Figu re.~ 7-26 and 7-27. 
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Figure 1-21 Program flow. 
char' IPago 2 01 2, 

Program coding The codi ng to load thl' ,Irrays used in the sample progr;un b illustrmed in 
Figure 7- 28. The lechnique shown is vinually the same as expla ined in the 
cha pler. The only difference is Ihal the size of the arrays (five elements each) is 
placed in the variable field N in Ihe inilialization portion of Ihe program. The 
dimension lo latement on line 440 uses Ihi s v,ll lIe when (k'fin ing Ihe size of Ihe 
arrays. 

Th l' for -ne.'l: 1 1(lo p o n lines 460 - 480 i~ lI~ed 10 load Ihe arrays by readi ng 
data and placin g it in ea.:ll of the elemellt s of Ihe arrays. The variable N is also 
used in the for Sl:tiCnlent 011 lil1e 460 to COlltrol Ih e !lumber of times th e loop 
will be execut ed . Thus. if the num ber of ek1l\cn t ~ in the array~ were to be 
changed. the only ~ t atcmelll which would have 10 be modified i ll tile progmm 
is the lei l>Iatcrncnt on line 400. The di mension statement and Ihe loop to 10<1d 
the arrays would not havc 10 be modified . I r more clemen IS \\cre .. dded 10 the 
arrays. the data ~laleJllcnl S would also have to be changcd \0 provide more 
data fo r the arra ys. 

The cod ing 10 ~e .. reh Ihe arrays is shown in Figure 7- 29. On lim' 650. Ihe 
if stalemenl lest.'> who.!l her Ihe valu e in the search ~ ubscript. S2. ii> grealer Ihan 
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300 REM ..... DATA TO LOAD ARRAYS ..... 
310 
320 DATA 148, "PHOENIX", "BOSTON" , " 9 : 00 AM" 
330 DATA 264, "DENVER" • "CHICAGO" , "11:50 AM" 
3 40 DATA 3 23, "DALLAS " • "ATLANTA" , " 1:45 PM" 
350 DATA 378, "ATLANTA " , "SEATTLE", " 3 : 15 PM" 
3bO DATA 403 , " NEW YORK". "MIAMI" • "5:00 PM " 

370 
3fl0 REM .. , .. INITIALIZATI ON OF VARIABLES ••••• 
390 
400 LET N - 5 
410 
420 REM ..... DEFINE AND LOAD ARRAYS ..... 
430 
440 DIM F<Nl, 0$ (N) • O'5 (N) , T'5(N) 
450 
4bO FOR 51 • 1 TO N STEP 1 
470 REAOF(SI), 0'5(51 ) , 0'5(51), T'5(SI) 
4BO NEXT 5 1 

the number of clcmCIIIS in the array (the \a luc in N). Once again. not l' 111m if 
the number of clen\ellt' in the array was changed. Ihi, if statement would nOI 
have 10 be Illudified. Iflhe v(lluc ill S2 i ~ 1101 greal er Iha n lhe va lue ill N, then 
thc deillent i!lthe ;rna}' F(S2 ) j, l'olilpared W \ll c nighl 11I1Ill ber elltered by the 
user. Fl . If til l'}, ;Ire cq ll ;;l l, COlllro l i ~ pa'scd to line 700, where, .,ill(:e S2 is not 
greater than N. Ihe flight lIulIlbcr. ori ginatioll point. destinatiun POll11. alld 
departure lime arc pri nled. Th i, array search prm'e~sing is the ,ame a~ that 
prc\'ioll,ly l·-.;plained in detail in Ihi ~ ehaplt.·r. 

I 
b30 
b 40 
b50 
bbO 
b70 
bBO 
b90 
700 
710 
720 
730 
7 40 
750 
7bO 
770 
7BO 
790 
BOO 
810 

LET 52 '" 1 

IF 52 > N THEN 7 00 
IF F<S2) ~ Fl THEN 700 

LET 52 :: S2 + 1 
GOTO 650 

IF 52 > N THEN 780 
CLS 
PRI NT " FLIGHT: "j F (S2) 
PRINT "OR IGINATI ON POINT : "j 0'5(52) 
PRI NT "DE5TINATION POINT: " ; 0'5(52) 
PRtNT "DEPARTURE TIME: "; T.(52) 
GOTO 820 

PR INT .. " 
PHI NT " FLIGHT NUMBER"; F I; "ODES NOT EX I ST" 
GOTO 820 

820 PRINT"" 

ARRAYS 

REM 

REM 

REM 

REM 

REM 

REM 

Figure 7-28 Dehnu.on and 
Iwdong 01 p'OQ.am arrays 
10 ' sarnple p.ou.am 

Figure 7·29 Array sea.ch 
cocIing hom sample program 

REM 

REM 

REM 

REM 

I 
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Sample program The complete listing of [he sample program is ill ustrated in Figure 7- 30 and 
Figure 7-31. 

100 REM AIRLINE 
11 0 

JANUARY 23 SHELLY/ CASHt1AN 
REM 

120 REM THI S PROGRAM LOADS AIRLINE ARRAYS CONTAINING FLIGHT 
130 REJ1 NUr1BERS, ORIGINATION PO INTS, DESTINATION PO INTS , AND 
140 REM DEPARTURE TI I'IES. Tf£ USER CAN ENTER THE FLIGHT NUMBER 
150 REM TO OBTAIN THE OTHER INFORMATION. 
160 REM 
I ~O REM VARIABLE NAMES: 
180 REM FC) ••• FLIGHT NUMBER ARRAY 
190 REM O.(I • • ORIGINATION POINT ARRAY 
200 REM D.(I •• DESTINAT I ON POI NT ARRAY 
2 10 REM T.C) •• DEPARTURE TIME ARRAY 
220 REM F l .• •. FLIGHT NUMBER FOR INQUIRY 
230 REM S t .. .• SUBSCRIPT TO LOAD ARRAYS 
2 40 REM S2 . ... SUBSCRIPT TO SEARCH ARRAY AND REFERENCE ALL 
230 REM ARRAYS WHEN SEARCH 15 SUCCESSFUL 
260 REM N .•.. . NUMBER OF ENTRIES IN ARRAYS 
270 REM R • . • .. INPUT AREA FOR RESPONSE TO QUESTION 
280 REM "DO YOU WISH TO MAKE AN INQUIRY? " 
290 REM 
300 REM ••• ,' DATA TO LOAD ARRAYS ••••• 
3 10 REM 
320 DATA 146, "PHOENIX", "BOSTON", "9:00 AM" 
330 DATA 264 . "DENVER", "CHI CAGO", "11: 50 AM" 
340 DATA 323, "DALLAS", "ATLANTA", "1:45 PM" 
350 DATA 378. "ATLANTA" , "SEATTLE", " 3 : 15 PM" 
360 DATA 403 , "NEW YORK", "MIAMI ", wS : OO PM" 
370 REM 
3B0 REM ", •• INITIALIZATION OF VARIABLES ., • •• 
390 REM 
400 LET N '" 5 
410 REM 
420 REM ....... DEFINE AND LOAD ARRAYS .$1 .... 
430 REM 
440 DtM F(NI, Ot'(N). O$(N), T.(N) 
450 REM 
460 FOR 5 1 = 1 TO N STEP 1 
470 READ F(SI', O${SI'. Ot(SI), T$ {S I ' 
480 NEXT S I 
490 REM 
:500 REM ••••• PROCESS iNG ••• ,. 
5 10 REM 
520 CLS 
530 PRINT "00 YOU WI SH TO MAKE AN INDUI RY?" 
540 INPUT "ENTER YES OR NO: "; R$ 
550 REM 
560 IF R .. = "YES" OR R$ .. "NO" THEN 600 
570 INPUT " INVALID RESPONSE - PLEASE ENTER YES DR NO: "; Rt 
580 GOTO 560 
590 REM 

FIgure 7-30 Sample program (Pan 1 01 21 
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600 IF RS '" "NO" THEN 920 
610 CLS 
620 INPUT "PLEASE ENTER FLIGHT NUMBER , "; F I 
6 3 0 LET 52 '" 1 
640 REM 
650 IF 52 > N THEN 700 
660 IF FIS2) F l THEN 700 
670 LET 52 : 52 + 1 
680 GOTO b50 
690 REM 
700 IF 52 > N THEN 780 
7 10 CL S 
720 PRINT "FLIGHT:" ; F (52) 
730 PRINT "ORIGINATION PO I NT: "; OS (52) 
7 40 PRINT "DESTINATI ON POINT : " , OS(52) 
750 PR INT "DEPARTURE TI ME: "I T.(52) 
7 bO GOTO 820 
770 REM 
760 PR INT " " 
790 PR INT " FLI GHT NUMBER", Fl; " DOES NOT EX I ST " 
800 GOTO 820 
810 REM 
820 PRINT 
830 PRINT "DO YOU WI SH TO MAKE ANOTHER INQUIRY? " 
840 INPUT "ENTER YES OR NOI "; Rf> 
850 REM 
B bO I F RS '" "YES" OR RS '" "NO" THEN 900 
870 INPUT" INVALID RESPONSE - PLEASE ENTER YES OR NOI ", R. 
880 GOTO 860 
8 90 REM 
900 GOTO 600 
910 REM 
920 PRINT 
930 PRINT "END OF FLIGHT INFORMATION INDUIRY" 
940 END 

Flg ... re 1-31 Sample progrllm (Part 2 or 2) 
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7.32 

The following points have been discussed and explained in this chapter. 

I . Tab les, or arrays as they arc called in BAS IC programming, arc 
common ly used to search for information or 10 extract values for usc in 
calculations. The}' play an imporlam role in computer programming. 

2. To process data in an array, three steps must be accomplished : Create 
the array, load data into the array, and search the array. 

3. To create an array, areas in mai n computer storage must be reserved 
for the array. This is accompli shed with the dimension SlUt ement. 

4. In th e dim ension statemen t, the array nallle (lnd the number of 
elemeill s with in the array must be speci fied. An clement is a single entry in an 
array. 

5. Numeric and string arra ys can be defined by the di mension statement. 
6. An clement wi thin the array is addressed by specifyin g the name o f 

the <lrray ,Hld the Ilumber of the clement withi ll th e array in a subsc ript. For 
ex ample, the en try F(2) references the seco nd clement in the F <lrray. The 
number 2 is called a subscript. A va riable name represen ting a numeric fi eld 
can be used as the subscript as well as a numeric literal or an arithmetic expression. 

7. After the array has been defi ned using the dimension statement , the 
d(l\a must be placed in each clement of the (lrray. This is normally accomplished 
through the usc of a for -next loop and the read <lnd data statements. 

8. When the read statement in a for-next loop is used 10 load data int o 
an array, the variable speci fied in the read statement is the name of the 
array and a variable name which acts as the subscript. The variable name 
which acts as the subscript is normall y the same name as the cou nter-variable 
in the for statcm ent. 

9. A dim ension statement can bc used to define more than one array. 
The names of each array 10 be defined arc specified, separated by a comma. 
The arrays can be string or numeric arrays, and each array can have a differen t 
number o f clements if req uired by the applicat ion. 

10. A single read statement ca n be used to load multi ple arrays, provided 
the data in the data statement is defined in the correct sequence. The read 
stat ement contain s multiple array nam es when th is is to occur. 

I I . Data statements merely define a list of data La be referenced by read 
statements. When a read statement is executed, the next entry from the list is 
transferred to the variable in the read st at ement. It docs not mailer whether 
one data statement or many data st atements arc used - the result is a si ngle 
li st of dala whose members arc referenced in seq uence by each subsequent read 
statement that is executed. 

12. The restore statement allows the next exec ut ed read st atement to 
obtain data from the first entry in the list generated by the data statements in a 
program. 

13. A variety of methods can be used to load ,III array. 
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14. After an array is loaded with dat a, it can be searched and correspond­
ing data can be e .... tracted from ot her arrays based on the search. This process 
consists of searching an array IIl11il a desired value is fou nd. When the val ue is 
found, a corresponding clement fro m :III01 her array is extracted nnd used. 

15. When an array is searched, each clement in the array is compa red to a 
va lue to be found. Thi s process continues until either an equal cl ement in the 
array is found or umil all elemen ts of the arra y ha ve been searched and no 
equal clement is fo und . 

16. When an array is searched , there is the possibi lity that the value being 
searc hed for docs not e.xist. Therefore , whenever an urray search is performed 
in a program, there must always be provision for the case where an eq ual 
element in an array is not found. 

17. The array search logic is: a) Set the search subscri pt to I: b) If the 
search subscript is greater than the number of elemelll s in the arrny or the 
vlllue bei ng searched for is fo und, do not elll er a loop. If neither of these can · 
di tions is t rue, eJ1ler a loop where the search subscript is incremented by o ne 
and the test for these condi tions occurs aga in; e) When the exi t from the loop 
oceurs, test the val ue in the sea rch subscript. If it is grealer than the number of 
clements in the army, the loo p terminated beCliuse an equal clement was not 
found. In this case, an er ror message should be wrill ell . If the search subscr ipt 
is not greater than the number o f cle ment s in the array, an equal elemcnt was 
found , and it can be used in wha tever manner is required by the application . 

18. To code an array search, the if statement and the golO sta tement are 
used to establish the search loop. 

19. An if-then-else structure is used to det ermin e why the sea rch loop was 
termi nat ed and to initiale the correct processing based on that reason. 

20. The OR logical operator cannot be used when lhe size of the search 
subscript is tested at the stan of the search loop because if the subscri pt is 
greater than the size of (he array, th e test for equalit y will cause a subscri pt 
error, and the program will be termina ted. 

21. The for-next loop is not used to search an array because it s lISC 

violates the single ex it ru le for the loop logic structure. 
22. When a sequentia l ;Irray search is conducted, the fi rst clement of the 

array is e .... ami ned, followed by the second clement, the third clement, ,l1ld so on. 
23. A binary search eliminates portions of an array which ca nnot conta in 

the value being searched for. It is used o n larger arrays where the clement s or 
the array can be arranged in an ascendi ng or descend ing seq uence, based upon 
the value bei ng searched ror. 

24. The basic binary search logic is: a) E .... amine the middl e clement in the 
array; b) I f the value being searched fo r is great er than the middle element, the 
desired clement must be in the upper half of the array. If the value being 
searched for is less than the middle element, the desired elementlllust be in the 
lo wer half of the array; c) Look at the midd le clemelll in either th e upper or 
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lower half of the array, based upon the results in step b; c) Contin ue splitti ng 
the array in half until cit her the dcsired clemcn t is fO Ul1d , or all of thc poss ible 
clem en ts have bccll e.'«Il11i l1ed, and the desired clemcn t is not fo und. 

25. In large llrrays , a binllry search tech niq ue « HI save a great deil l of 
time. For example , the maximum !lumbcr o f comparisons to find an clement 
in a 1,000 clemen t ilrray is 10 when the binary sea rch technique is used. 

26. The logic to implement the binary search is somewhat di fferent frolll 
th e seq uential search, but the principle is the S,Ul1l:: searc h the clements in the 
array by looping unt il ei ther iln equ al clem ent is foulHl. o r the entire array has 
beel1 se(lfchcd. After looping, determine whet her ti n equal elemellt was fo und . 
If so , print the datu extracted from other arrays; ot herwise, print an error 
message. 

27. The binary search req uires that the search subscript be calculated on 
each pass through the loop. 

28. 1\ two·d imensiOI1 a rray is one wlli dl req uires two subscr ipt values, 
one for lhe rows of the array and one for the co lu mns of the array, to idenli fy 
an clement with illt hc array. 

29. To dcli ne a two-dimension array, lhe dimcnsion statemcill is used. It 
must cOll tainlhe number of rows and the number of columns in the array. 

30. 1\ two·dimension array e;w be loaded using ncstcd for- next loops ami 
Ihe read sla tel11ell !. 

31. To pcr for m an a rray search, the nornwl procedUre is \0 define a o ne· 
dimension array representi ng the rows of the two·dimension array and <I one­
dimension array representing the columns of the two· dimension ar ray. Each or 
these one-dimcnsion arrays is searched to determine the (wO subscripts 
required 10 access the t wo-di mcnsion array. 
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I . The ~tep~ 10 pro('es~ dma in an array arc: a) Create the array, load dma 
il110 the array. and search the array: b) Create the array, search the array, 
:l1ld ca1cul;l1e the subscript; c) Create the array, load daw il1lo the ;'rra y, 
and divide the array in half; ell Load data in to the array, ~cnreh the array. 
and calculate the subscript. 

2. Thc stateillent is uscd to rc~ erv!.' SlOrngc for an array. 
3. An clement in an array is addressed by specifying the narne of the array 

('I' or F). 
4 . A for -nexi loop is 110t used to place data in an ilTray because it viol:ll es Ihe 

sin gle exit rule for the loop logic struct ure (T or F). 
5. Data statements: a) Load daw into an array; b) Must be \I ~ed in conjunction 

with a for -next loop; c) Define a list of data 10 be referenced by read state­
ments; d) Must be subscript ed when being used 10 define data for:m array. 

6. When an am,y is se:lrched, it is poss ible Ih:H the va lue being searched for 
docs not exist ill the array. What steps must be wk ell in the progr.ull to 
account for thi s possibili lY? 

7. Wrile the steps used in the sequential arra y search logic. 
8. The statemel1l and the Slatemell1 

;Ire uoSed to establish the search loop. 
9. The O R logical operator cannot be used when Ihe sile o f Ihe search 

subscript is testcd at the start of the search loop beca use: a) It causes a 
syntax error; b) It is too complex and violmes good program design; c) It 
Hlay ca lise a subsc ript error. and the program will be term inated; d) No 
such thing exists in the BASIC I;mguage . 

10. A binary search is genera ll y faster than a sequcntial scarch. Th e o nl y 
I'l'q uiremcllt for a binary search is: a) The clements must be arranged ill 
all as(cnding or descending sequence. based upon the val lie being searched 
for; b) The computer system being used must usc bi nary codi ng ralher 
than octal or he.'(adeci mal: c) It can be used only for sillall arrays; ils lise 
for larger arrays req uires too much main (omplller ~lOrage and is illCflicicll1; 
eI) It IIlIlSt be lIsed for large arrays with 1,000 or morc clcmell[ s. 

II . The (lirlille lIsing the sample program in this chapler has requcsted that the 
program be modified 10 show not only the departure time, but the arrival 
time as wcll. Th e arriva l times for the cities used arc: Bos\o n - 3:30 pm; 
Chicago - 2:40 pm: At lanta - 5:45 pm; Seattle - 5:30 pm: Miami -
8: 10 pill. l\'lake the required changes in the sample program to accomplish 
these modificalions. 

12. FOLIT more cities are to be added to Ihe night schedule used in the sample 
program. The information is: Flight #419-Denver - Dallas 4:50 pm: 
Flight #587- Allant3 - Miami 2:10 pm; Flight #60 I- Boston - New York 
II : 10 am; Flight #609- Memphis - Washi ngton 3:30 pili. ivlake the 
chan ges in the sample program 10 add these lI ew lli ght s. 
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0 00 
3 10 
320 
330 
340 
350 
3 60 
370 
380 
390 
~oo 
41 0 
42 0 
430 
440 

520 
'530 
5 40 
550 
560 
570 
5.0 
600 
6 10 
620 

650 
660 
670 
600 
6'0 
700 
7JO 
720 
730 
740 
7 50 
760 
770 
7 80 
790 
800 
8 10 
820 

Chapter 7 
DE BUGGING EXERCISES 

The following lines o f code contain one or morc coding errors. Circle each 
of the errors and wri te the coding to correct the errors. 

REM ••••• DATA TO LOAD ARRAYS ••• •• 

DATA 148, "PHOENI X", "BOSTON " , " 9,00 AM" 
DATA 264 , "DENVER" , "CHI CAGO", " 11: 50 AM" 
DATA 3 2 3 , " DALL AS" , " ATLANTA", " 1: 4 S PPI" 
DATA 3 7 8, " ATLANTA", " SEATTLE" , "3 : I S PPI" 
OATA 4 0 3 , "NEW YORK " , " MIAM I " , ":h 00 PM" 

REM ••••• DEF',~NE AND LOAD ARRAYS • •••• 

DIH ~~ as, 0$, n 

FOR 5 1 = J TO N STEP 1 
READ F , QS, os, TS 

NEXT 51 

CL S ",,,' 
PRINT " 00 YOU WI SH TO MAKE AN INQUIRY? " 
INPUT " ENTER YES OR NO: " 

IF RS ;; "YES" OR R" "" '"NO" THEN 600 
I NPUT INVALID RESPONSE - PLEASE ENTER YES OR NO: " 

IF RS = " NO " THEN 92 0 
CL S 
INPUT "PLEASE ENTER FLIGHT NUMDER: " 

IF 5 2 > N THEN 700 
I F F "" F I CS t ) THEN 700 

LETS2;; S2 + 1 
GOTO bbO 

lF 52 > N THEN 780 
CCS 
PRINT " FLIGHT : "; F CS2) 
PRINT "OR I GI NATION POINT : " ; 0"(52) 
PRINT "DESTINATION POINT : "; Os (52 ) 
PRINT " OEPARTURE TIME: " ; T (52 ) 
GOTO 8 20 

PR~ NT " " 
PRINT" FL IGHT NUMBER"; Fll; "DOES NO"J1 EXIST" 
GOTO 820 

PRINT .. " 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

, 
REM 
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The followi ng program was designed and wril1en 10 process airline infor­
mation in the manner shown in Figure 7~2 on page 7.2. The results from rUIl' 
ning the program are shown on page 7.38. Analyze the results to determine if 
they are correct. If there is an error, circle the incorrect Slalemcnt( s) in the 
program and write corrcctioll .... 

100 
116 
120 
130 
100 
!SO 
160 
170 
18 0 
190 
200 
2 10 
220 
:<:30 
200 
25 .' 
2b(t 
2 70 
280 
290 
300 
31 0 

REM AIRLINE JANUARY 2 3 SHELLY / CASHMAN 

REM THIS PROGRAM LOADS AIRLINE ARRAYS CONTAINING FLIGHT 
REM NUMBERS , OR I GINAT I ON POINTS. DESTINATION PO INTS . AND 
REM DEPARTURE TIMES . THE USER CAN ENTER THE FLIGHT NUMBER 
REM TO OBTAIN THE OTHE~ INFORMAT I ON, 

REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 

VARIABLE NAMES: 
F{) . . . FLIGHT NUMBER ARRAY 
O~{) •• OR I GI NAT I ON PO INT ARRAY 
D~() .. DESTINATION PO INT ARRAY 
T~ ( ) . . DEPARTURE TIME ARRAY 
Fl ... . FLIGHT NUMBER FOR INQUIRY 
S t .••• SUBSCRIPT TO LOAD ARRAYS 
S2 .... SUBSCRIPT TO SEARCH ARRAY AND REFERENCE 

ARRAYS WHEN SEARCH IS SUCCESSFUL 
N . ••• • NUMBER OF ENTRIES IN ARRAYS 
R~ •.. • INPUT AREA FOR RESPONSE TO QUESTI ON 

"DO YOU WISH TO MAKE AN INQUIRY? " 

REM ttt** DATA TO LOAD ARRAYS ***** 

320 DATA 148. "PHOENIX", "BOSTON", "9 : 00 AM" 
330 DATA 264, "DENVER" . "CHICAGO". "11 : 50 AM " 
3 40 DATA 3 2 3 , "DALLAS", "ATLANTA", "1 :45 PM" 
350 DATA 378, "ATLANTA" , "SEATTLE", "3: 15 PM" 
360 DATA 4 0 3 . "NEW YORK " . " MI AHI " . "5: 00 PM" 
370 
38 0 
3 9 0 
400 
410 
420 
430 
44 0 
450 
460 
470 
490 
490 

REM ***** INITIALIZATION OF VARIABLES *t**_ 

LET t~ = 5 

REM ** • .t* DEF INE AND LOAD ARRAYS 1**** 

DIM F(N), O-.(N) . D~(N), T~(N ) 

FOR 5 1 = I TO N STEP 1 
READ FCS 1 ). O~(S l ). D~(S l ) ~ Ho( S l) 

NEXT S I 

ALL 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 



500 REM ••••• PROCESSING ••••• 
510 REM 
520 CLS 
530 PRINT "DO YOU WI SH TO MAKE AN INQUIRY? " 
540 INPUT "ENTER YES OR NO: "; R'" 
550 REM 
:560 IF R$ _ " YES" OR R'S '" "NO" THEN 600 
570 INPUT " INVALID RESPONSE - PLEASE ENTER YES OR NO: "; R'" 
580 GOTO :560 
590 REM 
600 IF R$ = "NO " THEN 920 
610 CLS 
620 INPUT " PLEASE ENTER FL I GMT NUMBER I " ; F 1 
630 LET 52 - 1 
640 REM 
6:50 IF 52 > N THEN 700 
660 IF F(S2 ) : Fl THEN 700 
670 LET 52 : 52 + 1 
680 GOTO 6:50 
690 REM 
700 IF 52 < N THEN 780 
710 CLS 
720 PRINT "FLIGHTI"; F (52) 
730 PRINT "ORIGINATION POINT: " ; 0$(52) 
740 PRINT "DESTINATION POINT: H; D'S (52) 
7S0 PRINT "DEPARTURE TIME: "; T'S(s2) 
760 GOTO B20 
770 REM 
7BO PRINT " .. 
790 PR INT " FLIGHT NUMBER"; Fl; "DOES NOT EXIST" 
BOO GOTO B20 
810 REM 
820 PRINT 
830 PRINT "DO YOU WISH TO MAKE ANOTHER INQUIRY?" 
B40 INPUT "ENTER YES OR NO: "; R$ 
BSO REM 
BO.O IF R'S • "YES" OR R'S - "NO" THEN 900 
B70 INPUT" INVALID RESPONSE - PLEASE ENTER YES OR NO: "; R'S 
BBO GOTO 860 
890 REM 
900 GOTO bOO 
910 REM 
920 PRINT 
930 PRINT "END OF FLIGHT INFORMATION INQUIRY" 
940 END 

Program Results 
~,~~~~~~~~~~~~~-, DO YOU WISH TO MAKE AN INOUIRY? 

ENTER YES OR NO: ? YES 

® PLEASE ENTER FL I GHT NUMBER : ? 264 

FLIGHT NUMBER 264 DOES NOT EXIST 

DO YOU WISH TO MAKE ANOTHER INQUIRY ? 
ENTER YES OR NOI ? YES I 

PLEASE ENTER FLIGHT NUMBER : ? 32 1 

FLIGHT : 
Sub~cript out o~ r .nge 1n 720 



7 .39 ARRAYS 

Chap ter 7 
PROGRAMMING ASSIGNMENT 1 

1\ telephone number inqu iry system is to be prepared. Design and ,ode the 
BASIC program to implement th e inquiry system. 

The input consists o f telephone inquiries whidl spedfy the nam e o f a business . 
The user will enter the name of a company fo r which the telephone number is 
desired. 

Instructions 

Input 

The data comaining the ,ompany name , area code, and telephone lIu mber i .~ Array data 
sto red in an array. The data to be used in this program is shown be low. 

NAME AREA CODE TElEPHONE NUMBER 

COMPUTER lAND 71. 527·0981 
MICRO CITY 213 311·6699 
SOHECK 213 896·1032 
DATATEC 71. 370·1034 
HITECC 213 455·6619 

After the name of Ihe company is entered by Ihe user. the nrea code and tele­
phone number should be displayed. The screens whk'h should be used arc 
shown below. 

I DO YOU WANT TO tIAKE A TELEPHONE INQUIRY? ) 
. ENTER YES ~ NIlI ? YES _ 

( ENTER THE NAtE: OF THE COtPANYI ? SlFTECK ) 

( 
COHPANV. SOFTECK I 
AREA CODE, 2 13 
TELEPHCJtoE NlI'IBERI 896- 1032 

I DO YOU WISH TO HAKE ANOTHER INQUIRV? 
. PLEASE ENTER YES OR NO. ? 

The dala entered by Ihe user should be checked as fo llows: The answer 10 
the question asking if an inquiry is to be made musl be yes or no. I\ny ot her 
ent ry should generate an error message asking for the correct in put. If the 
company entered by the user is not in the array. an appropriate error message 
sho uld be displayed. and then the user shou ld be asked if there is ;U\ot her 
inquir y. 

Output 
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Instruc tions 

Input 

Array data 

Ou tpu t 

Chapter 7 
PROGRAMMING ASSIGNM ENT 2 

A price quol:u ion system is to bc prepared. Design " nd codc the BASIC 
program to implement the q uot ation system. 

The inpu t co nsists o f inqu iries for price quol;l1ioll s 0 11 so ftw;;lf'e prodlH.'I ~ . T he 
user will ent er the name of the company for which the quotalion is Jlwde, Ihe 
prod uct wh ich is to be quoted, and the qU;;lntit y to be quot ed on . 

The data conta ining the sof!\vare product and the price of the product is 
contai ned in an arra y. The claw to be used in the prol;: r;un is shown below. 

PRODUCT PRICE 

SPELL 15.00 
GRAPHICS 26.00 
PLOT 29.00 
TUTOR 22.00 
MATH 19.00 

After [he inquiry dam is entered by the user. a price quot:n ioll is to be primed. 
The screens 10 be used in [he prOl;:ram arc shown below. 

(
DO YOU WISH A PRICE QUOt ATION? ) 

. ENTER YES OR NIh ? YES . 

(

ENTER COtF'ANV NAI'E* COPIPUTER CI TV 
ENTER PRODUCT NAtE. SPELL 
ENTER QUANTITY. 3 

COI'PUTER CITY 
PRICE QUOTATJON 

PRODUCT QUANTITY PRICE AtD..Hr 

SPELL 3 1:5.00. 45.00 

) 

( 00 YOU NI SH ANOTHER PRICE QIJOTATJON? I 
. ENTER YES DR NO. ? . 
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The amoum i~ calculated by multiplying the quamity times the price for the pro­
dUCL The following editing ~hould lake place. The .lIIswer to thc qllcstion about 
whether a price qllomtion i~ to be prepared must be yes or no. An error IIll'S~age 
should be written for any OIher resl)Qllse. The value entered for the quant ity must 
be 1 through 9. If the quamity is not I through 9, an appropriate error ml'Ssagc 
should be written . a nd the user should reenter the quamity. Ifthc product entered 
is not in the array. the ml'$sage UNKNOWN PRODUCT should be d;~playcd. 

Chapler 7 
SUPPLEMENTARY PROGRAMM ING ASSIGNMENTS 

Thc following prog r:uTlming assignments contain an e.-:pl:lllat io ll of the 
problem .md list ~ ugge~ t ed arra y data. The student sho uld ( Ie~ign the outpu t. 

All inquiry program sho uld be wrillell wh ich wi ll allow a lI ser to ..:111..:r th..: 
name of a State and receive back the approved post o ffi ce abbrevi'Hion O R 
enter the abbreviation and receive back th e name of the stale. The array used 

~ holiid contain al lcaq the following ~ta t es. 

STATE ABBREVIATION STATE ABBREVIATION 

ALABAMA AL ARKANSAS AR 
ALASKA AK CALIFORNIA CA 
ARIZONA AZ COLORADO CO 

An inquiry program ~ hould be wrillen which \\ill allow a tls('r 10 e-.: traet the 
m:l-.:imlltn healthy \\eight for a young man from an array. compa re it \0 th..: 
current w..:igh t of the person. and determine if the man is overweight and by 

how IIl llch. T he array below COlllain s the heigh! of the man and maximullI 
weight for Ihat hdgh t. The u~er should emcr ttll' per"on' s Il<lme, the per~on·., 

height. and th e p..: r~o n'., weight. The o ut put should Iht Ihe person' s IWIll":, 
hei ghl , emrcnl weig ht . alld maximullI weight. The progra m wi ll find thl' Itl:I.-: i­
ItHlnl w..: ight ba~ed upo n the per~o!l's he ight. If the individual' s currc ilt weight 
cXl'ceds th e max imulll specified in the array, the message OVER WE IG l IT UY 
XX POUN DS ~ hould be displayed. Appropr iate edi1ing and ..:rrOT III cs~ :lge~ 

~ho uld hl' de~i g ll cd hy the prognltIHnc r. 

Instructions 

Program 3 

Program 4 

HEIGHT (INCHES) MAXIMUM WEIGHT HEIGHT (INC HES) MAXIMUM WEIGHT 

66 156 70 17. 
67 160 71 176 
66 166 72 16. 
69 166 





CHAPTER 
EIGHT 

MENUS, ARRAYS, 
SUBROUTINES, AND 
SORTING 

OBJECTIVES: 

Familiarization with menus used in interactive programs 

Abi lity to design and code programs using the case structure 

Knowledge of the use of subroutines 

Abil ity to use arrays in a variety of applications 

Knowledge of sorting and ability to design and write an 
exchange sort 

Ability to design a program by decomposing the program 
into a series of functional modules 
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When compuler lerminals arc used in an imeracl ive mode , Ihe user wi ll of len 
be able 10 make inquiries 10 obl:lin various Iypes of informal ion . Many limes 
Ihe Iype o f inquiry avai l;lble 10 lhe user will be displ ayed on a menu, which is a 
lisling of Ihose functions Ihal can bc per formed by a progr;un. The user 
chooses Ihe desired func lion by entering a coele from Ihe lerminal keyboard. 
The use of menus and lhe manner in which tlley arc programmed will be 
explained in Ihis cha pler. 

The data which is di splayed by an inq uiry program or by olher Iypes of 
programs can be arranged in different seq uences for presentation to Ihe user. 
When Ihe same data is to be made available in varying sequences, Ihe data 
mUSl be sorted prior 10 being d isplayed. Sorting is Ihe process of placing data 
in an ascending or descending seq uence based upon one o r more values in Ihe 
dala . A mel hod for programming a son is shown in Ihis chapler. 

A program which performs mu ltiple funClions. stich as sorti ng data and 
displaying it in va rious forms, Illay require Ihe usc of subroutines. A 
subrouti ne is a series of in struction s which performs a particular fu nction in a 
program. The design and usc of subrouti nes is illusnated by Ihe sam ple 
program in thischapler . 

A Illenul isls the functions which can be performed by a program. To illustr;uc 
the usc of ;1 menu, lhe sample program in Ihis clJapleT .[Ctepls and d isplays 
informa tion concer ning a base ba ll tC<I m. The men u for Ihe program, wh ich 
specifies Ihe fUllctions avail ab lc, is showll in r igu rc 8- 1. 

BA S EBALL MEN U 

CODE FUNCTION 

1 - LOAD START ING PLAYERS 
2 - DISPLAY STARTING PLAYERS IN BATTING ORDER 
3 - DISPLAY PLAYERS IN ALPHABET ICAL SEQUENCE 
4 - END PROGRAM 

ENTER A NUMBER 1 THROUGH 4: 7 

The men u in Figure 8- 1 consists o f a group o f codes ami it group of func­
tions. The four fUllctio lls are those Ihalt hc progra m ca ll pcrfOl"I1I . Thus, lhe 
user ca n choose 10 load lhe starti ll g players ror n basebnll lea rn , di splay th c 

Introduction 

Menus 

Figure 8-1 A monu lislS lhe 
functions wh iCh can be per. 
rotmod by the program. The 
user enrers a code to se lect 
lhe funCl ion desired. 
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figure 8-2 Whell tOOO \ Is 
seletled In the sample pro. 
gram. the user Ollters Ihe 
star t ing playors In baUIIIg 
ordor. 

figure 8-3 The user entors 
the player 's name. poSllion. 
numbel ot at bats, and 
number ot hitS. 

starting pla yers on the baseball team in batt ing order, disp);:IY the players in 
alphabetical sequence. or end the program. TIl(.' user selects wh ich fUnclion 
will be performed by ell teri ng the appropriate w de. 

When the user wishes to en t ~' r Ihe starting baseb:ill players. wh ich should 
Ilormally be the lirst fu nction performed, the value I is speci fi ed in response to the 
mellu . The LOAD STARTING PLA YE RS scrccn is then displayed (Figure 8-2) . 

LOAD STARTING PLAYERS 

BATTER NUMBER 1 

ENTER PLAYER'S NAME I ? 

In res ponse to the message ENTER PLAYER'S NA/ .... 1E, the user would 
emer the name of the player. [n Figure 8- 3. the user etUeTed Ihe name 
HANES LEY. 

LOAD STARTING PLAYERS 

BATTER NUMBER 

ENTER PLAYER ' S NAME: ? HANESLEY 
ENTER PLAYER ' S POSITION : ? SECOND BASE 
ENTER PLAVER ' S AT BATS : ? 100 
ENTER PLAVER"S HITS : ? 28 

-
Afler Ihe name is elllered. the user. in response 10 the prom pIS. will emer 

Ihe player's position, the num ber of times the player has balled during the 
season. and the number of hit s the pla yer has had during the season. These lat­
tcr two fi gures arc used to calcu late the balling average of the player (th e 
number of hit s divided by the num ber of times at bat ). 

In Ihe sample program, Ihis processing will conti nue ulllil all nille players 
have been entered. 

After the players ha ve becn emered, Iheir names, positi ons, and balling 
averages ca n be displayed. The seq uence in which they arc displayed is deter­
mined by the cntry made in respon se to the menu. If code 2 is ent crcd, the 
d isplay is ill batti ng order seq uence, which is the same sequcnee in which the 
pl ayers arc entered. I f code 3 is entered. the display is in alphabetical sequence 
based upon the player' s name(Figurc 8-4). 

When the user eil icrs code 4, the program will be terminated. Whenever a 
men u is used in a program. the user must always be given the option of 
term ina ting the processing whenever desired. 
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STARTING PLAYERS STARTI NG PLAYERS 
BATTING ORDER ALPHABET I CAL SEQUENCE 

NAME POSITION AVG NAME POS IT ION AVG 

HANESLEY SECOND BASE . 280 ALLEN THIRD BASE . 274 

BLACKBURG LEFT F I ELD . 263 BLACKBURG LEFT F I ELD . 263 
TRAMESMAN FIRST BASE . 333 CRA I YERSON PITCHER • 1 15 
WOODS CATCHER . 3 41 GRANT SHORTS TOP . 2 13 
WAITENTON CENTER F I ELD . 2 4 5 HANESLEY SECOND BASE .280 
SERE IN RIGHT FIELD .236 SERE IN RI GHT FIELD .23b 
ALLEN TH I RD eASE .274 TRAMESMAN F I RST BASE .333 
GRANT SHORTSTOP . 2 13 WAITENTON CENTER FIELD .24 :5 
CRAIYERSON PI TCHER . 11 5 WOODS CATCHER . 3 41 

TEAM eATTING AVERAGE . 25b 
DEPRESS ENTER OR RETURN KEY DEPRESS ENTER OR RETURN KE Y 

TO RETURN TO THE MENU : ? TO RETURN TO THE MENU: ? 

Figure 8-4 The two reports from the program print tho players In baiting order and alphabetical sequence. 

A menu is di splayed by print statements. The statemenls which arc to display 
the menu in the sample program, toget her with the inpul statement which 
is used to obtain the user response. arc shown in Figure 8- 5. 

Note that the first Slat ernclII. on line 1050. is used 10 dear the screen. When 
a menu is to be wrill en o n a screcn, it should normally be the only material on 
the screen. Thcrefore. the screen illust be cleared prior to displaying the menu. 

The print Slal elll elllS on lines 1060 through 1140 display the menu on the 
C RT screen. The input statelllent on line 1150 obtai ns the code selection from 
the user, 

Processing 
a menu 

Figure 8·5 The menll 's d,s­
played through Ihe use Of 
pronl Slalt!menls. The re­
sponse try Ihe lise' muSI 
be O(I,leO. 

10 00 
10 10 
1020 
10 30 
10 40 
10 50 
l ObO 
10 7 0 
10 8 0 
10 90 
110 0 
1110 
1120 
11 30 
1140 
11 :50 
1160 
1170 
1180 
1190 
1200 
1210 
122() 
1230 

REM 

REM """"""""""""',.,""""""""""""'" REM , DI SPLAY MENU AND GET SELECTI ON , 

REM """"""""""""""""""""""""""'" 

" 13 A S E B ALL 
CLS 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT " " 
INPUT 

MEN U" 

"CODE FUNCTION" 

I - LOAD STARTING PLAYERS" 
2 - DISPLAV STARTING PLAYERS IN BATTING ORDER" 
3 - DI SPLAY PLAYERS IN ALPHABET I CAL SEQUENCE" 
4 - END PROGRAM" 

"ENTER A NUMBER 1 THROUGH 4 : "1 S 

IF S >- 1 AND S ( = 4 THEN 1230 
PRINT 
PRINT 
INPUT 

BOTO 1170 

RETURN 

" ; S; "IS INVALIDN 
PLEASE REENTER 1, 2, 3 , OR 4: "; S 

REM 

REM 

REM 
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Case structu re 

Figure 8-6 The case Struc· 
turo. a special appllcallon 
0 1 the il·then·else logIc 
st ructure. is USed wllOn mul. 
tlple OIHlJ1'lIons can occur 
based upon the value In II 

single held. Here. thrOO (li/ . 
Icrem actions - load Starl­
ong Players. Display Start · 
mg Playef5 rn Batting OrOe1. 
and D,splay Players IJl Alpha­
D(!hcal SeQuence - can 
occur based upon tl'lo 
valuo ,n ttle COde I,el(l 

\Vhen~\'er a code is obtained from a menu selection, it should b,' edit~d to 
ensure that it is valid . [n the sa mple program, the user can ent er the codcs I. 2. 
3, or -I to choose a function to be pcrformed by the program. Therefore, the 
coding on li nes 1170 - 1210 chec k to cnsure that the code entered by the u~~r is 
one o f thcse values. The if sta tement on line 1170 ensures Ihat the value 
entered by the user and stored in the S field is I, 2, 3, or 4. Note the lise of the 
logical operator AN D in this example. The va lue in S must be both eq u:ll to or 
grea,,'r than I and cqual \0 or IcloS than -I. In comparisons such as this, there 
1ll;IY be a tendency \0 usc the O R logical oper:nor: that is, thc thinking by the 
progr:lIl1 l1ler h the val ue must be greatcr than or equal to I O R less than or 
eqtw l to -I . This thin ki ng is invalid. howc\'cr, because any value which is 
clHcred will satisfy the cond ition. Th,'refore, the AND logical operat or is 
rcq uired. 

I f I [I e va lu e entered by I he IIser is not I, 2, ), or 4, a loop is Cili cred where 
an error mcssage is prinled and Ih e lIsc r is requested to reent cr Ih e va llie. No", 
tllm the erro r message informs the uscI' the va luc cnt ered is in error. It also 
specifics what the valid val ues arc. It is important when dcsigning int eractive 
programs that the commu ni cation bctween the program and thc user bc as 
clear and precise as possible. A message sueh as used in this progra m is nluch 
beller than one which would say, INVA LID CO DE - REENTER . Th is 
message tells Ihe user nothing thaI would help in eilleri ng a correct code. 

After the code is entered by the user in response to Ihe menu , the program 
II1I1SI detcrmine which code was eill erecl and thell pcrform tll,- requested 
function. A Oowchart of the processi ng requi red is showli in Figure 8-6. 

COde , 
Load 

Slarling 
Players 

Check 
Code 
Va lue 

COde , 
Dlapl3Y Starling 

Playe" In Baiting 
Order 

Coda 
3 

Display PlaYCfI 
In Alpt\ab"le~1 

Sequence 
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In the nowchan in Figure 8-6, the code is accept cd by the program. B;lsed 
upon the code entered, the appropriate processing occurs. This type of com­
paring where multi ple ol>crations can occur based upon the va lue in a :.ingk 
field is called the case Strul.:ture. T he case structure is a special version o f the 

if-t hen-else logic St ruct ure. 

O ne meth od for implementing the case slructu rc is the usc of nested if· thcn · 
el se struct ures. The coding in Figurc 8-7 ill uslr<ll es the if st<llemenls which 
could be used for the ca~c structUre shown in Figure 8- 6. 

290 INPUT 5 
300 IF 5 - 1 THEN 440 
3 10 IF S = 2 THEN bOO 
320 IF S = 3 THEN 770 

440 CL5 
450 PRINT "LOAD STARTING PLAYERS " 
4bO 

sao GOTO .20 

bOO CL5 
b l O PRINT "STARTI NG PLAYERS~ 
b20 PR INT " BATTING ORDER " 
b30 

750 GOTO '20 

770 CL5 
7ao PR INT " STARTING PLAYERS " 
7'0 PR INT "ALPHABETICAL ORDER " 
aoo 

900 GOTO 920 

SUBROUTINES. ANO 
SORTING 

Implementing the 
case s tructure -
if s tatements 

910 REM 
920 

The if Sta ternelll s 011 li nes 300, 3\0. and 320 tCSt fo r the val ue in Ihl.: field 
iden ti fied by the v"riable S, which is the field used with the input sWtelllell( to 
obtai n the men u code. If the code is equal to I, the routine a t li ne 440 is IIsed. 
If the l'oei l' is eq ual to 2. the routine beginning a t li ne 600 is used while if the 
co<lc is equal to 3, the rotLIi ne beginn ing "t lille 770 is IIsed, When the pr<X'l':.s ilig 

Figufe 8·7 To implemenl 
troccase SlflJCiUfe. HIe BASIC 
i r 51alemllni can tiC U5e(l. 
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On goto 
statement 

in each of these routines is completed, they pass co nlrol 10 li ne 920. which is 
Ihc common exit point for Ihe nested if-then-else Slructures. Th e usc of nested 
if-then-else MntCIUres 10 impJcmenlthe case Strtll'\Ure wit! atlow any number of 
cases 10 be implemented in Ihe same manner, and Ihe field on which Ihe case 
slruclure depcnds can be a numeric or stri ng fie ld . 

When I he val lie which I hc casc st rliCI ure checks is Ilumcric, a BAS] C Slatclllcnt 
called Ihc all gOlo S[;lIelllell\ can be used 10 implcmcllI Ihe case Structurc. The 
ge neral formal of Ihe on gOlo stalem erl ilogclher wilh it s lise \0 implement Ihe 
processing shown in Figure 8-7 is iIIuslrated below. 

General Format 

ON farilllm~riC e~preSSiO~ COTa line number, line nllmber, .. . 
V!.umeflc vaflllble J 

290 I NPUT S 
300 ON 5 GOTO 44 0 , bOO, 770 
3 10 REM 

Figure 8-8 Tne ON GOTO 
statement is used in tnis 
example to implement Ine 
case 5!!Uctu lO It the value 
in S Is \XluallO t , the SUllO, 
ment at line 440w,1I be given 
COl1l!Ol. It tne value In S '5 
oqualto 2, Ihe Sialement at 
hne 600 is given comrol, II 
the value in S IS equal 10 3, 
the statement atlme 770 Is 
given contfol. II 1M val ue 
,n S Is nOI equal to 1. 2. or, 
3. the statement on lino 
3 tO will be oxecutlKl next 

• 
• 
• 

When Ihe on gOtO statement is executed, the integer portion o f the 
adt hmetic expression or numeric variable specified is evaluated. ] f t he val ue is 
equal to I, control is transferred \0 the fir st line num ber following the word 
GOTO. Thus, in the exam ple, if the vallie ill S is equ al to [. control will be 
transferred to line 440. If the va lue ill the variable or arithmetic cxpression is 
equal 10 2, control is passed to the second line number followi ng the word 
GOTO. [n Ihe example, if the value in 5 is equal to 2, the st atement at line 
num ber 600 will be given control. This evaluation by th e on goto statement wi ll 
contin ue for Ihe max imum number of line numbers which can be li stcd. which 
all most com pUler systems is 255 lines. 

If the val ue in the numeric variable or arithmetic expression is equal to 
zero or is grealer than the number o f line numbers specil'icd in the stalement, 
then Ihe statement immediately following the on goto statement is executed. In 
the cxample in Figu re 8-8, if the value in S is zero o r is greater than 3, then the 
sw tement a ll li ne 310 would be given control. If the value is neg:n ivc. Illost 
systems will issue an error message, and Ihe program wi ll be terminated. 
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When a program becomes larger than several pages, it wi ll many times become 
quite difficull 10 read and understand si mply because of ils size. In addil ion, as 
progr.ul1S become larger, I hc logic may become much more di l'I'icu ll. Genera lly 
in COIll pu ler progra ll1!1ling, largcllcss Icads 10 ,:omp lcxil y, 

One way in which programs arc kepI less comp lex is to su bdivide a large 
program into tWO or more smaller parts called subroutines, or modules . Each 
subroutine performs a panielll,lr task in the program . The overall program is 
si mpler because il consists of a number of simple, easy to understand 
subroulincs rrlther Ihan o ne large, comp lex pie(.'e of code. III Ih e sample 
program, a number of differCIl1 tasks Illust be ac<:olllplished. On e task requires 
displaying the menu and obtain ing the select ion code from th e user. This task 
can be placed in a subroutine \0 be executcd whcn desired. The concept of a 
subroutin e is illustraled in the drawing in Figure 8- 9. 

~
CALLMEN U SUBROUTIN 

GOTO "~" 
PRINT MENU 
AC:CEPT CODE 

RETURN 

Subroutine 

In the example above, the ma in program issues a "call"!O the subroutitlt'. 
A caB mean s that cont ro l is trallsferred from the main program 10 th e l"irst 
swt emCIH in the sub rolltine. The st atement s within th e subroll tine arc then 
cxecUled. The last statement in the subroutine is an instruction wh ich relllrn s 
control to the statemCI1I in the main program immediately following the 
statement which called the subroutine . 

The sequen ce for exec utin g. a subroutine, t hen, consists o f Ihe fo llowing 
steps : !) The su broutine is ca lled; 2) Th e ins(rur.:t iOll s within the subroutine 

MENUS. ARRAYS. 
SUBROUTINES. AND 
SORTI NG 

SUBROUTINES 

Fig'Jro 8-9 When a subrou· 
tine is called. contro l is 
passed to the first state· 
ment In the subrou t ine. 
When the subrouli ne has 
completed ils processing, 
it passes cont ro l back 10 
the sta temenl in lhe main 
program immediately fo l· 
lowing the statement which 
called it. In lhls example, 
the subroutine Is called 
from twO d ifferent places 
in the main program. When 
its processing is comple l e. 
cont rol Is ro turned 10 two 
different poims in lhe main 
program. 
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GOSUB statement 

Foguu 8--10 TheGOSUB slalo­
ment passes conl rol lO Iho 
subroutine wh icn begins 
at 111 0 11110 numbOr Specl. 
l ied lollowlng the wo,d 
GOSUB. II also establishes 
the hnkage which 1I110ws 
the subroutine to rOlum 
control 10 stawment 850. 

Figu,e 8· 11 Tnc RETURN 
Slatement. wh,ch Is the laS! 
Sla tement e~eculod In a 
Subfoulme. ro tums COnlrol 
to the statement m Iho call . 
mg Ofogram wh,ch Immed,· 
atelv tollows the gosul) 
statemenl mal called Ille 
subrout,ne 

;Ire e.'.:ecut ed : 3) The subroutine returns control to the statcmcnt immediately 
fol lowing t he statement which called the subrOlll inc. 

NOle in Figure 8-9 that the menu subroutine is called from two different 
points in the main program. In each case, the subrou tine lIlust ret urn control 
to the statement immedialely fo llowing the statement which called it. 
Therefore, th e stat ement wh ich calls the su broutine lIlust establish linkage 
between the calli ng program and the called subroutine. In 1110st lan guages . a 
special in ~tr\lction is a\'ailable to call a subrouti ne. In llAS IC, the GOSU B 
~(;lIemen t i ~ used to call a suhrowine and establish t11l.' linkage between the 
calling program and the called subro utine. 

Th e fonll;11 of the gosub statement ;I!ld an e.'.:ample of it s usc arc show n Ul 

Figure 8- 10. 

( 840 
8.0 

General Format 

line number 

GOSUi;l 1000 

• • 

COSUB line number 

) 

As wit h all BASIC statements. the gosub stalement begi ns wilh a line 
number. T he line number is fo llowed by one or mo re !) jlaC('!) and then the word 
GOSUB. The line num ber fo llowing the word GOSUU speci fi cs the first line 
number in [he subroutine which is being called. When the gosub instruction is 
execlLted, control is passed to the line number fol lowi ng the word GOSUB. 

The gosub illstruClion not onl y passes control to the speci fied line 
number. it al so establishes the linkage wh ich will allow the l,ubrou!im' to 
rellLrn control to !hc statemellt followin g the gos ub statement. To cause this [0 
occur, the ret urn Statemelll is used in the subroutine. Th(' format of th e retlLrn 
stat emellt is con tained in Figure 8- 11. 

Genera l Format 

line number Rt rURI\' 

The word RET URN , preceded by a line number. is all that is req ui red for 
th(' subrOllli ne to relUrn control to the statcment following the go~ub state· 
1II ~' nt \\h ich calkd the subroutine. An exam pk' of tllc implementation of the 
go!)ub and return statement s is illustrated in Figure 8- 12. 
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590 GOSUB 1000 
bOO 
6 10 IF S : 4 THEN 660 

• 

SUBROUTI NES. liND 
SORTING 

REM 

1000 
10 10 REM 
1020 REM 
1030 REM 
1040 

REM 

""""""""""""""""""""""""""", , DISPLAY MENU AND GET SELECTION , 

"""""""""""',.,',.".,"",.,""""""", 
CLS 
PRINT "8 A 5 E B ALL 
PRINT 

MEN U" 
1050 
1060 
1070 
1080 PRINT "CODE FUNCTION" 

• 
1240 RETURN 

In the example, the ~os ub S[;It emem o n line 590 pa~se$ connol to the 
subrominc beginning o n lin e 1000 . T he subroutine displays the menu and 
obtain s a selection fro m the u~er. 1\1' tel' the subroutin e has completed ils task, 
the rc( urn stat cment on linc 1240 will p:l~S conlrol back to the ST at ement on line 
600, \\'h1<.:h is th" s(a[ en1\.·11I followin£ [he gosub [hal called [he subrouline. 
Wh('n('vcr a subroutine is uscd. cam ral sho uld alwa ys bc passed back 10 thc 
s[atemenl following the gosilb S[:It('1I1 cn( thaI called it. 

Subro u[incs which arc med in a progra m llIay correspond (0 [he !asks which 
I11\1S[ bt' pcrforlncd in n casc SlrUClllrc. When Ihi .~ occurs. the ON GO$U B 

stateme1ll can be uscd 10 call subroutines based upon each case. The general 
format of The on gosub statement togt'ther with all l'X;\lIlp]c of it s use in lhe 
sample program is ~ ho\\'n in Figure N- l J. 

General Format 

REM 

Figure 8·12 In thIS exam· 
pie. Ihe gosub stalemenl 
on line 590 passes control 
10 the ,"'SI line of the sub­
routine lline 1000). WMn 
the subrouline has com· 
pleled processing. the las t 
statement executed (the 
,eturn Statement on line 
1240) relurns control to 
line 600. 

ONGOSUB 
statement 

line number ON rll~mcric ,variable . 1 caSUB 
~r'thmel'c expressI00 

line number, line number, . 

ON 5 G05U9 2000 , 3 000, 4QOO ) 

Flguro 8-13 Tho ON GO$UB Sta1 0rnenl catls tile subrou1ines based upon 1he value in a numeric variable. 
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ARRAY 
PROCESSING 

l oading an array 

Figure 8- 14 This lo r·noxi 
lOOP will loall 1110 OS (\frov. 
Tho control·Y(\f IOolo J In 
Iho loop dOlormlnos which 
oiomoni 01 !nO OS BIray roo 
celYCS dala whcn Iho Inpul 
Sialemoni IS oxeculed. 

The forma t of the on gosub statement is quite similar to that of the on 
goto statement explained previously. T he statement begins with a li ne number 
and then the word ON. A numeric variable or a rith metic expression is 
specified next. If the value in the numeric variable or arithmetic expression is 
one. the subroutine beginning al the I1rst line number fo llowi ng the word 
COSU B is given control. If the value is two. the subrout ine a t t he second line 
number is given control. and so on . In the example. if the value in S is equal to 
I , the subrou ti ne at line 2000 is passed cont rol; if the val ue in S is eq ual to 2. 
the subroutine at line 3()(X) is given control; and if the value in S is eqiJa l to 3, 
the subroutine at line 4000 will gain control. If the va lue in the numeric 
variable or arit hmetic expression is equal to zero or is greater than the number 

of line nu mbers specified, the statement immedi ately fo llowing the on gosub 
sta tement is given control. 

Wh en the subroutine has fini shed processing and issues th e return stat e­
ment, co ntrol is passed 10 the statement ill1lllediut ely fo llo wing the all gosub 

statement in the same manner as the gosub sWtem el1l . 
When the tasks to be performed in a case structure in volve more than a 

few processi ng statem ents. it will many times be fo und tha t they should be per­
formed by subro uti nes . When that is the case, t he o n gosub statement prov ides 
n convenien t mechanism fo r implement ing the subro utines in a case struct ure 
where the controlli ng field is numeric. 

The sample program in Chapter 7 ill ustrated the use o f arrays when array 
search was requi red fo r the application. Arrays can be used in a num ber of 
other ways in addition to array search. The following sections ill ustrate some 
addit ional applica tions of a rray processing. 

As has been illustrated, an array can be loaded using the read and data 
sta tements in a for-next loop. A n array can a lso be loaded from the dat a 
ent ered by a user fro m the kcyboard t hrough the usc of the inpu t Stat ement. 
Th e fo llowing coding illustrates the usc of the for-next stat ement and input 
statement to load an array. 

400 FOR J = 1 TO "5 
41 0 INPUT G$(J) 

'20 NEXT J 

In Ihe exam ple above, the for-next loop will be execllled fi ve timcs . O n 
each pass th rough the loop . the input statement o n line 410 will be execlJl ed. 
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On the fir st pass , the value in J will be I: therefore . when the input state­
ment is executed, the value entered by the user will be stored in the fir st 
clement of t he GS array. 

On th e seco nd pass of the for- next loop. the d:Ha entered by the llser in 
response to the inpIIi Slatl.'l11erH wi ll be sto red in th e seco nd clement of the G$ 
array. This processing wi ll cont inue for the fi ve passes through the loop. When 
the for-next loop is completc, the fir sl fi ve clement s of Ih c GS array will 
contain data entered by the user. 

In the sample program . [he llser en ters the player po.~ i tioll . Ihe pl:lyt'r 
name, the number of hit s, and Ihe num ber o f time.~ at bal for each of the nine 
players on the team. The loop which accompl ishes this processing is illustrated 
in Figure 8- 15. 

2050 FOR S I • 1 TO E 
2060 CL5 
2070 PR INT "LOAD STARTING PLAY.ERS " 
2080 PRINT " " 
2090 PRINT "BATTER NUMBER" j 51 
2 100 PRINT " " 
2 11 0 INPUT " ENTER PLAYER ' S NAMEI " . N"(S 1) • 2120 PRI NT " " 
2130 INPUT " ENTER PLAYER'S POSITION: " . PU <S1) • 2140 PRINT .. .. 
2 150 INPUT .. ENTER PLAYER'S AT BATS: ... B(S1> • 2160 PRI NT .. .. 
2 170 INPUT " ENTER PLAYER ' S HITS: " . H<Sll • 2 180 NEXT S I 

The process in g begin s wilh a for stalemelll that eswblishes the loop . Th e 
value in the variable E has been initiali zed \0 9. T herefore , the loop wi ll occur 
nine times. The subscri pt to be used to reference Ihe clem ent S in the arrays is 
the counl er-variable S I . T he in pu t stat ement o n lin e 21 10 will place the name 
entered by the lIser into the NS array. The clement in Ihe NS array to be Hsed is 
identified by th e value in S I . If the value in S I is cq ual to 1. the first clemcnt in 
the N$ array is used: if the val ue in SI is equal to 2, the second clement is used . 
T his CO Tl ti nues for all nine passes th rough the loop. 

Th l' same processing occurs fo r Ihe positioll arra y ( P IS). thc al bat s array 
( B), and the hil S array (I-I) . When Ihe processi ng within the for-next loo p is 
completed, a ll nine clement s of the NS, PI S. B, and H arrays ha vc been loaded 
with data entered by th e user in response to th e input statement. From thi s 
example , it ca n be scen Ihat arrays can be dynamically loaded wi th differelll 
data each (ime the program is executed rather (hall with daw which is defi ned 
by data Slatement s in the program as was illustrated in Chapter 7. 

SUBROUTI NES. ANO 
SORTING 

Ftgure 8-15 In th is exam· 
p ie from lhe sample pro­
gram. ti">e SI counter·variable 
In lhe 10r.ne ~1 loop serves 
as Ihe subseflll i 10 re tor· 
enco the elemehts wllhih 
lhe arrays where data Is to 
be loaded. Thus. when the 
value in SI is equat to 1, 
tho r"st c lemeht 01 the N$. 
Pl $. B. and H arrays wi rt 
receive the data entered by 
ttllluser. When tho vatue in 
S2 is equal to 2. tho second 
elemenl S at the arrays wirt 
receive data, and so on. 
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EIGHT 

Adding elements 
of arrays 

Figull:t 8- 16 The numeric 
helds T I and T2 ale used 
10 accumulate the values 
In me Hand B arrays 

421 0 LET Tl 
4220 LET T2 
4230 
4240 FOR X 
42:50 LET 

8. t2 

In some application:" :111 the val ues stored in the c1emelll s of an array must be 
ad ded loget ller. Such i ~ Ihe case in the sample program , where the ba tting 
average for the Cll tire ba:,eball team is 10 be calcula ted and printed when the 
tea m mcmbers arc pri nted in al phabetical sequence (sec Figure 8- 4). To 
calcul:ue the team batti ng ;! ver;lge, all of the :1[ bat ~ and all of the hils fo r Ihe 
enti re team must be added toget her. The 101<1 1 hi ts arc then di vided by the lota l 
a t bat s to obtain the tealll bal1i ng a\·erage. The coding to perform th is 
operation is ill ustr;l\ed in Figun,' 8- 16, 

• 0 
• 0 

REM = 1 TO E 
Tl - Tl • HtX ) 

4260 LET T2 '" T2 + StX ) 
4270 NEX T X 
4280 REM 
4290 PRINT USING F3$; Tl I T2 

Flgure 8-11 Thc valuomTl 
.s Inc,emenled Dy the value 
In each element 01 tne H 
allay on each pa$5 Ihlougn 
lhe loop 

First Pass 

On li nes 4210 and 4220, Ihe acc umulators '1'1 aud T2 arc initi ali/ed to the 
val ue zero. The fo r·ne;';1 loo p on li lies 4240 th ro ugh 4270 i:, used 10 accumulate 
the lot al hit s and 111/; IOlal :1I bats. On line 4250, Ihe value in TI and the value 
in H(X ) are added toget hcr. Olli he first pass Ih rough Ihe loop . the val uc in TI 
i\ n'ro. The value in the counter-variable X. which i ~ ;rbo lI:,cd as the subscript 
ror the hit s array, is one, Th us, on Ihe fir st I)as:, of the loop, the val lie in Ihe 
firsl c1CIl1 CIIi of Ihe H arf;l}' is added 10 zero , and the resull is stored in 1'1 , 
(Figure 8- 17), 

Second Pa ss 

eel"". E . oc~.IOtO H Array lkIlOIt h..:ullon H Array 

~,)/~m 1 HP) 
+ H(4) 

H (S) 14 
AUI'I E' K~'IO~ / H(6) 12 

l..1§J / H(7) 9 

l.!§J H(l) 1 

n ') H(2) 14 

~
H(3) 12 

of, H(4) 18 
H (S) 14 

AUt< bKU/ H(6) 12 
~ H(7) 9 

T1 H(8) 6 T1 H(8) 6 
H(9) 2 H(9) 2 
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On the seco nd pa"S th rough tlit' loop. the val ue in TI i ~ 16. TIl(," "('cond cle­
mellt of the H array will be added 10 this v;I[ue bc(.'au",c the (,oullI er-vari abk X 
contains the value 2. Till' ~ atllc proccs"ing which happell" fo r III,' I I array will 
al so happe n for Ihe B arra y. 1>0 Ihal both the hilS ( H) ,lIld the a t bah ( Il) arc 

being accullIul:l\cd by I he for-lie.';! 100p. 
T he looping will conti nue ullI illhc val ue in X is grealer Ihall the val u(' in 

E. COll1rol then ('-.;il !> from the loop. and the print st:IICm Cn l on line 4290 is 
cxcclllcd. This prim ~ I alCtllCIlI di splays 1 he b:~11 ing avcrag(' en / T 2). 

As can be seen from Ihi" example, nUIIH.'ric val uc:. ill a nUIl\~'rk array can 
be an~lLmul atcd I hrough t he lI ~e of a for-ne:\1 loop. 

In man y applications . the clements wilhin all array llluSI be printed. This 
processing is casily aceomplbh ed using a for-ne xt loop. T he e-..:am ple in 
Figure 8- 18 ilh lstrat cs Ihe for -ne.':! loop used in the sam pl e program 10 prim 
the baseball players in baning order sequence, which is the same sequence in 

whkh t hey arc stored in I he array. 

MENUS. ARRAYS. 
SUBROUTiN ES. AND 
SORTING 

Prin ling an array 

3000 
3010 
3020 
30 30 
3040 
3 050 
3060 
3070 
30BO 
3090 
3 100 
3 110 
3120 
3130 

REM 
REM .t."" •••••••••••••••••••••••••••••••••••••••••••••••• 
REM . DI SPLAY PLAYERS IN BATT ING ORDER • 
REM •• •• ••••••• •••••••••••••••••••• • • • ••••••••••••••••••••• 

CLS 
PRINT ,. 
PRINT 
PRI NT 
PRINT NAME 

STARTING PLAYERS" 
BATTING ORDER" 

POSITION 

FOR 53 = 1 TO E 

AVG" 

PRI NT USING F l . ; N.(S3) , P I .(S3), H(S3) I B(53) 
NEXT S3 

In the l'xamp1c ahove , t he headings for Ihe scree n :Ire pri ll tcd all lilies 
3050 - 3090. A for -nex t loop is then entered 10 prim the elemell ts frOIl1 the N$ 
;uld PI S arrays, and to caleulate thc ba lli ng average for each player by 
dividin g the llumbl'r o f hit ~ (1-1 array) by the number of at bat s (13 arra y). T he 
numcric variable 53 i~ used a~ both the eoullter-vari a ble in the for-next loop 
a nd the lo ubseripl \\'hich refer~'l1ce ~ t he dement !) in I he ;Irra y~. 

On the fir st pa~~ of the for-next loop. the value in 53 will be 0111..'. 
Th l'refore. the first elemellts of the NS array and Ihe P IS array will be prillled. 
T he first clement s of Ihe H array and the IJ array are used in the caleulmio n of 
the player's baning average, whidl is also primed. Aft er the first line is 
printed. the next stat ement onli ne J IJO Irans fers eontrollO Ih ~' for !) tate ll1 elll 
011 lim' 3110. wher(' the val ue in S.l is increment ed by one ami the loop i ~ 

REM 

REM 

FIgu.e 8- 18 Tho l o r'floxt 
loop on lines 3 t tO - 3 t30 
prinlS me clemen ts hom 
the four arrays in the sam· 
pie program. The conlrol 
Yarrable S3 aCl s as lhe sub· 
script which re lcrences me 
clements o r me arrays. 
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Flguro8- 19 A "(lur"'1I(' 
Inpul SIOlOrnonl oliowS IhO 
uscr 10 vlow tho scroon unlll 
a re turn to tM monu Is do· 
sired. Tho ZS flold will Carl' 
tairl riO mearllrlg lul dala. 1\ 
is usod becallso a variable 
field mllSI be spocilled with 
1M Input SIB tomorl t. 

Summary of array 
processing 

execu ted agai n. On the second pass, the value in 53 is equal 10 2, so the second 
clemerH in each orlhc arrays is printed and u!>ed in Ihe calcu lation. 

This processing con tinues until Ihe val ue in 53 e"cccd~ Ihe val lie in the 
field identified by the variable name E. The \':ll ue was SCt to 9 inthc initializa­
tion portion of the program. As a resull or this loop, :111 the elcmclI1s of the 
arrays specified are printed. The elements of any array call normally be printed 
through the lise of a for-next loop . 

Afler the arrays arc printed. the user will normally wish to view the screen 
10 read Ihe information displayed. Therefore. program execu tion should be 
halled ullI illhe user has read Ihe screen and is rcady 10 cont inue. The mClhod 
used in the subroutine which printS thc players in balling order .~eqtlence 

makes lise of I he inplli Slat ement (Figurc 8- 19). 

• 
• 

3 1:50 PRINT 
3 160 PRINT 
3 170 INPUT 
3180 RETURN 

• 
• 
• 

" " 
"DEPRESS ENTER DR RETUf~N KEY " 

TO RETURN TO THE MENU: "; l$ 

The prim statement and the inpul Slat emelll on lines 3160 - 3170 display a 
message 10 the user and then halt while the user reads the screen. When the 
user is ready to return 10 the menu, the enter or return key is depressed. The 
va riable field used with the input statement is ZS. This field is used o nl y 
bec;lUse a field mUSI be used wilh an input stateTllent. The user will enter no 
meani ngful data in the ZS field . When the user depresses the enter or rcturn 
key ,the re!llrn statement online 3180 will b~' exenHcd and conlrol will return 
to the main processing routine, which called this subrOluine. The menu will 
then be displayed. 

The pre"iolls examples have ill ustrated ~omc of the wiI}'S in which arra ys can 
be used within a program. Whenever mo re than one piece or SCI of data is 10 be 
processed in the same man ner, t'onsider,ui ol1 should be given 10 siori ng the 
daw in:tn ar ray. As has been seen, d:l1<1 that is Slorcd in an arril Y will no rmall y 
be processed within a loop bec;Hlse e;lc h ckmClIt of thc array can be processed 
by lIlerely Changing the subscript to addrc~~ the .-pprop!"i:!tc elcmern. If an 
application is fou nd Ihat uses arrays, the progr;lIlllller shou ld imlllediately 
think in terms of loop when developing the logic for proce)'sing the arrays. 

The com binat ion of arrays and loops is onc o f the more powerful tools 
available 10 the programmt'r. The good programmcr should be able to use 
them properly whenever the need .-rises. 
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One of the options in the sample program is to prillt the list of baseball players 
in alphabetical sequelH:e by player name. In order to produce this report, the 
players' names lll uSt be sorted in alpha bet ical sequence. 

Soning is the proee~s of placing data in a prescr ibed seq ucnce based upon 
one or more values in the data being sorted . In the sample program. the data 
will be placed in alphabetical sequence based upon the names of the players 

(Figu re 8- 20). 

BIIIOI'II Sorlln; After Sorting 

HANESLEY ALLEN 

BLACKBURG BLACK9URG 

TRAMESMAN CRAIYERSON 

WOODS GRANT 

WAITENTON I SORT HANESlEY 

SEREIN SEREIN 

ALLEN TRAMESMAN 

GRANT WAlTENTON 

CRAIYERSON WOODS 

In the example above. prior to sorti ng. the players arc stored in ba11ing 
order sequence, which is the seq uence in wh ich thcy were entered by the user. 
After the sOrli ng process ta kes place, the players' names il re stored in 
alphabctical sequence. The following sect ions eX plai n the processing requirecJ 
to SOrt the players' names in alphabetica l seq uence. 

An ;,lgorithm is a series of steps which can be fo ll owecJ to produce a desired 
result. T he algori thm u ~ed in the s;unpJc program to sort the players ' names 
into alphabetical sequence is known as the exchange sort because the data 
being sorted is exchanged as the algorit hm ta kes pl 'lce . 

T he essenti al id ea in an exchange sort is to ex.un ine Ihe claw 10 be sort ed 
with the goal of pl acing th e data with the highest key in the highest posi tio n. 
T he key of the data bein g sorled is Ihe field or fields on which the sort is tak ing 
place. In Ihe sample program. the key to the data being sorted is the p layer~' 

names. 
Whel1lhe sort takes place, the first nam e in the li sl of names to be sort ed 

is compared 10 Ihe second name in tht' lisl of names to be soTted. If the fir sl 
name is greater th,1II the second name. the tWO names arc exchanged: that is, 
the fi r ~ t na me is placed in the second position. and the secolld name is placed 
in the fir st posit ion. 

MENUS, ARRAVS. 
SUBROUTINES. AND 
SORTING 

SORTING 

f ,gula 8-20 Betole so.tmg. 
Iha nlimeS In IhlS example 
ale m the ordm ente.ed by 
the user. Aller son ing. the 
names are If! alphabetIcal 
se[juoJleo. 

Sorting algorithm 
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Figure 8-21 An e~change 

sort !(!Qulles Ihal clements 
in the array belllg $oned 
are exchanged rt lhO value 
rll a lower elernonl '5 greater 
lIlan lIle valuo on a higher 
ele me n t, H ero. Since 
HANESLEY is grealer than 
BLACKBURG. the names 
are eXChanged ALLEN. 
however. '5 nOI gremer Ihan 
GRA NT: lhore torc. thO elc· 
rnenlS arc not oxcr,nngCd. 

If. on the other hand, the first name is not great er th :lIlthc second nO'lme. 
the nO'lITlCS ;Ire not exch;lIlged. This processing is ilIustr:Hed in Fi gure 8-2 1. 

Exchange Betoro SOft Alter Sor t 

101_ 1 HANESLEY BLACKBuRG 

101 _ 2 BLACKBURG HANESLEY 

No 
Exchange Betore Sort Atter SOil 

"-, ALLEN 

~ 
ALLEN 

"-, GRANT GRANT 

In the exchange example above, the fir st nallle, HA NI2S LEY, is greater 
than the second name, BLACKBURG. Therefore. the names arc exchanged, 
with I3LA CKBURG goi ng to the first name position and I-IA NES LEY go ing 
w the second name position. In the no exchan gc e,'<.unplc. the fir st name, 
ALLEN. is !lot great er than the second name. GRANT. Therefore. no 
exchange occurs. 

Th rough the usc of exchanges . each pass through the son loop will place 
the highest name in the highest available positio n of the arra y cont aining the 
names bci ng sorted. The examples in Figure 8-22 illustrate the first twO passes 
through the sort loop. 

[n step I of the first pass, the name in the first clemcnt o f the arra y 
( I-I ANESLEY) is compared to the nallle in the second clement of th e array 
(BLACK BURG). Since Hanesley is greater than Blackburg. an exchange 
occurs, placing Hanesley in the second clement o f the array . In step 2. the 
naille in the second clement of th e array (HANESLEY) is then compared to 
the nam e in th e third clement of the array (TRAM ES MAN). Since Tr:lluesman 
is greater than Haneslcy, no exchange occurs. Note at this poin t that the third 
clement o f the array contains the highest name that has been examined. It 
sho uld be recalled that th e purpose is to place the highest namc in the highest 
ava ilable positi on on each pass through the loop. 

In step 3, the name in the third clement (TRAMESMAN) is compared to 
the name in Ih e fo urth clelllent (WOODS). Since Woods is greater than 
Tramesman. no exchange takes place. In step 4, the name in the fourth clement 
(WOODS) is compared to (he name in the fifth clement (WA ITENTON). 
Since Woods is grealer than Waitenton. an exchange takes place. Simi larly, in 
StCp 5 Woods is greater tha n Serein. 50 an exchange occurs. In steps 6 through 
8. Woods is also greater than Ihe names found in the ,Irray, so exchanges 



FIRST PASS OF LOOP 

Sl ep I S lep 2 

Name I 
"~2 
Neme3 
Neme4 
Neme 5 
NemeS 
Name 7 
NemeS 
Name 9 

Step 5 Step 6 

Name 1 
Name 2 
Nllme3 
Name 4 
NameS 
Name 6 
Name 7 
NameS 
Name 9 

SECOND PASS OF LOOP 

Step 1 Step 2 

Name! 
Name 2 
Name 3 
Name 4 
Name 5 
Name 6 
Name 7 
NamaS 
N.me9 

Step 5 Sl ep 6 

Name! Name 1 
Name 2 Neme 2 "_3 Name 3 
Name 4 Name' 
NameS Nama 5 
Nama 6 NamaS 
N.me 7 Nama 7 
NameS NamaS 
Nemeg N.maO 

8.17 

S tep 7 

Nllme I 
Name 2 
Name 3 
Nama 4 
NameS 
NameB 
Nerne7 
Nllme8 
Name 0 

Step 3 

Nllme 1 
Name 2 
Name 3 
Namo4 
NamaS 
NamoO 
Nomo7 
NemeS 
Name 9 

Slep 7 

Name 1 
Name 2 
Name 3 
Name 4 
Nama S 
NameS 
Nama 7 
N.meS 
Name 0 

MENUS. ARRAYS. 
SUBROUTiNES. AN O 
SORTI NG 

Neme I 
Name 2 
Name3 
Name 4 
Name!> 
Name 6 
Name 7 
NameS 
Name 0 

Step 8 

N.me I 
Name 2 
"~3 
Name 4 
N.me 5 
NameB 
Neme7 
Name 8 
Name 0 

S tep 4 

Name 1 
Name 2 
Name 3 
Nama 4 
Name 5 
Name 6 
Name 1 
Name S 
Name 9 

Neme 1 
Name 2 
Hame3 

"~. 
N.meS 
NMleS 
Nama 7 
Name 8 
Name 9 

Flgl/HI 8-22 This example illl.lS1IOle5 Ihe "'SI two passes IhlOl/gll Ihe 50f! loop WhiCh ploces the l10mes in alphobel lcal Oldel . 



CHAPTER 8.18 
EIGHT 

Figure 8- 23 Tne tlold M 
cOn1alns \he n'IalC lmum I1Um­
bor ot comparlSOI1S which 
wi ll havo to be mado 011 
any sll1gle pass througn the 
so.t loop. Pr ior to allY pro<:· 
essll1g through Ihe loop. 
Ihe Iteld Is In itl\lhlOO \0 the 
l1umber 01 elemel115 to be 
sorted less ol1e. The ".ml. 
l1al lon Il1dlcator tleld (T3) 
il1dlca1C!s whOl1 Ihe so.lIng 
IS comploted. Ii IS '11ltillhzed 
10 lO ' O so IMIIne SOf1 loop 
will bo onlOro(l . 

occur. After the first pass through the loop, then . the name WOODS is placed 
in the highest position o f the array containing the names to be sorted. This. of 
course . is the object of the exchange SOrt. 

When the second pass o f the SOrt loop begins, the name in Ihe fir st cle­
men! of thc array (BLACKB URG) is again compared to the name in the sec­
ond element of the array (HANESLE Y). Since Hanesley is greater than 
Blackburg.lhe names arc not excha nged. In Step 2, HANESLEY, the name in 
the second clement. is compared to TRAMESMAN, the name in the third cle­
ment. Since Tramesman is greater 1han Haneslcy. no exchange takes place. No 
exchange occurs urllil slep 4, where WA ITE NTO is greater than SEREIN . 
Therefore . these IWO names are exchanged. In steps 5 through 7, it is fou nd 
that Wait ent on is greater than the names fou nd in elements 6 through 8, so 
names arc excha nged . After slep 7, Waitenton is in clemen I 8 o f the nam e 
array. There is no need to compare WailCnton 10 Ihe value in clement 9 
(WOODS) because the first pass through Ihe loop placed the highest name in 
the array (WOODS) in Ihe highest clement (clement 9). 

On subseq uent passes through the sort loop, the name with the highesl 
val ue will be placed in the highest available clement of the name array . ThUS, 
o n pass tltree, the highest name will be placed in clement 7 of the arra y; o n pass 
4, Ihe highest lIame will be placed in the sixth elemenl , and so on, until the 
names arc in alplw bet ical order. At that ti me, the sorti ng is complete. 

The nowchart for the exchange sort algorithm is shown in Figure 8-24. 
Each of Ihe steps accomplished using the logic in the nowchart will be explai ned 
in thc following examples. 

The first steps in the nowchart arc to set the maxi rlltlt ll number o f 
comparisons to Ihe number o f values to be soTted less Olle, and 10 SCI the tcr­
mination indicator 10 the value 0 (Figure 8-23). The maximum number o f 
compari sons field (M) contains the number of comparisons wh ich wi ll have to 
be performed to place the highest value being sorted in Ihe highest position o f 
the array containing Ihe dala. For the sample program, the num ber of values 
to be sorted is nine. Therefore, th e value in this fi eld is set to eight. The ter­
mination indicator (T3) is used to identi fy when the sorting process can be ter­
minated. As will be seen, when thi s field cOlllaillS the va lue I , the sort ing is 
complete. Th is val ue is in itially set to zero so {hat when it is checked the fir st 
timc. the sorting loop will be entered. 

W i..QJ 
M T3 



Stlfl 

511 M .. lmum 
Number ot 

Compl.l.on. to 
Number 01 

V.lu .. L ... ani 

Sel Tarmlnallon 
Indlulor 10 

Zero 

A 

? •• mln.ll0 NO SIt So.t 
ndlc:slo • • I Subsc:rlpt 10 I 

Yo. I 
E,' 

Sst Tlrmlnsllon 
Indlc:ator to 1 

"6" 50.1 Sub.c:rlp! No < Gfeal" TtI,n.> 

~ Mulmum No. 
OICO~:S? 

No .... fl.m.nl (Sort ... 
I I r:::-Sl.!.blerlp lj" fl.m" nt 

Lit Mulmum Number (Sort Subscript 
lell Complrl l on. _I ... 't,J)? .... 

T~ 

y 
Add I 10 $011 

Subsc:rlpt 

Figure 8-24 The 11 owchalt 
rt algo­

me con· 
have all 

lor lhe exc tlange so 
n ltlm lISGe the aa 
trOI atrucll.lret as 
previous programs. 

V" 
I 

PlsC:I Elamlnt 
(Sort Sublcrlptj 

In Hold A," 

Mov. Elamlnt 
So. t Subsc:rlp l '" t 
10 Ellmlnt (Sor l 

Subscript) 

Mon EI.ment In 
Hold Ar .. to 
Elemlnt (Sort 
Sublcrlpt + I) 

Set Tlrmlnilion 
Indle.to. to 

V,lul ot $o,t 
Subsc:rlpt 

I 
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Figure 8-25 WIlen Ihe ler· 
minalion Indicalor conlalns 
thC value I. the sorl ing has 
been completed. Smce the 
TJ l ield wasln,l lalizC!I with 
the value ze.o. It\e so.t Is 
'l ot complele. Tho.elo.o. 
tho sorting looP " 0010rOd 

Figura 8-26 ThO SOr l suI). 
SCllpl (52) ,s sel 10 I so 
\nal Ihe [orSt elemenlln Ihe 
array being sor led will be 
compared. The lermination 
ind,calor CT31 is SCI to I II 
an e~change l akes place In 
thO course 01 me loop proc· 
essmg. 1110 valuo in tnc ler· 
mill1l1,on I!ldlcator will bO 
changed 10 I ll e value ot the 
subscnpt wniCh re ler. 
ences thO lower eloment 
that was e~cnanged. Iltl>o 
tdlh and SIKlh elements 
arc e~chan!lcd . lor example. 
1M lerminlu lon Indicalo. 
w,1I be set to 5 II. howeve •• 
1\0 e~chal\ges lake place. 
Of thc only excnange which 
occurs '5 between Ihe first 
and sccOl\d clemems. UlCfl 
thc valuc '" T3 al the (!Ild 
ollhe loop w,1I be Of\o. and 
tl>O 50<1 w,1I oocomplete 

The next step in the exchange sort logic is to check the value in the ter­
mina tion indicator (T 3) to determine if it is eq ual to I . If it is. the son process­
ing is complete. The v,tllle in th is field is not eq u,tlto o ne. however. because i( 
was inilialized to the value zero . Therefore. the sorting loop is entered 
(Figure 8-25). 

~ . l!J 
v .. TJ Constant 

EoO 

The first steps wit hi n the sort ing loop arc to sel t he son subscript (S2) to I 
and SCI th e terminat ion indicato r (TJ) \0 I (Figure 8-26). Th e da ta to be sort ed 
is stored in an array. III the sample program. Ih is data consists of names of the 
baseball players. To reference the data bei ng sorted. subscripts mllst be used. 
On each soning pass, the fir st element in the array wil l be com pared !O the 
seco nd clement in the array. Therefore. the sort subscript is initia lly set to the 
value I . 

The termination indicator is reset to the value I once the loop is entered. 
If no excha nges take placc ill the sort ing. the va lue in this field will not be 
changed . indicating tha t the sorting is completed. 

A 
(j) 

No Set So.t 1\Dl!J"-----l!J Subscript to t 
52 COl\,ltl\l 

Yo. 
@ 

~l!J'---"'l!J EoO 
Set refmll\.tlon 

Indicator to t " Constant 

Arter setting the son subscri pt to I and the termination indica tor to I . the 
loop which steps through each of the elements in the a rray and performs the 
exchanges is ent ered (Figure 8-27). The test to enter the loop is whether the 
value o f the sort subscri pt is grea ter than the maxi mum number o f com­
pari sons to be performed . In the example shown. the value of the sort 
subscript (S2) is eq ual to I . and the va lue in the maxi mum number of 



compari sons fi eld (M) is equal to 8. Therefo re. the loop is ent ered . 

~ .1 Sub.enpl No So <0 
M 

0' 
••• 1 • • Th. n) 
.. Imum No. M 

, 
Ltl M. 
10, c 

co}''".? 
Yo. , 

~Imum Numbe, 

No ... EI.m,nl ISOfl ... Yo> 
,!!2-Su.b.c,tPI)" EI.m(,nt 

150,1 Sub. e.lp 
ompul. onl _I .... ~...,.! 11 ... 
n'llon Ind lc.IOf Pile, EI,menl 

Mlnu. I 150,1 Subl crlpt ) 

@ 
In Hold A,ea 

, 
L Move Elemenl 

) rSo, t SUbSCflpt + I 
to Element ISo,t 

@ Subl c,lpt) 

Mov. Element in 
Hold Ar .. to 
EI.mfnt ISo,t 

@ SUblCllpl + I) 

Sft Ttrmln.llon 
Indicator 10 

V.lu. 01 Sort 

® Subl c.lpl 

I -y 
Add 1 to So,t 

Subse,lpt 

<ll 
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Within the loo p, the test \0 determ ine if an exchange sho uld tak e place is 
cond ucted. If th e element referenced by th e value in the son subscri pt (52) is 
greater than the elemellt referenced by the \'alue in the sort subscript pl us [ (52 
+ I). an exchange takes place. If no[' no exchange occurs. [n the example, the 
value in Ihe son subscript (52) is 1. Therefore. the first elemelll in Ihe array is 
compa red to the second clement in the array. The fi rst clement co ntains Ihe 
nam e HA NE5 LE Y. a nd th e seco nd clement cont ai n .~ the na lll e 
BLACK BURG. The name in the fi rst element is greatcr than the name in the 
second clement. Therefore, an exchange should occu r. 

To make Ihe exchange. the value in clemeTll I (HANESLEY) is temporarily 
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Flgu,. 8~27 On the lI, s t 
POS5 thlough the 50rt loop, 
thO valuo In the Ilrst ele· 
mon t (HA NESLEY) I, gloa t· 
0' than tho value In the sec· 
ond elemen, IBLACKBURGj. 
Thereto/a, the two name, 
a,e o~changed. The tormi. 
nal,on Indicato/ is set ' 0 
thO value in the subscript 
0' tho lower element in the 
oxehange PJ because an 
o.Chango ,ook place. 
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Figure 8-28 Wilen the sec· 
and and third e lements rn 
the ar.ay being sorted a.e 
comp~lrod, the value in Ihe 
second eloment (HANESLEY) 
IS less than tho valuo In tno 
thirtl ctcmcnl {TRAMESMAN~ 

Theretore. no exChange 
lakes place. Tne value in 
the termInation IndlcalO' 
(T3) IS not changed. 

~<p orl Sub, crlpt No 5 <G 

I 

.ut., Than) 

.. Imum No 
I Comp. Ii,? 

J Yes 

• • 
I 

.. Imum Number Let M 
101 C OmPllrl l On l _I 

In. tlon Indlcltor 
MIMI'" 

, 
T~ 

moved to another area (HS) in comput er storage. The va lue in cl emcnt 2 
(DLAC KB URG) is then mo ved to clement I. Finall y, the valuc in HS is movcd 
to the second clement in the arra y. As can be seen. the valucs in these two 
clements have been exchanged. 

After the exchange ta kes place, the value o f the SOrt subscript is moved to 
thc termination indicator field . In the example, the value in 52 (which is I ) is 
moved to T3. T he value in the subscript field is incremented by I so that the 
next clements in thc array can be compnrcd . Cont rol is then scnt back to the 
decision which determi ncs if thi s pass th rough the sort loop is complete. 

To determine if the sort loop pass is complete. Ihe value in the sort 
subscript field (52) is compared to Ihe maximum number of com parisons to be 
made on this pass, which is slored in M (Figure 8-28). 

M 
No .... Elemenl (Sort ... Yo. 
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Sub" rlpt ) 
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Vi lul 01 Sort 
Subscript 
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Since the value in S2 is 2 and the value in M is 8. the loop wi ll again be 
entered. The first instruction in the loop tests if the value in the second clement 
(referenced by S2) is greater than the val ue in the th ird clement (referenced by 
S2 + I ). The value in the second element , HA NE5 LEY, is not gre;lI er than the 
value in the th ird clement . TR AME5M AN. Therefore, an exchange docs not 
occu r. Instead, as shown in Figure 8-28, the sort subscript (52) is incremented 
by a ile, and control is ret urned to the ent ry point of the loop. 

Several poi nt s shou ld be noted from Figure 8-28. Fi rst, an c.'(cha nge did 
not occur, me:lning that the second and third clements arc in the correct 
sequence. Secondly . th e terminat ion indicaior (T3) has nOt been modified 
because no exchange took place. Third, the SOri subscript (S2) is incremented 
to the value 3 so that the third and fourth elements in the arra y ca n be compared. 

On the third pass of the loop. the SOrt subscript is compared to the rna.-.: i­
mum number of comparisons to be made to det ermine if the loop should be 
entered agai n. Since the subscri pt contains the value 3, the loop wi ll aga in be 
entered. Th c third elemctH in the array will be compared to the fourth clcment 
in the array. Si nce the name WOODS is greater than the name 
TRAM E5 MA N. no exchange will take place. The sort subscri pt is then 
incremented to 4. Control is passed 10 the decision to enter the loop. 

Th is processi ng will continue until the value in Ihe sort subscript (S2) is 
greater than the number of compariso ns 10 be made on the sort pass. At th:11 
ti me. the maximum number o f comparisons field is sCt to the value in the ter· 
min ations indicator field less I . Control is then passed back to dClermine if the 
SOfi process is completc (Figure 8-29). 
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of trle loop). aod the value 
in thO lelmrnat.on rnd.calor 
Will always be equal to lhe 
subscrip t o t the lower ele· 
menl '" an e~chango . 
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If the value in the term ination indicator (T3) is equal to I , the sorti ng 
process is complele. I f the val ue is not equal to I , it ind icat es tha t at least one 
more pass is required to place all of the d:lIa in the requ ired sequence. When 
another pass is requi red . the son subscript is set to I. and the termination 
indicator is SCI to one. The loop which perfo rms the exchanges is then ellt ered . 

The processing JUSt described will cont inue unt il all o f the clements in the 
arra y being sort ed Il:I ve been placed in the proper sequence. The sort is then 
compIcH:. The so rt processin g is terminated . and the sorted data e;1Il be used as 
requ ired in the program. 

Sort coding The coding to implement th is logic is shown in Fi gure 8- 30. 

5000 
50 10 
5020 
5030 
5040 
5050 
50bO 
5070 
50BO 
5090 
5 100 
5110 
5 120 
5 130 
3 140 
5 150 
5 160 
5 170 
5 180 
5 190 
5200 
52 10 
5220 
5230 
5240 
5250 
5 260 
5 270 
52BO 

REM 
REM ••••••••••••••• , ••••••••••••••••••••••••••••••••••••••• 
REM. SORT DATA IN NS ARRAY . • 
REM ••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

LET M '" E - 1 
LET T3 '" 0 

IF T3 = 1 THEN 5 28 0 
LET 5 2 = 1 
LET T3 '" 1 

IF 52 > H THEN 5 250 
IF NS( S2) > NS( S2 + 1) THEN 51bO 

GOTO 5 220 

LET H .... N$ (S2) 
LET NS( S2 ) : Nt (S2 + 1) 
LET N$ (S2 + 1 ) '" H$ 
LET T3 = 52 
GOTO 5 2 20 

LET S2 .. 52 + 1 
GOTO 5 120 

LETH = T3 - 1 
GOTD SOBO 

RETURN 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

Figu re 8- 30 The coding 
shown In lhlS examplo 1m· 
plcmonlS Ine lOgIC Iilus· 
U;U(!(l In lhe P'OYIOUS e.am· 
pieS The relaUOnSl"lIp !>C. 
Iwoon Ihe COding ana 1110 
SOrl logIC Should !>C care· 
lul1y Slu(110(l 

On line 5050, the value in the maxi mu m number of cOlllparisons fidd (M) 
is set to one tess than the lIu mber of clements to be sort ed (the value in E). The 
termination ind icat or (T3) is initialized 10 Ihe value zero on line 5060. 

The if statement on line 5080 tests if the termina tion lic1d contains 
the \'alue I. If so. the sort processing is complete. If not. the sort subscript (52) 
is initialii'ed to the val ue I on line 5090. and the v"llIe 1 is placed in the T3 
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field on line 5100. 
The exchange loop is entered on line 5120. where the value in the son 

subscript is checked against the value in the max im um number of com parisons 
field (M). Irthe value in 52 is greatcr than thc val ue in M, thc pass through the 
loop to placc thc highest value bei ng sorted in the highest cleTllent o f the array 
is complete. Control is passed to line number 5250, where the value in M is 
replaced by the vullle in T3 less one. 

If the v;tl tle in 52 is not grc:uer than the value in ~.1. then the if statemen t 
on line 5130 determines if an e.'\cha nge should occ ur. Wh en the val ue in the cle-
1I\elll identified by the son subscri pt . NS(52), is greater than the clelllelH iden­
ti fied by the sort subscript plus I . NS(S2 + I ). then an exchange llluStlake 
place. The coding on lin es 5160 - 5180 impleTllents the e-xchangc by movi ng the 
clemen t at NS(52) to HS. 1110ving the- e-lc-ment :11 NS(52 + I) 10 the clement 
NS(52). and then movi ng the data from HS \0 NS(S2 + I). The va lue in the 
son subscri pt is t hell moved tOt he terminat ion ca nt ro l indicator (T3). 

Rega rdless of whether an exc hange occ urred . the statement a ll lille 5220 
ill cremenlS the subscript by one so that th e next clement in th e array can be 
examined. Th e loop from line 5120 through line 5230 will comi nue until the 
va lue in the subsc ript is greater than the value in M. At that tillle. the val ue in 
M is reset by the kt statemelll on li ne 5250. and control is passed 10 line 5080. 
where the value in T3 is checked. This looping will cont in ue until a ll data in the 
N$ array has been sorted. 

The example in Figure 8-30 illu strates the code that cou ld be used to 
SOrt the nallles COllla in(.'d in the N$ array. It will be recalled . however. that the 
NS array is used to store the pla yers' namcs when they arc en tered by the user 
(sec Figure 8- 15). In addition. the NS array is used \0 print the players in bat­
ting order sequence (see Figu re 8- 18) . Ir the sort processing ill ustrated in 
Figure 8-30 wok place. the names in the NS array wou ld be permancntly placed 
in alplw betica l sequence. and the listing generat ed by th e coding in Figure 8- 18 
wo uld 1101 be in ball ing order sequence. 

Togeth er with thi s is the facI thaI sorting is a task commonl y required in 
programs. Tasks which are commonly used can lll,lIly limes be wrill en as a 
subroutine and then be incl uded in any program which requires th cm. For 
exam ple, the sort processing shown in Figure 8- 30 can be writt en as a 
subrout ine. Th en. if thc sa me sort process ing is requ ired in an oth er program. 
this subroutine can be copied into the othcr program without requiring that the 
subrou tine be redesigned and rewritt en. 

To generali ze the SOrt subroutine and 10 overcome the problem with the 
NS array. il is necessary to place the data to be sorted in a di fferent .. rray prior 
to calli ng the subrout ine. In this way. the d:tta in the NS array will not be 
rearranged, and the sort subrout ine will sort whatevcr data is pa~sed \0 it. 

MENUS. ARRAYS. 
SUBROUTI NES. AND 
SORTING 

Call ing th e 
s ort m odul e 
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regardless of what that data is. 

To ca use thi s to occur, a for-next loop is common ly lIsed. The example in 
Fi gure 8- 31 ill ustrat es the cod ing used ill the sample prog ram 10 load th e 
names in tile NS (IHay into a son wo rk ar ray called OS. The son subrou tine 
then sons the data in the OS array . 

I 4110 FOR X TO E 
41 20 LET D~(X) : N$(X) 
41 30 NE XT x 
4140 REM 
4150 GOSUB 5000 

5000 
5010 REM 
50 20 REM 
:5030 REM 
:5040 

REM •••••••••••••••••••••••••••••••••••••••••••• * •••••• * ••• 
• SORT DATA IN 0$ ARRAY. SORTED INDE XES IN I ARRAY . • 
••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

REM 

5160 
5170 

IF S2 > M THEN 5320 
IF D$<S2) > 0$(52 + 1) THEN 5200 

Figure 8· 31 The lor·next 
loop on to nes 4110 - 41 30 
pincus Ihe elemenlS In me 
NS a" .. y inlO IhC corres· 
pondlnll clements ol lhc DS 
array Wnen conl'ol 'S 

passec 10 me SOrl sut).ou· 
I,ne t)y 1M GOSUB Slale · 

menl on l ine 41 50. IIHl data 
m tl10 DS (may w ill be SOrtco. 
1ho ,I slatement on line 
5170 CDmpa!e5 the elements 
In lilC OS array. 

In the example above . the for -nc.'l:t loop on lincs 4 110 - 4130 places cach 
clelllelll in the NS array int o a co rrespo llding elemeIII o f the OS arra y. The 
gosu b statement on li ne 4 150 passes cont rol to t he son subroll t inc a t li ne 5000. 

Within the son subrout ine, the data in the OS array is soned (sec Figure 
8-30 for the complete sort subrouti ne) . When the son is complete, the calling 
program C<1n use Ihe data in thc DS array :IS requ ired by the applica tion whi le 
st i 1I II(Iving acccss (0 t he data in bu t t illg order sequence in (he N$ array. 

A generalized subrout ine is o nc which can be lIsed in mo re than onc pro­
gra m to perform its (ask. In almost all cases. a generalized subroutine shou ld 
be passed data in a work area of some son , such as the DS array. T his 
accomplishes tWO Ih ings : Firs( , thc data wh ich is req uired wi thi n the program, 
such as the data in NS. is not d ist urbed by the processing in th e subrolJli ne. 
Secon dl y. the subro utine can be IIsed to perform its task regard less of the 
variable names in the program which calls it . T hat is, so long as the dma to be 
son ed is placed in the 0 $ array, it docs not mau er wh at names or wh at types 
of data arc used in the program which c<llls the sort mod ule. Thi s is very 
important when lIsing a general ized subrolltine. 

A gcneralized subroutine which perform s a commonly requi red task, such 
as sort ing. is a very import ant 1001 for th e programmer. II can save co n­
siderable time and effort because new codc need not be designed, wri tte n, and 
tes(ed. 

~:I ost generalized SUbrOll11 11eS have certai n ru les wh ich must be followed in 
order to usc thelll. For example. when using (he son subroutine, the calling 
prog ram will have to place the num ber of elemcnts to be soned in the l"icld 
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identified by the variable nallle E. and will have to pl:u:e [he data 10 be sorted 
in [he DS array. The progralllmer should know how [0 write a generalized 
subroutine and how to usc subrouli nes which miglll be available. 

In the sample progr;.II11, Ihe sorting lakes place o n the names of the players. 
There is Olher daHl !.tored in arrays in Ihe sample progra lll which is associ:ned 
with Ihe players' narne!.. The positions of each player arc stored in the PI S 
array. the number of ill bal!> of a player arc storcd in the B array . and the 
number of hit s for Ihe player arc stored in the H array (sec Figure 8- 15). When 
the names arc soned, the elemellls in these other arrays should be placed in the 
sorted seq uence so Ihal they st ill co rrespond to the names. Otherwise, the cor­
rect posi tions, at bat s, and hit s wilinOl be associated with the correct plil yers. 

This problelll c(l n be handled in one of two ways . One way is 10 exchange 
th e clements in these arrays in the sallle man ner as th e na mes nrc exclwngcd 
when the so n is tak ing 1>lace. Thus, when one name is exchan ged with another, 
Ihe posit ions, at bal S. a nd hit s corresponding to the names wou ld also be 
exchanged. Since the data in these arrays is required in 01 her partS of the pro· 
gram, the positions. OIl bat s. and hits would have 10 be placed in work arrays in 
the same way Ihat the clemen ts of [he NS array arc plneed in the DS array. As 
can be seen, this method requ ires additional arrays, addilional procedures by 
Ihe calling program to load Ihe work arrays, and add itional excha nging in Ihe 
sort module to exchange all o f Ihe clements. rvloreo\'er, the addition of all 
these arrays requires the sort subroutine to specifically process these arrays. It 
loses il s generali ty. In sUll llmlry, Ihen. this approach requi res considerably 
more processing for both the calli ng program and the sort subroutine ; und, the 
son subrou line is 110 longer a generalized subroutine. There fore, il is not 
rccommended Ihal Ihis :Ipproach bc lIsed. 

A second means 10 solvc this problem is \0 usc e1emcnts of an array as 
poi nters 10 elemelll s of other arrays. This concept is ilhlslral ed in Figure 8-32. 
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Figule 8-32 Tnc elemenlS 
In Ihe IIlCle~ u"ay I centllln 
.atulls WIlIch can tie usea 
as suOScIIllts to relcrCI1CC 
Inc elements IJl the 11051-
tiOI1 ~ lI ray . Fo. example. 
Ihe lU 51 element in the I lIr· 
ray conl""'9 the valull 7. 
l l1 ls v"l"e can \)(! used as 
me '''CSC''I'I to reterencc 
Ihe So.Oll1l1 eloment ln the 
005111011 afJay (THIRD BASE). 
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In Figure 8-32, thc position :u·r~y contains thc player positions in thc 
sequ cnce in wh ich lhcy werc cntcrcd by the uscr. The indc.x array con t:lins 
Ilulll cric values in each clement that corrcspond [Q an clement in the position 
:m·ay. Thus, the value in the fir st denlcnt of the index array, 7, is used to poi nt 
10 thc scvcmh clement in the posi tion arra y. The va lue in the second clcmelll of 
the index array, 2, is used to paim to the second dement in the position array. 
The value in the third clel11Clll of [he index array, 9, is used to poi nt to the 
ninth clement ill the position array. Element s in the index array can be used as 
subscripts to reference t he clemen ts in t he posit ion array. 

T his principle call be used in the SOrt subroutine by placing the origi nal 
subscript s of the sorted data in a sorted seq uence in the index array (Figure 
8- 33). 

H 
28 
20 
25 
28 
24 
26 
17 
20 

3 

B H 
100 28 
76 20 
75 25 
82 28 
98 24 

110 26 
62 17 
94 20 
26 3 

T he ill ustration in Figure 8- 33 shows the arr,lyS invo lved in th e baseball 
program beforc sorting and aft er so rting . Beforc sorti ng, note that the 
clements in the DS array arc in the samc sequencc as the elements in the NS 
array . Thc DS array is loaded by [he codin g shown previo usly in Figure 8-31. 
In additi on . the clements in the P IS. B. and H arrays arc in the same seqllcl1ce 
as the pla yers' names in the NS array. T hus, I-Iancsiey (Ihe first clement in the 
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NS array), plays second base (the fir st clement in the PI S array), has 100 at 
bat s (the first clement in the B array), and has 28 hit s (I he first clement ill the H 
array). 

Prior to the SOrt. each clement ili lhe index array (I) comai ns a va lue cor­
respond ing to the position of the clement in the array. The first clemen! 
contains the va lue I , the second clemen! contains the value 2, and so 011. 

After sorting, there has been no change ,0 Ihe NS. PI S. B, or H arrays. 
They arc in the same sequence as be fore the SOrt . The clement s in the DS array, 
however, have been placed in alphabetical sequence because the DS :lrray is 
used in the exchange o f cleTllent s in the sorting subroutine. The val ues in the 
clement s oflhe [array have also been placed in the sorted sequence. The !Iamc 
Allen, which is the fir sl nam e in the soned data, was the seventh name in the 
un sorted daw. Therefo re. thl' v;lluc in the fir st clement o r the I array is seven. 
This value ca n be used as the subscri pt to reference the name Allen in the NS 
array, the positio n third base in the P [S array, the number o f at bat s Allen has 
(62) in the B array, and the number or hits Allen has (17) in the H arra y. 

Sim il arly, Ihe value in the second clement of the I array, 2, can be used 10 
reference Ihe informat ion for Ihe second player in the sorted sequence. The 
player is Blackbu rg, who pla ys left field, has 76 at bat s, and 20 hits. The value 
in the third clelllent of the I array is 9. The player Crai yerso n is the lI inlh 
player in the b:l tting order bUl the th ird player in alpha bet ical order. 

The val uc in each o f the clements o f the I array. then, can be used to 
reference thc clemcill s o f the other arrays. To accomplish th is, a double 
subscript is used in the Sl<l tement which referenccs the arrays (Figure 8-34) . 

FORS4 - 1TOE 
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Figure B_34 To use tM etc· 
ments in an index array as 
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41 80 
41 90 
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NEX T S 4 
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Genera li zed sort 
s u brou tine 

In the print using statement in FigUie 8-34. the fir st data to be printed is 
specified as N$(I(54». Th e data is to be taken frolll the N$ ;may. The 
subsn ipt used to reference thl' NS array is specified ,I), 1(54). This subscript is 
take!! from the I array. The clement in the I array to be used is i{h:mified by the 
va lue in S4, which acts as the subscript for the I array. 

To obtain an clement from the NS array, then, the va lue in 54 is used to 
specify an clement in the I array. The val ue in the I array clement is used as the 
subscript for the NS array. For example, if the value in 54 b I, the vallie in the 
firM clement of the I array (7) is used as the subscript to reference the NS array: 
if the value in 54 is 2, the value in the second clement ill the I array (2) is used; 
and so on. Therefore. in the print lIsing statcment in Figu re 8- 34, when the 
val llc in 54 is equal to 1, the valu e in the seventh clemelll in the NS array 
(ALLEN) will be printcd. 

This methodology is used to refcrenr.:e c1ellleJlt.~ ill the P1 $, 1-1 , and B 
alTay~ as well. A major ad vallw ge is th at the data in these arrays nced not be 
disturbed whcn t hc sorting takcs placc. 

Thc sort sub rout inc illustrated in Figure 8-30 and Figure 8-3 1 must be 
modified slight ly to initializc the inde.\: array (I) and to exchange the clements 
in the I array when the son is t:tkinS place. The actual son subroutine used in 
the sample progr<Hn is showTl in Figure 8- 35. The for-ncxt loop 0 11 lines 
5050 - 5070 initialize the I array. The counter-variable X is used to control the 
loop. On each pass through the loop. thc let statemelll on line 5060 placcs the 
val ue of X in the Xth element o f the array. For example, whellthe va lue in X is 
equal to I . one is placed illi he fi rs t clement of the I array. When thc value in X 
is eq ual 10 2, the value 2 is placed in the second clcment of the I array. and so 
on. When the for-next loop is compict cd, the I array will contai n the data 
shown in the before sorting ponion of Figure 8-33. 

Whcn Ihe index array is used, the clements in it must be exchanged in the 
samc manner as the elements in the OS array which are actually bei ng soned. 
In the SOrt subroutine in the samplc program (Figure 8- 35), the cxchangc takcs 
place all lincs 5200 - 5220. The data in the clement in the I ami}' identified by 
thc value in the 52 subscri pt is temporaril y moved 10 a hold area, H. The data 
in lhe clement identified by the subscri pt 52 + 1 is then movcd to Ihc element 
idel1l ificd by th e subscript 52. Thc last step in the exchange is to movc the data 
in the ho ld area H to th e elemen t identified by 52 + I. Thi s cxchangc follows 
the sallle logic as that used 10 exchange thc elemcl1(s in 0 $ which arc aelllally 
bei ng sorted. With thc IISC of an inde.\: array, these arc thc on ly two e.\:changcs 
which must be made regardless of the number of amlys which will be referenced 
by the "alues in the index array. 

The prime advalllage in the use of an index array in the sort subrollline is that 
the subro utine becomes able to sort uny string array and a llows other arrays 



5000 
50 10 
5020 
5030 
5040 
5050 
5060 
5070 
5080 
509 0 
5 100 
5 11 0 
5 120 
5 130 
5 140 
5 150 
5 160 
5 170 
5 180 
5 190 
5200 
52 10 
5220 
5230 
5240 
5250 
5260 
5270 
:5280 
5290 
5300 

REM 
REM •••••••••••••••••••••••••••••••••••••••• , ••••••••• , •••• 
REM. SORT DATA IN 0$ ARRAY . SORTED INDEXES IN t ARRAY . • 
REM •••••••••••••••••••••••••••••••••••••• " •••••• ,.,., •••• 

5310 

FOR X - I TO E 
LET I (X) 11 X 

NEXT X 

LET M aE­
LET T3 11 0 

IF T3 : 1 THEN 5350 
LET 52 -
LET T3 - I 

IF 52 > M THEN 5320 
IF 0$ (52) > 0$ (52 + 1) THEN 5200 

GOTO 5290 

LET H - 1 (52) 
LET 1 (52) ,. 1 (52 + 1) 

LET 1 (52 + 1) : H 
LET H$ III 0"'( 52) 
LET 0 $ (52 ) m D$( 52 + 1) 
LET 0$( 52 + 1) = H$ 
LET T3 '" 52 
GOTO 5290 

LET 52 - 92 + 1 
GOTO :5160 

5 320 LET M - T3 - 1 
5 330 GOTO 51 2 0 
5340 
53~0 RETURN 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

Figure 8.3S Tne SOli subfOUllne used 111 me sample proglam 1I11llahles Ine elemenlS In l no II1(JOX allay III and lnon oxchanges me 
elemenlS in lhe mdex allay 31 100 sarno l imo lIle elemen,s in me allay bemg SOI,ed. OS. are exChanged 

to be referenced in the sorted sequence. For example, although it is not a pan 
of the sample program ill this chapter. assume tha t a report was to be 
generated in alphabetical sequence by position. That is. the fir st line on the 
report shou ld be cll1 cher. followed by center field. first base, and so on. The 
sort subrouti ne ilhlStrat ed in Figure 8- 35 can be used to sort the position array 
in this manner. The only rcquiremcnt i.~ that the position array be IO:lded ilHO 
the DS array. as shown in Figure 8- 36. When control is passed to the son 
subrou tine. the data in DS is sort('d. and the subscripts for the sorted data ;lre 
placed in the I llrray. The \'lilues in Ihe I array can be used as subscripts to 
rererence any Olher arrays in I he program. 

2730 
2740 
2750 
2760 
2770 

FORX :r:r 1TO E 
LET o ... (X) '" P U (X) 

NEX T X 

Gosue 5000 
REM 

Figure 8.36 Since,he son 
~UDrOUlln& snown '" F,gure 
8·35 IS II gene,alltlHl suo. 
10Ullne. It can DO used 10 
5011 any SIting da,a Hore. 
ClemenlS 110m Ine P'S af· 
fay are plaCed 10 Ine OS af· 
f!lV Conuoll$ lnen passed 
10 inC son 5ul!<OUllne aillne 
5000. wnele Ine dara 111 Ine 
OS allay IS sorled 
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Sample program 

Program design 

The son subrout ine ill ustrated in Figurc 8-35 can also be uscd to sort data 
stored in numeric arrays provided the valucs in thc arrays arc all positive. The 
on ly requirement is that wh en the daHl is moved to the OS "rray. a specia l 
in struction ca lled STR$ is used to chan gc the data from num eri c to st ring. The 
use of this instruction is described in detail in Chapter 9. 

[t is important that consideration be given to making subroutines as 
genera li zed as possible. The sort subro utine in Figure 8-35 is an example o f a 
subrouti nc th.1I can be used in any progrmn to sort data in a siring array. 

The sample program in this chapter is used to load the starting line-up of a 
baseball team and then create reports in batting order seq uence and 
alphabetical sequ ence by player name. The reporls generated arc shown in 
Figure 8- 4 011 page 8.3. The input data is entered by the user. as shown in 
Figure 8- 15 on page 8. 11. The user select s the processing to be done by 
respond ing to a menu (sec Figure 8- 1 on page 8. 1). 

As with previous programs, the program design begins by specifying the program 
tasks to be accom plished. The tasks for the sample program arc listed below. 

Program Tasks 

·1 . Displ ay the menu and obtain a user selection. 
2. Determine the selection to be perfo rmed. 

· 3. Load the starting players. 
·4. Display the players in batting order. 
·S. Display the players in alphabetical seq uence. 

As programs become larger. they generally become more complex. As 
noted previo usly in this chapter, a ile way to keep the complexity of a program 
10 a minimum is to subdivide the program il1lo a series of smaller subro utincs. 
The program then consists of a number of relat ively simple subrout ines rather 
than one large, complex piece o f code. The preferred met hod for decom posing 
the program into a series of subroutines. or modules. is to analyze the program 
tasks. Any program task that performs a specific fu nction and aPl>cars to 
requ ire morc than 10 - 15 BASIC stat ements can bl;" placed in a subroutine. 

In Ihe sample program, five tasks are specified. The fir st task. display the 
menu and obtain a user selection, performs a specific task and seems to req uire 
more than 10 - IS programming statemcl1l S. Therefore, it will be a subro utine 
in the sample program. The asteri sk specified beside thc program task 
indicates that the task wi ll bc per formed by a subroutine . 
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The second task, determine the selection to be performed, will probably 
require fewer than JO st atement s, so it will not be a subroutine in the program. 
It shou ld be noted here that the judgment about how many statement s will be 
required docs not have to be 100"/0 accurate. It is only an estimate to aid ill 
decomposing the program into a series of subroutines. The primary reason for 
breaking a program into a series of subroutines is to si mpli fy the program. If a 
routi ne withi n the program consists of a large nu mber of SlatemelllS, it wi ll 
probably be a d ifficult rO lL tine to understand. Therefore, in most cases, it 
shou ld be subd ivided into smaller subro utines. 

The third task, load the sta rt ing pl,lyers, is est imated to req uire mo re than 
10 - 15 Sl3temelllS. Therefore, it will also be a separate subroutine. The same 
analysis holds for the fo urt h task and the fifth tas k. Th us, after the analysis of 
the tasks to be performed in the program, it is found that fo ur tasks will be 
subrouti nes in the program. 

When a program is to consist of II serics o f subrouti nes, the rctationships 
of the subrOlLtines in the program wi ll normall y be showllthrough the lise of a 
hierarchy chan. The hierarchy chan derived from the analysis of the tasks in 
the sa mple program is shown in Figure 8-37. 

I I 
Accepl I nd O ll pl l ~ r 9ateball Team g'l 

Inform.llon 

MENUS, ARRAYS. 
SUBROUTI NES, ANO 
SORTING 

Figure 8- 37 The hierarchy 
Char i is uSOd 10 Show Ihe 
rolallonshlps 01 subrou· 
lines and tliSks wllh ln the 
progrllm. ThO lasks specl ' 
lied within Ihe feClang lCS 
WIll b(l pOftOfmed In sub­
routines. ThO lask below 
the hOf izonlal line WIll 1'101 
be performed In a subroutIne. 

Detarmlne Ille 

i""'" ... "'''''i 
Olaplay Ihe 

Olt pltV the Menu Selection to III Laid Ihe Ptlyell In 
and Obilin I Perlorm~ Sll rl lng Pll yef. in Bl tung Al phibelici l 

U.lr Salecllon Order Saqllince 

The rectangles each represent a separate module or subroutine in the pro­
gram. The tasks to be performed by each mod ule arc specified within the 
rectangle. The top module's task is 10 acccpt and d isplay baseball team infor­
mation, which is the task o f the elllire program. The top modu le in a hierarchy 
chart witl normally sped fy the role of t he progra m itself. 

The second level of the hierarchy chan conta ins those tasks which were 
identified on page 8.32. The tasks which arc to be subroutines in the program 
tIrc plnced in rectangles . The task which is not to be done in a subroutine is 
placed under a horizonta l line. Th us, from vicwi ng Ihe hierarchy cha n, a 
progra ll1mer can see whic h tasks will be per form ed ill subrout ine a nd whi ch 
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DI.pl.y Ihe Menu 
. nd Obl,ln . 

Unr Selection 

Figure 8-38 ThO subrou' 
tines used In a program 
muSI Ihemselves be alia· 
Iyled to delO.mino lhe pro­
gram tasl\S lhoy rnuSl1lCC(llTlo 
plish. Hore. Ine program 
lasks lor Ihe module whicn 
displays the menu ana ob­
tallls a user selectIon 3ra 
soael l ied Each 01 lnase 
tasks mU51 be (I~3minad 10 
dOlOrmlno II It Is ionglhy 
or complo~ 11 so. tt\(! task 
Should IJ.c perlormed III a 
separate module. In this 
case. 110m'! olthe taskS WIt I 
be pe!1ormcd by a subroutine. 

will not be perfo rmed in a subroutine. 
When a program will cont ain one or more sub routines . the subrOUlines 

Ih crnsclvcs should be analyzed to determine if Ihe), should utitile subroutines. 
Therefore, the program ming tasks in each of the subroutines must be defined. 
In Figure 8-]8, the tasks for the subroutine which displays the menu and 
obtains a user selection arc lisled. 

O.I •• mln. Ih. 
Selacllon 10 bt 

Perlorm.d 

I I 
cupl I nd Ol . pl.~ 
Bneb.1I Tu m 

Inlolmltion 

Lo. d Ihe 
SUrting PI'r.1I 

DI.pl.y Ih. PI,y", 
In B. lllng 

Ord.r 

Program Tasks 

I. Di splay the menu. 
2. Obta in the user ' s select ion. 
3. Ensure the user' s selection is valid . 

Ol,pl.y Ih. 
PI'Y"I III 

Alphlbttlc. t 
Slqu.ncl 

When the tasks are identified for a subro ut ine, the sallle analysis on these 
tasks lakes place as on the task s idetll ified for the lop-Ievel modu lc. Any task 
which perfo rms a speci fic function and appears to n:qui re 1lI0re than 10- 15 
BASIC StalelllCIH S can be placed in a subroutine. [n the tasks specified above. 
none of the three seems to be either large o r com pl ex. Therefore, none o f them 
will be a subroutine. or a separate modu le, in the program. 

This same process must be performed for the module which loads the 
starti ng players (Figure 8-]9). The five tasks - Display the scrcen headings, 
Obtain the players' names, Obtain the players' posi tion s. Obtain the pl ayers' 
at bat s, and Obtain lhe players' hits - seem !O be neither large nor complex. 
Therefore.lhe}' wH lnot be subroutines. 

The tasks for Ihe subroutine which di splays the pla ye rs in balling order 
are shown in Fi gure 8-40. NOlle of the three tasks - Display the screen 
headings. Displa y th e lines o n lhe report, and Obtai n a rcsponse (Q ret urn to 
the menu - ap pears to be eit her large or complex. Therefore, nOlle of them 
wi ll be a subrOlJl ine. 

Note from the hierarchy chart in Figu re 8-40 th at the structure o f the pro· 
gram is apparent. Each task which is performed in the program ;lIld where it is 
performed ca n be easi ly seen . If, at some future ti me, the program must be 
modified in some manner, the hi erarchy chart provides a llIap to where each 



Ollpl.y thl Manu 
Ind Obtai n I 

Ullr Salac tlon 

Oltarmlna Iha 
541lec llO<1 to bt 

PlflOrml d 

Obtlln Enl ufl 
Ular'1 Valid 

Ruponll Sellctlon 

kccept Ind O II Pl a ~1 
e neb. 1I Tu m 

tn lorml lion 

Load Iha 
Star ting PI . Yl rl 

Program Tasks 

I. Display the screen headings. 
2. Obtain the pl ayers' names . 
3. Obtain th e players' positions. 
4. Obtain the players' at bats. 
5. Obtain the players' hits. 

Ol l play tha Plly.,1 
in a l lllng 

Order 

Ollplay thl 
PI.ya .. In 

AlphlbeUcat 
Sequenca 

Figure 8-39 The analysis 01 the tasks to bo porlormod by the modulo Which loadS the SHift ing players reveals that nono 01 the taskS 
should DO accomplished In a Sl!parato subroullne because nQf10 or thl.!m appear ' to be ta'o_ 0' complex 

0 11pl.y th' Ml nU 
.nd Obt, ln a 

Ullr Selec tion 

Oltlrmln' Iha 
Selecllon to b. 

P" lormed 

Obt l ln En,ufI Oll pl.y 
Scr .. n 

Hu dl ngl 
UII,'I Valid 

Rtlponll Sel'Cllon 

I I 
Accept lind Ob play 

e .. eban Tu m 
Inlormatlon 

Load th!! 
Sla fl ;ng Pillyers 

Obil in 
PI IY"" 
Nl mll 

Obtain 
PI.y", ' 

POl ltIOnl 

Obt.ln 
Pl l yafl ' 
At e ll , 

ProgTam Tasks 

Obt.ln 
Pllyer. ' 

Hi re 

I , Display the screen headings , 
2. Display the li nes on the report. 
3. Obtain a res ponse to return to the menu. 

011pl.y th. PI 'y,r, 
In San lng 

Order 

Ol lpl . y the 
PI' y,r, in 

Alph,batic.1 
Sequence 

Figure 8-40 DIsplaying the j)layers In batting o,der Involves th ree program tasks. These task, are pcrtormed WIthin thO module. 
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Display Ihe Menu 
and Obla;n a 

User Seleclion 

lask is performed. 
The last module o n the second level to anal yze is thc module whose task is 

10 displ ay the players in 'Ilphabetical sequence. The progr<UTl tasks for th is 
module arc shown ill Fi gure 8- 41. 

Determine Ih. 
S.leel ion 10 be 

Parlormad 

I I 
eeepi and Display 
Baseba ll Tum 

Into rmallon 

Load the 
Slafllng Players 

Display Ihe Players 
In Bailing 

Order 

Display the 
Player. In 

Alphabelleal 
Sequence 

DlspllY 

'" M. nu 

Obl.ln Ensure Olsplay 
Screen 

Headings 

Obtain 
Players' 
Names 

Obl. ln 
Play ... ' 

Po.llloni 

Ob,,!n 
Players' 
AI Blls 

Obt.ln 
Playars' 

Hils 

Display 
Screen 

Headings 

Olsplay Oblaln 
Use'" Valid 

Response Selection 

figure 8·41 Six Idenli' ,able 
lasks must be accomplIShed 
by 1M module whIch d,s, 
plays lhe players on alpna· 
bOllcal sequence. The lask 
01 sorllng me players InlO 
alphal>ClICal seq uence ap· 
pears 10 be reasonably large 
ar.cl perllaps complex. TI1Cr~ 
lorc. as inOlcalcd by the 
aSlcrrsk. Ihis task will be 
Ilerf ormco in a Subroutine. 

Lines on Menu 
Raport Re'ponse 

Program Tasks 

1. Displa y Ihe screen headings, 
*2. Son players in to alphabetical sequence by name. 

3. Display the lines on the report. 
4. Calcula te the team balling average . 
5. Print the tea m baning average . 
6. Obta in a response to return to the men u. 

The six program wsks for the module arc anal yzed in the same manner as 
discussed previously. Task nu mber 2, son the players into alphabetical 
seq uence by nam e. requires more than ten statement s and is reasonabl y com· 
plex (sec Figure 8-35). Th erefore. a separate modul e will be IIsed for the sort 
task. The hierarchy chart resulling fro m this analysis is shown in Figure 8-42. 
Note that the !ask which will sort th e players is specified wilhin a rectangle, 
indicatin g a subroutine will be used . 

Th e program tasks for the sort subroutine arc also shown in Figure 8-42. 
Th ese ta .~ k s arc :inOllyzed in the same manner as previous subrout ines. Since 
none of thc three tasks ;I ppea rs to be either large o r complex. they will not 
require subrOtHincs. 

The final hier:lrchy t han for the sample progra m is show n in Figure 8-43. 
Each of the tasks which is to be performed in the program is specified in the 
hierarchy chart. Those wsks which arc large (\0 - 15 statemcr1\ s or morc) arc 
separate modules . or subroutines, in the program. They arc indicated by rec· 
tangles. Those lasks which arc nOI separate modules :Ire described under the 
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Program Tasks 

I . Sort by given string array. 
2. Initialize index array. 
3. Exchange index array. 
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DI. pI.y,1M 
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OI,pI" 
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MENUS. ARRAVS. 
SUBROUTINES. AND 
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A··'II9· 

P,I"' Ob,oin 
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Figur. 8-42 Sorling ,nyolyes Ihree p.og.arnrnoog ,asks. none of wh,eh w,1I be per torrnod in a SCrnlialC module. 
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Fig" •• 8·43 F.am lIle 110011 h'C.arCh, eha'l 10' Ina sampla p'OII.am ,n Ihis ehapla •. 'I IS Cloa. what ,asks flfC tlclng pc. ,o.mcc Dy tne 
p'ogr.lm ana WIlC'O ,n Ihe p'OII.am tnese tasks a.c !)ClOg pc.lo.mod ThC h'C.a.eh, Chan aclS as a map 10 ,no p.oo.am 
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Program 
flowchart s 

InlUllIzl 
Vl rllbln 

OI.pIIY 
Mlnu Ind ... 
SII.ellon 

" SlllcUon _ 

" 

Eo' 

NO 

horilonwilines. By reviewi ng the hierarchy chan of a program. a programmer 
c:m immediatciy ident ify what tasks arc ac('Ompll lo hed by a program and where 
in the program the tasks afe performed. 

The methodology shown in this sample progralllto decom pose a program 
into mod ule:. ~hou ld always be used on program:. which contain large or com· 
plcx program tasks. In this way, complexity I:' red uced because the program 
combts of l>lIlali sim ple subroutines rather than a large. complex piece of code. 
Thc abi li ty to an:IIYlc ,md dccompose ;I program into modules is a vcry 
Imporiallt :,ki ll for the :Iccomplished program Iller . 

The flowchart s for each of the Illodules in the sample program arc shown 
below and on the following p<lges. The logic in each of the mod ules shou ld be 
wel l understood by the programmer. 

--:=======::::::::",,,,,_ICCOPl lnd Ill'pl. .... 8'MbOIl T .. ", 

OI '~loy lho Monu 
1"11 OD"'n. 

U .. 'SOI ... " .... 

e"", , 
LOld Ih. 
511rUng 
PII~I" 

0. • ., ... 1 .... ho 
50 ... " .... ' 01>0 

p.,I.,.",.a 

Chi ck 
Cod. 
VltU' 

Code , 
Dis play 

PII~lfs In 
BI Wng 
Order 

Dllplly 
Mlnu and ... 
5.llcllon 

1" lo'm . lI .... 

lOla lho 
Slltl'ftg Pl1Yo .. 

eo<>, 
J 

Dl l pllY 
Pla~8r . In 

Atphlb-elici l 
Sequlnel 

"pll, 11>1 PIIY ... 
In l.nl"9 

O,d .. 

Di,pl., lho 
PII, I" in 

ollp"'l>O~cII ...-. 

Figure 8-44 The logic In the 
lop·level module hwolves 
llslng lhe case Sli llC lure 10 
dOlO rmlne the processing 
requested b~ IhO user In re · 
sponse to the menu. ThO 
reclangle with verlicailines 
al each side is used 10 Indio 
cale that a subrou tine ;5 
used to pe rform Ihe task 
specified In the roclangle . 
ThuS. hDm the lIowchan 
nole mat d isplaying tne 
menu and geulng a selec· 
tlon. loading the Sial ling 
playe". displaying the 
playerS itl ba tt ing order. 
and drsplaymg the players 
In alphabetic sequonce wr ll 
eacll oe accompliShed In a 
SUbroutine. 
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01'111', ,ho Monu .M Ob,.I" . 
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Figure 8-46 A simple loop Is used 10 prinllhe p layel s In ball ing order sequenco. 
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Flgu •• 8-47 When Ihe play· 
e.s a.e displayed in al pha· 
ool lcal SGqll8nce, lhey must 
be aOfled Ii.a!. Therefore. 
th is module loads Ihe so. t 
orroy with Ihe names 10 be 
sonoo and ilIOn passes con· 
IroilO Iho son Sub'OUl ine. 
The SOrl Sub.outine IS idan· 
t lf led by the .eclongle with 
von leal lines Insldo each 
aide. Afte. Ihe names ore 
sorted, a loop I~ used 10 
pfln t Ihem. The 10lal hits 
.00 81 IlaIS a.e then accumu· 
liled using a loop so lnal 
Ine team balling avelage 
e~1n be p, lnled. 
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Figure 8-48 Sort logic (Page 1 of 2) 
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Sample program The complete list ing for the sample program is shown below and on the 
follo\\ing pages. 

100 REM BASEBALL FEBRUARY 10 SHELLY/CASHMAN 
110 
120 
130 
140 
150 ,.0 
170 
180 
190 
200 
210 
220 
230 
2 '0 
250 
2.0 
270 
280 
290 
300 
3 10 
320 
330 
340 
350 
3 .0 
370 
380 
390 
'00 
410 
'20 
430 
440 
450 
•• 0 
470 
.80 
490 
500 
510 
520 
530 
540 

REM 
REM 
REM 
REM 

REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 
REM 

REM 
REM 
REM 

REM 
THIS PROGRAM ALLOWS THE STARTING PLAYERS ON A BASEBALL 
TEAM TO BE LOADED I NTO AN ARRAY. THEN , A LISTING OF 
THESE PLAYERS IN LINE- UP OR ALPHABETICAL SEQUENCE CAN BE 
PRODUCED . THIS HAPPENS BY RESPONDI NG TO A MENU. 

VARIABLE NAMES: 
N.C ) •• PLAYER NAME ARRAY 
BCI ... NUMBER OF AT BATS ARRAY 
HC) . .• NUMBER OF HITS ARRAY 
I(I •.• ARRAY OF SUBSCR I PTS OF SORTED DATA 
D.(I . . ARRAY IN WHICH DATA TO BE SORTED IS PASSED 

TO THE SORT MODULE 
P I ~(I.POSITIONS OF START ING PLAYERS ARRAY 
P~ ••. • PLAYER POS I TION ENTERED BY USER 
E .•.. • NUMBER OF ENTR I ES IN BASEDALL ARRAYS 
x ••• •• UTIL I TY COUNTER VARIABLE FOR FOR-NEXT LOOPS 
S ..... MAJN MENU SELECTION - ENTERED BY USER 
S l •• . • SUBSCR I PT TO LOAD PLAYERS 
S2 .. . . SUBSCRIPT FOR SORT MODULE 
S3 . ... LINE-UP DISPLAY SUBSCRIPT 
S4 ... • 5UBSCRIPT TO PR INT IN ALPHABETICAL ORDER 
F I ~ •.• PRINT USING FORMAT 
F2~ ... PRINT USING FORMAT 
F3~ • • • PRINT USING FORMAT 
Tl .... TOTAL AREA FOR NUMBER OF HITS BY TEAM 
T2 .... TOTAL AREA FOR NUMBER OF AT BATS BY TEAM 
M . . . . . MAXIMUM NUMBER OF PASSES REQUIRED FOR SORT 
T3 . . . • SORT TERMINATION INDICATOR 

REM 

H ..... HOLD AREA FOR SUBSCR IPTS - USED BY SORT MODULE 
H~ .... HOLD AREA FOR SORT CONTROL FIELDS - USED BY 

THE SORT MODULE 
Z • . . .. WORK AREA FOR ENTER OR RETURN KEY 

REM 
•••••• , •• , ••• ******,.*.,* •• , ••••• , •••• ,'*'*,.,""**'*.* 
• INITIALIZATION OF VAR I ABLES • 
** •••••• ", •• * ••••• , •• ,.,,* •• _ •• *, •• , ••• * •••••••••••••• * 

REM 
LET E '" 9 
LET FI_ "" " \ \ \ \ ....... " 
LET F2_ = "\ \ \ \ ....... .. 
LET F3_ '" TEAM BATTING AVERAGE . ...... " 
DIM N.(EI, BIEI , H(E), PI_lEI , L IE), D~(E), HE) 

REM 



:5:50 REM 
560 REM 
:570 REM 
5BO 

""""""""""""""""', ...........••....• ,.,. 
, MAIN PROCESS ING MODULE • .... , ............. ,', .......... ".,", .......... , ...... . 

590 GOSUB 1000 
000 
0'0 
020 
030 
0.0 
050 

IF S ~ 4 THEN 660 
ON S GOSUB 2000 , 
GOSUB 1000 

GOTO 6 10 

6 60 PR INT 

3000, .qOOO 

670 PR INT "END OF BASEBALL PROGRAM" 
680 END 
1000 

REM 

REM 

REM 

REM 
10 10 
1020 
1030 
10 40 
1050 
1060 
1070 
1080 
1090 
1100 
111 0 
11 20 
11 30 
1140 
11 :50 
1 160 
1170 
1180 
1190 
1200 
12 10 
1220 
1230 
2000 
20 10 
2020 
2030 
2040 
2050 
2060 
2 070 
2080 
2090 
2 100 
2 11 0 
2 120 
2 130 
2 140 
2 150 
2 160 
2 170 
2 180 
2190 
2200 

REM •••• ,"", •• ,""',." •••••••• ,""", •••••• ,"""',., 
REM • DISPLAY MENU AND GET SELECTION , 
REM """"", ••••• ,""""',." ••• ,""",.,""""",. 

CLS 
PR INT "B A S E B ALL M E N U" 

"CODE 
PR INT 
PRI NT 
PR INT 
PR INT ,. 
PR INT 
PRINT " 
PR HH 

FUNCTI ON" 

PR INT 

1 - LOAD STARTING PLAYERS" 
2 - DISPLAY STARTING PLAYERS IN BATTING ORDER" 
3 - OISPLAY PLAYERS IN ALPHABETICAL SEOUENCE" 
4 - END PROGRAM" 

INPUT "ENTER A NUMBER 1 THROUGH 4: " ; S 

IF S >= AND S ( = 4 THEN 1230 
PRINT " 
PRINT "; S; " I S INVALID" 
I NPUT PLEASE REENTER I , 2 , 3 , OR 4: "; 5 

GOTO 11 70 

RETURN 

REM 

REM 

REM 

REM 
REM """", •••••••••••••••• "., •••••••••••• " ••• , •••••• ,' 
REM. LOAD STARTI NG PLAYERS , 
REM •• ".'"", •••••• , •• , ••••••••••••••••••• , ••• """ ••••• , 

FOR SI = 1 TO E 
CLS 
PRINT "LOAD STARTING PLAYERS" 
PRI NT 
PRINT " BATTER NUMBER "; 5 1 
PR INT 
I NPUT ENTER PLAYER 'S NAME: "; N$( S l) 
PR INT 
INPUT ENTER PLAYER' 5 POSITION: "; Pl$ (51) 
PRINT 
INPUT 
PRI NT 
INPUT 

NEXT 5 1 

RETURN 

ENTER PLAYER ' S AT BATS : "; B (51) 

ENTER PLAYER'S HITS: " ; H (Sll 

REM 

REM 
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3000 
3010 REM 
3020 REM 
3030 REM 
3040 

REM 
"",.,""""', ..... ,.,"""""",.,""",., .. " .. 
, DISPLAY PLAYERS IN BATTING ORDER , 
.,""""""""',.,.,""', .. ,""""", ... ".,'", 

CLS 
PRINT 
PRINT 
PRINt" 
PRINT NAME 

STARTING 
(tATTING 

PLAYERS" 
ORDER" 

POSITION AVG" 

FOR S3 .. 1 TO E 
PRINT US ING FU.; NS.(S3), P l'$CS3), HCS3) I BCS3) 

NEXT 53 

PRINT 
PRINT 
INPUT 
RETURN 

" DEPRESS ENTER DR RETURN KEY" 
TO RETURN TO THE MENU ; " ; Z'S 

REM 

REM 

REM 

REM 

3050 
3060 
3070 
3080 
3090 
3 100 
3 11 0 
3 120 
3 130 
3140 
3 150 
3 160 
3 170 
3 180 
4000 
4010 REM •••••• , •• •• , " ', • • " •••••••••• ,"', •••••• ,', •••••••• ," 
4020 REM • DI SPLAY PLAYERS IN ALPHABETICAL SE~UENCE • 
4030 REM •• ,',." •• ,' , •• ".,", • •• ••••• ,"""""""""""" 
4040 
4050 CLS 
4060 PRINT 
4070 PRINT 
4080 PRINT 

STARTING PLAYERS" 
ALPHABETICAL SE~UENCE" 

4090 PRINT 
4100 

NAME 

FOR X :: 1 TO E 
LET D'$(X) = N'$ CX) 

NE XT X 

GOSUB 5000 

FOR S4 '" 1 TO E 

POSITION 

REM 

AVG" 
REM 

REM 

REM 

411 0 
4120 
4130 
4140 
41 50 
4160 
41 70 
4180 
4190 
4200 
42 10 
4220 
4230 
4240 
4250 
4260 
4270 
4280 
4290 
4300 
43 10 
4320 

PRINT US ING F2$j N'$ ( I CS4)) , Pl$CI CS4)), HCICS4)) I BCIC S4 )) 
NEXT 5 4 

LE T Tl .. 0 
LET T2 => 0 

FOR X '" t TO E 
LET Tl m Tl + H(X) 
LET T2 '" T2 + BCX ) 

NEXT X 

PRINT 
PRINT 
INPUT 
RETURN 

USING F3$j T1 I T2 
" DEPRESS ENTER OR RETURN 

TO RETURN TO THE MENU: 

REM 

REM 

REM 

KEY" 
.. j Z So 



5000 
:50 10 
5020 
5030 
5040 
5050 
5060 
5070 
:5080 
:5090 
:5100 
5 11 0 
5 120 
51 30 
5140 
5 150 
5 160 
:5 170 
5 180 
:5 190 
5200 
52 10 
5220 
5230 
:5240 
:52:50 
5260 
5270 
5280 
:5290 
5300 
5310 
5320 
:5330 
5340 
:5350 

8.47 M ENUS, ARRAVS, 
SUBROUTINES, AND 
SORTING 

REM 
REM ••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
REM' SORT DATA IN D~ ARRAY . SORTED INDE XES IN I ARRAY . • 
REM ••••••••••••••••••••••••• , ." ••••••••••• ,., •• , ••• , • • ••• 

FORX=lTOE 
LET I t X) '" X 

NEXT X 

LET M = E - 1 
LETT3=0 

IF T3 = 1 THEN 5350 
LET 52 '" 
LET T3 :: 1 

IF 52 > M THEN 5320 
I F 0" (52 ) > O~ (52 + 1 ) THEN 5200 

GOTO :5290 

LETH = I( 52) 
LET 1(62) = 1 (52 + 1) 

LET 1( 52 + 1 ) = H 
LET H" = 0"( 92) 
LET O~(S2) :: D~( 52 + 1) 

LET 0"(52 + 1 ) :: H~ 
LET T3 = 52 
GOTO 5290 

LET 92 '" 52 + 1 
GOTO '5 160 

LET M :: T3 - 1 
GOTO 5 120 

RETURN 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

REM 
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Th e fo llowing points have been discussed and eXplained in this chapter. 

I. A menu is a listing of tliose functions that can be performed by a 
program. The user chooses the funct ion by elllering a code from t he keyboard. 

2. Son ing is the process of pl acing dat a in an ascending or descending 
seq uence based upon one o r more values in the data . 

3. A subroutine is a series o f instructions which performs a panicular 
func ti on in <I progr:ull . 

4. When ever a IlICllti is used in a progra m, the user must always be given 
the option of termin ating the processi ng whenever desired. 

5. A menu is normally displa yed by print Slat el1lents. 
6. When a menu is to be writt en on a screen, it should normally be the 

only mat eri:11 on the screen. Therefore, the screen lIlust be cleared prior to 
displaying the menu. 

7. Whenever a code is o btained from a menu select ion, it io hould be 
edit ed to ensu re Ih:1I it is va lid. 

8. When if statements arc wril1en 10 edit input data, the differences 
bet ween the AND logical operator and the OR logical operator should be 
carefull yevalual cd. 

9. When designing int er:,cli ve program s, tll(' l'Ollllllunical ion between 
Ihe program and the user should be as dear and pred~e as possibl e. 

10. Th e type of co mparing where Illultiple oper:lIions can occur based 
upon the value ill a single field is called a casc slrUClllre. 

II . Th e case struct ure can be implemented through the use of nested 
if-then-else stnl(.: tu res. 

12. The U'iC of nested if-then-el se struct ures to implement the ('as ~' struc­
lUre will allow any number of ca~c~ to be implemented in the sam ~' m:lIl11Cr, 

and the field on wh ich the case Structure depends ca n be a num eric or sIring 
field. 

13. When the value which Ihe case structure check ~ is numeric, the on 
golO statement c:1n be used 10 implemellt the case struct ure. 

14. When the on golO St at elll elll is cxccUled, thl' int eger portion of the 
specified arit hmel ie ex pression or numeric variable is evalual cd. I f tile value is 
eq ual to I, control is transferred to the fir st line number fo ll owing the word 
GOTO. [ I' the value in the variable or arithmetic expressio n is equa l to 2, co n­
trol is passed to the second li ne number fo ll owing the word GOTO, and so o n. 

15. I f the value in t he numeric variable or ari t hnlet ic expression eV;lluated 
by the o n golO statemcnl is equal to zero or is great er than the number o f li ne 
numbers spec ifi ed in the stat ement. then Ihe stat cment immediately following 
th e on golO statement is execut ed. 

16. As programs become larger, the logic Illay become morc complex. 
Gcnerall y in comput er program mi ng. largeness leads to complexit y. 

17. One wuy in which programs arc kepI less com llkx is 10 subdh'ide a 
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large program into tWO or more smaller part s called subroutines, or modules. 
Each subroutine performs a panicul;lr task in the program_ The overall pro­
gram is simpler becau~e it comi ~ t ~ of a number of simple, t.·a~y to ulldersta ncl 
subrouti nes rat her than one largl', t."omplex piece of code. 

IS. A ca ll to a subrouti ne Illeans th,1I control is transferred fro m the main 
program (i.e. , the cail ing program) to the first statement in the subroutine. 

19. Th e last StatClHelH in a subro utine retUT1l .~ co ntrol to the statement in 
the t.":llli ng program imllledi atel y following the sta tement which ca lled the 
subroutine. 

20. The seq uent-t.· fo r executing a subrOlll ine t."onsists of the fo llowi ng: 
a) The subroutine is called; b) The instructions within the subroutine arc 
executed: c) The subrouti ne ret urns COl1\rol 10 the statement imlllediately 
followi ng the sta tement which called the subrouti ne. 

21. The st:lt cmell\ wh ich ca lls the subroutine est;l bl i she~ a linkage 
between the calling progr.ull and the subroutine. In BASIC, the gosub sta te­
mcnt is used 10 ca ll a subroutine and establish the link age betweel1the calli ng 
program and the ca lled subrout ine. 

22. The gosub stat elllelll consists of a line number. the word GOSU B. 
and the line number of the first st:uellleli t in the subrout ine whkh will receive 
control. 

23. The return stat emcnt !"etum!> cOlltrol fro m a subroutine to the st at e­
ment fol lowi ng (he gosub stat ement in the ca lling program . It cons is t ~ of a li ne 
lIum ber and the word RET URN. 

24. The on gosub stat ement can be used to call subroutine:.. b:lsed upon 
the v;tl ue in a nu meric variable or arithmetic ex pressioll. 

25. The for mal of lhe on gosub statement is (lie sallie as the on golO state­
Illent e;.;cept that the line number" specified afler the words ON GOSU B arc 
thc begi nning lines of:t subroutine. 

26. When a subrout ine is called usi ng the all gosub Statement and the 
subroutinc issues the return st:lt ement, con trol is passed frolll the subrO lL tine 
10 the statemelH foll owing the o n go.~ub statement. 

27. An array can be loaded from data ellt cred by a USl'r from the 
key board through the usc of the input statement. T he variable specified for the 
input statement is the name of the array together with the subscript. 

28 . To add Ihe val ues in array clements . a for- next loop C:1Il be used. 
29. A for- next loop can be used to prim the clemclHS in an array. 
30. When a report is displayed on thc CRT screen, th e input statement 

can be used to tempor:lrily h'lit processing while Ihc user vicws the report. 
Whcn fin ished viewing. Ihe user shou ld deprcss thc retu rn or emer kcy to 
return 10 the menu. 

31. Whenever more titan onc piece or set of data is \0 be processed in the 
same manner, co nsideration shou ld be given to storing the dala in an array. 
Dat:1 that is stored in un array wil] normally be processed in a loop because 

MENUS. ARRAYS. 
SUSROUTINES.AND 
SORTING 



CHAPTER 8.50 
EIGHT 

each clelllerll of the array can be processed by meTely changi ng thc subscript 10 
address t he appropriate elcmen t. 

32. If all application is found thai me.~ :u"I"ays, the pro!;ra llllller .')hould 
illll1ledhLlcly Ihink in terlllS of loop .. when developing the lo!;ic for prOl.:es~in!; 
the arrays . 

33. An algorithm is a series o f steps whkh ca n be followed to produce a 
desired result. 

34. T he c~sen tia l idea in all c.,\c[w lIgc .!>on is to exami ne the data 10 be 
sorted wilh the goal of placing the data wit h the highcsi key in the high('si posit ion. 

35. The key of the data being sorted is the field or fields o n which the ... on 
is taking pklce. 

36. When an exchange sort takes place. the clement s o f the array bein g 
.~orted are exchanged if all clement in a lower position has a kI,'y greater than;1ll 
clemcnt in a higher positio n. 

37. Ta:. ks which arc cOll1mo lll y II .. ed can man ), times be W,.i IlC Il ;IS a 
subroutin e :wd then be included ill :Ill y program which reqllirc~ thell1 . Fo r 
example, a SOrt subroutine can be written and then be used by any program 
which req uires sorting. 

38. When a gencnl lizcd subroutine which wi ll bc used by m,U1Y progr;IIll', 
i:. written, the data wh ich it will process should be passed to it in .. rea~ diffcrent 
frOI11 thosc l1:.ed in Ihe program :.0 that thc program data is not disturbed. In 
addition, Ihis allows {he subrou tinc \0 alway:. use the same variable names 
rl'gardl ess of the variable names used in Ihe program which calls it. 

39. A gell cmlized subroUline wh ich perform s a commonl y required ta~ k. 

such a ... soni ng. is n vcry imporl;lI11 tool for Ihe programlller. 11 can ~ ;J ve CO il · 
... iderablc limc and effort because nc\\' code need 1101 be designed . \\'rillell, and 
{ested. 

40. Most general ized subrou tines ha ve certa in ru les which must be 
followed in order to usc them. 

41. The programmer should know how 10 write a generalized subro utine 
and how 10 usc subro ut ines which l11ight bc avai lable . 

42. Wh en the cJelllcms within mu ltiple arra ys muSt be placed in the :.ame 
sequence as the daw being soned. there arc two methods which call bc u~ed. 
First. Illc d,Ha in the other arrays ca n be exchangcd in lhe same manner as Ihe 
dat a being ~orted. T his creates more work, more arrays, and can cause lhc sort 
subrouti nc {o lose it s gcncralit y. Th i~ appro:u.:h is l10t recommended. A ~econd 
mcani> 10 solve this problem is 10 mc clemenl s of an array as poi llt cn to 
clelllelit s o r 01 her arrays. 

43. T he cler11ell1 s of an inde.-.; :I ITay contain values which are used as 
subscript s 10 reference elements in other :! rrays . A double subscri pt consist ing 
of the fo llowing is required: a) A subsc ript to reference Ih e elemelll in the 
indcx array; b) The clement in the index array which acts as the sub ... cript 10 
actually refcrCllce the Ot her array. 
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44. A maior advantage of using an index array i ~ that the ar rays being 
rl'ferenced by the inde.x array need nO! be disturbed. 

45. Th e prime adv:!nwge in thc usc of an index ;Irra y in a sort subrout ine 
is that th e subrouti ne becomes able to sort any amlY and ;Iltow<; OIher arrays to 
be referenced in the sorted sequence. 

46. A s programs become larger, they gener:llly become more complex. 
One way to keep the compie.xit}' o f a program [0 a m;nimllm is to subdi vide the 
program into a serics o f ~ maller subrOluines. Th e program then cons i s t~ of a 
rllllllber of rClatively si mplc subrolltines n il her thall one l"rgc . complex piece 
o f code . 

47. The preferred method for decomposing Ihe program into a series of 
subrou li nes, or modules, is to analyze the program lasks , Any program [ask 
that performs a specific funct ion and appears \0 require more th.U1 10 - 15 
BAS IC stat emcnt s should be placed in a subrml1ine. 

48. The judgmclll about how man y SlatemClll ~ will be required for a pro­
gram lask docs nOt have to be lOOu,'o accurate. It is only an cstimate \0 a id in 
decomposing the program into a series of subroutines. 

49 . The prima ry reason for breaking .. program into a <;eries of 
subroutines is \0 simplify the progr:lTll. 

50. Whcn a program is to con<; ist of a serics of subroutilH:s, the relat ion · 
shi ps of the subroutines in the program will normally be ~hown through the 
lise of a hierarchy chart . 

5 1. When a program will contain onc or more subroutines. the 
subrouti nes themselves should be a lwlyn'd to determine if they should utilize 
Mlbrou lillCS. 

52 . The hierarchy chart of the program ~hows the MruCt urc of the pro­
gra m. Each task whie h is performed and where wilhill thl' program it is per­
formed can e:lsily bc secn. If, at some I'uture tim e, the progralll mu st bc 
modified in sOllie manner, the hierarchy chart pro\'ide~ a Illap to where each 
task is perrormed. 

53 . The <lbilit y to analyze and decom pose a program into 1lI 0d uies is a 
very imporwlH skill for the accOlll lll ished programmer. 

MEN US, ARR AYS. 
SUBROUTI NES, ANO 
SORTI NG 
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QUESTIONS AND EXERCISES 

I. What is a menu? Whm is il used for? 
2. The case st ruct ure can be implemented usi ng which of Ihe fo llowing 

BASIC sta tements: a) ON SU B slalement: b) ON GO SI:lIel11enl ; c) IF 
Slat enlCI11: d) All o f the above. 

3. Generally in comput er programming, largeness leads \0 simplicity (T or F). 
4. A subrout ine is a series of program ming Slatements that perfor ms a given 

ta~k withi n a program ('I' o r F) . 
5. The last ~ I alemelll in a subrOlHine: a) Terminat es Ihe progr:lm : 

b) Retlll' lls control 10 the stan of the progr(lIn; c) Ret urn s eO l1ll'olto the 
sl<ln of the subroutine: d) Return s cOl11rol to the statement inunediately 
fo llowing the statement which called the subrout ine. 

6. The sequence for execu ting a subrout ine is: a) _______ _ 
bl : cl ____ _ _ 

7. f\ loop C"II be used 10 print the denl elll~ of an array. 
S. Da ta Ihat is stored in an array will norm" lI y be processed: a) Ily a 

subroutine; b) In a loop; e) Through the usc of the ON GOTO and 
RETURN statements: d) Without the benefit of certai n BASIC instructions 
because array cle ment s cann ot be used in all BAS IC stat emen ts. 

9. What is an algorithm'! What is it s value? 
10. The key of Ihe data bei ng sort ed is the fi eld or fields 011 which Ihe sort is 

ta king place (T or F). 
II . What is an exchange sort ? Describc the processing th:u t:tkes place in <In 

e .~chan gc son. 
12. A gencr:llized subroutine is one which: a) Perfor ms many functions which 

can be chosen by the user when the program is wri tten: b) Performs o ne 
fUllction and can be used by any program which requires lhal function to 
be done; c) Must always begin wilh the same line number ill every BASIC 
program in which it is used so thm it can be called from anywhere in the 
program; d) Must nornwll y be wril1en in a I.mguage other Ihan BASIC. 

13. The pri m:l ry reason for breaking a program into a series of subroutines: 
a) Is to mah the program execute f:l ster: b) Is to make the program 
require less lI1 ain computer storage; c) Is to simplify the program; eI ) Is 10 
develop a hiera rchy chan to show the structu re of lhe program. 

14. The baseball manager who uses the sam pic program in thi s chapter has 
fo und that in mall)' instances the pl:lyer who is originally entered for a 
position doe~ not sian the game at that position bec(IIlse of I:lst milllll e 
decisions. Thcrefore, the manager has requested that a change be made to 
Ihe program. The request is that the manager can cn ter Ihe posi tion, 
nOlme, al bats. and hits of a ncw player 10 replace the player current ly in 
Ihe line·up at the position entered. The batting order docs not change. 
Make Ihe appropriale changes 10 Ihe sample program 10 accomplish this. 
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T he following Ii nes of code conta i nOlle or more cod i ng errors. Ci rcle each 
of the errors and writ e the codi ng to correct th e erro rs. 

I. 610 IF S .. 4 THEN 660 

2. 

620 ON GOSUB 2000, 3000. 4000 
630 GOSUB 1000 
640 GOTO 6 10 

11:50 INPUT "ENTER A NUMBER 1 THROUGH 
1160 
1170 
1180 
1190 
1200 
1210 

IF 5 )- 1 AND S <- 4 THEN 1230 
PRI NT " 
PRINT " " . 5 ; "IS INVALID" , 
PRINT " PLEASE REENTER 

GOTO 11 70 

FOR X-I TO E 
LET O$(X) - N$(X) 

NEXT E 

GOsue 5000 

FOR 54 = 1 TO E 

4 1" i 5 

1 , 2 , 3, OR 4: ". , 5 

M ENUS. ARRAYS. 
SUBROUTINES. AND 
SORTING 

REM 

REM 

REM 

J. 4 110 
4120 
4130 
4 140 
41:50 
4160 
4170 
4180 
4190 
4200 
4210 
4220 
4230 
4240 

PRINT US ING F2$j N$(J(S4), PUCICS4», HCCICS4J) I BC(54) 
NEXT 54 

' 2"" 4260 
\ 4270 

LET Tl = a 
LET T2 ;; 0 

FOR X '" 1 TO E 
LET Tl T1 + H( E) 
LET T2 .. T2 + BCE) 

NEXT X 

REM 

REM 
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Chap terS 
PROGRAM DEBUGGING 

The fo llowing program was designed and wrillen 10 process the baseball 
leam information using Ihe same players. posilions , at bats, and hits as shown 
in Figure 8-4 on page 8.3. The result s obtained from Ihe program aTe 
ilIuSH'lIed on page 8.57 . Ana lyze Ihe rcsll i1 s 10 delcl'I lI ine if Ihey arc corrccl. If 
I hey a rc in error, ci rde I he errors in I he program ,Ind wr ite corrections. 

100 REM BASEBALL FEBRUARY 10 SHELLY/CASHMAN 
110 REM 
120 REM THIS PROGRAM ALLOWS THE STARTING PLAYERS ON A BASEBALL 
130 REM TEAM TO BE LOADED INTO AN ARRAY. THEN, A LlSTING OF 
140 REM THESE PLAYERS IN LINE- UP DR ALPHABETICAL SEQUENCE CAN BE 
1:50 REM PRODUCED. THIS HAPPENS BY RESPONJ)ING TO A MENU. 
160 REM 
170 REM VARIABLE NAMES : 
180 REM NSI ) .. PLAYER NAME ARRAY 
190 REM SI) ... NUMBER OF AT BATS ARRAY 
200 REM HI ) .. . NUMBER OF HITS ARRAY 
2 10 REM Il l ... ARRAY OF SUBSCRIPTS OF SORTED DATA 
220 REM D.I I . . ARRAY IN WHICH DATA TO BE SORTED IS PASSED 
230 REM TO THE SORT MODULE 
240 REM P I .I).POSITIONS OF START ING PLAYERS ARRAY 
250 REM P • ... . PLAYER POSITION ENTERED BY USER 
260 REM E •. . .. NUMBER OF ENTRIES IN BASEBALL ARRAYS 
270 REM X ..... UTILITY COUNTER VARIABLE FOR FOR- NEXT LOOPS 
280 REM S •... . MAIN MENU SELECT ION - ENTERED BY USER 
290 REM S l ... . SUBSCR IPT TO LOAD PLAYERS 
300 REM 52 •... SUBSCRIPT FOR SORr MODULE 
3 10 REM S3 .. .. LINE- UP DISPLAY SUBSCRIPT 
320 REM S4 •... SUBSCRIPT TO PRI NT IN ALPHABETICAL ORDER 
330 REM F l •. . . PRINT USI NG FORMAT 
340 REM F2~ . .. PRINT US ING FORMAT 
350 REM F3~ ... PRINT USING FORMAT 
360 REM TI •••• TOTAL AREA FOR NUMBER OF HITS BY TEAM 
370 REM T2 •.•. TOTAL AREA FOR NUMBER OF AT BATS BY TEAM 
380 REM M .. . • . MAXIMUM NUMBER OF PASSES REQUIRED FOR SORT 
390 REM T3 .... S0RT TERMINATION INDICATOR 
400 REM H .... . HOLD AREA FOR SUBSCRIPTS - USED BY SORT MODULE 
410 REM H •..• • HOLD AREA FOR SORT CONTROL FIELDS - USED BY 
420 REM THE SORT MODULE 
430 REM ZS .. •. WORK AREA FOR ENTER OR RETURN KEY 
44 0 REM 
4:50 REM •••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
460 REM' INITIALIZATION OF VARIABLES • 
470 REM •••••••••••••••••• , ••••••••••••••••••••••••••••••••••••• 
480 REM 
490 LET E = 9 
:50 0 LET Fl. '" .. \ \ \ \ •••• " 
:510 LET F2. '" "\ \ \ \ ....... 
520 LET F3. ", " TEAM BATTING AVERAGE •••• " 
530 DIM N.(E l , SIEI, HIEl, P1.IE) , LIE), D.IE), liE) 
:540 REM 



8.55 MENUS, ARRAYS, 
SUBROUTINES, AND 
SORTING 

:5:50 REM 
560 REM 
:570 REM 
580 

•••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
• MAIN PROCESSING MODULE • 
•••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

:590 GOSUB 1000 
bOO 
bl O 
b20 
b30 
b 40 
b50 

IF S .. 4 THEN 
ON S GOSUB 
GOSUB 10 00 

GOTO 61 0 

6 6 0 PRINT 

bbO 
2000, 3000, 4000 

6 70 PRINT " END OF BASEBALL PROGRAM" 
b8 0 END 
1000 

REH 

REH 

REH 

REH 
10 10 REM 
1020 REM 
1030 REM 
10 4 0 

••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
• DISPLAY MENU AND GET SELECTION • 

10:50 
l ObO 
1070 
10 8 0 
1090 
1100 
1.110 
11 20 
11 30 
1140 
11 :50 
1160 
1170 
1180 
1190 
1200 
12 10 
1220 
1230 
2000 
20 10 
20 20 
203 0 
204 0 
2000 
206 0 
2 070 
2080 
2090 
2 100 
2 11 0 
2 120 
2 130 
2 140 
2 1:50 
2 160 
2 170 
2 180 
2 190 
2200 

••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
CLS 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
INPUT 

"B A 5 E B ALL HEN U" 

"CODE FUNCTION" 

1 - LOAD STARTING PLAYERS" 
2 - DISPLAY STARTING PLAYERS IN BATTING ORDER" 
3 - DI SPLAY PLAYERS IN ALPHABETICAL SEQUENCE" 
4 - END PROGRAM" 

"ENTER A NUMBER 1 THROUGH 4: "; 5 

I F S >- 1 AND 5 (A 4 THEN 123 0 
PRINT " " 
PRINT " "; 
I NPUT" 

GOTO 11 70 

RETURN 

S , "I S INVALID" 
PLEASE REENTER I, 2 , 3 , OR 4 : " r S 

REH 

REH 

REH 
REM ••••••••••••••••••••••••••••••••• •••••• • ••••••••••••••• 
REM • LOAD STARTING PLAYERS • 
REM ••••••••••••••••••••••••••••••••••••• ••••••••••••••••••• 

FOR 5 1 - 1 TO E 
CLS 
PRINT "LOAD STARTING PLAYERS" 
PRINT 
PRINT "BATTER NUHBER M

; 51 
PRINT 

ENTER PLAYER' S NAMEI " , N$C S J) INPUT 
PRINT 
INPUT " 
PRINT 
INPUT 
PRINT 
INPUT 

ENTER PLAYER'S POS ITION: "; PUCSl) 
" 

ENTER PLAYER'S AT BATS: "; B(SI ) 
" 

ENTER PLAYER'S HITS: " ; 1'1(51) 
NEX T 5 1 

RETURN 

REH 

REH 
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3000 
3010 REM 
3020 REM 
3030 REM 
3040 

REH 

••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
• DISPLAY PLAYERS IN BATTING ORDER • 

••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
REH 

3 0:50 
3060 
3070 
3080 
3090 
3 100 
3 110 
3120 
3130 
3140 
31:50 
3160 
3170 
3180 
4000 
401 0 
4020 
4030 
4040 
40:50 
4060 
4070 
4080 
4C'10 
4100 
4110 
4120 
4130 
4140 
41:50 
4160 
4170 
4180 
41'90 
4200 
4210 
4220 
4230 
4240 
42:50 
4260 
4270 
4280 
4290 
4300 
4310 
4320 

CLS 
PRINT STARTING PLAYERS H 

PRINT BATTING ORDER " 
PRINT" " 
PRINT" NAHE POSITION 

FOR S3 - 1 TO E 
PRINT USING Fl$; N$(S3), Pl$IS3), HIS3) I B(83) 

NEXT 53 

PRINT " 
PRINT "DEPRESS ENTER OR RETURN KEY" 
INPUT " TO RETURN TO THE MENUs "I Z$ 
RETURN 

REH 

REH 
REM ••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
REM • DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE • 
REM ••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

CLS 
PRINT " 
PRINT 
PRINT" " 
PRINT 

STARTING PLAYERS" 
ALPHABETICAL SEQUENCE" 

NAHE 

FOR X '" 1 TO E 
LET D$(X) - N$'X) 

NE XT X 

GOSUB :5000 

FOR 54 : 1 TO E 

POSITION 

REH 

AVe" 

REH 

PRINT USING F2$j N$(IIS4)). Pl$II(S4», HIIIS4» I B(I(54)) 
NEXT S4 

LET T1 • 0 
LET T2 " 0 

FORX - ITOE 
LET T1 :: T1 + H(X) 
LET T2 '" T2 + B(X) 

NEXT X 

PRINT 
PRINT 
INPUT 
RETURN 

USING F3$1 Tl I T2 
"DEPRESS ENTER OR RETURN 

TO RETURN TO THE MENU. 
KEY" 
"I Z$ 

REH 

REH 
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CODE 

5000 
50 10 
5020 
503 0 
:5040 
50S0 
5060 
5070 
5080 
509 0 
5 100 
5 11 0 
5 120 
5 13 0 
5 140 
5 150 
:5160 
:5170 
:5 180 
5 190 
5200 
5210 
5220 
5230 
:5240 
:5250 
5260 
5270 
5 280 
:5290 
5300 
5310 
:5320 
5330 
5340 
53:50 

Output 
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REM 
REM •••••• ••••••• • •••••••••• • ••• ••••••••••••••• •• ••• ••••• • • 
REM . SORT DATA I N O~ ARRAY. SORTED INDE XES I N I ARRAY. • 
REM •••••• •• • ••• •• •• • • • •••• • • • • ••••• • •••••• •••••••••••••• •• 

FORX= ITO E 
LET I ( X) '" X 

NEXT X 

LET M '" E -
LET T3- 0 

I F T3 - 1 THEN 5350 
LET S2 _ 1 
LET T3 .. 1 

IF 52 ) M THEN 5320 
IF 0$(52) ) 0$(52 + I) THEN 5200 

GOTO 5290 

LET H .. 1(52) 
LET 1(52) c 1 (52 + 1 ) 

LET 1<52 + 1 ) '" 1 (52) 
LET H$ '" 0$(62 ) 
LET 0$(52 ) - 0$ (62 + 1) 
LET 0$(52 + I) - H$ 
LET T3 - 52 
GOTO :5290 

LET 62 = 62 + 1 
GOTO 5 160 

LET M - T3 - 1 
GOTO 5 120 

RETURN 

REM 

REM 

REM 

REM 

REM 

REM 

REM 

E B AL L M 
STARTING PLAYERS 

E N U ALPHABETI CAL SE~UENCE 

FUNCTI ON NAME POSITION AVG 

- LOAD STARTI NG PLAYERS ALLEN THIRD BASE . 274 
1 ALLEN THIRD BASE .274 
2 - DI SPLAY START I NG PLAYERS IN BATTI NG ORDER CRAIYERSON PITCHER . 11 5 
3 - DI SPLAY PLAYERS IN ALPHABETICAL SE~UENCE CRA I YERSON PJTCHER · 115 4 - END PROGRAM CRAIYERSON P I TCHER • 115 

CRA I YERSON P I TCHER . 11 5 
ENTER A NUMBER 1 THROUGH 4: 7 3 CRAIYERSON P I TCHER • 115 

CRAI YERSON PITCHER .11 5 
CRAtYERSON P I TCHER · 11 5 

TEAM BATT ING AVERAGE . 251 
DEPRESS ENTER OR RETURN KEY 

TO RETURN TO THE MENU: ? 
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Instructions 

Menu 

Enter book 
information 

Chapter S 
PROGRAMMING ASSIGN M ENT 1 

Bookstore listings of books arc 10 be prepared. A program should be designed 
and coded in BASIC 10 produce the list ings. 

When Ihe program in th is programming assignment is tested. it lIla y 
become tedious 10 enter Ihe informalion required each time Ihe program is 
e:xccuted. For teMing purposes on ly. therefore. it is allowable to defi ne the 
iliPUt dala by claw stalcment s and use Ihc read ~ta!cllletH [0 load Ihe arra y~ 
necessary for sorti ng and creating Ihe reports. It mu st be notcd. however.lhal 
the pan ion of the program which accepts the input data from Ihe keyboard 
and edi [ ~ that daw must be tesled and be pan of the program when the 
program is com plel ed. 

The program ulilizes a men u \\hicll is illustrated below. 

B a O KS TOR E MEN U 

CODE FUNCTION 

1 - ENTER BOOK INFORMATION 
2 - LIST BOOKS BY TITLE 
3 - LI ST BOOKS BY AUTHOR 
4 END PROGRAM 

ENTER COOE t, 2 , 3 , OR 4: 

The fo ur fUni.'limh which can be perfor med by Ihe program allow [he u~er 

10 en!er book infurmmion. list the books entered in alphabelical ~equence by litle. 
li ~ 1 the books en!cl'ed in alphabet ic;11 seq uence by author, and end (he program. 

Th e following sc reen should be de\'eloped when boo k information is elllercd. 
For Ihis program. six books should be entered by the user. The book informmion 
is shown on Ihe repons all page 8.59. 

ENTER BOOK INFORMATION 

BOOK NUMBER 1 

BOOK TITLEI 
BOOK AUTHOR: 
QUANTITY: 
BOOK PRICE: 
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The following repon sho uld be prepared when the lI ser select s menu code 2. Book report 
by title 

BOOK REPORT BV TITLE 

TITLE AUTHOR QTY PRICE 

FAST WATER NUMOVICH 12 12 . 9:5 
SEA AND STONE ALLERGEN • 12.95 
SHOCK LIGHT BRANNIGAN 2 1 14.95 
THE MARCHERS IOTAV • 10 . 95 
TORCH GAS CR I TENER 10 15.95 
WINDS OF TIME POLLUTEV 0 12 .95 

TOTAL QUANTITV : .7 
TOTAL VALUE: • 9 35.65 

DEPRESS ENTER OR RETURN KEY 
TO RETURN TO THE MENU: 

Note that the report is in alphabetical sequence by book tit le. The \OIal 
quaill ity of books is obtained by addi ng the quantity for each of the books. 
The towl value o f the books is obtained by multiplying the quant ity of each 
book by the pr ice for eac h book and add in g the result s. 

The fo ll owing repon should be prepared when the user selectS menu code 3. 

BOOK REPORT BV AUTHOR 

AUTHOR TITLE QTY PRICE 

ALLERGEN SEA AND STONE • 12 . 95 
BRANNIGAN SHOCK LIGHT 21 14 . 95 
CRITENER TORCH GAS 14 15. 95 
IOTAV THE MARCHERS • 10.95 
NlIf10VICH FAST WATER 12 12. 95 
POLLUTEV WINOS OF TItE 0 12. 9:5 

DEPRESS ENTER OR RETURN KEY 
TO RETURN TO THE MENU ; 

The book repon by aut hor is in alphabetical sequence by author. 

Appropriate editing and error messages sho ul d be designed by the progra m­
Iller. It ilt store policy that the maximum quantity of any title is fift y books. No 
book should be priced umJcr $1.00 or Ill orc than $49.95. 

Book report 
by aut hor 

Input edi ting 
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sequence 

Teacher name and 
enrollment inquiry 

Input ed iting 

ChapterS 
PROGRAMMING ASSIGNMENT 2 

C la ~s listings for a sc hool are 10 be prepared. A program should be designed 
and wded in BASIC to produce the listings. 

For tcst ing purposes o nly, it is all owable to define the input daw by data 
St:II CllIentS and lise the read swtement to load the arr .. ys ncccssary for sorting 
:l1ld creatin g Ihe repo rt s. It mliSt be nOled, however, Ihal the portion o f the 
progra m which :!eeepis the input data from the keyboard and ed it s that data 
must be tested and be pan of the program wh en the program is completed. 

The program utilizes a menu (page 8.6 1). The five functions which call be per­
formed by Ihe program allow the USCI' 10 enter class information, display the 
cla~~es in alphabetica l sequence by class name, display the classeS in 
alphabetica l sequence by te .. cher name, and perform an inqui ry to obtai n the 
teacher name and class enrollment based upon the nameof the class . 

The screen on page 8. 61 should be developed when cl ass information is ent ered 
(men u code I). For this program. six c1a:.ses and the corresponding data 
should be ent ered. The class information is shown on the reports. 

The rel>Oft on page 8.6 1 should be prepared when the Llser selects menu code 2. 
It is in alphabetica l sequence by class name. The lotal enrollment for all classes 
is calculat ed by adding the en rollments for cadi of the classes. 

The cl ass list ing in alplwbct ieal seq ucnce by teacher na lllC (page 8.61) should 
be prepared when t he user sciects Illenu code 3. 

When the user chooses code 4 from the men u. an inquiry should be performed 
to obtain the teacher name and class enrollment from the class name entered 
by the user (sec page 8.6 1). The user should en ter the class name. In response, 
the program shou ld print the teacher name ,mel the class enrollmcill . 

Appropriate editing and error messages sho uld be designed by the program ­
mer. No r.:Ia~~ is a lluwed to contain more than 6(M) or fewer than 10 studen ts. 
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CODE FUNCTI ON 

• - ENTER CLASS INFORMAT ION 
2 - DISPLAY IN CLASS NAME SEQUENCE 
3 - DISPLAY IN TEACHER NAME SEQUENCE 
4 - OBTAIN TEACHER NAME AND ENROLLMENT 
5 - END PROGRAM 

ENTER . , 2, 3 , 4, OR :s TO MAKE SELECT I ON: 

ENTER CLASS INFORMATION 

CLASS NUMBER • 
ENTER CLASS NAME: 
ENTER TEACHER NAME : 
ENTER ENROLLMENT: 

CLASS LIST ING 
CLASS SEUUENCE 

CLASS TEACHER ENROLL . 

BUS 231 HARRELSON . 28 
8US 42' ABBOTT 32 
CHE 11 2 CHEMONTE 359 
CHE 2 13 ZUNDERRE V 2 . 
PHY .0. NOMHERRE I 573 
SOC 2 •• BERRET 45 

TOTAL ENROLLMENT 1,1 58 

DEPRESS ENTER OR RETURN KEY 
TO RETURN TO THE MENU : 

CLASS LISTING 
TEACHER SEQUENCE 

CLASS 
TEACHER NAME ENROLL . 

ABSOTT 8US 42' 32 
BERRET SOC 2 •• 45 
CHEMONTE CHE 11 2 ". 
HARRELSON 8US 23 ' . 28 
NOMMERRE I PHY .0. 573 
ZUNDERREY CHE 213 2 . 

DEPRESS ENTER OR RETURN KEY 
TO RETURN TO THE MENU : 

OBTA IN TEACHER NAME AND ENROLLMENT 

ENTER CLASS NAME: 

TEACHER I 
ENROLLMENT: 

DEPRESS ENTER OR RETURN KEY 
TO RETURN TO THE MENU I 

Menu 

Code 1 - Enter 
Class In form ation 

Code 2 - Class 
listing in Class 
Na me Sequence 

Code 3 - Class 
list ing in Teacher 
Name Sequence 

Code 4 - Obtain 
Teacher Name 
and Enrollment 
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STRING 
PROCESSING 

OBJECTIVES: 

An understanding of the process used to create a 
personalized letter using the string functions 

The ability to edit input data using the string functions 

The ability to use the string functions available with most 
BASIC interpreters 

The abi lity to search strings for del imiters and substrings 

An understanding of the design process for a program 
requiring numerous modules 
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!\:Iany applications requi re the manipulation of string data. In word processing 
applications. fo r example. it is often necessary 10 place lIames and addresses at 
various poi nts with in lellers or Olher correspondellce . In formation retricval 
applications may requi re the text to be searched fo r the occurence o f cert ai n 
words. characters. or ph rases. In addi tion . when interactive or transact ion­
oriented processing is taking place, the alphabet ic or alphanumeric data 
entered by the user may have to be edited to ensure that valid data is elltered in 
the prescribed forma t. 

For appli cat io lls of this type. BAS IC provides a speci fic set of string func­
tio lls which ;Illows 51 rillg data 10 be easily manipulat ed . This chapt er illu strates 
the usc o f man y of th e strin g functions available with IlIOS1 BASIC 
interpreters. 

The sample program in this chapter prod uces a personalized sales leller 10 be 
sent to selected individ uals. The IIser enters the title Vvl r. or Ms.), the first and 
last name of the indi vidual to recei ve the letter, thei r add ress , their city and 
state, and their zip code. The program then generates a letter with their naille 
and address prin ted in various places within the letter. The program also prints 
m:liling label s for the people receiv ing the letters. 

The program is menu-driven. The menu used in the program is shown in 
Figure9- 1. 

S AL E 5 LE T T E R HEN U 

CODE FUNCTION 

1 - DI SPLAY INSTRUCTIONS 
2 - CAEATE SALES LETTEA 
3 - CREATE MAI L ING LABELS 
4 END PROGRAM 

ENTER A NUMBER I THROUGH 4: 7 

When the user selects code I. detailed instructions speci fyin g how to usc 
the program :Ire printed. In many applications. thc u ~er will never ha ve used 
the progra1l1 or will not have used the program for a long period o f timc. 111 
add itiOIl, since the data cll1 ered by the uscr is edited, thc IIscr may wa ll t some 

Introduction 

Sample program 

FIgure 9- I The sales leller 
menu allows InSlru(;!ions 
tor using It,e program 10 be 
dlsplaVed. lho sales leiter 
10 be crealed. lho mallrng 
labels 10 be (;!oll ted. and 
thO program to be terminaled. 
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Instructions 
to the user 

help whcll cilt ering dat;L Th ere fore , it i:;; l'OllllllOIl for a :;;ciecliOIl on the 1I1('nll 
10 provide for print ing lli strU(liol1s onllOw 10 usc the program. 

The instructions which are primed when code I is selectcd from the 
men u arc illu slT<Hed in Figure9-2. 

TH IS PROGRAH PREPARES PERSONALI ZED LETTERS . WHEN 
CODE 2 I S SELECTED FROM THE MENU , THE USER I S 
PROMPTED TO ENTER THE T ITLE OF THE PERSON TO RECE I VE 
THE LETTER (MR. OR MS . '. THE PERSON ' S FIRST AND LAST 
NAME, THEIR ADDRESS, CITY, STATE, AND ZIP CODE (NOTE; 
A S I NGLE BLANK SHOULD SEPARATE THE CITV AND STATE). 
VALID ENTRI ES FOR THE S TATE ARE AZ, CA, 10, NV , OR , 
UT, AND WA. AFTER THE DATA I S ENTERED, A PERSONAL I Z~D 
LETTER IS PR I NTED . 

WHEN CODE 3 I S SELECTED, MAI LING LABELS FOR ALL 
LETTERS WI LL BE PR INTED . A MAXI MUM OF 20 LETTERS MAY 
BE PR I NTED BEFORE MAILING LABELS ARE PRINTED. AFTER 
THE MA ILING LABELS ARE PRINTED, THE NAMES AND 
ADDRESSES ARE REMOVED FROM THE LIST OF LABELS TO PRINT. 

DEPRESS ANY KEy TO RETURN TO THE MENU ; 7 / 

Figu.e 9· 2 When code 1 is 
selected hom lhe menu. 
inSlluc tlons 10' using the 
program aro drsplayed. 

Creating the 
personalized 

letter 

The in structions state what the program docs and how Ihe user can imple­
ment it s fu nr.:lions. If. whell using the program, Ihere arc any questions. the 
uscr can re fer to these insl rucl ions for guidalll:l'. 

When code 2 is scleCTcd . the sa les leHer is created. The data is entered by the 
user, and the \eller is printed. The user is fir st direcled to enter the litle and 
firsl and last name o f the person to receive the letler. Ncxt. promp t!!. d irect that 
thei r address . ci ty an d Slate, ;md zip code be cnt ered. T he ~crce ll med for thi s 
purpo~e is shown in Fi gure 9- 3. 

Th e pro mpt s rcqw.:st each of the entries. The lIser mU SI ell tcr thc data 
accord ing to the fOnll,ll requirement s of thc prog ram (sec p;lge 9.4 for a 
detailed c.xplanation) . 

,\ft er the uscr has elltered the data, the pcrsonali/ed lener h produced. 
Thl'leller contains standard wording with Ihe information entcred by the user 
in serted al certain locations. The leller gC llcratcu fro m the informalioll elll ercd 
in Figure 9- 3 is shown in Fi gure 9-4. 

Th e lener begi ns with the nam c, address, eity and s\:lIe. and zip code 
cn lercd by the user. T hc salutat ion then uses the litle and the lasl n:Ulle entered 
(that is, Dear 1Vlr. Whitley). T he la!>l name is inserted in the firsl 'iC1l[cncc of 
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OBTAIN NAME AND ADDRESS 

ENTER TITLE. F IRST NAME AND LAST NAME; ? MR. J AMES WHITLEY 

ENTER ADDRESS; ? 23421 HURON DRIVE 

ENTER CI TY AND STATE: ? GRANITE FALLS UT 

ENTER ZI P CODE: ? 76598 

the lener (T he Whitley family ). The city entered is used in the third sentence 
(from your home in G ran ite Fall s to Hawaii) . Fi nally. the title and last name 
are used in the fourt h sente nce. 

The daw which is entered by thc use r is inserted in the leller thro ugh the 
usc of special string functions available with mosl BASIC interpreters and 
compilers. Note Ihal scveral different types of activities are performed. First. 
the title and name enlered by the user must be searched to find and isolatc the 
last n'UllC. Similarl y. Ihc lit lc must be separatcd from the name . T he ci ty name 
lllUSI a lso bc separated from Ihe city and stale which is entcred. Finally , :111 this 
dma must be inscrted illlo the text of the letter al the appropriate places . 

It is the purpose of this chapter to ill ustra te how this and olher processing 
can bc accompl ished using SIr ing data. 

/ MR . JAMES WHITLEY . 
234 2 1 HURON DRIVE I~~~ 
GRANI TE FALLS , UT 7659B ~ 

DEAR MR . WHITLEY: 

THE1 WHI TLEY J,FAMILY HAS BECOME 
ELI G IBLE ·~fo R~fVE AN EXPENSE-PA ID TR I P 
FROM YOUR HOME IN GRANITE FALLS TO HAWAII. 

I MR. WHITLEY , PLEASE RETURN THE 
ENCLOsED C~D TO DETERMINE I F YOU HAVE 
WON YOUR FREE TRIP TO HAWAI I. 

REAL ESTATE TIMESHARING 

DEPRESS ANY KEY TO RETlIRN TO THE MENU: ? 

\ 

I 

Figure 9-4 After tho information is entered, a lettor Is wrl1ten using the information 
en tered by Ihe user. The name and city are Inserted into the text o f tho lette r. 

FigurEt 9-3 When code21 s 
selected. the user is flrSI 
asked to enler namo ami 
address In!ormatlon for tho 
person to receive the 101· 
ler. When the Information 
is entered. an exact formal 
must be tollowed. 
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Creating the 
mailing labels 

Figure 9-5 When Ihe user 
selecls cOde 3 Irom Ihe 
menu. tho mailing lobel~ 

10' those people who !la-e 
.ecelved a ICIIO' are prlnled. 

Editing input data 

9.4 

Seleclion 3 from Ihe menu wi ll cause mailing label s 10 he primed for Ihose 
teners which ha ve already been creal ed. A sample of Ihe~e I1w iling labels fo r 
Ihe da la entered in Figure 9- 3 as well ;I ). :Inoi lier indi vidual i ~ illustr:ued in 
Figure 9-5 . 

f1R. JAMES WHITLEY 
2 3 42 1 HURON DRIVE 
GRANITE FALLS. UT 76598 

MS. NANCY HAL STR(JI1 
'33~ 1 ROCKVf'LE LANE 
~RING~ILLE, OR 9643 9 

As ca n be seen, Ihe mailing labels consisl of the inforrn:nio n cntered by 
the user. Up 10 twelll)' lellers can be prinled be fore Ihe mailing labels arc 

prinled. 

In previous sample programs. some o f lhe d.lIa cillercd by the user has been 
edited 10 ensure thai it is va lid. For example, in response to a q ueslion, the user 

W;IS requ ired to answer yes or no. No OIher answer was accepled. 
In mosl interaClive progr:lIlls, a great deal more cdiling i) requi red. The 

edit ing aHem PiS to ensure Ihal vali d data is being elllered. In the sample 
program. Ihe data mUSt conform to the fol lowing formats and v:llu("s: 

I . The code entered by the user in response 10 Ihe men u must be I. 2. 3. 

or 4. No other value is valid. 
2. The nam e li tle mllSI be MR. or ivIS. , including the periods. No olher 

lille is valid. 
3. A sillgle space IIIIl SI sep,l!'ate Ille tille from th e l'irst name. More than 

one space or no space is not va lid. 
4. A single space must separate the fir s! Il.Ull e fr011l th e l(lst name. More 

Ihan one space or no space is nOi valid. 
5. The min imum num ber or characters for Ihe lille and name enl ry is 

seven (MS. F L ). 
6. The address is an oplional emry. If no street add ress is required. the 

user should merely hil the elli er or rc!U rn kcy. I f no address is entered 
by the user, the cit y and Slat e should be pri nted o n the line directly 
below the n<lme. A bla nk li ne should nOI be prinl ed on the letter o r 0 11 

I he mai ling labels. 
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7. The cit y and state entries IllllSt be separaled by a single spacc. A 
comllla is !lol 10 be specified in the city-stale en try. 

8. The state entry must be one of the followin g two-char:u.:ter codes: AZ. 
CA, ID, NV. OR. UT. or WA. Any ot her ent ry for the state is in valid . 

9. The minimum number of eh,lraCters for the city-state eBlry is four 
(C \VA). 

10. The lip code must consist o f five digit s or nine digits. Any other 
Ilumber of digits is invalid. 

Each till1e the user en ters data, the data will be edited against the criteria 
specified above. 1 f any of the data entered violates Ihese rules, an appropriate 
message will be displayed. and Ihe user will be asked to ellter correct data. The 
leiter will be displa yed on ly after valid data has been eBlcred. 

It should be noted tha{ it is not possible for a program to determine that 
all entrics made by a user arc cor rect. For example, if a person' s last name is 
spelled SMITH ;md the user ent ers SrvIYT H, the program has 110 way of deter­
mining that the name etUered is invalid. The user,therefore, must e.xamine the 
data thai is entered to ensure thaI il is correct. The facl that the program wi ll 
ed it input dU(;l does llOt relicvc the user of the responsibili ty for chec king 
entries made on the keyboard. 

To obtain user responses and ed it the data, string functions are used. The 
following sect ions explain string functions that are common ly available wilh 
most BASIC in terpreters. 

in previous programs, the input statelllent has been used (0 obtai n daw. froTll 
keyboard entries by the user. When;1 single cha racter is 10 be entered from the 
keyboard, such as when thc user chooses a selection from the menu, Ihe 
INKEY$ flllll.; tioll ca n be used. An c.xa mplc of th e INKEV$ function is 
illustrated in rigure 9- 6. 

PROCeSSING 

STRING 
FUNCTIONS 

INKEYS 
function 

FlguAi 9-6 The INKEYS fU fl(;· 
lion allows a s ingle ehame· 
ler 10 be ente,ed by tha user. 

REI1 

REI1 
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In Figu re 9- 6, the prompt printcd on line 11 50 is fo llowed by the lei state­
ment onl ine 11 60 that contai ns the INKEY$ fu nction. Th e IN KEV$ function 
checks the keyboard to determine if:1 key has beell struck . If a key has been 
depressed on the keyboard, the chamctcr entered is returned by the INKEV$ 
function. Thc let SI,)[Cmelli then places this character in Ihe field identified by 

the string variable to the left of the equal sign. On line 1160, if a key on Ihe 
keyboard has been depressed, the v;.tlue entered will be stored in the RS 
v .. riable field by the let statemcnt. 

Thc INK EV$ function, unlike t he inpu t S'<lICIllCIl1, docs no( ca use the pro­
gram to ha h IlIl1 illhc user ent ers a value :md then depresses the enter or return 
key. Instead, if a key has not been depressed, .. null character is returned, and 
control passes to the statement immcdiately following the let statement which 
contai ns the IN KEY$ function. A null character sign ifies that no entry has 
been Imide from the keyboard. It is tested fOT th rough the usc of double q uota­
tion mark s wit h no space bctween the quotation marks. T he if statement 011 
line 11 80 in Figure9- 6tcsts if a nu ll cha racter has been retuT lled. 

Since the INKEVS function docs 1I0t halt to wa it for a user response, the 
norJllal met hod for usi ng this function is to place the p rogra m in a loop to 
await the respo nse. The loop on li nes 11 80- 1200 performs this task. T he if 
SI:l1elllen t all line 1180 tests for a nu ll character. If the field idell tified by the 
variable name R$ does 1101 contai n a null character, then a character has been 
entered , and control is passed 10 line 1220. If thc \'alue in RS is a null 
character, then a character has not yet been entered from the keyboard and the 
loop is entered. The on ly statement with in the loop is a let statement contain­
ing the l NKEV$ funct ion . If a key o n the keyboard has been depressed , the 
value en tered will be placed in RS. O lherwise a null charncter is retllrned. The 
gOlo statement on line 1200 passes control back to the if statement on line 
1180. This loop wil l continue until a key is depressed on Ihe keyboard. When a 
key is depressed, the value which has been entered and Slored in RS can be 
di splayed, com pared, or used in any way requi red by the program. 

A major reason the INKEVS fUTlc tion find s use is that the return or enter 
key need nOt be depressed to entcr data into main computer stoT:.lge from the 
keyboa rd . Therefore, when onl y a si ngle charac ter I11I1St be ent ered , it is Illilch 

faster to depress a single key and ca use the desi red processi ng to occ ur inslead 
of depressing twO keys (Ihe key desired and t he return or enter key) . 

An additional benefit of the INKEY$ function is that the operation of tile 
prog ram need not be interrupted while awaiting a respon se from the keyboard. 

This feature finds application in games which are played on a computer system 
where the user must depress a key to affect Ihe playi ng of the game. To 
illustrate this fea ture of the INKEY$ functio n, the codi ng in Figure 9-7 will 
p rint the character elllered front the keyboard aeross the screen. When a 
character is entered frolll the keyboard, that character is immediately prinled 
across the screen. The character just entered will be printed until another 
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100 LET PS ,. INKEYS 
110 
120 IF PS <> M .. THEN 160 
130 LET PS = INKEYs 
140 GOTO 120 
150 
160 L.ET Cs. = PO 
170 
180 IF C$ = "E" THEN 270 
100 PRINT C"; 
200 LET PS - INKEVS 
210 IF P$ ....... THEN 200 
220 LET CS • P' 
230 6OTO 250 
240 
250 GOTO t80 
260 
270 PRINT .. .. 

\ 280 PR I NT "END OF PROGRAM" 
2.0 END 

character is entered, al which time the new character will be printed. This will 
cOllli nliC until the value E is elll ered , a1 which l ime the program is term inated. 

The loop on lines 120 - 140 W:lil 5 unti l a key is depressed for the fiTst (illle 
before a ny priming tak es place. Gnce a key is depressed, the value retu rned by 
th e IN KEY $ function that was siored in PS by the leI statement on line 130 is 

placed in the CS field by Ihe let stat ement o n line 160. If the value en tered is E. 

th e processing is terminat ed . Ot herwi se, lh e v<l lu c is printed, and the INKEY S 

fun ction is performed again ( lin e 200). If a key Iw s bee n depressed. the new 

va lue is placed in the CS field (line 220). Otherwise. no cha nge is mad e to th e 

CS field, and it is printed on the next pass of the loo p. 

The INKEYS fu nction is also lIsed in the sample program to halt the 

processing while the user views the C RT s":reen. T he coding to accomplish th is 
is shown in Figure9-S. 

2210 PRINT NDEPRESS ANY KEY TO RETURN TO THE MENUI ?"~ 

2220 LET X$ ~ INKEVS 
2230 REH 
2240 IF X$ <> .. .. THEN 2290 
22~O LET X$ : INKEV$ 
2260 GOTO 2240 
2270 REM 
2280 RETURN 

The user is gi\'en till.' prOm l)t to dcpress a ny key to ,,:olllinue by the print 

!olatement on line 22 10. T he let st a tcment 011 line 2220 and the loop on lines 
22.t0 10 2260 will wai t IIIHi[ the u~er depres~cs a key. T he va lue o f the key is not 

checked. When an y key i)o depre$~ed, cOl1lrol exits from the loop, an d the 

return ~tatcment on linc 2280 is l'xccll led . 

STRING 
PROCESSING 

RE" 

RE" 

REM 

REM 

RE" 

FIgure 9·7 In Ihis e~ample. 
tho loop on lines 180 - 250 
will contlnuallv print a Char· 
aClor across 1M screen. AI · 
lI.ough thiS p3n lcular appll· 
ca tion would not normally 
be usod. !he abillly to dy· 
namlcally enlor dala Ihat 
all ors the processing wilh ­
out roqulr ing IIle program 
10 hall can bo manClalory in 
somo appllcallons. 

f'1oIue 9-8 Tho INKEYS lunc· 
tlon Is USOU here to allow 
Ille user 10 Clepress any 
key anCl continue Wil li pro­
gram e~ocu l iofl. On some 
computer systems. the 
INKEVS luncUon Is nol avail· 
able. Instoad. mo GET com· 
mand may 00 used: or the 
Coml)UUlI SYS Ulm may nOl 
havo IhO capabI lity 01 the 
INKEVS lunctlon 
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Data which is stored in a st ring field cannot be used in calculations or mher 
in structions where numeric fields arc required. For cxamplc. thc 0 11 gos ub 
statemcnt requires that the field specified be a numeric field. A string field 
cannOt be used with the on gos ub statement. 

It oftc ll occu rs, however, Ihm a string field ca n contain Ilum eric data 
which wi ll have to be used in a statcment wh ich requires a numeric fi eld. In the 
sample program . the INKEYS function is used 10 obtain the menu selection 
from the user (sec Figure 9- 6). Th e value entered is stored in a string v'lriabl e. 
as required by the INKEYS function . To lise thi s value in an on gosub st'lIe­
meElt . it mu st be allowed to be used as a numeric value. This can be 
accomplished by the VAL function. as illumated in Figure 9-9. 

General Formal 

,. b VAL (srring variable ) menum er. .. . sUing constant 

b l O GOSUB 1000 
b20 R£" 
b30 I F R$ .. " 4 - THEN bBO 
b 40 ON VALtR$) GOSUD 2000, 3000, 4000 
b50 GOSUB 1000 
bOO GOTO b 30 
b70 
b80 PRINT .. .. 
b'O PRINT "END 
700 END 

FlgulII 8-9 The VAL tunc· 
tlon IS uSOd to allow the val. 
uo on a suing field to be 
uset! in a statement thai reo 
Quires a numeric held. In 
tnis example, the VAL runc· 
lion allows lhe numeric val· 
uo In RS to bo uset! with the 
on gosub StalOmerll. 

RE" 

OF SALES LETTER PROGRAM-

The VA L fu nction allows Ihe dal:l contained in the string variable field or 
string constant contained in the parent heses following the word VA L to be 
used in BASIC slatements which req uire numeric fields or constants. In Figu re 
9-9, the val ue in RS is between I and 4, as ensured by the editing of the men u 
selection entered by the user. If it is eq ual 10 4. cont rol is passed from the loop, 
and the progranl is terminated. If, however. the value in RS is not eq ual to 4, 
the on gosub stat emen t on Jine 640 is executed to send co ntrol to the 
appropriate subroutine . The VA L function with the RS variable nalll c in 
parentheses allows the value in RS to be treated as a numeric valu c. Therefore. 
it can be used in the on gosub stat emcn t. 

When a string conta ins o ne or more numeric values followed by 
alphanumeric chamcters. the leading number is referenced when using the 
VAL funclion and the al phanumeric data remaining in the field is ignored, 
This is illustrat ed in Figure 9-10. 

Note that the string constant contains a number fo llowed by alphabetic 
daHl. The VA L function uti lizes Ihe numeric data al the begi nning or the 
con .~ tant ;lIId ignores the remai ning data. 
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Progra m 

I :5320 PR INT YALC "ZI YEARS OF AGE " ) 

Output 

I 21 

If the ,o, tr ing constant or variable field contai ns no numeric data whcn the 
VAL function is executed. the VAL function will return the value zero. 

The LEN fun ction is used to dctermine thc number of characters in a strin g 
constam or variable. The gcncral format of the function, togcthcr with an 
example of it s usc, is shown in Figure 9- 11. 

Program 

5320 PRINT LEN ("MR. WI LLI AM LOOMI S") 

OR 

'53 10 LET L ... LEN (" MR . WILLIAM LOOMI S") 
3 320 PRINT L 

Output 

19 

To utilize the funclion. Ihe word LEN is fo llowed by a siring variablc o r 
constant enclosed within parenthescs. Upon execution of the func tion, thc 
length of thc Str ing is returncd. Thus. when the print statemcnt on lin e 5320 is 
cxeclllcd. the number of characters in the constant containcd withi n the paren ­
thescs is pri nted. The LEN function can be specified in any BASIC Sla tenleill 
where a numeric value is a llowed. as in the let statement on line 53 10. 

In the sample program in this chapter, the editing criteria specifics that 
the zip code must be five or ni ne digi ts in lengt h. The coding from the sample 
program to input the zip code and check its length is illustratcd in Fig ure 9- 12. 

3 140 
3 150 
3100 
3 170 
3190 
3 190 
3 200 

INPUT "ENTER ZIP CODEI .. ; Z$( I ) 

IF LENtZ$(I ,) ; 5 OR LEN(Z$ CI" = 9 THEN 3220 
PRINT ERROR - ZIP CODE I'IUST BE 5 OR 9 DI GITS" 
PRINT .. 
INPUT .. PLEASE REENTER ZIP CODE; ", Z$ (1 ) 

GDTO 3100 

STRING 
PROCESSI NG 

Figure 9· 10 The leading 
numeriC value IS exlracted 
Irom tne COnStant and is 
prrnUld NoW lnal tne value 
returned by tne VAL lunc· 
lion .s numeoc and IS pnnte<l 

accordrng to the rules lor 
.... rmeflC values: Inat is. 
when Ine numerrc value is 
posl i lve. Ihe lorst POSl l ion 
is printod as a blank. 

LEN function 

Flgule 9-11 The LEN lunc­
tlon relurns a numeric va lue 
Ihal is Ine number ot char­
ac ters In a Sliing cons tanl 
o. variable. Hore. the sl ron g 
conSlanl con lalns 18 char· 
ac tors Tne value re lurned 
by tho LEN lunc tion IS nu­
mmic. so il IS pronted acc0rd­
Ing 10 I he fules tor numeric 
va lues. 

Figure 9· 12 Tna LEN tunc­
tron 15 used to edIt the num­
ber 01 Characters entered 
lor Ina zip COde. An element 
01 a str ing array IS used WIth 
Iho LEN funcllon. Any wong 
Irclcl Ot constanl can be used. 
N OlO that thO values 5 and 9 

on IhO comparison am speci­
held as numeric 13theo' than 
string constanlS because lhe 
value relurned by the LEN 
lunctlon is numeric. 

REH 
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STRS function 

Figur.g.13 The STRS IUn(;' 

lIon allows a numeric Hold 
or conslanllo bO l olelonce<l 
liS II sllingliold 0 1 C0 I1 9IOnl. 
WMn Ihe STRS lunCl lon 15 
e.ecutod. 1111le number IS 
POSII've. a blank precedes 
Ine lirst digit in the stung 
held returned. II tne num· 
ber Is negative. a negaliv6 
sign is placed," tile Iir5t 
P051110n ollhe Siring lIeld 
In InIS e.ample. s ince Ihe 
Quantrly '5 POSl l ive. llle 
stflng held WIll con ta in a 
I)lank in Ihe IirSI P051 1100. 
Therolom. if Ihe number en· 
10rod by Ihe user Is groalor 
Ihan three d igi ts. 1M inpUI 
Stalement on Uno 4350 will 

t>e e. e-cu led. 

LEFTS function 

The input statement on line 3140 will place the zip code entered by the 
user in the p h element of the ZS array. The if slalcment on line 3160 then tests 
if the lenglh of Ihe vulue cnlcrcd is equal to 5 or 9. If so , con lro l is passed 10 
thc SIUlelllent at linc 3220. I f the number of d igil s cntered is not equal to 5 or 9. 
then an error message is writlen, and the user is requested to reenler the zip 
code. This editing checks the number of digil s entered but does not check that 
Ihe correct zip code was entered. Th erefore, Ihis ed iting is to ensure Ihat Ihe 
correct forma l is used when entering th e input data. 

The variable nallle specified for the LEN ftlnelion must be a string VOIdable 
name. A numeric v:lriable name or COnSl:llll cannot be used for the LEN fu nct ion. 

In some applications. it may be nccessary to determ inc the length of a numeric 
field. Since the LE N function requires a stri ng vari able. the numeric variable 
muSt be referenced tiS a string va riable. This is accomplished through the usc 
of the STRS function (Figure 9-13). 

GeneralFormat 

STR$ (numer~c variable ) 
numenc constant 

4330 INPUT "ENTER INVENTORY QUANTI TY ; " . Q • 
43 40 IF LEN tSTRS (Q) ) < 5 THEN 43 90 
4350 INPUT ~DUANT ITY IS TOO LARGE - PLEASE REENTER; " . • 
4 360 . 

• 

The STRS function allows the numeric constan t or variable field specified 
within the paren theses to be treated as a stri ng field. The ent ry STRS (numeric 
variable name) can be used in any BAS IC statemen t which requires or a llows a 
st ri ng variable. On li ne 4330 of the example above, an inve nto ry quanti ty is 
entered and stored in the fie ld identified by the numeric variable name Q. The 
number of digit s entered is checked by the if stalCme!ll o n line 4340. The LE N 
fUllc lion req uires a string variable. Therefore, the STRS function is used to 
allow the numeric variable Q 10 be Ilsed with Ihe LEN funct ion. 

The LEfTS fUliction is used to make ava ilable a specified number of 
characters fro m a string starting wit h the leftmost posi tion. T he general 
formal and an eX:lmplc of the LH '"TS fu nction is show n in Figure 9- 14. The 
word LEfTS must be specified as shown . T he first entry within the paren­
theses is the string constant or string variable from which the characters are to 
be extracted . This ent ry must be followed by a com ma. 

The second ent ry specifies the number of digi ts beginning with the le ft­
most position that arc to be extracted. In th e example. the entry contai ns Ihe 

Q 



G anera I F o,m " 
LEFTS (tcr~ng variable 

sumg cons tan , number of characlers 

Program 

25 10 PRINT LEFn,( " BASIC PROGRAMMING", 5) 

Output 

I BASIC 

\';llul.' five. T IH:rcl'orc. the fi\'c leftmost characters in the string (01l5tall\ 
(HASIC) are primed. The LEFTS fU llction can be used in :lny st:ll cmCIl\ th:u 
requi res or allows a SIring var iabk . 

1111he ~u rnplc program, one editing rcquirctllcll! is l hal the title entered be 
('ilher MR. or ivlS. The LEI-IS function is used when lh e \il le and name field is 
edit cd . as i1lu ~1 rOIl ed in Figure 9- 15. 

Figure 9·14 Tho LEFT$ !UrlC· 
lion III th(~ e~ampla e~ lraC1S 

the lelunosl live Characters 
01 the S1/Ing conStan l. 

5470 
5480 
5490 
5500 
5510 
5520 

If' LEFT'l(Nt:, 3) '" "HR." OR LEFT1o<N1o, 3) .. "115 . " THEN 5520 
PRINT" ERROR - TITLE t1UST BE MR. OR MS ." 
LET EI'S "" "ERROR IN NAME" 
GOTO 5520 

. 
• 

The title. fir st name. and last nallle arc stored ill the string fie ld identified 
by the va riable name NS. The LEFTS function in th e if stal emelll o n line 5470 
specifics th at the leftmost three characters in the NS rield arc to be compared 
to the COll5tant /10'1 R. and the constan t MS. I f either of the compa risons is true. 
the data is valid. and control is passed to the statcmcnt o n line 55 20. I f the left ­
mOSt three cil:lraClers in the NS field arc not equal to MR. or MS .. then :111 
error message is written. and an indicmor (E1 S) is set to indicate that there is 
an error in the name entered by the user. 

Stri ng functions call bc combined in a single SlUtement. The print stmemelll 
in Figure 9- 16 illustrat es the LEN and LE FTS functions in the same statcment. 

Program 

41 20 PRINT LEFT'S(C'S(X). LENtC'S(X» - 3) ; 

Output 

( HARDROCK, 

iVUMA AZ iHAROROCK 
CS(4) CS(5) 

" . • 

REM 

Flgur' 9· I 5 Tho LEFfS lunc· 
lion e~IrIIC:: ' s Inc Inree le t" 
mOSI c::haraC:: lerS In the NS 
!,eld lor compallson 10 Ine 
C::QnStan tS MR alld MS. 

FIg",re 9-16 Any string tield. 
1I"!c::ludlng an elemcfll Irom 
a suing array. can De used 
with the LEFTS hmc::t,on . 
Here. ClemefllS trom IIle 
CS array arc used. 
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RIGHTS function 

Figure 9-17 In Ihis exam· 
pie. Ihe IWO "ghimosl Cha.· 
aClers in an element 01 !he 
CS array arc ex tracled and 
prlntOd, 

Thc print SlatcmCni in Figure 9- 16 makes use of both the LEN and the 
LEFTS functions. The LEFTS func tion i)o used to speci fy that the leftmost 
characters in the CS(X ) clement will be printcd. The LEN fUllction is used to 
help determ ine how many characters wi ll be printed. When the statement is 
executed, the LEN function will determi ne the length of the clement contain­
ing the data to be pri nted. In the example, si nce the value in X is equal to 4, the 
element comaining HAR DROCK UT is to be used in the print statement. T he 
length of the va lue ill this element is II characters. T herefore. the value I I will 
be returned by Ihe emry lEN(CS(X» . Three is subtracted fr01ll th is val ue to 
determine how Illany characters are to be printed. After the SubtraCi ion, it is 
found that the eight leftmost characters arc to be printed. In the OUtPUt, these 
eigh t characters are printed, followed by a comma. T he COlllllla fo llows 
immediately because i{ is separated fronl the LE FTS entry by a semicolon. 

Panicular attention should be paid in this e."ample to the setS of paren­
theses which arc used. The ellli re entry lIsed with th e LEFTS function is 
contained within parentheses. The subscript. X, which is used to reference a 
panicular element in the CS array, is conlained within parentheses. Finall y, the 
array element specified with the LEN function is contained within pnrentheses. 
The programmer must be ext remely careful and thorough when using multiplc 
SITi ng functions in a single statement. particularly when array clc1l\ents arc used 
as well. to ensure that no syntax errors are Illade in the lise of parent heses. 

The RIGHTS function performs thc same ta sk for the rightmost characters in 
a string variable or constant fi eld as the LEFTS function docs for th e le ftmost 
characters. In Figure9- 16, the city and a comma were pri llt ed for the city-sI,lte 
portion of the letter address in the sample program. The print statement in 
Figure 9-17 lIses the RIG HTS function to print the s(atecodc and the zip code. 

Genera l Format 

R ICHTS . , number 01 characrers (~"ing va"able~ ) 
sumg constant 

41 30 PRI NT R IGHT~ ( C~ (X ) . 2) ; " "; Z $ (Xl 

In (he general fo rmat , the word RI GHTS is followed immediately by a left 
parenthesis and then the Siring varia ble field or constant from which the 
rightmost characters will be taken. In the prin t statement on line 4130. the Xtll 
clement of th e C$ array will be the field used . Th e field elltry is followed 
by a comma. A llu1I1eric val ue. in the fo rm of a lIumeric constant. a numeric 
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variable. or an arithmetic expression thm specifies the number of characters to 
be extracted. follows the comma. In the example. the numeric constant 2 is 
specified. Therefore. the tWO rightmost characters in the CS(X) elem ent will be 
printed. The zip code is print ed fo llowing a blank character. 

The M IDS fu nction can extract for lise characters aI any location with in a 
string variable fie ld or string constan t. The programmer must specify the 
string field o r conSw nt fro m which the data is to be extracted. the begin ning 
locati on of the daw to be extracted. and the number of characters to be 
extracted. The example below illustrates the genera l for mat o f the M I OS func­
tion. together with the codi ng required to extract the telephone area code from 
a string constant containing an ent ire telephone number. 

General Format 

(~trjng consran~ . ) MIDS . . bl • starting character, number of characters 
string vana e 

Program 

6540 LE T T~ '" NTEL EPHONE NUMBER: (714 ) 527-S I 3 1" 
6550 PRINT -AREA CODE - N; MI DStT • • 20 , 3) 

OUlput 

( AREA CODE - 714 

The let statenlelH o n line 6540 places the constalH in the TS field . The 
prim statement on line 6550 print s the constant AREA CODE and the area 
code from th e val ue in TS. The first emry in the 1"1 IDS function is the string 
va riable or string constant co nt ai ning the data from which the characters 

(sometimes ca ll ed the substring) arc to be ex tracted. The second entry specifics 
the begin ning point. relative to one, where the substring begins . Th is en tTy 
must be nu meric and ca n be ex pressed as a constant, a numeric variab le. or an 
arithmetic ex pression. The third ent ry specifics how many characters a rc to be 
ex tracted . It too muSt be a numeric va lue. When the MIDS functi on is 
e,"<ecut ed, the substring id entified by the beginning poin t and the number o r 
characters specified is return ed. T he M ID$ functio n can be incl uded in any 
BAS IC statement tlull a llows or req uires a string variable or co nstant. 

As wi lh the LEFTS and the RIG HTS functions . the MIDS functio n ca n be 
used to edit data entered by the user. It will be recalled th at the cit y and state 
arc en tered by the user in the sample program. The format that is supposed to be 

STRING 
PROCESSI NG 

MIOS function 

Flgur1l 9· 18 The MIDS tunc· 
lion te used 10 ext,act three 
CharaCler$ hom the str ing 
lIald TS. The ' ''51 charaCter 
to be exHacted IS the 20th 
character in the lield m The 
~econd character to be ex· 
uac t(!d is the twenIY·first 
CharaCter In the 'ield (I). 
and the th trd character ex· 
tract(!d Is me nnd charac· 
ter (4). 

Editing with the 
MIOS function 
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followed is the city name. a si ngle sp:lce. and then the two-character :, t:lt e 
(.'Ode. The MIDS fUliction is used to ensure tll:u this format is followed. The 
cod illg in Figure 9- 19 ill ust roues t he met hod u~ed ill t he sample progr;lnl. 

6550 
6560 
",,70 

LET C. '" C'IU) 
LET L2 • LEN CC.) 
IF L2 < 4 THEN 6830 

"""0 "".0 
6600 
.... ,0 

IF HIDS(C., L2-2, 1) ,. .... AND HIO .. (C., L2-3, I) < '> 
STATECODE" 

.. N THEN 6b3( 

PRINT" ERROR - ENTRY MUST BE: CITY 
LET E2 • • " ERROR IN STATE CODE" 
GOTO 6970 

Figurtl 9- 19 The MIDS lunc· 
t lon is usl3'd 10 edit sl "ng 
dala whon il is cn l O/CO by 
mc user. Herc. the MIDS 
luncl ion is used 10 ,denil l y 
where ~ space shoulO bO In 
Ihe c"y-stale dala onto/cd 
by the user. 

Frgurtl9-20 ThO calculal'OI1 
01 where lhe space should 
be is basl3'd upon 1M 
lenOm 01 lhe dala enlered 
by lho user. Th,S lenglh (16) 
is Slored in Ihe L2 nurneflC 
Ireld. Since lhe Sl<lle code 
Is IWO charaClors on 10nOlh. 
Iho calcu lallon L2 - 2ldon· 
"lros 1110 position wlHIIO II 
space ShOuld appear TM 
pos' t,on L2 - 3 should n01 
conlain a space. 

The element from the CS array which contains the entry to be edi ted is 
placed in the C$ ficld. Th is is done only to simplify the entries in Ihe subse­
quent string function s and is nOI required. An clement in an array can be used 
in the same manner as any string variable is used wit h the siring functions. 

T he length of the entry in CS is placed in the numeric variable L2 by the 
lei Slatement on line 6560. Agai n, this is done merely to sim pli fy the enlries in 
the subsequent string fu nctions. The enlry LEN(CS) cu n be lIsed as well . 

T he if statement o n line 6570 checks if the length of the entry by the user is 
less than four characters. If so, the ent ry is in error beca use il mu st be at \east 
four characters in length (Le., a one-character ci ty name, a blank, and a two­
character state code). When the entry by the user is at least four characters. the 
if statement on line 6580 determines if the proper form3t was used. The last 
IWO characters in the city-state entry should be the slate code. A single space 
should precede Ihe state code. 

To verify thi s condition, the first MIDS func tion ident ifies the position 
which should con tain a space. The dala and the manner of calculating which 
positions in the field arc being referenced arc ilhlSlrated in Figure 9- 20. 

The val ue in the L2 numeric field is 16. which h Ihe length of Ihe data 
in CS. To referencc Ihe space precedi ng the Stal c code (UT). the arithmctic 
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expression L2 - 2 can be used . T his expression is specified in the second emry 
o f lhe M IDS function !O idcmi fy where the substrin g begins in CS. The third 
enlry in the fi rst MII}$ funct ion conlain s Ihe value I, wll ich indicales Ihal one 
charact er will be used . Therefore, the effect of the I'irsl po rtioll of the if stale­
ment on line 6580 is 10 co mpare one charaCler in the C$ field to th e char:lclCr 
bla nk . 

T he second 1\1 11}$ function references the character in the fi eld identified 
by the variable name C$ found at the L2 - 3 location. From the draw in!:\ in 
Figure 9- 20, notc thaI the local ion referenced by L2 - 3 should contain a nOIl­
blank cha racter. If this location cOlllains H blank . then Ihe formal spet:ificd 
has not been followed . The second pan ion of the if Slat eme!ll on lille 6580. 
then. ch ecks that this location docs not con tain a space. If both the condi tio ns 
testeu arc Irue. the cilY and st ate have been emered in the proper formal. and 
co nnol is passed 10 th e stal ement at line 6630 for further edit ing. [I' the ci ty 
and stat e h;IVe nOI been emered in Ihe pro per format, all error l1less:lge is 
printed, an error indicator is set !O ind icale Ihat an error has occurred . and 
control is passed 10 the statement at line 6870. 

Through the usc of Ihe stri ng functions, texi material can be searched for a 
delimiter . A delimiter is a va lue in a string o f dala Ihal indicales the beginning 
or end of words, sent ences , phrascs , Of p;\ragraphs. Once the delimiter is 
found, portions o f the text materia! can be extracted, moved . or otherwise 
processed as requ ired by the application. 

To illu str:ue thi s processing. the sample progra m requires thm Ihe la st 
name be e.':traeted fro m [he tille and name emered by the user so that it elln be 
used in [he salutation .mel elsewhere in the Jeller (sec Figure 9-4). The mcthod 
used to extract the Ills I name is 10 search the [ille lind name entry. beginning at 
the rightmost position. unlil a blank is found . Wh cn the blank is found. the 
characters to the right constitute th e last nam e (Figu re 9- 21). 

IMR. 

[

Blank 

~IN!lrne 

JAMES WHITLEy l 
NS 

The blank space precedi ng the last nallie is the delimiter which is searched 
for. When il is found. Ihe characters to the right arc the last name. [I' a blank 
space is not found. an ef ro r message mllst be written because the name hlls 
becn entered in th e wrong format. Whenever :1 string is searched, provi sio n 
must be made for not findin g the deli mi ter. 

The essen lial process to sellrch a string is to do the fo ll owing: a) E ~tabli sh 

the beginning point of the search; b) Determin e the crit eria which will en d the 

STRING 
PROCESSING 

Searching using 
the M I DS lunct ion 

Figuro 9-21 The laSI namo 
ol lne Individual can be lound 
In 1110 N$ l ield by boglnnlng 
with Ihe rightmOSI charac· 
ler and searching 10 Ihe lel\ 
lor a blank. wnen Ihe blank 
is lound. all charac lers to 
Ihe Irghl COnsl i lu l e me last 
name. 
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search (usuall y finding the delim iter or searc hing the string without fi nding the 
deli mit er) ; c) Establish the loop which will search the sU'ing tex t until the 
cri teria in b is ~at isfi ed , 

The nowcha rt and codi ng used ill the ~alllple progrilln to search the title 
and naille fie ld for a space are shown in Figure 9-22 . The begin ni ng poi m of 
the sea rch is the last character entered by the user. The search cont inues um il a 
space is found . or. if a space is not fo und. to the poim wheTe the tit le r."IR. or 

Figure 9-22 Thill 1000Ie and 
coding will SCDICh the dam 
il'l the N$ Ileid lor the lI ,s t 
blank to the lett 01 Ihe righ t, 
most character , When It I, 
lound. the las\ name Is o~, 
lIaeled by \hltlel stalOmerll 
on hne 5710, II 8 blank Is 
not 10unCl prior to thlt right , 
most posi t ion 01 1M t itle 
(l " 3), then the entry Is In 
error, anCl the appropriate 
errOl message 15 printeCl , 

.... 
O-M_ 

LET L "" LEN(N$) 
LET Ll '" LENIN") 

No 

8et\,f "­,x:: .... 

IF L '" 3 OR MIO"IN", L, 1) '" .. .. THEN 5650 
LET L '" L - 1 

GOTO 56 10 

REM 

REM 

5580 
5590 
5600 
5 6 10 
5 6 2 0 
5630 
5640 
5650 
5660 
5670 
5 6 80 
5690 
5700 
57 10 

IF MID$(N$, 
PRINT .. 
PRINT " 
LET E110 
GOTQ 5930 

L, 1 ) '" " " AND NIO"(N .... L- l. 1) <> " "THEN 5710 
ERROR - ENTRY MUST BE: MR. FIRSTNAME LASTNAME" 

OR MS. FIRSTNAME LASTNAME" 
"ERROR IN NAME" 

REM 
LET L$ ~ NJ O"(N$. L + 1. Ll - L) 



9.17 

MS. should end (the third position beginning with the leftmost character). If a 
space is not fou nd, the data has not becll en tered in the proper forma t. 

The fi rs t two Stat ement s place the lengt h of the title and name enlry into 
Ihe Land L1 fields. Th e va lue in the L field is used as th e po inter to e .... amine 
each character in the teXl, while Ihe value in the Ll field is used in the calcula­
tion to det ermine the lenglh of the last name. The search for a space begins in 
the codi ng on line 5610, where the value in L is compared to 3, and the 
character identified by the ent ry MlDS(NS, L. I) is compared to a space. If the 
v'l lue in Lis equa l to 3, the search should be terminat ed because the value in L 
point s to the rightlllost po.~ i tioll of the title. 

I f the value in L is not equal to 3. then it is used to poi nt to the character 
in the NS fi eld which will be examined for a space. It will be recalled that Ihe 
length of NS is loaded into L prior to beginning th is search. Therefore. the first 
lime this comparison occ urs, the righ tm ost character in the N$ field wil l be 
exa mined (Figure 9- 23). 

56 10 

The va lue in L, 17, is the nu mber of characters in the title and name 
entered by the user. When used in the 1\'iIDS function, it specilies the last 
character in the dat a entered by Ihe user. From both the Oowchart and the 
codin g, it can be seen thai if Ih e value in L is not cqualto 3 and the character 
compared is nOi equal to a space, the val ue in L is decreased by I (line 5620), 
and control is passed back 10 the if statement. On the second pass through the 
loop. th e character in the 16th position of the NS field will be compared to a 
space. I f. as in the example in Figure 9- 23. the charact cr is not cqual to a 
space, the value in L will again be decreased by onc, and control is pas)'ed back 
to thc if statement on line 56 10. 

When either a space is found or the valu c in L cqual s 3, an c .... it frOIl1 the 
loop occurs, and control is passed to the if swtemcnt on li ne %50. This state­
ment fir st checks if the rea son for exiting the loop was bccause a SP:ICC was 
found . It also checks if th e position \0 the left of thc spacc (identified by L - I) 
contains a no n-blan k character. If both conditions are not truc. then an erro r 
message is displaycd by the print stat ement s on lines 5660 and 5670, an erro r 
indicator is sct by Ihe let statement on line 5680, and control is passcd to the 
statement at line number 5930 . 

If. however, the nam c was entered in lhe pro pcr formal , control is passed 
to the sta tement OIl line nu mber 5710. The let statcment ('xtract s th e last !lallle 

STRING 
PROCESSI NG 

FlgUfe 9-23 The eOll y 
MIOSlNS. l . I) idenllfies me 
CharaCl(!r 10 be examined 
In Ihe NS l ield. When Ihe 
value on l ,s equal 10 17. me 
rillhlmOSI c haf3CICf is com· 
parc d to a blank. 
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Fi<jju,.9-24 When a Dlank 
IS found III tnc NS held. the 
numeflC value III L wllI,den· 
lity Ihe position in N$ con· 
lainin<jj lhc blank. TM arilh· 
melic e~presslon L ; 1 wIll 
idenlily Ille Ilrst lello, ot 
Ille lasl name. Tile arlthme· 
tIC e~press;on L 1 - Liden· 
I,t,es Ille number ot ellar· 
acters in tllO lasl name. 

Searching lor 
a substring 

Flguro 9-25 Tho value en· 
lered by Ille user IS used 10 
search a paragraph In IIlIS 
example. the user en tered 
1M value BASIC. When lhe 
value IS found III Ihe para· 
graph. a message 10 lIlal 
ellect IS Piloted and Ihen 
Ille paragraph is PflOIOd 

frOIll the string that was searched and pl;ICes it in the field identil"ied by the 
v,triable name LS (Figure 9- 24). 

:57 10 LET L~ : M I D~ { N~, + 1, Ll - L) 

" I WHITLEYI 
LS 

The va lue in L indi ca tcs thc position orlllC olaltk chanlct cr preccding Ihe 
last nanlc in the N$ field. Th<..'rcfore . Ihe arilhnlctie ex pressioll L + I points to 
the fir st character of the last namc. Th c arit hlll l, tic expression Ll - L equal s 
the numoer of characters in the last name that should be extracted by the 

jvl lDS function. This is calcul:ucd as fol1o\\s: Th e value in L1 is the number of 
cha racter!> in the NS field. The val ue in L is the posi tion in the field that con­
taills the blank preceding th e last nam e. The di fference between these twO 
valucs is the nu mber of characters in the last name. In the e:-.:alllple in Figure 
9- 24. the va lue in Ll is 17, and the val uc in Lis 10. The d ifference between 

these two numbers. 7. is the number of characters in the last name 
(WH ITLE Y). 

From this example . it can be seen ho\\ a Siring field can be ~ea rched for a 
del imit cr. The delim iter can bc ,wy characlcr or !>ct of cha raClers defined in the 

application. Wh en the delimiter is found. the program can eXlTaCI the 
appropri,ue daca. 

There arc mallY applications in wh ich it b required 10 search a string. ~uch as a 
sentence or a paragraph, to find a sub!>lring II ilhin the Siring. For exam pl e. in 
an informal ion retrieval applicat ion in a library. it migh t be de<,ir:lblc for a 
user to ent er one or more words on a computer lcrminal to dClcrmin e if the 
word or words arc contained in a paragraph. Thc exam ple ill Figure 9- 25 

ill \l stra1e~ this concept. 

ENTER ONE OR MORE WORDS TO BEGIN THE SEARCH : ? BASIC 

-BAS I C- IS CONTAI NED WI THI N THE PARAGRAPH. 

THE PARAGRAPH FOLLOWS : 

IN 1965, BASI C WAS DEVELOPED AT DARTMOUTH COLLEGE . 
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In the e.'\ample. the word BAS IC is elUered by the user. The progm m 
searches the paragraph 10 detcrminc if this substring is contained within the 
paragraph. In this example. the message from the program indicatc~ that Ihc 
word IlASIC wa~ fou nd in Ihe par:lgraph . The paragra ph i.~ Ihcn displayed. 

I f a word is clllered Ih'l1 is nOi comai ned wilh in Ihe paragraph. a mcs~age 

is primed indicaling Ih<ll the word or phrase entered was not found in Ihe 
paragraph (Figure 9- 26). 

ENTER ONE OR MORE WOR DS TO BEGI N THE SEARCH: ? FORTRAN 

- FORTRAN- IS NOT CONTAINED WITHI N THE PARAGRAPH. 

When the user entered the word FORT RAN, the pa ragraph was searched 
for th is comb inatio n of letters. When they were nOI fou nd. t he progrn m 
indica ted Ihis wilh the message. 

T he process of sea rch in g a sIring fo r a subs lring involves comparing Ih e 
word or words entered by the user to an equal number of characters at Ihe Start 
of thc paragraph (Figure 9-27) . If an equal condilion is found, Ihen the word 
or words el1lered by the user arc in the paragraph. 

If an unequal condition is found. then thc characters entered by thc user 
arc not the fir st word or words in the paragraph (/\ in Figure 9-27). Therefore . 
the data ent ered is compared to an cqual nu mber of characters in the 
paragraph. beginning wi th thc second character in Ihe I>aragraph (B in Figure 

9-27). If an equal cond ition is not fo und. the data cntcred is compared to:1I1 
equal numbcr of characters in the paragraph begin ning with lhe thi rd 
charactcr in lhe paragraph. This process conti nues until an equal condition 
occurs or until the e lllire paragraph has been searched (C in Figure 9- 27). 

ltiiitl 
lIN 19b5 , BAS I C WAS 

STRING 
PROCESSING 

Flgu.e 9·26 II II\(! value en· 
tc.OO Dy tnc usc. '5 flOt 
lound ,n IIIC pa.agraph oe'''9 
sea'ched. a message not,· 
Iy,ng Ihe use. o f th is faCI 
Is displayed. 

Figure 9·21 The sea.Ch for 
II\(! substring Is conduCled 
one CnaraCler al a t'me. TI\(! 
numDe. 01 cha.aClcrs com· 
pa,cd IS equal 10 Ihe num· 
De. of characte., enlered 
by the user. The sea,Ch te.· 
minates when an equal con· 
dition is l ound (such as m 
Ihis e~amplel or when Ihe 
enl; re paragraph haS been 
searChed and an eQual sub­
Slfmg has nOI been lound 

IHilll NOIII: Equal condi tion 

lIN 19b5 , BAS I C WAS DEVELOPED .... 1 
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Figure 9-28 The logIC 10 
perlorm a String SearCh Is 
vIIIll;ltly identrcal to thnt 
usod when an army Is 
searcnrJ(l . A loop IS USC(l to 
pertorm tno actual search 
anc then the iHnen-else 
structure is used 10 deter­
mine the results 01 the 
search. 

In Figure 9- 27. Ihe user enlered the word BASIC as the va lue 10 be found 
in the paragraph . II I e.-;ample A. BASIC b. cOlnpared [0 the fir st fi ve eharaclcr~ 

of the paragraph (IN 19). Si nce these arc IIOt equal. and since the ellli re 
paragraph has not yet been examined. the word cllIen:d by the IIser wi ll be 
com pared 10 the paragraph beginning with the second character. TllU~ . the 
characters examined in [he second comparison arc N 196. Si nce these arc not 
equal. the next comparison wou ld comp;lre the word entered to five characters 
in the paragraph b~'ginning with the third character. Thi s comparison con· 
tinues IIntil. as in the example, an eq llal co ndition b. found; or uJltilt he elllir(' 
paragraph ha s been compared and no equal condition is fOllnd. 

The logic for conducti ng Ihis search for a substring is shown in th e 
l10 wchan in Figure 9- 28. 

-,. --,-
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The paragraph to be searched must be placed in a string fiel d . The length 
of Ihe p:lragraph is then placed in a numeric variab le. This v;ll \l e will be used to 
aid in determining if the entire paragra ph has been searched witholl t 
finding the desired substring. The CRT screen is [hCll cleared, and the sub­
string is obtained from the user. The lenglh of Ihe substring is placed in a 
numeric fi eld. 

Th e loop which performs the act ual search is [hen implemented. T he 
scan.:h variable is initialized to the va lue I. This variable is used 10 identify the 
position in the paragraph that is the beginning point for Ihe comparison. The 
loop then checks if the substrin g ent ered is in the paragraph o r if the entire 
paragraph ha s been examined. 1 l' nOl. the sea rch variable is incremented by I. 
and Ihe c0l11p<l 1'i50n ,akes place again. If so, control is passed 10 Ihe next deci­
sion which asks if Ihe substring wa s found in Ihe paragraph. J f so, a message [0 
that effect is primed and then the paragraph is printed. If not. a message is 
prillled Slating the substring was not found . It should be not ed that Ihe logic 
used for thi s string sea rch is vi rtually identical [0 [hat uScd for aTray searches 
in Chapter 7. 

The codi ng 10 implemen t th is logic is shown in Figure 9- 29. As noted, th e 
s! rue! ure o f 1 he logic and . therefore. the SI ruel ure of I he codc, is similar 10 I hat 
used for array lookups. Severa l SI<ltel1lelH S, however. ~hould be explained 

2060 READ PS 
2070 LET PI = LEN(PS) 
2080 CLS 

STRtNG 
PROCESSING 

Figure 9-29 The coding 
wnich implemenlS me sUing 
searCh utilizes mo String 
lunCl lons 10 perlorm the 
aClual search and also 10 
determine the ~a l ues used 
10 ca lCUlate w hen the search 
has been completed with· 
ou l find ing tl1e subs tring 
ontored by Ihe user. 

2090 INPUT "ENTER ONE OR HORE WPROS TO BEGIN THE SEARCHz "; WS 
2 1QO LET WI = LEN(WS) 
2110 LET C ... 1 
2 120 
2130 IF C = PI - (WI - 2) THEN 2180 
2140 IF WS = HID.(PS , C. WI) THEN 2180 
2150 LET C = C + I 
2160 GOTO 2130 
2 170 
2180 
2190 
2200 
2210 
2220 
2230 
2240 
22:50 
2260 
2270 
2280 
2290 
2300 
2310 

IF WS = HIDSCPS, 
PRINT" .. 
PRINT "-"I WS, 
GOTO 2310 

C, WI) THEN 2230 

" - " 1 " IS NOT CONTAINED WITHIN THE PARAGRAPH. " 

PRINT H " 

PRINT "-'"; 
PRINT 

ws, "_It, " IS CONTAINED WITHIN THE PARAGRAPH." 

PRINT "THE PARADRAPH FOLLOWS:" 
PRINT .. " 
PRINT .. 
BOTO 2310 

• • • 
3220 DATA "IN 196:5 , BASIC WAS DEVELOPED AT DARTMOUTH COLLEGE." 
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bccame thcy ;Ire unique. The if statement on line 2130 is u~ed to determine t 11:It 
the cmire paragraph has been examined for the subst!"iug, aud the l> ubslTi ug 
doc!> 1I0t c..; ist iu the paragraph. 

nle field C cOBtains the se:lrch \:lri:lble. TI ll .. ' fidd PI cOlllai m the length 
or the p:lragraph, and the fidd WI contains the length of the substri ng entered 
by the user. The calculation PI - (WI - 2) used in the ir stat emen t identifies the 
poim in the paragraph at wh ich the subst ring can not be fou nd. For e\ample. 
the para graph contains 50 characters . If Ihe substriug is 5 dlar:lcters in ](,:ngtll, 
the cakulation wi ll yield Ihe val ue 47 (50 - (5 - 2»). J f the 47\h cha!"aCII .. 'r is to he 
the fir!> t charaCler in the eOlllparison 10 the paragraph. the sulJ'.trin g cannot be 
in Ille paragraph because only four characters remain in the paragraph for 
co mparison (characters 47, 48. 49. and 50). T herefore. when the value in C i.l 
equal to 47, the loop sho uld be terminat ed becausc the substring docs nOl e..;bl 
in the p.u·agraph. The if !> tatelllel11 on line 2130 will transfer .:unITol to 
.~ tal (· lll elit 218() wl1('11 lhis cO llditioll oecIlTs. 

The if l> tatClllelH 011 linc 214() t'Olllp:lI"es Ihe l>u bstrillg slOfed ill W$ to the 
paragraph. The MIDS function is used 10 idelllify those characters in the 
paragraph which arc 10 be used in the compar il>on on each pass through the 
loop. Th e firsl ent ry ror the NIIDS func tion is PS, which is the field where the 
entire paragraph i.l slored. Th e ~econd ent ry. C, identifie,> the fir st characler 10 
be met! in the compari son. A~ not ed previously . the va luc in C \\ill be in iti<l] ' 
izcd to I and then will be increntellled by I each ti me th rough the loop IIl11il 
either an equal string is found or unt il Ihe substri ng is nOl round in Ihe 
paragraph. 

The value in \V I, which is the length of the subst ring entered by the user. 
determine,> 110\\ many characters \\ ill be compared. For example. if the lengl h 
of the .lubstring is eq ual 10 5. then each lime Ihe if ,> t;\lemelll is executed , ri\i.~ 

charactcrs from the PS fie ld will be compared. If the substring is nOI eq ual \0 

the ch aracters rrom the PS field. then the value in C is incremented by one (line 
21 50), and cOlltrol is passed back to the if statemell( on line 2130. If the 
substril1 !; il> cqual to the clwracters in the paragraph. cOll1rol is pa ssed to 
line 2180. 

In a manner similar to that used for array loo !..up, the if s\:l\cmenl online 
2180 determines ir a substring wa s found. If so . control is passcd to the stat e­
ll1elll on line 2230, where a message is printed and tllen the paragraph is 
displayed. Ira substring was 1I0t found. a message indi cating tllat is printed by 
tllc Slll1 CIIIClltS 011 lines 2190 and 2200. 

The ability to search a string of d.l\;1 for a ~ub!> tring is important in some 
applic:uions. The technique illustrated can be used whenever this ability is 
required. 
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The dala which is entered by th e IIser and is edited using the techniques 

iIlu i>\ raled previously is used in the ere:uion of the leller pri med by the 
program. The lett er which is cre<l ted is ~ h owll ill Figure 9- 4 on page Y. ]. The 

coding 10 create the letter i ~ shown below. 

The print "\atement on lin e 7060 displ<l Ys th e ellliTe title .\I1d name ell tered 
by th e IIser. The ir st:u ement on line 7070 checks the length of the address 
entry. Ir no street address was entered, that is, the length 01" 1\$(1 ) is equal to 
lero, then control is passed 10 statement 7 110, and no address is printed in the 

salutalion of the letter. Ie the length is not lero, the add ress is prin ted by the 
prim statement on line 7080. 

The prill! stat emelHS o n lines 7 11 0 and 7 120 prim the ci t}'. a eO lllma. the 
state code, and th e lip code. The LEFTS rUliction in Statement 7 110 will pri nt 
all except the rightmost three char,lclers or the field ident ified as CS(I ). Thi s 

clement contains the city and state entered by the user. The rightillost three 
characters arc not printed because thcy arc a blank followed by the Slal e code. 
In the print sWtclllelll, the LEFTS runction is followed by a semicolon and 
then a stri ng lit eral consisting of a comma and space. T herefore, the line will 
prinl as CITY,. The lit era l is followed by a semicolon, me.m ing thai the data 
primed by the l>rim SlatclllCm online 7 120 will appear o11thc same linc as the 
c1tynamc. 

Th e RIG HTS functio n in the print stat cmelll on line 7 120 is used to 
cx tr;u.:t the stat e code from the CS( I) elemcnt. T he code is followed by a spaee 

and then th e zip code - ZSO). 

STRING 
PROCESSING 

Printing the letter 
w ith st ring 
function s 

- 3); 

Agu,. 9430 The string lunc· 
tlons Ita used to Insert 
daHl wlthm me t e~t of the 
letter. The lechnltw e shown 
here can be used 10 person· 
ahlC le tte. s and Other cor· 
respondence. 
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Concatenation 
of data 

Figure 9-3 1 The addit ion 
ari thmetic ollerator (.;.) Is 
USed 10 cause concatena· 
tion 10 OCCUI . Here, me val· 
ue inlhe OS fie ld is concal · 
enaled wrlh the value in 
Ihe BS !ield Concatenation 
can take place only on 
stllng constan lS or varia· 
bles. Numeric constan lS Of 

variabl(! s conno t tle U500. 

Figure 9-32 nre 5111110 tunc­
tions can be USed 10 Idenli· 
ty substrings which w Ill be 
concatenated. SUCh as in 
Ihi5 example whele the 
slaShes ale Inserled be· 
tween me month and the 
day and bo tween Inc (lay 
and thO year . 

Prog ram 

The print sta tement on line 7140 prints the word DEA I~, tlte title (iden­
tifi ed by IltC LEFTS function), Ihc last name. and a colon. Th e rem.tinder of 
the !cHer is thel1 prill tl'd. with various pieces of dllla entered by the user 
imened ill portioll~ of the !cuer. As ca n be seen from this example, the string 
fu nctions ca n be used to insert data into te.\a as well as extract data froliltext as 
show n in previou s examples . 

Coucatcilation is the process o f joining toget he r one or 1Il 0 re piecc~ o f data . 
String data may be concatemll ed using the addition a rithmetic operator ( + ). 

The following example illustrates an application in which an employee number 
is generated from da ta which consists of the department number to which the 
employee is assigned and the em ployee' s dat e of birth. 

Program 

3 17(1 LET D'S ... "10" 
3 180 LET BS .. "122243" 
3J9O PRI N"J1 " EMPt.,DYEE NUMBER~ ., Q. + B,S 

Ou tput 

I EMPLOYEE NUMBER: 10 122243 

In Figure 9-3 1, the departlllcnt nUlilber ( 10) is stored in the field identified 
by the st ring variable OS, and Ihe binhd:ue o f the cmployec (122243) is stored 
in th(' field identified by t he string variable name ilS. Concatenation can take 

pl;Ice o lily on string fields. Therefore, OS and I3S l11ust be stri ng fields. 
When the print stat ement onl ine 3 190 is execut ed. t he dat a in DS is con­

ca tena ted with the data ill US to for lll the employee number. Note that when 
tWO string fields arc concatenated, they are joined with no interveni ng spaces 

and become a single field. 
Any string fie lds . includi ng string constant s, ca n be co ncatcnat ed. The 

exam plc in Figure 9- 32 iIIustnues concatenating the month, day, and year in 
t he US field from Figure 9- 31 so t hat th e bin hd a te prints 111 0nt h/ day/ year. 

42~0 LET B'S ... "1 22243" 
4240 PRINT "BIRTHDATEz ooJ LEFTS CBS, 2) + " I " + MUK e8S , 3, 2' + 
~/M + RIGHTS CBS , 2) 

Output 

BIRTHDATE: 12 /22 / 43 
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Th e let statement on line 4230 in Figure 9-32 places the birthdat e into the 
field identified by the string variable lIame BS. The prim statemCIlI all lin e 
4240 IIses the LEFTS, the MIDS, and the RIGHTS flln(lion 5 10 eXlraCt the 
l1Ioll th , day, and year from Ihe I3S field. The monlh, day. and yea r wh ich :Ire 
extracted from BS are concatenated with the character slash (I) to rorm Ihe 
binhdate in month/ day/ year fo rmal (1 2122143). Concatenation is a powerful 
tool when the applical ion requires joining pieces o f 51 ring dala. 

All o f the siring functions di scussed thus far require string variable names or 
string literals. Numerous applications arise where string and numeric data 
must be interchanged so that the requirement s of the particular instructions 
being used are satisfied. To illustr:ne this, the following steps illustrate the 
processing whi ch mu st occur to !:Ike a li st of numeric digit s, insert a decimal 
point. and edit the result as do llar.~ and celllS using the prillt using stateilleni. 

Step I: Numeric digits arc entered and stored in a numeric field. 

Step 2: The digit s arc separated into dollars and celll s. 
NOI~ No dlt(;Ima l PO'~1 

IS O~!\lICd In I~e 

IISI 01 ~ .. mbels 

Step 3: A decimal point is inserted between the dollars and cent s fields. 

11 23451 + L:.J + I§1J =: ,MI ~~~ 
Dollar, Conl lan1 Cen1s 0 111 

Step 4: Th e dollars and eent ~ arc ed il ('d and printed. 

In step I. the dal:1 is entered by the IIscr and is siored in Ihe field identified 
by Ihe llullleric variable C. NOle Ih;u the data is a single list of nUllleric digit ... 
wit h01l1 a decimal poi nt. Therefore, it is I re;l\cd as a whole number, 

STRING 
PROCESSING 

Mixing numeric 
and string data 
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Figure 9-33 The da la en· 
lered by Ihe user and stored 
in lhe numeric l'cld C Is 
subscquenlly used as both 
string data and numeric 
data. In order 10 produce 
the OUlPUt. 11 should be 
nOICd lhal there are many 
ways in which Ihe check 
amount cou ld be entered 
by the user or processed 
by Ihe program 10 avoia the 
comple~ priOI slalemenl 
Shown here. Fa. e~ample, 

ina user could placo a decl. 
mal polnlln Ihe number; or 
thO program could divide 
the value COlored by 100. 
This example illuslrates a 
general technlquc which 
can be usod tor any data 
which Is (lnl(lred in any 
mannar or 10ffna!. 

Program 

In stcp 2, the two rightmost digit s are separated front the remaini ng digi ts . 
A period is then inserted between the dollars and cellls in slep 3. and the 
num cr ic field with Ihe decimal poim in Ihe proper position is print ed in a 
dollars and cent s forma l. 

As noted, the data is first stored in a numeric ficld ill step 1. In order for 
the processing of step 2 10 occur , however. the data must be referenced as 
st ring data . since the string fu ncti ons whi ch se parate these digits ca n onl y 
o pera te o n string daw. The th ird step in volves cOJlCil1 enating the dollars ,HId 
the cellt s wi th a period. Th is Slel' ugain requires that the data be refe renced as 
stri ng d;II;!. Finall y. in step 4. the data must be rderenced as numeric data so 
that it COIll beedi led in a dollars and cent s format. 

[n summary. the dala is ent ered as numcric data. must be referenced as 
string data to be placed in a dollars and cent s format with a decimal point. alld 
then referenced as nUllleric data to be editcd by the print using statement. 

The changel> front numeric data to string data and back to numeric da w 
are acco mplished through the usc of the STRS an d VAL fu nctions. These 
function s. logcther with the MIDS, LEN, and RIG HTS funct ions, are COIll­
bined in a print using statemcntto convert this st ri ng o f numbers into an edited 
dolla rs and cellt s fi eld Oil the CRT screen . T he coding to accomplish th is is 
shown in Figure 9- 33. toget her with the screcn lHoduced from the coding. 

100 INPUT "ENTER CHECk AMOUNTI "; C .. 
110 PRINT USINB "ct£Ck AI1CU'O" IS •••• ,.-u .... , VAL.("tDtCSJRt;(C), 
2, LENCSTRSCC)) - 3' + "." + RISHT.r~CC), 2') 

Output 
ENTER CHECK AMOUNT : ? 12~4Sb7 

CHECK AMOUNT 15: .12.34~ . 67 

Th e print usillg ~1atcll1enl should be c.xumined ill detail to understand the 
use o f the STRS fUllction and the VA L fu nction in the Sla temCII \. The 1\;11 ])$ 
function ex tracts the dollars ;mel Ihe RIG HTS funct ion ext ract s thc celll s . Th e 
M 1])$ function begins with the second character of the fie ld STRS(C) beC;lu se 
the STR$ function always returns a blank ill1he first position of the SIring field 
when the t1ulll crk value is posit ivc. For the same reaSOTl. the number of 
characters ex tracted by the 1"II])S function is Ihe length o f STRS(C) minus 3. 
rather thall STRS(C) - 2 as might be ex pected . 

It should be nOled from th is e:o:am plc Ihat the data stored in the ficld iden­
tified by the numeric variable C is used :IS string data. and then the resultarll 
string data is conven ed back to numeric by the VAL fUllction so thaI it can be 
edit ed (1 )0 a do ll a rs aud CCll ts field . Whcncver lItuhipl e string fUrKliOlls arc lIscd 
in a single ~ ta temet1t. 'llch as in Figurc 9- 3.1. preci:.ioll IllUSt be IIsed 10 ensurl· 



9.27 

Ihat parentheses arc in the proper pOSlllons, and that the data has been 
specified in the proper fo rm for the fUll ct ion. 

The ST RI NGS func tion makes available a string of characten o f a llY length 
from I to 255. The general format o f thC' STR INGS function and an C'xalllplC' 
of i t ~ usc arC' illustrated below. 

General Form at 

STRINGS (number of characters, "characte:r") 

Program 

( 2730 PRINT STRING""64, " , ") 

Output 

STRI NG 
PROCESSING 

STRINGS function 

(i ••••••• ~.* ........ ~ ........................ , .. , ....... , ........ . 
The STR INGS functio n return s a stri ng of the character specified. T he 

siring co n t ain .~ the 11 11mber of characters speci fi ed. [nthe exa mple, th ere fo re, 
si,\; ly· four asterisks arc returned by lhe STR INGS function. T hey arc pri nh.'d 
by the prinl stat emeBl. 

On many comput er systems each number, lell er of the '1Iphabet , or special 
character eBlered imo m:lin comput er storage is recorded as a series of seven 
electronic impulses call ed bit s. A bit (BI nary Digi t) may be considered either 
"on" or ··off. ·· A combination of seven bil s being on or off dt,tennillC'S wlwl 
character is slOred in a position of memory . 

The ASC II (Americ:m Standard Code for Information Interchange) code 
is widely used to represcnt data in main computer storage. It specifics Wh:H 
combi n:Uion of seven bits rcpresell\ ~ an)' given character. For example . whcn 
the digil I is entered from the keyboard and is stored in main computer 
storage, it will be stored IIsing a unique combination o f bit s 0 11 and bit s off 
(Figurc9-35) . 

Figure 9· 34 In Ihls o¥am· 
Illo. the STRI NGS func tion 
returns slxty·l our asloflsks. 
Thoso fifO p. lnlod b~ tho 
prim Siatoment. 

Th e ASCII code 

Figure 9·35 When Iho ASCII 
code Is usod. numbo.s. tel· 
lers 0 1 the alphabet . and 
special charac ters are 
stOICO through a COmbina· 
tlon 01 se_on blls being on 
and 0 11. Here, mo number 
one Is .0prCSentea b~ the 
combinat ion 01 Ina IIrsl bit 
0 11 . tna nut two bl lS on. 
Ihe ne~ 1 Ihrce bllS 0 11 . and 
th O last bil on. 

25tO INPUT " ENTERVALUE: ": V 

o I I 0 0 0 1 

I 
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Figure 9· 36 Each bll POSI. 
l ion in a Siorage locaiion is 
gIven a olace position based 
uoon lhe binary numbor· 
ing sySlom. When a bit Is 
on, lhO place value 0 1 thai 
till is added to a tOlal 
which represents lhe decl' 
mal value of Ihe character. 
In this example. the place 
values 01 32 + 16 + I are 
added to delermine a deci· 
mal valuo 49 whiCh repre· 
sents Iho numtler 1 In Ihe 
ASCII cQCIe, 

F'rgunt 9-37 thIS CharI shows 
all the commonly found let· 
lers, numbors, and spocial 
charaCICls and their reo 
spectlve ASCII codes. 

In lhe example in Figure 9- 35, the 0 represents the bit s that arc off, and 

the . represellis the bits that arc on, The 1's above th e . a lso represent bit s 
thai arc Oil, while Ihe zeros above th e 0 represe llt bi ts thaI aTe off. Th erefore, 
when using the ASC II code, the number I call symbolically be represetl1 ed as 

0 11000 1. 
E.'l:pressing decimal va lues lIsing two symbols (tlte zero and one) is called 

the binary numbering system. Each position in the binary numbering system i~ 
assigned a place value based upon a power of 2. The ,,1;lce va lues of a bin:try 
number, beginning:11 tile righ t ;wd moving to the left. ar~' I, 2, 4, 8, 16. 32, 
and 64 ( Figure 9-36). 

32 ' 16 -I = Decimal 49 

As can be seen from the example above, the ASC II bit combination which 
represents the llumber 1 in main computer storage Iws a bi nary num beri ng 
syStem va lue of decim al 49 (32 + 16 + I) . When characters arc stored in main 

com puter storage using the ASC II representation. each wi ll have a unique 
dccimal v,lluc code bascd upol1 thc bil ~ which arc Oil and tlte bils which arc off. 
Th e chan in Figure 9- 37 illustratcs charactcrs which can bc stored in nwin 
computer storage and the related decimal value codes. 

Cod. Character Cod. Character Cod. Character Cod. CharactOr COO. Character 

32 Space 52 , 72 H 92 l or) 112 p 
3.3 ! 53 , 73 I 93 - 113 q 

" " " 6 " J " - 11< , 
35 • " 7 75 K " - 115 , 
36 S ,. 6 76 L 96 @ 116 1 
37 % 57 9 77 M 97 • 117 " 38 & 58 , 78 N 98 b 118 , 
39 " , 79 0 99 , 119 w 

" ( 60 < 80 P 100 d 120 , 
" ) 61 = 81 0 101 • 121 , 
" · 62 > 82 A 102 I 122 , 
" + 63 ? 83 S 103 • 123 

" 6' @ " T 10< h 12' 

" · 6' A " U 10' I 12' 
'6 56 8 86 V 106 I 126 

" I 67 C 87 W 107 k 
'8 0 68 0 88 X 108 I 127 
<!i 69 E 89 V 109 m 
50 2 70 F 90 Z 110 " " 3 71 G 91 t or i 111 0 
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From the chan. it can be seen that each charactcr that {':In be slOred in 
main computer storage is represent ed bY;1 un ique deci mal value code. 

Th~' C I-I RS func tion allows the programmer to reference thes{' decimal codes 
(called ASC II codes) in a BASIC SWtelllelH. The following example illustrates 
the gc ncral fOf111:11 of th e CI-I RS function and an example of it s usc. 

General Format 

CHRS (numeric value) 

Program 

I 2730 PRINT CHRio (-36) 

Output 

T h" value wil hin the parentheses followill~ Ihe word CHRS is the ASC II 
code of Ihe charaCl er 10 be processed. In the example. ASCI I code 36 is 
specified. As a resu lt. the print statement will print a dollar sign b"cause a 
dollar sign is represented by ASC II code 36 (see Figure 9- 37). 

The value of this ca pabilit y is that some comput er systellls do not have 
certain characters all the keyboard. Therefore. the only way to print these 
charaCl ers is through the lISC of the ASCII code for the character in conjunc­
tion wilh the C I-I RS function. The CHRS fu nct ion can be specified in any 
stau:ment or function Ihat requires or allows a single string charactcr. 

T he CH R$ function can be used to perfor m lasks thaI arc nOt possible usin g 
standard BASIC statements. For example. to include quotation mark s within a 
string conStant requires the usc of the C HRS function because quot :uion 
marks are used as delimiters for Siri ng consmn ts. The following cxample 
illustrates (he use of the C HRS function to nllow quotatio n mark s to bc 
included wit hin a string constant . 

Program 

2190 PRINT "SHE SA ID, " ; CHR" (34) ; " HELLO." ; CHR" (.3 4) 

Output 

( SHE SA I D. ·'HELLO. " 

STRING 
PROCESSING 

TheC HRS 
func tion 

Figure 9-38 Thc numeric 
va lue placed in parenlncses 
wrlh lhe CHRS tunction is 
the ASCII cooe lepresent· 
ing a character. The CHR$ 
runCl lon returns Ihe corres· 
POndrng charaCler In Ihis 
example. tnc numorrc va lue 
J6 cOllesponds 10 IhO 
ASCII cooe tOI 0 dollar 
sign. Trlelelole, when !hC 
tunCllon Is execuIl!d. a dol. 
lar sign Is .elulned and 
Ihen Is pllrl l ed by lhe prrn l 
Slatement. 

Spec ia l uses of 
the CH RS function 

flgute 9-39 The CHRS runc· 
l ion Is usoCl hel l! to Icp.e· 
sel'll QUOlatlon markS !hal 
are to bo ,,"'11M by Ihc 
p"nt SIatcmoni OV()n though 
!h0 QuOlation marks ale 
dellmltcrs tOl suing con· 
stants. 1\ a cna.aCior can· 
n Ot appear in a BASIC 
sl1110rnol'll . Ih() CHRS tunc· 
11011 can be used 10 fCPIC' 
soni Ilro character 
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Flgurll 9-40 A v;:lI iablo val · 
ue ifl me STRINGS lunCl'CfI 
can allow a varlnblo numbar 
ot cMfOClors 10 ba prlnlO(1 
each tlma Iha lunel lon Is 
execulod. When Iho usor 
enlers a flumoric yalue via 
Iho inpul Slalamenl on lino 
4240. Il,al valuo i s u50tlto 
de1t'!rmlno Ihe number 01 
cha,aC1t'!rs which w,lI be 
rOlurned by lho STRINGS 
lunclion, Tho aClual char· 
aClor Ihal w,lI be prlnled 15 
Ihe char3Cler WhOSB ASCII 
code 15 enlerod by IhO USo<. 

ASC function 

In the example in Figure 9- 39, q uotation mark s muSI appear around the 
word HELLO. Si ll ce, however, quolation marks arc used as the delimil er iden­
tifyin g the beginnin g and ending of a string conSlalll, the BAS IC interprCl cr 
C;lllnOI distinguish whellthe quotes are used as delimiters and when Ihe quo tes 
arc supposed to appear in the constant. Therefore, mOSI BAS IC inH:r prel ers 
usc the double quotation marks strictly as a delimiter and, if quot es are 10 be 
included in the constant. the C HRS function muSt be used. 

In the prinl statemenl on line 2190, the ASC II code for double quota tio n 
lIlark s. 34. is spccified within Ihe C H RS functio n. This will cause double 
qu ota tion mark s to be prillied (sec output). Through Ihe usc of th e C HR S 
function. any character available on the comput er system ca ll be displa yed on 
the C RT screen even if the cha racter cannot be keyed on the keyboard. 

A numeric variable can be specified with the C HRS function. In this way. 

the cha racter print"d can be varied each time the print statement is execu ted. 
To illustrate thi s. and to show the usc o f a va ri;lble field wilh Ihe STR INGS 
fun ctio n. the example in Figure 9-40 will prinl the charactcr corresponding to 
the numeri c v;l lue entered by Ihe user. In addition , the character wil l be print,'d 
the number of times corresponding to it s ASC I J code. 

Program 

4240 INPUT I 
4250 PRINT STRING$( I. CHR$(I» 

Outpu t 

? •• 
1111111111111111111111111111111111111111111111111 

T he input st a tement on line 4240 obtains a numeric value from Ihe user at 

the keyboard. The print statement on line 4250 prillls a strin g o f eharaclers. 
The number of characters 10 be pri n ted is equal to the value entered by the 
lISCr. The character printed is Ihe aile whose ASCII code is eqlml to the 
!lumber entered by the user. In the sam ple output, Ihe value 49 was ent ered by 
the user. Th ere fore, Ihe character corresponding to the ASC II code 49 (the 
number I) is prinled 49 timcs. Although this particular cod ing would not be 

widel y used. it should be nOled Ihal variables can be used for both the 
STR I NGS (unct ion and the C H RS funclion. Thi.~ ma y have part icular applica­

tion in gra phing. wh ere the numbcr of characters to be print ed and Ihe 
character to be priJll ed could depend upon a calculal ion made inlhe program. 

The ASC fUIlC lioll returns the ASC II code for the fi rst o r only char:lClcr in a 
St ring (Figure 9-41). 



General Format 

ASC IStr~ng co~stant) 
\String variable 

Program 

Output 

I"" 

:::, c:' 

In the example above. the word ASC is followed in parelllhcses by the 
character whose code is to be returned. Thus. when th e do lla r sign is specified, 
the number va lue 36 is returned by the ASC funct ion. T his value is then 
print ed. The ASC function ca n be used whenever a single numeric character is 
a llowed or required in a BASIC st a tement . 

Si nce the value ret urn ed by the ASC function is numeric. it can be used in 
a calculatio n. The exa mple in Figure 9- 42 illu slrales its lise to prilll the lower 

case represem ation of a letter fo r which the upper case ASC II code is known. 

Program 
5480 INPUT "PLEASE ENTER THE UPPERCASE LETTER, "~ C-. 
5490 LET C = ASC(C-.> + 32 
5~OO PRINT "THE LOWERCASE LETTER I S, "; CHR-.tC> 
~'510 PRINT" 
5520 GOTO 5480 

Output 

PLEASE ENTER THE UPPERCASE LETTER. ? B 
THE LOWERCASE LETTER 18. a 
PLEASE ENTER THE UPPERCASE LETTER, 7t Q 
THE LOWERCASE LETTER IS: q 

PLEASE ENTER THE UPPERCASE LE1'TEfh ? R 
THE LOWERCASE LETTER IS. ... 

PLEASE ENTER THE UPPERCASE L,ETTERI ? 

When the input statement on line 5480 is execll ted, the user will enter an 
upper case letter, which is stored in the fi eld identified by the string variable CS. 
The let stat ement on line 5490 obtai ns the ASC II code for the lcller emeTed , 
adds 32 10 Ihe code. a nd sto res the result in the numeric field ident ified by the 
variable namc C. This calculated va lue is the ASC II code for the [ower case letter 
wh ich was emered because the A SC II code fo r a lower case letter is always 32 
gTea!er tha n the ASC II code for the upper case letter (sec Figure 9-37). 

The print st;l!ement o n line 5500 print s th e character correspo nd in g to thc 
value in C by using !he C HR S function. Note on the OU lpUlthal the lower Cl.ISC 

lett er is primed by this prim stat emenl. 

Figure 9-41 The ASC IUIlC, 
lion will ro turn tIl o ASCII 
code 01 lne number, loner. 
or special charaCtOr en· 
closed wrth;1l parentheses. 
Here. tho ASCII codo ot a 
doltar sign 15 ,elU'llCId by 
the ASC lunction 

Figure 9-42 The ASCII CodO 
to, a lowor case tOUlI1 Is 
always 32 grealer lhan lhe 
rllpresentatlon 01 thO up· 
per caslI tO lter. When the 
user enlors a le l10r In re­
sponse 10 Ihll illpul Slale· 
mllnt on line 5480. Inc ASC 
'uncl ion is used 10 return 
the numeric code 10' the 
uppor caso loiter. ThO 1111 
s talemenl on line 5490 
lholl addS lhat valuo 10 thO 
conSlanl 32. glvill{l l he rm· 
merle eodo tor IhO lower 
case tener. The CHAS tunc· 
l ion In Ihe prinl Slalemllnl 
on \iIlO 5500 then rOlurns 
the lower caSIl lotte, lor 
thO valuo contained III Ihe 
Ilumll r. e IIlIld C. 
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Thc strin g functions available with most BASIC int erprcters and compilers 
pro vide [he abilit y [0 search and manipula tc both nunH.'ric and string data. 
When they arc m cd properly, an y cl;lIa manipulation requirem ent in ;111 

application should be able \0 be sol ved . 

The design of [h e sample program is shown on Ihis (md Ihe following pages. 

Program Tasks 

·1. Displl.lY thc menu and obtain a user Sclcclion. 
2. Delcrmine [he seleclion 10 beperformed. 

·3. Dbptay the instructions. 
*4. Prepurc and prinllhc leller. 
·5. Urint the mailing label s, 

Figure 9-43 Four ot the I,ve tasks in tne top·level mO<lule are done on separate modules 

I -
Ol tlrmlnl the 

DilP"y 1111 M ..... 
• N Obt.I.ln _ 

UN' s.f..:lion 

~ 
Sliection to bl Ol.., .. y 

Pe.lo.med ", . 
Inl truclionl 

Program Tasks 

I. Dis play the mCllu . 
2. Obtain the u~er's selection. 
3. Ensure the SellX:lion is valid. 

p,.tN,. .neII 
Prlnl llll 
Lilt., 

Pnnlllll 
M.lling l8be1. 

Flgu.e 9_44 No 51.'1)1,, /.11.' mOdu les arc required 10 d,spl<l Y the menu and obtaon <I usc, sOIOC" Of' 



-
00'0,,,,1,,,, ,no 

Ot , pi., DllpIaJIM ....... 5010<,1"" '0 Do 
.1Id 0I:0IMn • P"fo,,,,.G -U ... 1S4IK,1oro .... , .... IlotI. 

~ o;t;;;;-~ l ,~ u ... ·• V.IIG 
M~. S. ... II .... S. .... I"" 

Program Tasks 

I. Prinl the instructions. 
2. Obtain a rc::'ponM: 10 rCllIrn 10 Ihe menu. 

9.33 

-
P,_ .. -
"~~ 

h n .. 

STRING 
PROCeSSING 

-

• 

Figure 9·45 Two lasks are reQuired 10 display Ihe instrucHons. nell her of which is large or complex. 

01 .... ' .. "'_ 
_ow.In. ...... -, ..... 

OD.-'n En .... 
Uo.,' . V.lid 

s., ... , ..... S.'...,.l .... 

Dtt"",I", Ih. 
&.,-< '1"" '0 Do 

P" to" ... , 

-' ;; 1-

P"n. Ob'.,n 
H" 'Unu 

,",,, ... ,ion. R .. """ •• 

Program Tasks 

'J. Obtain II valid lille and name from the user. 
2. Obtain the address 

'3. Oblain a valid city and stale. 
4. Oblain the lip ,ode. 
S. Ensure thc l i p \.-OOe entered by Ihe user is valid . 

'6. Prinl the lellcr. 

P,_ .. ..., 
P,Ifi'H .. 

~"'" 

Flgut o 9-46 Of the sl~ tasks rOQulrOCI 10 prepare and prlnl tho IOlltH. throe require separate modules. 
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p,...,.,.,. 
ltll • •• 

- . =r==-
'!!) ' ... ;;" ~",,' .. . nd 

O. t. ,,,,ln. tM 
S.t.ctlon to k 

P,,'oomH ~ 
bot,,,je'_ 

P,ln lu.. I'r " 
( ., It<' 

~ 
-,;t;;;- ~ 

Ii:, ' -":;;;;- 1'1&'i \11/( ' w-", M, nu 'ob' 101 10 ,h. I 0 lt1n. , Zip Id Ptln, 
In , ,,ucttono ~ •• po n .. , IV~IU' ~IJ Add'... J, • V.\\1l CI,y Cod. Zip '"' .rliI mt ' 'inti 81t/Oo' Cod, Lotto, 

Program Tasks 

1. Prin t the mail ing labels. 
2. Obtain a response to return to the menu . 

.--::' Print tilt 
Mailing LaMl> 

", 
, 

Figure 9-47 Printing the maili ng labels requires l wo tasks which wiil not be perlormod in separate modules. 

- - =r==-
Ott.,mlno 'M 

S.IOC ...... IOk 
Ptt' oo mod 

' I!~C , I , !'jJP l!l~I:'~I"~ i I 
, 

..... " Pl'''''n-' ". Plln .... 

"''i:'fi~,. ~tI .. ,I" 

p;f.;;- ~ Ob.aln " 
'"' Monu Ob' ..... '"' obC.ln . 

tno""",ion. R •• poo .. v.tlc!ll,1o A"",,",, V_Ch, -"- .peI $,-,. 

0 
Program Tasks 

'I. Edit the title and name entry. 
2, Obtain the tille and name from the user. 

P,ln! .1It 
Malting ~_I ~ 

I" , 
Obl~ln Enou," P,lnl Ob~ 
'" Vallc! 

_. 
,", M_ ,- '" '"' laklo Rupon •• 

,~, Ltl, .. 

Figure 9-48 To obtai n a valld tit le and name. the title and name must be obtained. and il must be edited. 



"-
~,~ 

- I 
Ol tormln. I ~' ...... ,...,. .. -5<o1 .. U .... '0 N PrinllM 

p .. r .. " .. .., M ""M fhiI\fIt l_. .. ....- h .... 

""""Ptn;- Oot;i;;- 1 ""Ott.;;;- 1 ~ ~ i P.'i";;;"- QbW;;-
'M Monu ...... ,M -.. ,,' V,lId .... ,M "'onu 

InOh,..,ion. ~ •• _ •• V_TJ"- "dd,.u V_ Clly ,~. l;p ~ ~'~I R""o' IOe _ .- one! suo, _ ,~. hU .. 

/J 
~ -- Tll~ -- . nd N ..... 

Program Tasks 

I. Obtain the city and Si a le frOIl1 the IIser. 
'2. Edit Ihe city and stale entry. 

FIgure 9-<19 Ed11in9 1he ci ty and Siale w ill requi re a separate modulo whi le obtaining the data from tho user will not. 

- -:--r== 
0011" .. 1,," ,"­
SII"" I"" 10 N 

, • • 1",,,,,,,, "t' ""1Ne,_ 

~ ~ 
' M .,~ ...... 

-~-
"'-"-"" n"'" h nl' 

Obl.ln Ob •• ln 
,M OMIt". '" 1"'''..01''''', "UpOn" , ... - "" , ... V_C'" ,-_.- _.-

O~ 0;;-.. ,- TiU, Clly I"'CII, ond Ho ... , ,~ _.- $1.,. _.-
Program Tasks 

I. Print the ..alulalion. 
2. Prim the body of the lener . 
3. Insen variable data in the body of the ICller . 
4. Obtain a rc<iponsc 10 rei urn 10 Ihe menu . 

","'I ", 
M .. IIIto~ 

( .. our. 1 p,;";;;-~ 
V,lid "~ ' M Mo"u v, .. In .• ,_ 

11 .. __ • 

,- -
Il 

Figure 9-50 Tho four tasks roq ulred to print tho letter will all be performed In the same module. 



Obut • • 
VII,a filII ..... ,..-

ODt,i" ,,,. 
Till. 

ona H ..... 

---,--
01111;" I 
VIU" CU, 
,l1li .... ,. 

Ob,, 'n 
e"y 
,~ st.,. 

Db .... " 

'" ,~, 

Program Tasks 

En ... ,. 
V,lla 

'" ,~ . 
p,lnl P,in, 

S.I~I.'I"" 1000y 01 
lin., 

In •• '' Obi"'" 
V"-;ltJI. Mlou 

D... lIupon .. 

I. Ensure the minimu m number o f charactc:rs "cre entered . 
2. Ensure lhal a valid ti tle was entered . 
3. Ensure Ihal the proper rormat was fo llowed . 
4. P rint an error m"-"SStige. 

---~----------------
Figure 9-51 Four tasks. none 01 which Is large or complex, are requlfod In order to cdit Ihe title and name. 

£nou" 
MInim .. ", 

Numb .. 01 

C~"O<'''" 

UtI fl llo --
(n.uI. 
Villa 
11111 

(".u •• 
p,~" 
f ... m., 

Obta'. tho ,.,11 
ond No .... 

P,lnl 

~"'" M .... ~. 

Obl.l" , .. 
Add, ... 

Ob i" " ", 
,~. 

Program Tasks 

~nIU" 
V. lld 

'" '00. 

1',1", 1',1., 
$aM....... 'Od, 01 

lollo, 

"''''' .... -.... ~. 
P,lnl , .. 

llkl, 

Obilin 
MI "" 

lIupo"" 

In .. " Ob.,' n 
Vonoble M ..... 

Oot. RotponH 

I . Ensure the minimum number or character\ " ere cnt ered. 
2. Ensure that the proper formal was rollo" cd. 
3. Ensure lhat the stale code is valid. 
4. Print an error m~agc. --, 

Figure 9·52 Editing tho city and state requires lour tasks, but none 01 them wltl be perlormod in a soparate modulo. 
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Program 
Ilowcharts 

The nowcharts for each of the modules in the sample program are sho\\11 
below and 011 the following pages. The logic in each of (he modules should be 
well understood by the programmer. 

DI,pLo11ht l1li ..... 
• "" Obt.to.. 
Un' 1SotI~,_ 

sam Produce Leiters 

~~,'­---.... -ObtaI" ...... ,~ 
,I '. ,. , ' 

~ ... ' .. ' 

Flgllf.9-54 The modlile 
which pfodllces the lellels 
IIses thO case strllC tlire to 
dO\(.lfmlno what tasks will 
be porlorrnod by the poogram. 

End 

Code t Code 3 



.... 

.... ... -
Displ ay the Menu and 
Obtain a User Selection Display the Inslrucllons 

Figure 9-55 In both these 
lIow!;ha"" a loop., estab· 
IiSMd 10 ask has the user 
responded. This loop is Ie­
Ciui le<! because the INKEYS 
lunctlon Is used to obtain 
both the user's menu sole<;. 
lion and to allow Ihe user 
to return \0 Ihe menu atlln 
viewing the Instrucllons. 



OIl .... . 
V ..... l1\1o -,-

Prepare and ';=I=::: Print the Letter 

lner .... ' 
AtrIJ Sublcnpt .,1 

P,ln, ... -
""'" 

Plinl P fOfI'CIl 
"MlObtaln ....... 

Oblaln Valld 
en, anell 
s~1o 

..... ... 
".'" 

R. lurn 

0._ 
R.I9O"" to 
"'Ium 10 -. 

,., 

S.I S ubaeltpl ",... 

"'tum 

.c: 'n' .'~~. I II: <Ig_~ 

Print Mailing Labels 

NO 

,. 
Ack!' IM • 01. Yos L'ng'Ih 0 >JN~O=:::Jc,._...., 

Obtilin _ .. 
"'Ium 10 -

Flgu.e 9·56 In'lIe Uowchafl lor pie paring and pllntlng tile tOUOl, 
,he rec tangles wl ,h v6Illcal IInos InsIde 'hem roplOsen, 
subrou!!nes. The procosslng spocUlod within ,MSO syml)()ls wltl 
be accomplished In a subIQU,lne. 



" 'inDf _ ... .. ...... 

r"" Ttllt 
- /II ...... 

Ott,.," 11\0 1,". 
ani! N ..... 

Oblal<> 
,~ 

Act<t .... 

Obtain a Valid TIlle and Name 

.." TIl, .... -. 

....... 
" .. "" ... -

Oblal~ 

C," .. , 
SIal. 

En.u •• 
V.';01 
Zi~ 
~ 

-, -... ,~ 
P,lnl p.ln, 

$olu' a'kwI 'OCI, 0 ' 
loU .. 

"" ... , Ob'aln 
vorlOI. M.nu 

Dala Roo""" •• 

;;:=:"':r:;:"=;:: Obtain a Valid City and State 

....... 
IlMIfc.tor 10 

Bllnlil 

Edl. Cttj ... ..... 

~, ... -.......... ...... 

Flgur.9·57 Tne logIc lor OOlalnlng a valid I ,tle and name and for ob taining a valid clt~ and state is vll1uall~ Idelllical. 
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-­Print .... 
LII", 

"' .... V.nd CII, 
, f\CI $III ' 

£dol C11y ..... 

Figure 9·58 The ioglt: lOr 
printing tne leller is simple. 
InvolvIng only one II·then· 
else struc ture and one looP. 
Ing Structure. The logic. 
however. does not show 
the use or Si ring junctions 
10 accompliSh thIS prO(:ess· 
Ing (500 Flguro 9-30) 

Print the Letter 



Figult 9-59 Editing lOgic {Part I o t 2) P,-, .. .... 
... 1 .... .... 
hu .. 

9.43 STRING 
PROCESSING 

Edit City and State (Part 1 of 2) 



Edit Title and Name (Part 2 of 2) 

----

Edit City and State (Part 2 of 2) 

Flgur.9-SO EdWng logic 
(Part 2 01 21. This logic 'n· 
vOlves the use 01 nall i ed if. 
tnen·else lIlfUClUr8S and 
neSted loops. The Slruc· 
lures and logiC Involved here 
should be weliunderSl00d 
by lhe programmer prior 10 
deslgiling and writing a 
comparable program. 
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PROCESSING 

Th e complete li sting for the sample program is shown below and on the 
fo llowin g pages. 

Sample program 

10 0 
11 0 
120 
130 
140 
150 
100 
170 
180 
190 
200 
2 10 
2 20 
230 
2 40 
250 
200 
270 
280 
2.0 
300 
310 
320 
330 
3 40 
350 
300 
370 
380 
390 
40 0 
41 0 
420 
430 
440 
450 
. 0 0 
4 70 
480 
4 '0 
500 
5 10 
520 
530 
5 40 
"0 
500 

REM LETTER MARCH I b SHELLY/CASHMAN 
REM 

REM THIS PROGRAM PREPARES SALES LETTERS FOR 
REM MAILING LABELS CAN ALSO BE PREPARED . 

REM 
REM 
REM 
REM 

VAR I A6LE NAMES : 
N. ( ) .. NAME ARRAY 
N~ .... NAME WORK AREA 
A~() .. ADDRESS ARRAY 

FOR ED ITING 

REM C~() .• CITV-STATE ARRAV 
REM Ss • . • . CITV- STATE WORK AREA FOR EDITING 
REM Z~() .. ZIP CODE ARRAY 
REM S~(J •• VALID STATE CODE ARRAY 

INDIVIDUALS . 

REM I •• •.. COUNTER FOR NUM6ER OF LET TERS WRITTEN -
REM USED TO REFERENCE ARRAYS WHEN ENTER ING DATA 
REM M ••••• MAX I MUM NUM6ER OF ELEMENTS IN ARRAYS 
REM N ..... NUMBER OF STATES IN VALID STATE ARRAY 
REM Rs •••• RESPONSE FOR MENU SELECTION - ENTERED BY USER 
REM X •.•.. UTILITV COUNTER-VARIABLE FOR FOR-NEXT LOOPS 
REM XS •••• UT ILITV INPUT AREA FOR INKEY~ FUNCT I ON 
REM L~ .. . . LAST NAME OF PERSON RECEIVING LETTER 
REM ElS ••• ERROR INDI CATOR FOR TITLE AND NAME 
REM E2~ ... ERROR INDICATOR FOR CITY- STATE 
REM L ••. . . WORK AREA FOR LENGTH OF TI TLE AND NAME ENTRV 
REM Ll ..•• WORK AREA FOR LENGTH OF TITLE AND NAME ENTRY 
REM L2 •••• WORK AREA FOR LENGTH OF CITY AND STATE 
REM J ....• COUNTER AND SUBSCR IPT TO EDIT STATE CODE 

REM 

REM 
REM ••••••••••••••••••••••••••••• , •••••••••••••••••••••••••• 
REM • DATA TO LOAD ARRAV , 
REM "'." ••••••• """ •••••••• , ••••••••• , •••••••••••• """ 

REM 
DATA "AZ" , "CA", "10", " NV " , "OR", "UT", " WA" 

REM 
REM •••••••••••• , •••••••••••••••••••••••••••••••••• , •• ,., •• , 
REM' INITIALIZATION OF VAR IA6LES AND ARRAYS , 
REM •••••• , •• , •••••••••••••••••••••••••••••••••••••• " ••• '" 

LET I ;; 0 
LET M 20 
LET N ;; 7 
DIM N~( M ), A~(M), Cs( MJ, Z~ (M J , SS(NJ 

FOR X ,., 1 TO N 
READ SS ( X) 

NEX T X 

Figure 9-61 Sample program(Parl 1 or 7) 

REM 

REM 

REM 
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570 REM ., •• ,"', •• , •••••• , •••• " •• ,.,., •• , •••••••• ,.,.,." •• ,,. 
sao REM. MAIN PROCESS ING MODULE • 
590 REM ,." ••••••••• " •••• ,., ••••••••••••• ,., •••••••••••••••••• 
600 REM 
6 10 GOSUB 1000 
620 REM 
630 IF R$ = "4" THEN 680 
640 ON VAL {R$) GOSUB 2000, 3000 , 4000 
b50 GOSU8 1000 
660 GOTO 630 
.70 
680 PRINT 
690 PRI NT "END OF SALES LETTER PROGRAM" 
700 END 
1000 

REM 

REM 
10 10 REM , ••••••••••••••••••• , ••••• , ••••••••••••••••••••• ,", ••• 
1020 REM. DI SPLAY MENU AND GET SELECTI ON • 
1030 REM ••••••••• , ••••••• , •••••••••••••••••••••••••• "., •• ,', •• 
1040 REM 
1050 CLS 
1060 PR INT 
1070 PRINT 
1080 PR INT 
1090 PRINT 
11 00 PRINT 
111 0 PRINT 
11 20 PRINT 
11 30 PRINT 
1140 PRINT 

"S ALE S LET T E R M EN U· 

CODE FUNCTION" 

1 - DISPLAY INSTRUCT IONS " 
2 - CREATE SALES LETTER" 
3 - CREATE MAIL ING LABELS" 
4 - END PROGRAM" 

11 50 PRINT "ENTER A NUMBER 1 THROUGH 4 : 
11 60 LET R$ = INKEY$ 

'?" • . . 
11 70 
11 80 
11 90 
1200 
12 10 
1220 
1230 
12 4 0 
1250 
1260 
1270 
1280 
1290 
1300 
13 10 
1320 
1330 
13 '1 0 
1350 
1360 
1370 

IF R$ <> "" THEN 1220 
LET R10 = I Nt(EY" 

GOTO 1 180 

PR INT R$ 

IF R$ >= "I" AND Rt> ( '"' "'1" THEN 1370 
PRI NT ERROR - "j R$; • IS AN INVALI D ENTRY" 
PR INT " " 
PR INT" PLEASE REENTER I, 2. 3 , OR 4 : ?" ; 
LET Rio = INKEYS. 

IF Rt> <> " " THEN 13 '10 
LET Rt. = INKEY$ 

GOTD 1300 

PRI NT R-.. 
GOTO 12 '1 0 

RETURN 

Figura 9-62 Sample program (Part 2 or 7) 

REM 

REM 

REM 

REM 

REM 

REM 



2000 
2010 
2020 
2030 
2040 
2050 
2060 
2070 
2080 
2090 
2 100 
21 10 
2 120 
2 130 
2 140 
2 150 
2 160 
2 170 
2 180 
2 190 
2200 
22 10 
2220 
2230 
2240 
2250 
2260 
2270 
2280 
3000 
3010 
3020 
3030 
3040 
3050 
3060 
3070 
3080 
3090 
3 100 
3 11 0 
3 120 
3 130 
3 140 
3 150 
3 160 
3 170 
3 180 

9.47 STRING 
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REM 
REM 
REM 

REM 
••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
• DI SPLAY INSTRUCTIONS • ••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

REM 
CLS 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PR INT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PR INT 
PRINT 
PRINT 
PRINT 

THIS PROGRAM PREPARES PERSONALIZED LETTERS. WHEN" 
"CODE 2 I S SELECTED FROM THE MENU, THE USER IS" 
"PROMPTED TO ENTER THE TITLE OF THE PERSON TO RECEIVE" 
"THE LETTER (MR. DR MS . ) , THE PERSON' S FIRST AND LAST" 
"NAME, THEIR ADDRESS, CITY, STATE, AND ZIP CODE (NOTE:" 
"A S INGLE BLANK SHOULD SEPARATE THE CITY AND STATE) ." 
"VALID ENTRI ES FOR THE S TATE ARE Al, CA, 10, NV, OR," 
"UT, AND WA. AFTER THE DATA I S ENTERED, A PERSONALI ZED" 
"LETTER IS PRINTED." 

WHEN CODE 3 IS SELECTED, MAILING LABELS FOR ALL" 
"LETTERS WILL BE PRINTED. A MAXIMUM OF 20 LETTERS MAY" 
" BE PRINTED BEFORE MAILING LABELS ARE PRINTED. AFTER" 
"THE MAILING LABELS ARE PRINTED, THE NAMES AND" 
"ADDRESSES ARE REMOVED FROM THE LI ST OF LABELS TO PRINT." 

PRINT "DEPRESS ANY KEY TO RETURN TO THE MENU : ? " • . . 
LET X'S "" INKEY'S 

IF X'S <> .... THEN 2280 
LET X'S :: INKEY'l 

GOTo 22 40 

RETURN 

REM 

REM 

REM 
REM ••••••••••••••• *.**.*.* •• *** ••••••••••• * •• * •••••••••••• 
REM • PREPARE AND PR INT LETTER • 
REM •••••••••••••••••••••••••••••••••••••••••• **** •• ** ••••• 

REM 
CLS 
LET = I + I 
PRINT "OBTAIN NAME AND ADDRESS" 
PRINT 
GOSUB 5000 
PRINT 
INPUT "ENTER ADDRESS: " . A'l(!) • 
GOSUB 6000 
PR INT 
INPUT "EN.TER ZIP CODE: ". Z'l ( I ) • 

REM 
IF LEN(Z$ (I» "" 5 OR LEN(l 'lCI» "" 9 THEN 3220 

PRINT ERROR - ZIP CODE MUST BE '5 OR 9 DIGITS" 
PRINT " 

3 190 INPUT" PLEASE REENTER ZIP CODEI " ; l'5(I ) 
3 200 GOTO 3 160 
32 10 
3220 GOsue 7000 
3230 RETURN 

REM 

Figure 9-63 Sample program(Parl30r 7) 



4000 
40 10 
4 020 
4 030 
40 40 
4050 
'l ObO 
4070 
4080 
4090 
4100 
4110 
4120 
41 30 
4140 
4 150 
41bO 
41 70 
4180 
4190 
4200 
4210 
4220 
4230 
42 40 
4 250 
'l2bO 
5000 
50 10 
5020 
5030 
5040 
5050 
50bO 
5070 
5080 
5090 
5 100 
5 11 0 
5 120 
5 130 
5140 
5150 
51bO 
5170 
5180 
5190 
5200 
5210 
5 400 
5410 
5420 
543 0 
5440 
5450 
5 4bO 
5470 
5480 
5490 
5500 
55 10 

REM 
REM ******* •••••• **.* •• * ••• " •• , ••• ••••••• ,.,*., ••••••••••• 
REM' PRINT MAILING LABELS , 
REM ***.*** •• ** ••• *** •• "", •••••••••••••• -•• *.* ••• , •••• * •• 
CLS 
FOR X - I TO I STEP 

PRINT N"( X) 
IF LEN (A~(X» ; 0 THEN 4 120 

PRINT A'$(X) 
GOTO 4120 

PRINT LEFHdC'.(X) , LEN(C$ (X)l - 31; " ; 
PRINT RI GHT$(C1o(X), 2); " "; Z1o(X) 
PR INT 
PRINT 

NEXT X 

PR I NT "DEPRESS ANY KEY TO RETURN TO THE MENU : 
LET X$ '" INKEYf. 

IF U <) '''' THEN 4 250 
LE T X" .. INKEY10 

GOTO 4 2 10 

LET I "" 0 
RETURN 

? ". .. 

REM 

REM 

REM 

REM 

REM 

REM 
REM ••••••••• , •••• ,.* ••••••••••••••• , ••• ** ••••••••••••••••• 
REM. OBTAIN VALID TI TLE AND NAME • 
REM ••••••••••••••••••••••••••••••••••• • • • ••••••••••••••••• 

LET EU = " " 
INPUT "ENTER TITLE, FIRST NAME AND LAST NAME: "; 

IF E1'$ ; "NAME IS VALlO " THEN 5210 
GOSUB :5400 
IF E110 '" "ERROR IN NAME" THEN 51 40 

LET El" .. "NAME IS VALlO" 
GOTO 3190 

LET El" '" 
PRINT " 

REM 

N"(I) 
REM 

REM 

INPUT" PLEASE REENTER TITLE , FIRST NAME AND LAST NAME : " j 

GOTO 5 190 
REM 

GOTO 5080 
REM 

RETURN 
REM 

REM ••••••••••••••••••••••••••••••••••••••••• • ••••••• • •• •• • 
REM. EDIT T I TLE AND NAME ENTRY • 
REM •••••••••••••••• , ••• ,., •• , •••••••••• • ••••••••••••• , •••• 

REM 
LET N10 = N10 (I) 

IF LEN (N~ ) < 7 THE~j 584 0 
IF LEFT1o(N~, 3) = " MR. " OR LEFT$(N1o, 3) = " MS . H THEN 5:520 

PRI NT" ERROR - TITLE MUST BE MR . OR MS." 
LET El$ = "ERROR IN NAME " 
GOTO 5520 

REM 

Figu ra 9- 64 Sample prog ram (Parl4 or7) 

Nf. ( I ) 



5520 
5530 
5540 
5550 
5560 
5570 
5580 
5590 
5600 
56 10 
5620 
5630 
5640 
5650 
5660 
5670 
5680 
5690 
5700 
57 10 
5720 
5730 
5740 
5750 
5760 
5770 
5780 
5790 
5800 
5810 
5820 
5830 
5840 
5850 
5860 
5870 
5880 
5890 
5900 
59 10 
5920 
5930 
6000 
6010 
6020 
6030 
6040 
6050 
6060 
6070 
6080 
6090 
6 100 
6 11 0 
6 120 
6 130 
6 140 

9.49 STRING 
PROCESSING 

I F MJD~CN'J., 

PRINT " 
PR INT " 
LET E l'" .. 
GOTO 5930 

4 . 1) "" AND MID~ C N~. 5, 1) <> " " THEN 5580 
ERROR - ENTRY MUST BE : MR. FIRS TNAME LASTNAME" 

OR MS . FIRSTNAME LASTNAME" 
"ERROR I N NAME" 

LET L :: LENCN$ ) 
LET Ll = LENIN"') 

IF L = 3 OR MIO"'<N'J., L, J ) = " " THEN 5650 
LET L "" L - J 

GOTO 56 10 

REM 

REM 

REM 
IF MI O"C N"'. 

PRINT " 
PRINT " 
LET £1 ... 
GOTO 5930 

L, 11 '" " " AND MID"'C~l1. , L- l , 1) <> " "THEN 57 10 
ERROR - ENTRY MUST BE: MR. F IRS TNAHE LASTNAME" 

OR MS . FIRSTNAME LASTNAME" 
"ERROR IN NAME" 

LET L'" '" MID$(N$. L + 1 , Ll - L) 
LET L '" L - 1 

IF L = 3 OR MID$(N$, L, 1) '" .. " THEN 5780 
LET L '" L - 1 

GOTO 5740 

REM 

REM 

REM 
IF MlD"CN",. 

PR INT " 
PR INT" 
LET El" = 
GOTO 5930 

L, II = " " AND MID"'CN .... L- l, 1) <> " " THEN 5930 
ERROR - ENTRY MUST BE : MR. FIRSTNAME LASTNAME" 

OR MS . FIRSTNAME LASTNAME" 
"ERROR IN NAME" 

LET E l ... = "ERROR IN NAME" 
I F LENCN"') = 0 THEN 5900 

REM 

PR INT " ERROR - ENTRY MUST BE: MR. FIRS TNAME LASTNAME" 
PRINT" OR MS . FIRST NAME LASTNAHE" 
GOTO 5930 

PR INT" ERROR - NO TI TLE AND NAME ENTERED" 
GOTO 5930 

RETURN 

REM 

REM 

REM 
REM •••••••••••••••••••• ••• ••••••••••••••••••••••••••••••• , 
REM' OBTAIN VALID CITY AND STATE • 
REM ••••••••••••••••••••••• • ••••••••••••••••••••••••••••••• 

LET E2" '" " " 
PRINT 
INPUT "ENTER CITY AND STATE : "; C"'t l) 

IF E21> .. "STATE I S VALlO" THEN 6220 
GOSUB 6500 
IF E2~ "" "ERROR IN STATE CODE" THEN 6 150 

LET E2" "" "STATE 15 VALlO" 
GOTO 6200 

Figure 9-65 Sample program (Part 5 or 7) 

REM 

REM 

REM 



CHA PTER 950 
N!NE . 

6 150 
6 160 
6 170 
6 180 
6 190 
6200 
6210 
6220 
.500 
65 10 
6520 
6530 
6540 
6550 
6560 
6570 
6580 
6590 
6600 
6610 
6620 
6630 
66 40 
66'50 
6660 
6670 
6680 
6690 
6700 
67 10 
6720 
6730 
6740 
6750 
6760 
6770 
6780 
6 790 
6800 
68 10 
6820 
6830 
6840 
6850 
6860 
6870 
7000 
70 10 
7020 
7030 
70 40 
70'50 
7060 
7070 
7080 
7090 
7100 

LETE2$ " " " 
PRINT " 
INPUT " PLEASE REENTER C I TY AND STATE; " ; C$ (I ) 
GOTO 6200 

GOTO 6090 

RETURN 

REH 

REH 

REH 
REM ••••••••••••••••••••••••••••••••••••••••••••••••••• • ••• 
REM' EDI T CI TY AND STATE • 
REM ••••• ••• • • ••••• • ••••••••••••••••••••••••• • ••••••••• •• •• 

LET CS '" CS ( I ) 
LET L2 = LEN{C,") 
IF L2 < 4 THEN 6830 

REH 

I F MIO"(C$ , L2- 2, 1) = " .. AND MI O"(CS, L2-3 , 1 ) <> " " THEN 6630 
PR I NT " ERROR - ENTRY MUST BE: CITY STA TECOOE " 
LET E2$ '" "ERROR IN STATE CODE" 
GOTo 6870 

LET J '" 1 

IF J > N THEN 6700 
IF RIGHT$(CS, 2) = S$(J) THEN 6700 

LET J ." J + 1 
GOTO 6650 

IF J > N THEN 6730 
GOTO 6870 

PR INT ERROR - STATE MUST BE : "; 

FOR X -
PR I NT 

NEXT X 

TO N - 1 
SS(X); 

PRI NT "OR " ; SS ( X) 

" . • 

LET E2$ - "ERROR IN STATE CODE" 
GOTO 6870 

PR INT " 
LET E210 ,.. 
GOTO 6870 

RETURN 

ERROR - ENTRY MUST BE : CITY STATECOOE" 
"ERROR IN STATE CODE" 

REH 

REH 

REH 

REH 

REH 

REH 

REH 

REH 

REH 
REM •••••••• • ••••••••••••• • •••••• •• ••••••••• • •••••••••••••• 
REM • PRINT LETTER • 
REM ••••••••• • • • •••••••••••••••••••••••••••• • ••••••••• •••• • 

CLS 
PRI NT NS( I ) 
IF LEN(A$(I» '" 0 THEN 711 0 

PR I NT A$(I) 
GOTO 7110 

Figure 9-66 Sample program (Part 6 or 7) 

REH 

REH 



7 11 0 
7 120 
7 130 
7 1'l 0 
7 150 
7 160 
7 170 
7 180 
7 190 
7200 
7 2 10 
7 220 
7230 
7 2 'l0 
7 250 
72bO 
7270 
7280 
729 0 
7300 
7 3 10 
7320 
7330 

9.5 1 STRING 
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PR INT 
PRINT 
PR INT 

LEFT$ (C$( I) , LEN (C$ ( I )) 3) ; 
RI GHT$(C$ ( I ) , 2) ; " " ; Z$( I) 
" " 

" . • 

PR INT " DEAR " j LEFT$ (N$ ( I ) , 3) j " " ; U . ; " ;" 

THE "; L$i " FAMILY HAS BECOME " 
"ELI GIBLE TO RECEIVE AN EXPENSE- PAID TRIP " 
HFROM YOUR HOME IN "j LEFT$ (C$ ( I ) , LEN (C'5 ( I )) 
" TO HAWAII. " 

- 3 ); 

PR INT " " 
PR INT 
PRI NT 
PR INT 
PR INT 
PRINT 
PR INT 
P RINT 
PRI NT 
PRINT 
PRINT 

" ; LEFT$ (N$ ( I ) , 3) ; " "; L$; 
"ENCLOSED CARD TO DETERMINE I F YOU 
"WON YOUR FREE TR I P TO HAWAII . " 

" , PLEASE RETURN THE" 
HAVE " 

REAL ES TATE TIMESHARI NG" 

PRINT "DEPRESS ANY KEY TO RETURN TO THE MENU: 
LET X$ = INKEY$ 

I F X$ < > "" THEN 7330 
LET X'fo ,.. I NKEY$ 

GOTO 729 0 

RETURN 

Figure 9-67 Sample program (Pari 7 or 7) 

? '" .. 
REM 

REM 
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The followi ng poilus have been discussed and explai ned in th is chapter. 

I. BASIC provides a speci fi c :.et of string function s which allow string 
data to be easily manipulated. 

2. It is COllllllon for one selection on a menu to provide for prim ing 
instructions on how to use a program. 

3, In most interact ive programs. the dma elllered by the user will be 
edited agilinsl ;, e ritcria to alternpt 10 ensure th:u the data elll ered is accurate. 
If the d:l1a entered is in error, the user will normally be asked to reenter the 
data. 

4. It is 1I0t possible for a program to determine that all data elllered is 
va lid. Therefore, the user mUSI examine the d;lIa emered to ensure it is correct. 
The fact that the program will edit inplll data does nOl relieve the user of the 
responsibility for chec king entries mad" 011 the keyboard. 

5. Th e INKEV$ func ti on allows the user to enter a single character frOlll 
the keyboard without requiring thai the elller or retu rn key be depressed. 

6. The INKEV$ funct ion checks the keyboard to determine if a key has 
been depressed. [f so, the character is retu rned by the function . If not, a l1ull 
character is rClUl'lled by the function. 

7. A null character is tested ror through the usc of Ihe if statement and 
double quotation mark s wilh no space between the quotHli on mark s. 

8. Sincc the INKEY$ fU llction docs not hah for a user response, Ihe nor­
mal method for using thi s function is 10 place the program in a loop to await 
the response . If the variable field to the left of the equal sign in the let state­
ment whi ch contains the [NKEV$ function con tains a character. then a 
character has been elll ered. I f the field COlltilin ~ a nu [l character. a key has not 
been depressed on the keyboard. 

9. The usc of the INK EY$ funetiou call ;Illow single characters to be 
elliered faster because on ly one key need be depressed. In addition, it can 
dynamically ;tllow in put to a progra m withoul req uiring that the progra m halt 
while the user elll ers data. 

10. 1):11:1 which is stored in a string field cannOt be used in calculations 01' 
other instructions whcre numeric field s arc required. It o ftcn occurs, howcvcr, 
that a string field can COlliain numeri c data which wi ll have 10 be used in a 
statcment which requires a numeric fie ld. Allowing a string field 10 be used 
whcre a numeric !ield is required ca n be accomplished through the usc of the 
VAL fu nction . 

11. Whcn a string conta ins one or more nUllleric values followed by 
alphanumeric c!wT;lcters, the leading Ilumber is referenced when usin g Ihe 
VA L function. [f there is no leading numeric value in a ficld, the Valul' zero is 
returned by the VAL functio n. 

12. The LEN functi on is used to dcterminc til e number of c!wr:teters in a 
string consl:\nt 01' fidd idcnt il1ed by a stl'ing \'ari:lble. To utilizc the fUIII.:tioll, 
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the word LEN is fo llowed by a st ring variable o r string consta nt enclosed 
within parentheses. The LEN function ca n be specified in any BAS IC 
stat ement where a nUllleric value is required or allowed. 

13. The variable name specified fo r the LE N runction must be a string 
variable name. A numeric v<t riable name or constant can not be used for the 
LEN function. 

14. The STR$ function a llows a numeric constant or numeric vari able 
field to be used in SWI CIllCnt S requiring a string COJlstan t or variable field . The 
ent ry STR$ (numeric variable name) can be used in any UASIC statement that 
req uires or allows a string va riable. 

15. The STR$ functioJl returns a st ring value. If the num ber in the 
numeric variable or constant is positive, a space is returned in th e first posi· 
tion. If the va lue is negative. a minus sign is returned in the first positi on. 

16. The LEFT$ runction is used to mak e available a specified number of 
cha racters from n string starting with the leftmost position. The word LErT$ 
is fo llowed in parentheses by the string consta nl or the mime of the SITing 
variable field frOIll which the characters arc 10 be made avai lable and the 
number of characters 10 be made avai lable. T he LEFTS functio n can be used 
in an y stmernent that req uires or allows a string variable. 

17. String functions ca n be combined in a single statement. An important 
aspect is to iden tify wh ich functions require string varia bles and which 
func tions require nUllIeric va riables. 

18. Particular allention must be paid to the sets of parentheses which arc 
requi red when multiple functions arc used in a single BASIC Sl:ll enlell[. 

19. The RI GHTS runction makes avail able a speci fied number of 
clWrilCtcrs from a string st arti ng with the rightmost characler and moving to 
the Ic ft . The word RIG HTS is followed in parentheses by the strin g const ant or 
the name of thc string variable field from which thc characters ;Ire 10 be made 
availabl e and the number of characters to be made avai lable. The RI GHTS 
funct ion can be used in an }' statement that requires or allows a stri ng variable. 

20. The M IDS function can extract an y number of characters fro m any 
positi on within a string constant or va riable string fi eld. The programm er must 
specify the string constant or the variable name of th e string field from which 
th e dona is 10 be ta ken, the begi nning locat ion of the data to be cx tracted, and 
th e number of characters 10 be extracted . 

21. The MIDS, LEFT'S, and RIGHTS function s can be used to extract for 
edi ting d:lla emered by:, user. 

22. The characters ex tracted fro m a string o f data th rough the use of the 
M IDS, RI GHTS. and LE FTS functio ns arc someti mes called a substring. 

23. A deli miter is a value in a st ring of d:lla that ind icates the beginni ng or 
end o f words, sent enCeS. phrases, or paragraphs. Si ring data cnll bc sea rched 
for delimite rs using stri ng fu nctions. Once the delimiter is fo und. portions of 
text material can be ext racted . moved. or otherwise processed. 

STRING 
PROCESSING 
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24. The essent ial process to search a string is to do the following: 
a) Establish the beginni ng point of the scarch: b) Determine the criteria which 
will entlthe search: c) Establish the loop which wi ll search the siri ng teXI unti l 
the criteria is s.uisl'icd. 

25. A string search can be used to li nd a substring consisting of a word or 
words from a senlence or paragraph. 

26. The process of search ing a string for a substring involves comparing 
the word or words entered by the uscr to an equal number of characters at the 
Slart of the paragraph. If an equal condition is fo und, then the word or words 
en tered by the user arc in the paragraph. If :In unequul cond ition is found, the 
data eillered by the user is compared to the paragraph beginning with the next 
character. Thi s process continues un til an equal condit ion occurs or unt il the 
entire paragraph has been searched. 

27. Concatena tion is the process of joining logether two or more pieces 
of data. St ring data may be concatenated IIsing the addilion (lrithmetic 
operator ( + ). 

28. Concatenation can take place on ly on string fie lds. Any string fields, 
including constant s, can be concatenated. 

29. Th e STR ING$ funct ion makes ll\'a il able a st ring of characters of any 
length fro m I to 255. The number of repetitions of the character desi red and 
the spccilic ciwracter are specified in parentheses following the word STRI NGS. 

30. On many compu ter systems, each number . letter o f the alphabet. or 
special character is stored in main computer storage as a series of seven elec­
tronic impu lses called bits. The combination of seven bits being on or off 
determines the character stored . 

31. The American Siandard Code for lnfon nat ion Interchange (ASCII) 
code is wi del y used to represent data in mai n computer storage. It speci fics 
wha! com bination of seven bils represents any given cha racter. 

32. Expressing decimal values usi ng two symbols (the zero and o ne) is 
called the binary numbering system. Each position in a binary numbering 
system is assigned a place value based upon a power of 2. The place values of a 
bina ry number, begin ning at the right and movi ng to the lefl, arc 1,2,4.8. 16, 
32. and 64. 

33. The CH R$ function allows the program mer to speci fy ASC II codes 
10 identify characters. The value within (he parentheses fo llow ing th e word 
CH RS represenlS the ASC II code o f a particular character. Th is feature allows 
some characters which arc not represented on a keyboard or which can not 
legally be specified in a BASIC st atement to be used with that stateJllent. 

34. The ASC function returns (he ASCII code for the first or only 
character in a string. Since the value returned by the ASCII function is 
numeric, it ca n be used in calculations. 
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1. Thc ________ function allows thc user to enter ___ ___ _ 

character(s) from the keyboard wi thout depressing thc ____ ___ _ 
or key. 

2. A null character is tesled for using Ihe if statement and double quot:uion 
marks with no space bctween the qumation marks (T or F). 

3. Data wh ich is stored in a string field: a) Can be used in a calcu la ti on: 
b) Ca nnot be used in a ca lculation: c) Ca nnOI contain numbers: d) Cun 
be used in a calcula tion o nly if the variable namc o f Ihc field is used with 
the STRS function. 

4. The fu nction is used to determine the number of 
characters in a st ring constant or fie ld identified by a string variable. 

S. Which function allows a num eric constant or numeric variable field to be 
used in statcment s requiring a Sirin g consta nt or variable: a) STR INGS: 
b) VAL; c) STRS; d) e H RS. 

6. The LEFTS fu nction is used to make available a specified number of 
characters fro m a Siring starting fro m the leftmost position (T or F) . 

7. The RIGHTS fu nction can be used in any statement that requires or a llows 
a numeric variable (T or F). 

8. The three values which must bc specified with the M1D$ function arc: 
a) The posit ion of the fi rst character. the posi tion of the last character. 
and the number of characters to be ext racted; b) The nallle of the field or 
the string constam fro lll which the data is to be ex tracted. the position of 
the first character to be ext racted, and the number of characters to be 
extracted: c) The number of characters to be ext racted. thc namc of thc 
fi eld or the co nSlam from which the data is to be extracted. lind th e posi· 
tion o f the last character to be c)(tractcd ; d) The name of the field or 
canst am and the number of characters to be extracted. 

9. A is a value in a string of data that indicates the begi n-
ning o r end of words. sent ences. phrases . or paragraphs. 

10. Th e logic for searching a string is virt uall y the same as Ihe logic for the 
exchange sort (T or F) . 

I I . Concatenatio n is the process of joining together: a) Two numeric fie lds: 
b) Two string fields o r constants: c) T wo numeric constants; d) T wo or 
more BASIC statements. 

12. ASC II stands for: a) Association for Standardization ofComputcr In for­
mation and Intelligence; b) American System Computer Information 
Instiltl1 e; c) Association for Standard Computer Info rmat ion Inter­
change; d) American Standard Code for Information Interchange. 

13 . The real estate company using the letter in the sample program in this 
chapter has determ ined that the letter is more effective if the first name is 
used in the salutation (DEA R JAMES:) rather than thc tit le a nd Ilist 
name. Mlik e the changes in thc sample program to calise th is to happen. 
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4050 
4060 
4070 
4 0 80 
4090 
4 100 
4 11 0 
4 120 
41 30 
4140 
41 :>0 
4160 
4170 
4180 
4 190 
4200 
4210 
4220 
4230 
4240 
4250 

7 0 5 0 
7 060 
7 070 
7080 
709 0 
7 100 
7 11 0 
7120 
7 1 30 
7 140 
7 150 
7 160 
7 170 
7 180 
7 190 
7200 
72 10 
7220 
7230 
7240 
72:50 
72 60 

Clmplcr 9 
DEBUGG ING EXE RCISES 

The fo llo wing li nes of code eOlllain one or more coding errors. Circle each 
o f Ihe errors and wrile Ihe coding 10 correct th e errors. 

CLS 
F OR X : 1 TO I STEP 1 

PRINT Nt- ( X) 
IF LEN(A { X» = "0 " THEN 4 120 

PR I NT A(X) 
GOTO 4 120 

PR INT LEFTt-(Ct-{X) , L EN (Ct-(X) - 3 ) 1 "j 

PR,J NT R I GHTt;( Ct;(X), 2) " " Zt-IX) 
PRI NT 
PR INT 

NE XT J 

PRINT "DEPRESS ANY KEY TO RE TURN TO THE MENU; 
L ET X ... I NKEY 

I F X <> .. " THEN 4 250 
LET X '" INKEY 

GOTO 4210 

LETI .: O 

CLS 
PRI NT Nt-( 1) 

I F L EN (A'S(I » = "0" THEN 7 11 0 
PRINT At-U ) 
GOTO 7 1 10 

PR I NT L EFT (Cto ( I ) , LEN (C'S ( I ) - 3 ) ; 
PR INT R I GHT(Ct- ( J) , 2 ); " Hi Zt-(l ) 
PRINT 
PRINT "DEAR "; LEFTt'( N ( I ) , 3); .. ": 
PR INT 

" . , 

L t; " : " 

?". . , 

THE " ; L 'S i .. F AMILY HAS BECOME" 
"ELIGIBLE TO RECEIVE AN EXPENSE - PAI D TRIP " 
"FROM YOUR HOME IN .o j L EFTto (Ct( J) . LEN (Cto (J ) - 3 ; 
" TO HAWAII." 

REM 

REM 

REM 

REM 

REM 

PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PRINT 
PR I NT 

"J L EFTtoC N ( ! to' , 3 ) ; H " ; LtoJ ", PL EASE RETURN THE " 
"ENCLOSED CARD TO DETERMINE I F YOU HAVE " 
" WON YOUR FREE TRI P TO HAWAI I ." 

REAL ESTATE TIMESHAR I NG" 
PR INT 
PRINT "DEPRESS ANY KEY TO RETURN TO THE MENU: ? "J 



9.57 STRI NG 

Chapter 9 
PROGRAMM ING ASSIGNMENT 1 

A credit collcc[ion leller [hal is selll [0 customers at least len days late in 
paying their bills is to be prepared. In addition, a list ing of customers who arc 
lm e is to be prepared, and mailing labels are [0 be prepared for those 
customers receiving [he letter. Design ,lIId code Ihe DASIC program to 
produce this mat erial. 

The program utilizes a menu which is illustrated below. 

CREDJT COLLECTION LETTERS 
rtENU 

1 CREATE COLLECTION LETTER 
2 PRINT LISTING OF CUSTOI'ERS 
3 PRINT HAILING LABELS 
4 - END PROORAI'I 

The four fu nctions which can bc performed by [he program allow the user 
[0 cre'll e [he collection lell er, print a listing of those CUSlOmers receiving a 
collection lCllcr, pri m mailing labels, <lnd tc rrn inate [he program. 

When code 1 is selected frOIll the menu. the screen to create the collection 
lett er should be di splayed, as shown bctow. 

OBTAIN CUSTOl'ER IWORf1ATION 

ENTER TITLE, F IRST NAI1E, AND LAST ~HE. 
ENTER SIREEI ADDRESS. 
ENTER CITY AND STATEr 
ENTER ZIP CODE: 
ENTER NUHBER OF DAYS PAST DUEl 
ENTER Af10UNT PAST DUE l 

The user should enter the tit le. fi rst. and last name; the St reet address; the 
city and Sla[e; Ihe zip code; Ihe number of days past due; and the amount past 
due. The title and name en try mUSt fo ll ow the slime format as th e sample pro­
gram ill this chapter. The street address can be omi tted if there is none. The 
city and stale entry must follow the same format and contain [he same Slales as 
Ihe sample program in this chapter. The number of days past due must be a 
minimum of 10 and a maximum of 120. The amount past due musl be a 
minimum of 10.00 and a maximum of 5,000.00. 

PROCESSING 

Instruct ions 

Menu 

Crea te co llecti on 
letter 
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Print listing 
of customers 

Mailing labels 

Data editing 

After the data has been emered, the Ictler should be primed, as shown below. 

I'IR. NORf1AN GREGORY 
231 LOCUST A\lENlE: 
BELL. CA 90811 

DEAR HR. GREGORY; 

Tt£ BREBORY ACCOUNT IS NOW 1~ DAYS PAST DUE. 
THIS 16 UNDOUBTEDLY AN OVER6IGHT. 

I AI1 SURE YOU RECOGNI ZE THE IMPORTANCE OF A GOOD 
CREDlT RATING, MR. GREGOR·Y. PLEASE REJ1lT .10.00 TO 
BRING YOUR ACCOUNT UP TO DATE. 

CREDI T I1ANA6ER 

When code twO is selected from the menu, a li sting of those people who 
have been entered should be printed, as illustrated below. 

CREDIT LETTERS 

HR. NORHAN GREGORY 
MS. SUSAN BURNS 

CITY 

BELL 
WES TSHIRE 

TOTAL PAST DUE 

AI10UNT 
PAST DLE 

.10.00 

.28.96 

.:se.96 

When code 3 is selected, mai li ng labels conta in ing the tit le, fir st name and last 
name, address, city and state, and zip code should be printed. The format of 
mailing labels is the same as those in the sample program in this chapter. 

Data entered by the user should be edi ted by the program. For those fie lds 
nOt identified specifically in thi s assignment, the programmer should develop 
appropriate editing criteria and incorporate it into the program. 
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9.59 STRING 
PROCESSING 

A record store maintains a list of cu rrcllI best-selling records. This lisl is In s tructions 
accessible from a computer. Design and write a BASIC program to access the 
list using a menu. 

The format of the menu is shown below. 

RECORD ACCESS 
MENU 

1 - PRINT ALL SONGS 
2 - SONG TITLE SEARCH INQUIRY 
3 - END PROGRAM 

The user ca n choose 10 print "lithe best sell ing songs, perform an inquiry. 
or Icrminnle the program . 

When selection one is chosen from the mellu. the songs should be listed in the 
following fo rmat. 

BEST- SELLING SONGS 

J LOVE A COWBOY 
LOVELY YOU 
SETTER LATE THAN NEVER 
COWBOY IN LOVE 
I WANT TO BE IN LOVE IN TEXAS 
LATER THAN EVER 

DEPRESS ANY KEY TO RETURN TO THE' ttENUI 

To make an inquiry. the user seiects menu code 2. Wh en the screen on 
page 9.60 appears, the user should cntcr onc or marc words or phrascs which 
might bc found in thc titlc of thc song. Thc program should then search cach 
so ng ti tlc and, if thc word or phrasc clltcrcd by thc uscr is found in thc song 
titlc, thc entirc song tit le should bc printcd . 

Menu 

Printing the songs 

Inquiries 
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S:DNG TI"ill SEARCH ] NQlJ I RY 

ENTER ONE DR I10RE LETTERS OR WORDS FROf1 
A SONG TITLE. ?COWBOY 

C~REN~ SONG$ WITH THE ~ORD COWBOY: 

I LOVE A COWBOY 
COWBOY l"NLOVE 

DEPRESS ANY KEY TO RETURN TO THE f'tENlh 

... 

I f the word or phrase entered by the user does nOI appear in any of the 
current best-selling song litles. Ihe message "-word entered by user- DOES 
NOT APPEAR IN ANY SONG TITLE" should be displayed. 

For testing purposes , the song titles shown in the listing above should be 
used. The fo llowing words and ph rases shou ld be ent ered by the user: I) I 
LOVE; 2) COWBOY; 3) EVER; 4) OKLAHOMA; 5) TEXAS; 6) LOVE. 
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FILES, REPORT 
GENERATION, 
AND FUNCTIONS 

OBJECTIVES: 

To obtain an understanding of creating a disk output file 
and reading the data in a disk f ile into main computer 
storage for processing 

To acquire a knowledge of the BASIC statements used to 
process disk files 

The ability to use the string functions available with most 
BASIC interpreters 

To become familiar with trig functions and other functions 
of the BASIC language which can be useful for certain 
applications 

To obtain an understanding of control break processing 
and the logic required to produce a control break report 
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In previous chapters. the data to be processed has been included in data 
statements or has been entered directly by the lIser in an interactive mode. In 
many applicatio ns. it is advantageous to permanemly stOre data on an aux· 
iliary storage device slIch as a floppy disk. When this is done. the data can be 
re .. d (rom the floppy disk into main computer StOrage and be processed as 
required. Storing data on a flo ppy disk allows many programs to reference the 
same set of data. The statemen ts to record data on a d is k and the statements to 
read Ihe data stored on a disk arc explained in this chapler. In addition. a variety 
of other statements cOl11 mon 10 111 0S1 BAS IC interpreters are also discussed . 

The diagram in Figure 10- 1 illustrates the concept of stOring data on a disk. 

~~ .. 

W,lto on disk 

1011051 IM ICROTECI 11001 
DATE COMPANY NUMBER OF 

SHARES 

STOCK PURCHASE 
AGREEMENT 

DATE~ 

STOCK MtCROTEC 

SHARES~ 

COST PERSHARE~ 

[n the cxa mple. datu fro m a slack purchase agrecment is entcred int o 
main eompu ler stornge fro m a computer teTin inuJ. After the daw has been 
en lered into storage, the data is then wri tten on a flo ppy disk. 

Aft er the data from the first stock purchase agreement is ell tered into 
stor .. ge and recorded a ll disk. the dat a from the next stock purchase agreement 
wou ld be cntered into storage via the computer terminal. This data would thcn 
be recorded oll lhc disk im mediately aft er the previous set of dat .. . 

Introduction 

Figure 10·1 The steps in 
storing data Irom a source 
document InClude: 1) Key· 
Ing lI1e data Irom the source 
document: 2) Stor ing the 
data In main computer star· 
age as It Is keyed: 3) Stor­
Ing tho data on a disk alter 
It has been keyed. 
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Sequential files 

Figure 10-2 When dala Is 
read Irom a drsk l ile. it Is 
read one re<:ord at a time 
InlO main Con'IpUler storage 
When lhe re<:ord In lhls e~· 
ample Is rood. lnedale. CO'T\­
pany name. numoer 01 
ShareS. and cost par share 
are placed In Ileids. The 
dala In lhese lialds can 
Ihen be used tor whalever 
processing 15 rOQui red. 
such as crea ting !he repOr! 
Shown. 

10.2 

Each stock purchase agreemen t is considered a record . The collection o f 
records. that is. all of the stock purchase agreements considered as a unil, is 
called a file . When records arc stored on a disk one afler the ot her, the collec­
tion of records on the disk is call ed a sequential file. Although record s can be 
stored on the disk in any sequence, they are normall y arranged in some 
sequence based upon a fie ld in each record called a key. In the example o n the 
previous page. the slack purchase agreements arc recorded on the disk in date 
sequence. The date field, therefore. is the key or control field for the stock 
purchase fil e. 

Records which arc organized sequenlially arc usuall y retrieved sequen­
tiall y. This means that when the records arc read from the disk into main com­
puter storage, they wi ll be read one after the other in the same sequence as they 
arc stored on the disk. 

The diagram below ilhlStra(es readi ng data frOIll a disk into main com­
pu ter storage and preparing a report from Ihe data in main com puter storage. 

• I STOCK REPORT 

I DATE COMPANY SHARES COST VALUE 

• I 01/05 MI CROTEC 100 2 . 50 '5250 .00 
FASTD ISK 200 4.20 '5840.00 

• TOTAL FOR Ol iOS '51 , 090 . 00 

When dat a is read frOIll a d isk, the data is read a record at a time into 
main com puter storage. To indicate the end o f the fil e. an end of file indicator 
is recorded on the disk when the daw is originally recorded. 111 lite example 
above, th e lell ers Eor nrc recorded illihe dIll e fie ld 10 indicate elld of file. 

• 
• 
• 
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When data is stored o n disk under the comrol of a BASIC program. the data 
to be written is moved from the individual fields to a reserved area of main 
computer storage called a buffer. The record formed in the buffer area is then 
wriuell on the disk (Figure 10-3). 

---

FILES. 
REPORT GENERATION, 
ANO FUNCTIONS 

Storing da ta 
o n disk 

IOt lO51 
DATE 

'" 
: 

• ~t1I_ICAOl£C \~~~i'''::~ '' ._------

In the example above, the data from the individual fi elds is moved 10 the 
bu ffer <lrea. The record is then written on the disk from the buffcr area. Each 
fi le to be read or wri \l en in a program must have a buffer assigned to it. If 
Ihere is one file in the program, then o ne buffer is requ ired. If there arc two 
files. then two buffers arc required. and so on. These buffers arc num bered by 
the BAS IC interpreter. Most computer systems allow up to fifteen buffer 
a reas. The instructions which cause a record to be written or read mu st re fer to 
the proper buffer number. 

When processing a sequeillial file using disk, the program must specify 
whether data is being recorded on the disk ,an OUt put file) or data is being read 
illlo main computer storage from a file already on the disk (an input file). In 
addition, the buffer 10 be used must be identified and a name must be assigned 
10 the file. These tasks arc accom pli shed by the OPEN statemelH, 

The format of the open sta tement and an e.'I(a mph.' of it s usc arc ill ustrat ed 
below. 

General Format 

line number OPEN file type, buffer number, filename 

Program 

2040 OPEN "0", 1, "STOCK" 

Figure 10- 3 A buller area 
Is used for both input and 
ou tput disk l iles. The disk 
record is ' ormed In the buf. 
fOf afea from .he Individual 
fields In 1M program and 
lhen Is written wnen tne 
hie 15 an Of.I,pul file. When 
an Input Ille Is processed, 
tne enllre record Is placed 
in the buffer area when it is 
road and then 11 Is sepa· 
rated InlO each held. 

The 
OPEN statement 

FIgure 10-4 The OI)(ln state­
mont must be o~ecu'ed be· 
'oro any Inpulloutput opera· 
tlons occur wl.h a disk file. 
The same 1I1ename used 
when the file is creBled as 
an OU1PUI hie muSI be used 
in the opon Statement that 
opens the tll o as an input 
"Ie 
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The print /I 
statement 

Generat Format 

An opcn statement is required before a file on the disk can be referenced 
or accessed . The first ent ry following Ihe word OPEN is the file Iype. For a 
sequent ial file, the entry Illay be Ihe lener o f the al phuhet 0, or the leiter of the 
alphabet I. The elU ry must be incl uded in quotation marks. The le11er ° 
signifies that an Output file is to be recorded on the disk. The leuer I indicates 
that an input file will be read from the disk. In the example in Figure 10-4, the 
open statement contains the leltcr 0, sign ifyi ng an outpUt file. 

Followi ng the file type entry is a comma and then u buffe r number. Buffer 
numbers normally begi n with I. In the exa mple, buHer number 1 is specified. 
Each fi le defined by an open statement must huve a unique buffer. 

The last entry is a file name . The file name must be enclosed in quotation 
marks, and, for most systems, can consist of from I - 8 characters, the first of 
which must be alphabetic. In the exam pl e, the file name selected is STOCK. 

The print /I stat ement is used to sequentially write daw in a file on a disk. The 
format o f the print /I statement and an example of its usc for storing numeric 
data on disk is illustrated below. 

line number PR INT #bulier number, variable name f}va r;ab,e name{} .. 

Exa mple 1: 

( 2020 PRINT I., N. A 

Example 2: 

I 203 0 PRINT a., N, A 

FI\llIre 10-5 The print ~ 

slatomeni is IISed 10 write 
dllia In II disk lile. The prin t 
~ Sl atOmOnt cannot be exe· 
Cllted IInt ll lin ope" sta to­
mo"t tor tile SlImo bulfor 
numbOr hilS boon executotl. 

The print /I statement writes duta sequentially on a di sk. The first entry 
fo llowing the print /I ent ry is a buffer num ber. In the exa mple above, bu ffer 
number I is speci fied. The buffer num ber is followed by a comma and then the 
variable names of the fie lds to be recorded. 

A print /I statement creates a disk image very simi lar to the screen image 
crealed by a pri nt st atement. Therefore, the punctuation in the print /I state­
ment is very important. In exam ple 1 in Figure 10- 5, the com ma separati ng the 
names would cause blank spaces on the disk between the value referenced by N 
and the value referenced by A just the same as the spacing thaI wou ld occur on 
the CRT. This is wasteful of disk storage. Therefore, semicolons should n OT­

mally be placed between numeric variable names as ill ustrated in example 2. 
When semicolons arc used to separate data names in a print /I statemen t, the 
values are stored on disk with one blank space after the first number and 
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one blank space before the next number . The effect is to separate each field so 
that the numeric fields may be referenced individually. 

To store twO or more adjacent string fields on a disk , the print # statement is 
used. followed by the buffer number, a comma, and the v"riable names 
referencing the fields to be slOred 011 disk. It is important to note that each 
strin g field must bc separated by a comma co nt"ined with in quotation mark s. 

Thi s tedmiqlle results in a co mma being recorded on th e disk to separate 
the string fi elds so that they may be accessed. 

The following example illu strates portions of a 
from the user and record the data onto disk. 

20:50 OPEN "0", 1, "STOCK" 

~ 
2()Cj'O 

210b 
2110 

3050 

• • • INPUT 
INPUT 
INPUT 
IM>UT 

• · • 
PRINT 

• • • 
42:5;0 CLtJS~ 

"ENTER: 
ME~TER 

"ENTER 
"ENTER 

". DO, 

1 

DATE: ", DO 
COMPANY NAME: ", CO 
NUI1SER OF SHARESt ., , 
COST PER SHARE: .. P , 

" ". C$; " ". N, . , , , , , 

program to accept data 

N 

". p , 

In the example in Figure 10-7 , after the open statement is specified, input 
statements are used 10 obtain stock data. The prim It statement, when 
executed, slOres t he sped fied field s on the disk. 

In the example in Figure 10-7 . the last statement is the close statement , fol ­
lowed by a buffer number. The close statement terminates access 10 a file 
through the specified buffer. After a file has been opened and data has been 
processed, the fil e should always be closed prior \0 removing the di sk from the 
system . Closing the fi le wi ll ensu re that all data is written on the disk. 

The input It statement is used to rcad data from the disk into mai n computer 
storage, The data is read one record at a time in the same sequence in which it 
is stored. The format of the input It stat emen t and an example of its usc arc 
illustrated in Figure 10-8. 

FILES. 
REPORT GENERATION. 
AND FUNCTIONS 

Storing string 
da ta o n di sk 

Figure 10-6 Wh(!n wr iling 
string data In a disk tile, 
tM string !lolds ShOu ld 
physical ly be separated by 
a comma. Generally. as in 
IhlS example. a string con· 
Slant con ta ining a comma 
WIll t>O used. 

Figure 10-7 The general 
sequence tor storing data 
In a lile on disk Is to open 
the tile as an ou tput tile. 
obta in Iho dato which will 
be writ ten on tho fila. lind 
wrile the datil on the file. 
The file is opened only one 
time. Usually, however. the 
processing te ootaln dala 
and write It on tnc lUe will 
M placed In a loop until all 
data has Mon written. At 
that time. the closo s late· 
menl lor lhe 111'1 Is exocuted. 

The close 
sta tement 

Reading data 
fro m di sk 
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Figure 10-8 The INPUT ~ 
slatomen, is ",Sed 10 read 
da,a '.om II diSk lile. The 
butfer numlle' specUied 
must be the same bullar 
number specmed in the 
Op(ln slawmen! lor the t ile 
10 be read . 

Figure 10- 9 ThO sequence 
l or accessing d31 /1 from II 
hili 15 li,S I open lhO lil e and 
then read data trom the lila 
by usong the inout • state· 
mont. After all records have 
been read and processed, 
the lile Should be ClOSed 
wi th the close sta temen, 
(Une 3250) 

Additiona l BASIC 
function s 

and statements 

RND function 

General Format 

fine number INPUT # buffer number, variabfe, variable, .... 

Program 

2140 INPUT ~1 . 0$ , C$ , Nt P 

When the input It statement in Figure 10-8 is executed. rour fi elds frolll 
the file using buffer it1 arc read int o the storage locations ident ified by Ihe 
varia ble names DS, CS, N, and P . This data may be processed in any manner 
required by the program. 

The fo llowing segment of code ill ustrat es the entries to read data from the 
di sk and displ .. y the d .. ta o n Cl CRT screen. 

3 1.30 O~EN "r", t , "5TOC~ " 

3150 INPUT 01 , D', C, , ", P 

3 190 FlRI NT DS, C, , ", P 

;S2:50 CLOSE t 

The open statement on line 3130 allows access to the sequential disk file 
named STOC K using buffer number I . The ent ry 1 enclosed in quotation 
marks sign ifies th .. t the fil e being accessed is an inpll t file. T he input II stme­
mem o n line 3150 reads data from the d isk and Stores the data in mai n 
comput er storage in the areas referenced by OS, CS, N. and P. 

The print statement on line 3190 displays the data on the C RT screen. 

There are a number of ad dit ional function s and stat ement s lhat arc aV:l ilablc 
wit h most BASIC interpreters. Some of these arc e.xplained on the followi ng 
pages. 

The RND function ge nerates random numbers. These numbers can be used for 
simulati ons, games, or any appli catioll in which an un known random !lumber 
nlll .~ t be used. The forma t of the RND function and the manner in which it 
operates varies considerably from comput er system to computer system. The 
twO most commonl y fo und fo rma ts o f the RND function are illustrated in 
Figure 10-10 to generate a series of random numbers between 0 and I. 

In format I, the val ue zero is specified within the p;uentheses following 
the word RND. In formal 2, any positive integer can be speci fi ed. Some COI1l -
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Program - Format 1 

100 FOR I • 1 TO 12 
110 PRINT RND( O), 
120 NEXT I 

Output 

.7b55695 

.8231468 
• 2:57 :5781 

. 3 558b07 

.:523 2107 

. 7670416 

Program - Format 2 

100 FOR I = 1 TO 12 
OR 11 0 PRINT RNDO', 

12 0 NEXT I 

. 3 7 42 3 2 7 

.1019188 

.9790686 

.1 3 887 98 

. 5 16 61211 

. 309 23:52 

pUler systems use format I and some computer system s use fo rmat 2. The user 
should check the programming manual for the particular compu ter system to 

determine which format is applicable. 
In many applications where the randonl funct ion will be used. there is a 

need to ge ncrate a range o f in tcger values. For e,xalllplc, 10 simulat e the roll of 
a pair of dice, the numbers I throu gh 6 are desired. Th e rou tines in Figure 
10- 11 could be used [ 0 obtain th ese va lues. 

Program - Formal 1 

100 
1 10 
120 

FOR I - 1 TO 12 
PRINT I NTe b • RND(O) + 1), OR 

NEXT I 

Output 

( ~ 2 
6 
1 

Program - Formal 2 

100 
11 0 
120 

FOR I -
PR I NT 

NEXT I 

• 
1 
5 

1 TO 12 
INT eb • 

6 
6 
3 

For bOlh formal I and format 2. Ihe value between zero and one returned 
by the RND function is multiplied by six, and the value I is added 10 the result. 
The int eger of that answer is then printed. This technique ensures that the 
value print ed is a number I through 6. It will never be less than I because evcn 
if th e value zero is returned by the random fu nctio n. th e olle added to the v:llue 
returned wi11 ca use a 1 to be printed. The value print ed will never be greater 
than 6 beca use even if the maximum value (.9999999) returned is multipli ed by 
six (.9999999 x 6 '" 5.999999) and then a one is added (5.999999 + I = 
6.999999). the int eger fu nction will return the nexl lowest integer (6). This 
techn ique can be used 10 general e r:mdorn numbers withi n ,U1Y given range by 
changing Ihe six to the highest number greater than the lowest number in the 
range and replacing Ihe olle with the lowest number in the range of numbers. 

The RND fu nction wi ll normally return the same sequence of random 
numbers each ti me a program is executed unless it is " seeded" wi th a new 
v:I\ue each time. Some computer systems use a RANDOM function. while 
others usc a RA NDOMI ZE function. and sti ll Olhers use different means to 

REPORT GENERATION, 
AND FUNCTIONS 

Figure to·tO The random 
lunct lon IRND) Is shown 
here in 11"0 tOfmats that 
1"111 return a random value 
be tween zero and one. The 
el<act lonnal and e~ac t ru les 
'Of the RND 'unct ion should 
be Checked In the BASIC 
prooramming manual tor 
Ihe computer system being 
u5l,ld . 

ANDO) + 1). 

) 
FIgure tO-I1 In these ex;un. 
pies, a value between zero 
and one will be .elurned by 
the RND funct ion. The cal · 
culat lon. togothor with lhe 
Intego. func tion. then pro· 
duces an Integor between 
the values t through 6. This 
technique can be used l or 
any appl ica tion which reo 
qulfes random values be· 
tween given boundaries. 
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SQR fun ct ion 

Filiur. 10- 12 Thoo $OR lunc· 
lion returns the SQuare root 
01 thO value placed In par· 
entlleses. In the pl int state­
ment on line tOt O. tne IImc· 
,;on 1$ used 10 ,e turn tne 
SQuale 1001 or an al titude 
e"tere(! by the user in ,e· 
sponSIl 10 the ' ''PUI stalll ' 
ment on line 1000. The 
SQuare loot 15 multiplied by 
1.22 10 delermlne Inll num· 
ber 01 miles lhal can be 
soon. 

Program 

seed the RNO function. If it is important to ensure an unpredictable sequence 
of random numbers. the programmer should consult the programming guide 
for the particular computer system being used to determine the method fo r 
seedi ng the RNO function with a new seq uence each time the program is 

exec uted . 

The square o f a number is the value that results when a number is multiplied 
by itself. The square root of a number is a number which when multiplied by 
itself gives the original number. A square root is used in mathematical 
formulas for man y applications. 

The SQR function computes the square root of a number. To calculate 
the square rOOI, the entry SQR , fo llowed by a positive number, numeric 
variable. or expression enclosed in paren theses. is included in a BASIC state· 
ment. The following example illu strates the usc of the SQR func tion to print 
the number of miles that can be seen from an airplane on a clear day. To per· 
form this calcu la tion , the square root of the a lt it ude in feet is mu ltiplied by 
1.22. 

Ge naralFormat 

(

number ) 
SQR numeric variable 

ari thmetic expression 

1000 INPUT "ENTER Tt£ Ai.. TITUDEI "; A 
1010 PRINT "YOU CAN SEE", SDfH A) • 1.221 "H ILES F~", AI "FEET" 

Output 

ENTER THE ALTITUDE: ? 5000 
YOU CAN SEE 8b.2b702 MILES FROM 5000 FEET 

SG N func tion 

Thc SQ R(A) entry returns the square rOOt of the value in the numeric fie ld A. 
The value in A must be positive. The SQR funct ion can be used wherever a 
numeri c value is required or allowed in a BAS IC statement. 

The SON function may be used to indicate the sign of a numeric value. To usc 
the function. the entry SON is included in a SI:Hement followed by a number. 
numeric variable. or eXpression in parentheses whose sign is to be determined. 
Wh en included in a statement, the SON function retu rns a - I if the value is 
negati ve, u zero if the value is zero , and a + I if the va lue is positive. The fo llow· 
i ng cxunl pic il l list rates t he usc of t he SO N fun ct ion ill an on gosub stat emcnt. 



Program 

General Form at 

(

number ) 
SeN numeri~ variable 

expression 
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100 ON SGN (X) + 2 GOSUB 1000, 2000, 3000 

In the example in Figure 10- 13, if the sign o f the va lue in the field iden­
tified by the variable name X is negative. the entry SGN(X) will retu rn the 
va lue - I . If the value in X is equal to zero, a zero is returned by SGN(X), while 
if the value in X is posi tive, the va lue + I is returned. Th erefore, the arithmetic 
expression SGN(X) + 2 will compute a va lue of I, 2, or 3, depending on 
whet her the valu e is negative, lero, or pos itive. As a result. if the va lue in X is 
negative, the subroutine at line \(XX) wi ll be given control by the on gosub 
statement. If the value in X is zero , the subroutine on line 2(xx) will receive 
cont rol; and if the value in X is positive. the subromi ne begi nning at line 3000 
will be executed. 

The BASIC language is frequently used for engineeri ng, mathematical, and 
scientific applications . When certain values arc required, these funct ions can 
be used to ca lculate the va lues. Th e table in Fi gure 10- 14 lists the most 
frcq ucntly used functions. 

FUNCTION EXPLANATION EXAMPLE 

A"'<lQ 
• RltlumSlhe are"ngerrt 01 X In radians 210 LETY., ATN(Xl 
• X Isa numen.:: Blue represenllng" "ngent 

COS(X) 
• Relums tnot eoe!r" OlIN .ngle X 

",oCO LET.x • CO~.t!o - 3. 1.'509311801 " here X 's ~presHd" radl,n • • 

EXP(X) 
~ Rliurml ltle mathematIcal number It 

21OLE1' M '" EXPf.\OI ,aI~ed 10lne X power 

• Truncales X to In Inl. r 
FIXIX) • Fl .doesrootretumlhe 1I4I~IIOWet numb". 320 LET M .. FIXI25.63J 

"hen X IIl"1<tgali Oli. H only l.unc.l" . 
L""'~ - Retu'n, IN Ralu.a/ logarithm 01 X 390 PRINT LOG AlB) 

~NOQ 
_ Flerurns lhe trlgonometrjc ~ine 0/ angl" X 920 LET 0 = StN(",5 -3 al593l18O'/ 

wtlere X II upresstG as fldlans • 

TAN(XJ 
- Retum. lhe 1"lIonO"",lrIO ano&nl 01 

angle ~ " \li re X .u~pre,sod as radlln, • 340Lt Tl .. 'A"'(Q 

. To de lefmlne fadlans. multlplv degren IlV Pi/IBO. whe re PI :0 3.141 593 

FILES, 
REPORT GE NERATION. 
AND FUNCTIONS 

Flgure IQ.-13 The SGN lunv 
tion 'OIU'flS a minus I II 
Iho numoric va luo in pareo· 
"'e50$1~ negal lvo. a zoro If 
Iho numor lc value In paren· 
Ihos os Is zoro. and a plus I 
if Iho valuo Is pos illvO. By 
add irlg Ino 'Osuils of IhO 
SGN funCl lOrl 10 Ihe con· 
Slanl 2. a value 01 1. 2. o. 3 
carl be dOflvod This num· 
bO' Is use d 10 de lo.mifle 
whiC h ~ub'ou' lno is pa~sed 
conl.ol 

Math a nd 
t rigono me try 
func ti o ns 

Figure 10-14 The matrr and 
1,lg luot t lons s hown he,e 
are to be U$ed in matn. $cl· 
erltilic. and englneerlnll ap­
plicat ions. FOf $everal 01 
tho IUllC llons (COS. SIN. 
a nd TAN ), Ihe a nilio must 
be e~ p ros~ed In radIanS. 
nOI dog.eos. To ca lc ulalO 
radians h om deg roo~, Ihe 
number 01 de grees Is mulli. 
plied by Ihe value PI/180 
wll ttre PI 15 oQual 10 
3. 141 593 
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The OEF FN BASIC programmers can definc their own o ne line functions using the 
function DEF FN function. Through the usc of Ihis function, the repetition of 

coding complex statcmcnts can be avoided. An example of the usc o f the DEF 
FN function to code a general round ing function for use in a program is shown 
in Figure 10- 15. 

fIgure 10- 15 The OEF FN 
func l;on allows a program· 
mer to define a Of1&.Ilne fune> 
tion that can be called by 
using the name FNvarlabtc. 
name. where the variable 
name is a numeric or stung 
variable name. In this e~am· 
pie. the var iable name chO· 
sen Is R, SO thO function Is 
called using the name 
FNR. The va luCis) placed In 
thO parentheSes following 
the name ot Hie fUllc tion 
are used in the processing 
performed by the fuo<::lIon. 
When the func tion Is called, 
the variables or cons tants 
specified by the prOllram· 
mer are sllbsl iluled for Ihe 
varIable names in Ihe defi· 
nition 01 the funcllon. 
Here, on line 230. M Is sub· 
slilu led fOf II; and on line 
250. P is substituted fOf II. 

Program 

200 DEF FNRtV) = I NT «V 
220 LET M = 250.255 
230 PRINT FNR( M) 
240 LET P ; 450.984 
250 PRINT FNR (P) 

Output 

( 250 . 2 6 
45 6 . 98 

+ . 00:5) , 100) I 100 

) 

The DEF FN function consists of a tine number, the entry DEF, the entry 
FN, a numeric or variable name which serves to name the function, a variable 
lIame o r names in parentheses, and the expression which consti tutes the 
processing to take place. In the sample coding (li ne 200), the name of the fu nc­
tion is FNR. R is a numeric variable name chosen by the progra mmer. If this 
variable name were a string variable name, then the function would process 
stri ng data. The variable name in parentheses (V) representS the variable which 
wi ll actually be used with the function. On the right side of the equal sign , the 
formula for roundi ng numeric values to dollars and cen tS is speci fi ed (see 
Figure 3-2 1 for an explanation of this formula) . 

The function is defined on line 200 and is used on lines 230 and 250. On 
line 220, the numeric value 250.255 is pl aced in the field identified by the 
numeric variable name M. On line 230, this value is rounded by the FNR func­
tion and is printed by the print statement. In this statement , the va lu e in the 
field M is substituted for every occ urrence of th e fie ld V as defined in Ihe func­
tion (lille 200). Similarly, on line 250, the value in P will be used in the formula 
at every occurrence of V. 

Mu ltiple variable names can be specified in the parentheses fo llowing the 
DEF FN entry . These variable names would then be substituted for by th e 
va lues and va riable names placed in parentheses when the function is used. 

The DEF FN function can be usefu l when complex process ing that is 
required at more than one point in the program is speci fied in a single statement. 

Peek s tatement The PEEK statement returns the ASCII code value of the character slored 
in computcr storage at the address speci ficd . The address must be in decimal 
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form . For example. the following statement prints the contentS of storage 
locat ion I. 

Program 

1100 PEEK(l) 

Output 

I •• 

To usc the Peck. the address must be enclosed in parentheses following 
the entry Peck. In the example, storage local ion 1 contained the ASCII code 
value49. 

The POKE statement places a value iIllo a specified address in co mputer 
storage. It requires two entri es - an address in decimal form and a va lue. 

The usc of the Peck and Poke are very machine dependent. Their use will 
vary from computer syStem 10 com puter system because the uses of various 
memory loca tions in each computer are different. With the Radio Shack 
TRS·80 computer. memory location (address) 15360 is the fir st position in 
storage used to Store data that is displayed on the screen. This position 
represents the upper left corner of the screen. To cause a rectangu lar box to 
appear on the screen in the upper left hand corner. the following entries cou ld 
be used. The ASC II code 19 1 represelllS the rectangular box. 

( 100 CLS 
110 POKE 
120 GOTO 

1:5360, 
110 '" ) 

TRS·80 
GRAPHIC CODE 

CODe DISPLAY 

191 • 

In the example in Figure 10- 17, the graphic code 191 is "poked" into 
address 15360. The Slatement on line 120 causes Ihe poke cntry to be repeated. 
Therefore. Ihe box appears permanelllly on the screen. 

FILES, 
REPORT GENERATION. 
ANO FUNCTIONS 

Fig"", 10. 16 Tho PEEK 
sl8lcmom ,olums lhe ASCII 
code valuo loun<! at tho ad· 
d'ess specilled In the state· 
mont Hele, the ASCII code 
49 is round at stolag8 loca· 
tion 1 

Poke s tateme nt 

FlgurelO-ll Thil POKE 
stalement places a value at 
the loca tion specihed in 
tna slatl'!mem. In this exam· 
010, tna Character corres ­
ponding to ASCII COde t9\ 
Is placOd III main computet 
s totage locanon 15360. 
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Figure 10-18 In this e. am· 
pic. the POKE statement is 
usC<! together with tnc RND 
func tion to randomly place 
Ihe character correspond· 
ing 10 ASCII code 191 In 
positions 01 maIO compu· 
tnr storage beginning with 
t5360 and extending 10' 
1024 posllions. Thrs will 
randomly place rectangular 
troxes at all positions of 
til e CRT sc reen on a Radio 
Shack fRS·SO compute' 
sys tem. 

Cont rol break 
logic 

Figure 10-19 On Ihe stock 
report. when inC value In 
Ihe date field changes I,om 
one record to the ne.1, a 
con i rot trreak has occurrod. 
and a 101al for tire day Is 
printed. 

The program below illustrate.~ a special graphic effect that may be 
obwi ned using (he poke and the RND function to cau se the box (0 appear on 
the .~creen at random, filling the screen with rectangular boxes. 

100 CLS 
119 POKE INTtRNDC O) , 1024. + 15360, 191 
120 GaTO 110 

For additional details concerning the use of graphics, the peek and the 
poke, refer (0 the reference Illanual for the computer system being used. 

When sequential files are read frOIll di sk, the applicatiolllllay require a repon 
of the data on the file. A COlllmon format for a repon involves control breaks. 
A control break occurs when the data in a given fie ld in an input record 
changes from the value found in the same field in the previous record. For 
example, in the report show n in Figure 10-19, all of the stock transactions for 
a given day are grouped together. When the day changes, a cont rol break has 
occurred, and a total of the Slack purchased for that day is printed. 

DATE 

01/0~ 

01/ 19 

STOCK REPORT 

COI'IPANV 

MI CROTEC 
FASTDISK 

FASTD ISK 
HtCROTEC 
ABACUS, INC. 

SHtlRES COST 

100 2. ~0 

200 4.20 
TOTAL F OR 0 1 /05 

SO :5 . 0 0 
2~ 3 . 00 

100 1.90 
TOTAL FOR 0 111 9 

VALUE 

"2~0 . 00 
$840.00 

" ', 090 . 00 

" 2S0.00 
"7:5 . 00 

"190.00 
"SIS. OO 

• 
• 
• 
• 

• • TOTAL FOR ALL S TOCKS "I , 60S . oo 

The logic to create a com ral break repon is shown in Figu re 10-20. The 
key to this logic is saving the control field (in this application, the date) in a 
compare area so (hat it can be compared to subsequent records that are read 
(sec inset, Figure 10- 20). When a subsequent record is read and the date in the 
new record is equal to the da(c in the compare area, no co ntrol break has 
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0. •• TolOli 
.116 1"1 .... l ... eI -,- Control Break 

The date lrom the lIrst record read must be moved to the date 
compare area. The date stored in the comparo area w ill be 
compared to the date hI each subsequent .ecord which Is 
read. When Ihll dale In the rocord I, dl l l11rllntl rom the date In 
the compare area, a con trOl broak has occurred. As part 01 
the procosslng ot tho con trol break, tho now date will be 
movlld to the comparo are a. 

'0 %lor .. 

l -~i -~-F,=. 
-~ .. '--

<2"' 0", 

", 

/ -, / ~. 

to... I 

I -, / 0"" 
l .. ,., 

( ... ) 

Logic 

"'~ '" 
'm, 
~" 
'0 .. 1 I 
.. , 

e.1e torel 
"""" ....... t .. 

00 -.-... _0.,. 
" ,-

M. 

I 
Y 

.... :"'"'*' N ..... "" 01 "*" .. " .. ,. .... -,-"',. o.,.r_ 
-~ -,-CH'" ,,.,..,-
A_INIIa .... 

Flgu" to-20 Thll logic lor 
tho con trol break report 
uses II toop which checks 
lor end 01 IIle. The lI· then· 
el se SHucture tes ts lor a 
con trol break. 11 the date 
read is equat to the date In 
tho compare alOa, then a 
con tlol break has not oc· 
curred. 11 thO date read is 
not equatto the date In thO 
compare aroa. a con trot 
break has occurred. When 
a con trot break occurs, the 
date total Is prin ted. the 
date to tal accumula tor Is 
set to zelo so that It can 
accumutatO starting ' rom 
lero the total l or tho next 
dete, and tho date Irom the 
ro<:ord Just read Is placed 
In the compare area 'or c0m­

pari sons to subsequent 
records. / ';"' 1ft:.. J 

LIM ...... 01 ... / 

occurred , so the calculations fo r the record arc per formed. and the data is 
writt en on the report. 

Wh en the da te in the record is different from the date in the compare 
area, a con trol break has occurred. The tOlal for the previous date is printed, 
and th e new dat e is moved to the compare area. This processing occurs unti l all 
records have been read a nd processed . A fi nal total is then printed . 
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Chapter 10 
PROGRAMMING ASSIGNMENT 1 

Ins tru c tion s A program should be designed and eoded in BASIC which provides for 
the entering of data concerning the stock purchases of an individual. The data 
should be stored on disk. After all stock purchase data has been entered, it 
should be possible 10 generate twO types of reports. The fi rst report should 
prepare a list of slOcks purchased by dat e. The second report shou ld provide a 
stock summary. Emering the data a nd prepa ring the repons should be under 
the co ntrol of a menu. 

Me nu The mcnu wh ich shou ld be util ized is illustr:ncd below. 

Ente ring s tock 
purchases 

STOCK KENU 

CODE FUNCTION 

1 - LOAD STOCK INFQRJ1ATION 
2 - LIST STOCKS BY DATE OF PURCHASE 
3 - DISPLAY STOCK SU""ARY 
4 - END PROGRAt'I 

ENTER A NUMBER 1 THROUGH 4: 

Thc mcnu selection should be edited to assure that an ent ry of I. 2. 3. or 4 

is nwde. 

The screen for entering the stock pu rchase data is shown al the top of 
page 10.15. After all data has been entcred and vcrified by the operator . it 
should be written on a disk fi le. The date of purchase sho uld be a fo ur-digit 
number consisting of a 2-d igit month nllmber and a 2-digit day number. For 
example. the date January 5 shou ld be entered as 0 105. The month number 
must bc a valid numbcr (01 -12). The day entcred should not be Jess than o ne 
nor more tha n the number o f days in the mo nth. For example, if Ihe mon th 
entered is April, the maximu m value of the day field is 30. 

The numbcr of sharcs purchased cannot be less Ihun len nor rnore than 
I,O(XL The cost per share should not be less thnn $ 1.00 nor more than $500.00. 
After all entries have been entered. provision shou ld be made for the o perator 
to visually inspect all of the entries for accuracy. If the operator makes a NO 
response to the question HAS A LL DATA BEEN ENTERED CO RRECTLY , 
the data sho uld not be recorded on disk. Inst ead. the data elmy should begin 
agai n with th e dale of purchase. 



STOCK PURCHASE AGREEMENTS 

ENTER DATEr 
ENTER COMPANY NAHEt 
ENTER NUMBER OF SHARES: 
ENTER COST PER SHAREr 

HAS ALL DATA BEEN ENTERED CORRECTLY? 
ENTER YES OR NOI 

10.15 

When menu code 2 is selected by the user, a listi ng of the stocks by date of 
purchase is to be created. Note that the date is printed with a slash between the 
mon th and the day. When the date changes (i.e., a co ntro l break occurs). ;\ 
IOtal is to be printed of the tota l stock purchases for that day. After all records 
have been printed, the fina l to tal o f all purchases sho uld be printed. 

STOCK REPORT 

DATE COMPANY SHARES COST VALUE 

OlIOS f1ICROTEC 100 2.SO .2&). 00 
FASTDISK 200 4.20 .840.00 

TOTAL FOR OlIOS •• ,090. 00 

01/19 FASTDISK '0 S .OO .250. 00 
f1ICROTEC 25 3 . 00 .7S.00 
ABACUS, INC. 100 1. 90 $190 . 00 

TOTAL FOR 01/19 .515 .00 

TOTAL FOR ALL STOCKS 'U ,bOS.OO 

Thc stock summary report , ill ust rated below, should be prepared when the 
user selects men u code 3. 

COI1PANV 
NAt1E 

ABACUS. INC. 
FASTDJaK 
MICROTEC 

STOCK SUMMARY 

TOTAL 
SHARES 

100 
250 
125 

TOTAL 
COST 

190. 00 
1,090 . 00 

325. 00 

TOTAL COST OF STOCK .1,605 . 00 

FILES. 
REPORT GENERATION. 
AND FUNCTIONS 

List of stocks by 
date of purchase 

Stock summary 
report 
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Tes l dala 

This rcport is in alphabet ical sequence by company name. Therefore, the 
records on the disk will have to be read into main computer storage and be 
sorted by company name. This rcpon is also a control break rcpon ; that is. 
when there is a change in company name, the tOlal num ber of shares of slOck 
owned and the total cost of those shares should be pri nted . After all company 
totals have been printed, the total value of aU stocks should be printed. 

The fo llowi ng dala shou ld be entered to test the program. 

DATE STOCK SHARES COST PER SHARE 

0105 MICROTEC 100 2.60 
0105 FASTDISK 200 4.20 
0118 FASTDIS~ SD 6.00 
0118 MICROTEC 26 3.00 
0119 ABACUS, INC. 100 1.90 
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PROGRAM MING ASSIGNMENT 2 

A program which registers people at a one-day computer conference should be 
designed and coded in BASIC. As regist ration data is entered, it should be 
stored on a disk file. Two classes arc offered at the conference. A class in 
BASIC COSIS $150.00 to au end. A class in COBOL costs $100.00 to attend. 
After all people arc registered, the user ca n select the processing from a menu. 

The men u used in the program is shown on the following page. The select ions 
entered by the user should be edited to ensure they arc va lid . 

The screen for code I from the menu is shown on page ID.18. The name 
should be ent ered in a first name-last name fo rmal. The course entered mUSt 
be either BASIC or COBOL. Any ot her entry is invalid. 

When the user selects code 2. a list of the individ uals registered should be 
created (next page). The report is in alphabetical sequence by name, with the 
last name fir st and the first name last. After all records have been printed. the 
tOial enrollment and IOtal registration fees are printed. 

When the user selects code 3, a report in alphabetical sequence by class is pro­
duced (sec fo llowing page). This report lists each person enrolled in Ihe classes. 
When the class cha nges. the tota l enroll ment in the class is pri nted. 

REPORT GENERATION, 
AND FUNCTIONS 

Ins tru c tions 

Me nu 

Confe rence 
regis tra tion 

Li s t of Ind ividu a ls 
registe red 

Re port by class 

When the user requests code 4, an inqui ry by last name should be perfor med 10 Regi s trant Inqui ry 
determine if the person is registered. The last name is entered. All persons with 
that last name should be listed (sec next page). 

The fo llowing lest data shou ld be used for Ihis progra m. Test da ta 

NAME CLASS NAME CLASS 

VIRGINIA CLANCY COBOL JACK DAYTON BASIC 

JULIE ABBOTT BASIC HENRY CLANCY BASIC 

ROBERT BUDD COBOL 



Menu 

Code 1 -
Conference 
Registration 

Code 2 -
Individuals 
Registered 

Code 3 -
Report by Class 

Code 4-
Registrant Inquiry 

REGI S TRATION MENU 

CODE FUNCT I ON 

I - ENTER NAMES OF REGISTRANTS 
2 - LIST INDI VIDUALS REG ISTERED 
3 - REPORT BY CLASS 
4 - REG I STRANT INQUI RY , - END PROGRAM 

ENTER A NUMBER 1 THROUGH 5, 

CONFERENCE REG ISTRATI ON 

ENTER FIRST NAME AND LAST NAME: 
ENTER COURSE: 

COMPUTER CONFERENCE 
REG I STRAT I ON 

NAME COURSE FEE 

ABBOTT. JULIE BAS I C 15('1 . ('10 
BUDD , ROBERT COBOL 100.00 
CLANCY I HENRY BASIC 1:50. 00 
CLANCY, VI RGI NIA COBOL 1('10 . 00 
DAY TON. JACK BAS I C 15 0. 00 

TOTAL ENROLLMENT 5 
TOTAL FEES $650 . 00 
DEPRE55 ANY KEY TO RETURN TO THE MENU, 

CLASS REGISTRATION 
COURSE NAME FEE 

BASIC JULIE ABBOTT 150 . 00 
HENRY CLANCY 1:50 . 00 
JACK DAV TON 150. 00 

TOTAL ENROLLMENT - 3 TOTAL FEES ~.q50 . oo 

COBOL ROBERT BUDD 100. 00 
VIRGIN IA CLANCY 100 . 00 

TOTAL ENROLLMENT - 2 TOTAL FEES ~2oo . 00 

TOTAL ENROLLMENT - 5 TOTAL FEES 9050.00 
DEPRESS ANV KEV TO RETURN TO ~HE MENUI 

REGI STRANT INQUIRV 

PLEASE ENTER REGISTRANT' S LAST NAMEI CLANCY 

THE FOLLOWI NG PEOPLE WI TH CLANCY AS A LAST 
NAME ARE REG I STERED AT THE CONFERENCE I 

HENRY CLANCY BASIC 
VI RGI NIA CLANCY COBOL 

DEPRESS ANV KEY TO RETURN TO MENU : 



-A-

ABS FUNCTION 5.18 
ACCUMULATOR 3.29 
ADDING. ELEMENTS OF ARRAY 8.12 
ADDITIO N 1.12, 3.2. 3.1. 6,19 
ALGORITHM, SORTING 8.15 
AND LOGICAL OPERATOR 5.12.5.11,8.4 
ARITHMETIC OPERATIONS, BASIC 1.12,3.2 
ARITHMETIC OPERATORS 3.2 
ARITHMETIC RESULTS 3.4 
ARRAY 1.3 

ADDING ELEMENTS OF 8.12 
COLUMN 7.23 
ELEMENT 7.3, 8.27, 9.11 
INDex 8.30 
LOADING 1.4,7.6,7.9, 7.24, B. l0 
MUlTl.OI MENSION 7.23 
MULTIPLE 7.5 
NUMERIC 8.32 
PROCESSING 8.10,9,30 
ROW 1.23 
SEARCH 7.11 , 7,12,7.16, 7.18,7.19,7.25 
STRING 8.30 

ARRAY ELEMENTS, POINTERS TO 8.27 
Ase FUNCTION 9.30 
ASCENDI NG SeqUENCE 7, 19 
ASCII CODe 4.9,9.27.9,29, 10. 11 
ASTERISK. DOUBLE 3.15 
ASTERISK FILL CHARACTERS 3.15 
AUXILIARY STORAGE 1.5, 1.23 
AVERAGI NG VALUES 8.12 

_8_ 

BACKWARD SLASH 3.16 
BASIC LANGUAGE 1.20 
BINARY ARRAY SEARCH 7.19 
BINARY DIGIT 9.21 
BINARY NUMBERING SYSTEM 9.28 
BINARY SEARCH, LOGIC FOR 7.20 
BIT 9.27 
BLANK LINE 3.26.4.12 
BUFFER 10.3. 10.4 

-c-
CLS 6.26 
CPU 1.6. 1.9. 1.24 
CRT 1.9.1 .10 
CALL 8.1 

SORT MODULE 6.25 
SUBROUTINE 8.8 

CASE STRUCTURE 8.4,6.5 
CASSETTE TAPES 1.5, 1.9 
CENTRAL PROCESSING UNIT 1.6, 1.9, 1.24 
CHANGES, PROGRAM 4.11 
CHART. HI ERARCHY 8.33 
CHECK. DATA 6,25 
CHRS FUNCTION 9.29 
CLARITY. PROGRAM 4.12 
CLEAR SCREEN INSTRUCTION 6.26 
CLOSE STATEMENT 10.5 
CODE 

ASCII 4.9. 9.21. 929. 10.11 
DECIMAL VALUE 9.28 

INDEX 
MENU 8 .• 
SEARCH 9.21 

COOING 
ARRAY SEARCH 1.16 
PROGRAM 1.20 
SORT 8.24 

CODI NG TIPS 
GENERAL PROGRAM 2.26.3.30 
IF STATEMENT 5.26 
INPUT, LOOPS. SCREEN MESSAGES 6.29 

COLLATING SEQUENCE • . 10 - 4.12 
COLUMN 3.26. 1.23 
COMMAND MODE 5.11 
COMMENTS. PROGRAM 1.25 
COMPARING • . 1,5.1 

CONSTANTS 4.1 
EOUALCONDITION 1.14 
GREATER THAN CONDITION 1.16 
INTEGERS 5.20 
LESS THAN CONomON 1.15 
LOGIC STRUCTURE 4,1 
NUM ERIC CONSTANTS 4.6 
NUM ERIC VARIABLES 4.1.4.6 
NUM ERIC FIELDS 5.11 
OPERATIONS 1.14 
REAL NUMBERS 5.16 
STRING CONSTANTS 4.11 
STRING VALUES 4.9 
STRING VARIA BLES 4.7.4.11 
VALUES 2.6,2.9, ' .7, 1.15, 1.20 
WHOLE NUMBERS 5.20 

COMPILER, BASIC 1.24 
COMPILING PROGRAM 1.24 
COMPLEX LOGIC 5.14 
COMPLEX PROGRAM 8.7 
COMPUTER 1.1. 1.9 

MAIN STORAGE 1.6. 10.5 
OPERATIONS 1 4 , 1.9 
PROGRAM 1.5. 1.9 

CONCATENATION OF DATA 9.24 
CONCEPTS, BASIC PROCESSING 1.9 
CONDITION 

FALSE 52 
TESTING • .• 
TRUE 5,2 

CONNECTOR 6.23 
CONSTANT 3.20 

COMPARING 4,7 
NUMERIC 4.8 
STRING 4.11 

FORMAT 3.18 
NUM ERIC 2.17 
PRINT USING 3.18 
STRING 2.17,8.4,9,29 

CONSTANT VALUE 3.3 
CONT INSTRUCTION 5. 16 
CONTROL 

PROGflAM 4,6 
RETURN 8,8 

CONTROL BREAK LOGIC 10.13 
CONTROL VARIAB LE 0.8 - 6.10 
CORRECTION. PROGRAM 1.21 
COUNTER 3.28 
COUNTER.VARIABLE 6.16 
CYCLE, PROGRAM DEVELOPMENT 1.17 



INDEX 1. 2 

_D_ 

DATA 
CHECK 6.25 
CONCATENATION 9.24 
EDITING INPUT 9.4 
ENSURE CORRECT 9.5 
JOINING 9.24 
MIXING NUMERIC, STRING 9.25 
PROCESSING 3.24 
STRING 9.1. 9.3 
STORAGE 7.1, 10.1 

DATA KEY 8.15 
DA.TA STATEMENT 2.16.2.19,3.24. 4.18,7.7. 1.8 
DECIMA.L 

ALIGNMENT 3.1, 
NUMBER 10.11 
POINT 3,12,3.13,5.17 
VALUE CODE 9.28 

DECISION STATEMENT 4.2 
DECOMPOSE PROGRAM 8.38 
DEF FN FUNCTION 10.11 
DELI MITER 9,15,9.18, 9.29 
DESCENDING SEOUENCE 7.19 
DETAIL LINE 3.29 
DEVELOPMENT CYCLE, PROGRAM 1.17 
DIMENSION STATEMENT 1.3 - 7.5. 7.23 
DIRECT MODE 5.17 
DISK. FLOPPY 1.5.1 .9, \0.1 
DIVISION 1.1 2.3.5 
DOCUMENTATION 1.25.2.15, 2.18, 3.24, 4.18 
DOLLAR SIGN 3.14 
DOUBLE SUBSCRIPT 8.29 

-E-

EDITING 
FOR REASONABLENESS 6.25 
INPUT 6.24.9.4 
MIOS FUNCTION 9.13 
NUMERIC 3.12 
REPORT 3.11 
STRING 3.15 

ELEMENT 
ADDING ARRAY 8.12 
ARRAY 7.3.8.27. 9.11 

ELEMENTS, POINTERS TO ARRAY 8.27 
END OF FILE 2.9,2.20.2.21.3,27,6.10, 10.2 
END STATEMENT 2.25 
ENSURE CORRECT DATA 9.5 
ENSURING FORMAT 9. 14 
ENTERING PROGRAM 1.22 
ENTRY POINT. SINGLE 4.2.5.2.6.15 
ENTRY RULE, SINGLE 6.21 
EOF 10.1 
EOUAL CONDITION. COMPARING 1.14 
ERROR MESSAGE 6.7.8.4 
ERRORS 

INPUT STATEMENT 6.4 
PROGRAM 1.21, 1.25 

EXCHANGE, COMPARING 8.16 
EXCHANGE LOOP 8.25 
EXCLAMATION POINT 3.16 
EXIT LOOP 6.9.7.13 
EXIT POINT, SINGLE 4.2,5.2, 5.7.6.15 
EXIT RULE. SINGLE 6.21.7.18 
EXPONENTIATION 3.6,3.7 
EXTRACTING CHARACTERS 9.10,9.12 

-,-
FALSE CONDITION 5.2 
FIELD 2.2. 9.8, 9.10 
FIELDS 

COMPARING NUMERIC 5.17 
NUMERIC 3.17 
PRINTING BETWEEN 3.21 
STRING 3.17 

FILE 10.2. 10.3 
FILE. END OF 2.9.2.20,2.21.6.10 
FILL CHARACTERS, ASTERISK 3.15 
FINAL TOTALS 325. 3.29 
FLOPPY DISK 1.5, 1.9.10.1 
FLOWCHART 1.18 
FOR STATEMENT 6.1 2, 6.15, 6.28,7.24 
FOR.NEXT LOOP 6.12.6.13. 6.19,6.27. 7.1,. 7.7,7.18.7.24. 

8.10, 8.13.8.26 
FOR·NEXT STATEMENT 6.14.8.10 
FORMAT. ENSURING 9.14 
FORMAT CONSTANT 3.18 

-0-

GOSUB STATEMENT 8.8 
GOTO STATEMENT 2.24. 6.12 

-H-

HEADINGS 
COLUMN 3.26 
PRINTING 3.26 
REPORT 3.26. 4.17 

HIERARCHY CHART 8.33 
HIERARCHY OF OPERATIONS 3,7 
HOME 6.27 

-,-
IDENTIFIER 7.23 
IF STATEMENT 2.20. 4,6.4.1.6.12,6.24.1.16, 8.5 

DASIC 5.6 
COOING TIPS 526 
COMPARING NUMBERS 5.18 
DEDUGGING 5.14. 5.20 
EVALUATION 5.13 
EXECUTION 4.12 
INDENTATION 4.12 
TESTING 7.17 
WRITING 4.12 

IF.THEN.ELSE LOGIC STRUCTURE 4.1,4.4.5.2.5.5,5.6.5.9 
6. 11 ,6.25, 1.17.7.2 1,8.5 

IF·THEN·ELSE STATEMENT 4.13 
IMMEDIATE,EXECUTION MODE 5.17 
INCREMENTING. STEP 6.16 - 6.18 
INDEX ARRAY 8.30 
INITIALIZE 

CONTROL VARIABLE 6.8,6.\0 
VARIABLE 4.17,3.25 

IN KEYS FUNCTION 9.5 
INPUT 2.2,4 .14, 10.3 



INPUT 
EDITING 9.4. 6.24 
OPERATIONS 1.10 
READING RECORD 2.5.2.8.2.12.3.26 
STATEMENT 6.3.8.10.9.6 

ERRORS 8.4 
FORMAT 6.4 

UNITS 1.4. 1.6. 1.9 
VARIABLES (MULTIPLE) 6.6 

INPUT. STATEMENT 10.5 
INPUT/oUTPUT PROGRAMMING 2.1 
INSTRUCTIONS. COMPUTER 1.9 
INSTRUCTIONS. USER 9.2 
INT FUNCTION 3.10. 1.22 
INTEGERS. COMPARING 5.20 
INTERACTIVE 

PROCESSING 6.1 
PROGRAMS 6.2.9.4 

INTERPRETER 1.24.1.25.10.1 
INVALID LOGIC STRUCTURE 4.5 

- J -

JOINING DATA 9.24 

- K-

KEMENY, OR. JOHN 1.20 
KEY OF DATA 8.15. 10.2 
KEYBOARD 1.10 
KURTZ. OR. THOMAS 1.20 

-L-
LANGUAGE 

BASIC 1.20 
MACHINE 1.24 
PROGRAM MING 1.20 

LEFTS FUNCTION 9. 10 
LEN FUNCTION 9.9 
LET STATEMENT 3.2 
LINE 

BLANK 3.26. 4.12 
DETAIL 3.29 
NUMBER 2.20 
OUTPUT 3.22 
POSITION 3.20 
PRINT 3.16 
REPORT 3.16 

LITERAL 3.3.3.12.6.19 
LOADING 

ARRAY 1.4,7.6,7.9.7.24.8.10 
LOGIC 

A RR AY SEARCH 7.12 
BI NARY SEARCH 1.20 
COMPLEX 5.14 
CONTROL BREAK 10.13 
PROGRAM 2.5. 3.26. 4.5.6.25 

LOGIC STRUCTURE 
COMPARING 4.1 
IF·THEN·ELSE 6. 11 . 6.25, 1.21 
INVALID 4.5 
LOOP 6.11 

LOGICAL OPERATIONS 1.12 
LOGICAL OPERATOR 5.11 . 1. 11. 8.4 

1.3 INDEX 

LOOP 
EXCHANGE 8.25 
EXIT 6.9.1.13 
FOR.NEXT 6.12. 6.13. 6.27. 1.4. 7.7. 8.10. 8.13. 8.26 

MISUSE OF 7.18 
INNERIOUTER 6.21 
LOGIC STRUCTURE 6.11 
MAIN PROCESSING 3.21 
NESTED FOR·NEXT 6.19 
SEARCH 9. 16. 9.21 
STATEMENTS 6.9 

LOOPING 2.9. 2.10. 2.20, 61 . 68. 624.6.25. 1.22 

- M-

MACHINE LANGUAGE 1.24 
MAIN COMPUTER STORAGE 1.8. 10.5 
MATH FUNCTIONS 10.10 
MENU 6.1.6.3,6.4,8.6 
MENU·DRIVEN PROGRAM 11 .1 
MICROCOMPUTER 1.1. 1.11 
MIDS FUNCTION 11.13.11.15 
MINUS SIGN 3.13.3.15,3.21 
MIXING NUMERIC AND STRING DATA 11.25 
MODE 

COM MAND 5.11 
DIRECT 5.17 
IMMEDIATE EXECUTION 5.17 

MODIFY 
CONTROL VARIABLE 6.9 
PROGRAM STATEMENTS 128 

MODULE 8.7.8.25.8.38 
MULTI-DIMENSION ARRAYS 1.23 · 1.25. 7.26 
MULTIPLE ARRAYS 1.5.7.6 
MULTIPLE 

INPUT VARIABLES 6.6 
OPERATIONS 3.6 
STATEMENTS 4.4 
STRI NG FUNCTIONS 9.11 
TAB FUNCTIONS 3.20 
VARIABLE NAMES 3.18 

MULTIPLICATION 1.12. 3.5.3.1 

- N-

NAME 
VARIABLE 2.16. 2.19 

NEGATIVE 
NUMBER 3.11.3.13. 10.8 
STEP INCREMENT 6.17 
VALUE 3.21 

NESTED 
FOR·NEXT LOOP 6.19.7.24 
IF·THEN·ELSE STRUCTURE 5.2.5.5.5.8.5.9. 6.5 

NEXT STATEMENT 6.12.6.15.6.26 
NOT LOGICAL OPERATOR 5.13 
NOTATION, SCIENTIFIC 5.20 
NULL CHARACTER 9.8 
NUMBERS 

AND DECIMAL POINT 3.12 
CHARACTERS (STRING VARIABLEJCONSTANn 9.9 
COLUMN 3.19 
COMPARING WHOLE 5.20 
LINE 2.20 
NEGATIVE 3. 11 . 3.13 
PRINTING 5.20 
ROUNDING POSITIVE 3. 11 



INDEX 1.4 

REAL 5.18 
STATEMENT 2.14 
STORING 5.17 
WHOLE 5.20 

NUMBER SIGN 3.12 
NUMBERING SYSTEM, BINARY 9.28 
NUM ERIC 

ARRAYS 8.32 
COMPARISON 4.8 
CONSTANT 2.17, • . 8 
DATA (MIXING STRING) 9.25 
EOITING 3.12 
FIELD 3.17.5.17. 9.8.9.10 
VARIABLE 2.19, 3.25, • . 7, 4.8, 9.30 

-0-

OBJECT PROGRAM 1.25 
ON GOSUB STATE MENT 8.9.9.8 
ON GOTO STATEMENT 8.6 
ON·PAGE CON NECTOR 6.23 
OPEN STATEMENT 10.3 
OPERATIONS 

ARITHMETIC 1.1 2.3.2.9.24 
COMPARI NG 1.1 4 
COMPUTER 1.4, 1.9 
HIERARCHY OF 3.1 
INPUT 1.10 
LOGICAL 1.12 
OUTPUT 1.10 

OPERATOR 
AND (IF STATEMENn 511 , 84 

(PRIORITY OF EVALUATION IN IF 
STATEMENn 5.12 

LOGICAL (IF STATEMENn 5.11 
NOT LOGICAL 5.13 
OR 5.11 .5.12.7.17 

OPERATORS, RELATIONAL 4.6 
OUTER LOOP 6.21 
OUTPUT 1.9,1.10.2.3, 3.1,10.3 

LINE 3.22 
OPERATIONS 1.10 
UNIT 1.4 

-.-
PAGE CONNECTOR 6.23 
PARENTHESES 3.7,3.19,9.27, 10.10 
PEEK STATEMENT 10.11 
PERCENT SIGN 3.15 
PLUS SIGN 3.1 4.3.15 
POINTERS TO ARRAY ELEMENTS 8.27 
POKE STATEMENT 10.11 
POSITION. LIN E 3.20 
POSITIVE NUMBER 10.8 
PRINT 

LINE 3.16 
STATEMENT 2.21. 3.22. 6.6, 6.24, 8.3 

PRINT USING 
CONSTANT 3.18 
FORMAT 3.12.3.16.3.17.3.25 
STATEMENT 3.11,3.15. 9.26 

PRINT. STATEMENT 104 
PRINTED REPORT 1.10 

PRINTING 
BETWEEN FIELOS 3.21 
BLANK LINES 2.24 
FINAL TOTALS 3.29 
HEADINGS 3.26 
NUMBERS 5.20 
VALUES 2.1.2.11 
ZONES 3.19 

PROBLEMS, PROGRAMMING 1.11 
PROCESSING 

ARRAY 8.10. 8.14 
CONCEPTS 1.9 
DATA 3.24 
INTERACTIVE 6.1 
LOOP (MAIN) 3.21 
MAI N 4.18 
MENU 8.3 
REAL TIME 6.1 
STOP 9.7 
TRANSACTION·OR1ENTED 6.1 

PROCESSOR UNIT, CENTRAL 1.4, 1.6, 1.9, 1.24 
PROGRAM 

BASIC 2.14.4.16 
CHANGES 4.17 
CLARITY 4.12 
COOING 1.20. 7.28 

MULTI-DIMENSION ARRAYS 7.28 
COMMENTS 1.25 
COMPILI NG 1.24 
COMPLEX 8.7 
COMPUTER 1.5, 1.9 
CONTROL 4.6 
CORRECTION 1.21 
DECOMPOSE 8.38 
DESIGN 1.11.2.3. 4.14, 5.21 
DEVELOPMENT CYCLE 1.17 
DOCUMENTATION 1.25. 2.15. 3.24.4.16 
ENTERING 1.22 
ERRORS 1.21. 1.25 
EXECUTION 1.23 
FLOWCHART 2.4 
INTERACTIVE 6.2.9.4 
INTERPRETATION 1.24 
LOGIC 2.5. 3.26. 4.5. 6.25 
MENU·DRIVEN 9.1 
OBJECT 1.25 
REVIEW 1.21 
SAVING 1.23 
STATEMENTS. MODIFY 7.28 
STORAGE 1.22, 2.5 
TERMINATION 1.10 
TESTING 1.21, 1.25 
STEPS. TRACING 5.15 

PROGRAMMERS 1.21 
PROGRAMMING 

INPUT/OUTPUT 2. 1 
LA NGUAGE 1.20 
PROBLEMS 1. 17 
RULES 2. 1 
SPECIFICATIONS 1.17 
TASKS 1.18 

PROMPT 6.2 
PUNCTUATION 3.17. 3.20 

-0_ 

OUOTATION MARKS 3.16.3.25.6.7.9.6.9.29 



-,-
RANDOM NUMBER 10.6 · 10.8 
READ ONLY MEMORY 1.24 
READ STATEMENT 2.18.6.29,7.4,1.1, 1.8.7.25 
READING INPUT RECORD 2.5, 2.8.2.12, 3.26 
READING TRAILER RECORD 2.13 
REAL NUMBERS 5.18 
REAL TIME PROCESSING 6.1 
REASONABLE VALUE 6.25 
REASONABLENESS. EDITlNG FOR 6.25 
RECORD 2.2, 10.2 

READING INPUT 2.5,2.8.2.12.3.26 
TRAILER 2.6,2.13,3.28, 3.25. 3.29 

RELATIONAL OPERATORS 4.6 
REM STATEMENT 2.15,2.20.3.24 
REPORT 

EDITING 3.11 
HEADINGS 3.26 
LINE 3.16 
PRINTED 1.10 

RESTORE STATE MENT 7.9 
RETURN CONTROL 8.8 
REVIEWS, PROGRAM 1.21 
RIGHT$ FUNCTION 9.12 
RND FUNCTION 10.6 
ROM 1.24 
ROUNDING 3.8, 3.11 
ROW, ARRAY 1.23 
RULES. PROGRAMMING 2.1 

- 5 -

SAVE COMMAND 1.23 
SAVING PROGRAM 1.23 
SCIENTIFIC NOTATION 5.20 
SCREEN 

CRT 1.10 
CLEAR INSTRUCTION 6.26 

SEARCH 
ARRAYS 1.11 , 1.12, 7.18,7.19 
CODE 9.21 
CODING ARRAY 7.16 
LOGIC FOR BINARY ARRAY 7.20 
LOOP 9.16. 9.21 
MIDS FUNCTION 9.15 
MULTI-DIMENSION ARRAY 1.25 
SEOUENTIAL ARRAY 7.19 
STRING 9.15 
SUBCRIPT 1. 12 
SUBSTRI NG 9.18 

SELECTION STRUCTURE 4.1 
SEMICOLON 3.19,3.20,3.22.6.7 
SEOUENCE 

ASCENDING 7.19 
COLLATING 4.10 ·4. 12 
DESCENDING 7.19 

SEOUENTIAL ARRAY SEARCH 1.19 
SEQUENTIAL FILE 10.2 
SGN FUNCTION 10.8 
SIGN, NUMBER 10.8 
SINGLE ENTRY POINT 4.2.5.2,6.15, 6.21 
SI NGLE EXIT POINT 4.2, 5.2,5.1.6.15.6.21 
SINGLE EXIT RULE 1.18 
SLASH. BACKWARD 3.16 

1.5 INDEX 

SORT 
CODING 8.24 
MODULE, CALLI NG 8.25 
SUBROUTINE 8.25.8.27.8.30 
TERMINATION 8.24 

SORTING 8.1.8.15.8.25 
ALGORITHM 8.15 

SPACES 3. 11, 10.4 
SPACING 3.20,3.26, 10.4 
SPECIFICATIONS, PROGRAMMING 1.17 
SOR FUNCTION 10.8 
SOUARE ROOT 10.8 
STATEMENT NUMBERS 2.14 
STATEMENTS, MULTIPLE 4.4 
STEP 

ENTRY 6.13 
INCREMENTING 6.16·6.18 
TRACING PROGRAM 5.15 

STOP 
INSTRUCTION 5.16 
PROCESSING 9.7 

STORAGE 
AUXILIARY 1.5, 1.23 
DATA 7.1.10.1 
MAIN COMPUTER 1.6, 10.5 
PROGRAM 1.22.2.5 
STRI NG DATA 10.5 

STORING NUMBERS 5.17 
STRS FUNCTION 9.10 
STRING 

ARRAY 8.39 
CHARACTER 9.21, 9.29 
COMPARING NUMERIC VALUES IN 4.11 
CONSTANT 2. 11, 4.11 , 6.4, 9.29 
OATA 9. 1,9.3,9.25,10.5 
EDITING 3.15 
FIELDS 3.11,9.8 
FUNCTIONS 9.3,9.5.9.11.9.23.9.32 
SEARCH 9. 15 
VALUES, COMPARING 4.9 
VARIABLE 2.19. 3.25. 4.1. 4. II , 9.10 

STRI NGS FUNCTION 9.27 
STRUCTURE 

CASE 8.4 
COMPARING LOGIC 4.1 
CORRECT NESTED IF.THEN·ELSE 5.5 
IF 8.5 
IF.THEN·ELSE 4.1, U , 5.2, 5.5, 5.6. 5.9. 6.25. 1.11. 7.21. 8.5 
INVALID LOGIC 4.5 
LOOP LOGIC 6.11 
SELECTION 4.1 

SUBROUTINE 8.1, 8.7 
CALL 8.8 
GENERALIZED SORT 8.30 
MENU 8.8 
SORT 8.25,8.21,8.30 

SUBSCRIPT 7.3.7.20 
DOUBLE 8.29 
SEARCH 7.12 
VALUES 1.23 

SUBSTRING, SEARCH 9.18 
SUBTRACTION 1.12.3.4.3.1 



INDEX 1.6 

_T_ 

TAB FUNCTION 3.19, 3.20 
TABLES 1.1 
TAPES, CASSETIE U. 1.9 
TflSKS 

CASE STRUCTURE 6. 10 
PROGRAMMING 1.16 

TERMINATION 
INDICATOR 6. 16 
PROGRAM 1.10 
SORT 6.24 

TEST CONTROL VARIA8LE 6.6 
TESTING 

CONDITIONS 4.4 
IF STATEMENT 7.17 
PROGRAM 1.21 . 1.25 

THEN 2.21 
to 6.12 
TOTALS, FI NAL 3.25 
TOTALS, PRINTING FINAL 3.29 
TRACE OFF IN STRUCTION 5.15 
TRACE ON INSTRUCTION 5.15 
TRACING PROGRAM STEPS 5.15 
TRAILER RECORD 2.6,2. 13,3.25,3.26.3.29 
TRAILING aACKWARD SLASH 3.16 
TRAILING MINUS SIGN 3.15 
TRANSACTION·ORIENTED PROCESSING 6.1 
TROFF INSTRUCTION 5.15 
TRON INSTRUCTION 5.15 
TRUE CONDITION 5.2 
TRUNCATION 3.9. 3.16 

-u-
UNIT 
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