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PREFACE

BASIC was developed in 1965 by Dr. John Kemeny and Dr. Thomas Kurtz at Dart-
mouth College for use in an academic environment. Its use has expanded considerably
since then, particularly since its adoption in the late 1970's as the primary language on
microcomputers. Today, it is probably the most widely used language in the world, with
many minicomputers and over 1 million microcomputers using it as the main
programming language.

When BASIC was developed in 1965, only a few of the characteristics of a good
programming language as we know them today had been recognized. Further, little
significant research had been published on how to design and write a good program.
During that era, a program which produced the correct output was considered a good
program. Little or no consideration was given to the need for reviewing a program at
some future date.

In the years since BASIC was created, considerable maturity has occurred in the
computing industry, particularly with respect to the programming process. The tech-
niques of structured programming, with a heavy emphasis on developing logic using
well-defined control structures and writing code which is easy to read, understand, and
modify, have become widely accepted in the industry.

Unfortunately, this acceptance has not always been applied in the development of
programs written in the BASIC language. Most periodicals serving those who use the
BASIC language illustrate programs which are so poorly written that only the original
programmer can decipher the processing taking place. Many BASIC textbooks illustrate
trivial examples that violate the most fundamental rules of modern program design and
coding. These books urge students to get on the computer and try different methods
without instruction in the use of good program design and coding. Indeed, statements
have even been made in textbooks that modern programming techniques cannot be
taught when using the BASIC language. Such statements reflect a complete lack of
understanding about the concepts of modern program design. Good program design is
not dependent upon the programming language used. The programming language is
merely the vehicle to implement the program design. Good program design using the
control structures of structured programming can be implemented clearly and easily in
any programming language.

The widespread use of BASIC as the first programming language taught to
students and the use of poorly designed and written programs in the first programming
course has led to considerable difficulty in later programming courses. For example,
students who have been allowed or even encouraged to write programs in any format
using any logic which will eventually work find the transition to a disciplined approach
in programming quite difficult. It has been the authors’ experience in talking with
instructors that many students are unable to break the bad habits acquired in their first
programming course using the BASIC language.

Clearly, then, there is a real need for a book which teaches good programming
methodology using the BASIC language. This textbook is designed to teach not only the
BASIC language but also the proper and correct ways to design and write programs.

The book uses a problem-oriented approach; that is, the student is introduced to
computer programming through the use of a series of sample programs that are com-
pletely designed and coded. From the first program, students are shown the proper way
to design and code a program using the BASIC language. Trivial examples that have no

xi



xii

relation to an application are avoided. Heavy emphasis is placed on using only the three
logic control structures found in structured programming: the sequence logic structure,
the if-then-else logic structure, and the looping logic structure. By using these struc-
tures, the design and coding of the program is made much simpler than when a shotgun,
haphazard approach is used.

Each sample program is thoroughly documented with remarks. All coding is
indented following coding standards to improve the readability of the program listing.
These concepts, although not new, are seldom found in textbook programs. They
reflect a professional approach to the task of programming in the same manner that
other educational disciplines require adherence to certain standards and rules. Indeed, it
is difficult to imagine that an English teacher would allow a term paper to be submitted
in any form desired by the student; for example, with no title page and no sentence or
paragraph structure. Yet this is what has been occurring in BASIC programming classes
for many years. The approach has often been . . . write the program in any way you
want just to get it to work. By following the standards introduced in this text, students
will emerge with a firm foundation in program design and will be able to produce
professional quality software.

The book is designed to be used in a one quarter or one semester course in BASIC
programming. No prior knowledge of data processing or computer programming is
required. The first chapter provides a brief overview of basic computer concepts. An
explanation is also included of the concept of a stored program and the process of
developing a computer program. Each of the remaining chapters contains an explana-
tion of an application, the program design and program code for the application, and a
detailed explanation of the program design and the program code. In addition, each
chapter contains an explanation of other BASIC statements and programming
techniques related to the class of problem being studied.

There are many well-defined concepts which must be taught in an introductory
programming class. These include basic input/output operations, basic arithmetic
operations, accumulating and printing totals, comparing, array processing, searching
and sorting, string processing, file processing, and report gencration. In addition,
modern computer systems are centered around transaction-oriented or interactive proc-
essing. In this type of environment, the user enters data directly into the computer
system, processing occurs, and the results are immediately conveyed back to the user.
Interactive processing many times includes the use of a menu and the editing of data
entered from the keyboard. The sample programs in this textbook are unique because
they illustrate all of these important concepts.

At the conclusion of each chapter, review questions, debugging exercises, and stu-
dent programming assignments are provided. The review questions use a variety of
methods to test the student's understanding of the material covered in the chapter. The
debugging exercises present, for student review, both syntax errors and errors occurring
in the execution of a program. The programming assignments should be designed and
coded using the standards recommended in the textbook. These assignments range from
applications very similar to those shown in the sample program of the text to more dif-
ficult programs which require creative thinking on the part of the programmer to arrive
at a solution to the problem.

Upon completion of this textbook, the student will have gained experience and



practice in designing and writing a variety of programs covering important program-
ming techniques applicable to all disciplines. The emphasis on good program design and
coding will lay the foundation for the subsequent study of other programming
languages, as well as providing the student with a model of good software which may be
used in analyzing and evaluating packaged software systems.

As in every book, there are key people without whom the effort could not be com-
pleted. For this book, we owe a sincere debt of gratitude to some very important people.
The quality of color found in this book is a result of the skill of Quality Graphics in
Santa Ana, California. Max Loftin and Sue Davis from Quality Graphics made a
significant contribution to this book. The book is printed by R. R. Donnelley & Sons.
We literally would not have this book were it not for the superb efforts of John Conley,
Bob Rochelle, and Jane Kaitson from Donnelley.

Our primary gratitude must go to our two colleagues at Anaheim who on every
book perform above and beyond the call of duty. Marilyn Martin, who typeset the book
and performed an important role as color consultant, and Michael Broussard, who
transformed our scribblings into masterful drawings and illustrations and laid out the
book, are two people who continually make contributions that only the authors can
truly understand and appreciate. This book is as much a part of them as it is of us.

Finally, it is appropriate to thank our spouses — Kathleen Shelly, Francis
Cashman, Val Martin, and Marcia Broussard — for their patience and encouragement.
Each of them has lived with this book longer than should be expected and for that we
thank them.
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Familiarization with computer systems

Familiarization with the basic data processing cycle —
input, process, and output

Familiarization with the function of a computer program
An understanding of the operational capabilities of a
computer system — input/output, arithmetic, and logical

operations

A familiarization with the program development cycle
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Today, the computer is an integral part of our daily lives. Airline reservations
are made using a computer. A check used at the local department store may
require computer verification. A bank teller is likely to use a computer ter-
minal to find the balance in your account. Few aspects of our daily lives are
left untouched by some type of computerized processing. With increasing fre-
quency, children in elementary schools, students in high schools and colleges,
and business executives everywhere are using the computer as a tool to assist in
solving a variety of problems.

The ability to understand and use a computer system is rapidly becoming
as important as the ability to read and write. People from all walks of life will
routinely use computers in the future. The purpose of this book is to provide
the ability to use many computer systems available today by teaching the
BASIC computer programming language.

To most people, the computer is a mystery. This view may have arisen from
the rapid manner in which the computer has entered our lives and the variety
of computer systems that are found.

Computer systems of all sizes and capabilities are used today. Very small
computer systems can be used to control electric appliances or regulate gas
consumption in an automobile (Figure 1-1). Microcomputer systems are
found in homes, businesses, and schools for a variety of uses (Figure 1-2).
These machines provide new methods for learning, accessing information, and
performing calculations.

Other computer systems, not much larger than an average desk, are found
in thousands of businesses (Figure 1-3). They are used for business, scientific,
and engineering applications.

Very large computer systems may be used to prepare thousands of
telephone bills each day or to perform the millions of calculations required to
make long-range weather forecasts. Such systems typically require large rooms
housing what appears to be a bewildering array of electronic devices
(Figure 1-4).

A computer is a device which can perform computations, including arithmetic
and logic operations, without human intervention. To accomplish this, all
computers perform basically the same functions regardless of their size. These
functions are:

Introduction

Types of computers

What is acomputer



VT | B | O | LR el L =R

L T AL A Rt

Figure 1-3 Desk-size com-
puters from Hewlell-
Packard are widely used by
engineers, scientists, and
business managers.

Figure 1-2 The IBM per-
sonal computer shown
here can be used for home,
school, and business
applications.
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1. Input/output operations, which involve accepting data for processing
and causing the results of processing to be made available for use.

2. Arithmetic operations, which allow numeric data to be added,
subtracted, multiplied, and divided.

3. Logical operations, which can, among other things, determine that
one number is equal to, greater than, or less than another number.

These operations are relatively simple and straight-forward. The com-
puter is unique because it can perform these operations very fast with no
human intervention. For example, some computer systems can add two
numbers in less than one-millionth of a second. These operations are carried
out through the use of electronic circuits. Since electronic circuits are very
reliable, the processing takes place rapidly and reliably.

The three operations a computer performs all require data. Data is the
representation of facts, concepts, or instructions in a formalized manner
suitable for communication, interpretation, and processing by humans or
automatic machines. For example, data is the balance in a bank account, the
score a student receives on a test, or the cost of an item in a grocery store.

The purpose of a computer system is to accept data, process data, and asa
result of the processing produce output in the form of useful information.

Three primary units are required on a computer system in order to process
data (Figure 1-5). These units are:

1. Input Units
2. The Processor Unit
3. Output Units

Input Processor Output
Unit
‘ CPU
Main |
Computer
Storage
Input Output

Figure 1-5 A basic computer system is composed of input units, the processor unit, and output units,



Input units make data available for processing. A typical input unit on
many computer systems is a keyboard (Figure 1-6).

The processor unit is composed of two parts: the central processing unit
(CPU) and main computer storage (Figure 1-7). The central processing unit
contains the electronic circuits which actually cause processing to occur. The
CPU interprets instructions to the computer, performs necessary logical and
arithmetic operations, and causes the input and output operations to take place.

Main computer storage consists of electronic components which store let-
ters of the alphabet, numbers, and special characters. Any data which is to be
processed must be stored in main computer storage. The data stored in main
computer storage is referenced by the CPU when the data is processed. Main
computer storage is also used to store instructions which control the processing
of the data.

Figure 1-6 A keyboard is a
typical input unit used to
make data available to a
computer for processing.

Figure 1-7 This printed cir-
cuit board contains the
central processing unit
(CPU), main computer
slorage, and other elec-
tronic devices used for the
processor unit of a
computer system.



Figure 1-8 A printer is used
to produce hard-copy out-
put (left); and a CRT screen
is used to display the
results of computer
processing.

Computer programs

Auxiliary storage

Figure 1-9 This cut-away
view of a floppy disk
exposes the oxide-coated
plastic disk on which data
is eleclronically stored.
Floppy disks are commaonly
found in two sizes — 5%"
and 8" indiameter.

i

Output units make information resulting from the processing of data
available for use by either people or other machines. Typical output units
include Cathode Ray Tube (CRT) screens and printers (Figure 1-8).

The input/output, arithmetic, and logical operations which are performed by
a computer system are controlled by instructions collectively called a computer
program. A computer program specifies the sequence in which operations are
to occur in the computer system. There are many instructions which can be
included in a computer program to control the computer system.

A computer program is written by an individual called a programmer
(Figure 1-10). After the program has been written, it can be temporarily placed
in main computer storage. Once in main computer storage, it is executed under
the control of the central processing unit. After the program has been com-
pleted, another program can be placed in main computer storage for execution.

In many computer applications, data must be stored for use at a later time. For
example, test grade scores throughout a semester could be stored so that they
could be averaged at the end of a semester. In addition, computer programs
are frequently stored so that they can be recalled for placement in main
computer storage and execution.

In order to store data or programs for subsequent use, auxiliary storage
devices are used. The most widely used forms of auxiliary storage for small
computer systems are cassette tapes and floppy disks (Figure 1-9).

—3
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Figure 1-10 The task of a programmer is to design, code and implement programs which control operations on a computer system.




Figure 1-11 A microcomputer system is com-
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Data or programs to be stored on auxiliary storage are transferred from
main computer storage to the cassette tape or floppy disk. There, the data is
recorded as a series of electronic spots. When required, the data or programs
stored on auxiliary storage are transferred back to main computer storage for use.

The input, processing, output, and auxiliary storage units of a microcomputer
system are illustrated in Figure 1-11. Input to the system occurs through the
keyboard. As data is keyed on the keyboard, it is transferred to main computer
storage. In addition, it is normally displayed on the CRT screen when keyed.

The processor unit, which consists of main computer storage and the cen-
tral processing unit, is contained on a printed circuit board within the
keyboard housing. In addition to the CPU and main computer storage, this
board also contains the electronic components which allow communication
with the input, output, and auxiliary storage units.

Output from a microcomputer system may be printed on a low speed
printer or may be displayed on the CRT. If the output is to be saved for future
reference, it will normally be printed. Otherwise, the output will usually be
displayed on the CRT screen.

Data is transferred from main computer storage to auxiliary storage and
from auxiliary storage to main computer storage. As noted, cassette tape and
floppy disk are the two primary means of auxiliary storage on a small
computer system.

The previous examples have illustrated the input, output, auxiliary storage,
and processor units. These hardware units are used in conjunction with a com-
puter program to cause processing to occur on a computer system,

In order to understand how computer systems solve problems, it is
necessary to examine in more detail the exact processing which takes place
when a computer program is executed. This processing is explained below.

A computer program is a series of instructions which specifies the operations
to be done by a computer. A program must be stored in main computer
storage in order to be executed. When a program is placed in main computer
storage, control is given to the program by the CPU. Instructions in the pro-
gram are executed one at a time. These instructions can direct the computer
system to perform the basic operations of input, output, arithmetic, and comparing.

After the program has completed processing, another program can be
placed in main computer storage for execution. Therefore, a computer system
can execute multiple programs. It executes whatever program is placed in main
computer storage.

COMPUTERS
AND COMPUTER
PROGRAMMING

Components of a
microcomputer
system

BASIC
PROCESSING
CONCEPTS

Executing
computer
programs
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One of the more common methods for entering data into a computer system is
the use of a keyboard. The steps that occur when data is entered into computer
storage by means of a keyboard are (Figure 1-12):

1. A computer program is stored in main computer storage. All process-
ing on a computer system, including data input, occurs under the
control of a program stored in main computer storage.

2. The input data is keyed on the keyboard. The data is displayed on the
screen as it is keyed.

3. Thekeyed data is stored in main computer storage.

Once data is placed in main computer storage, it can be processed under
program control to produce the required output. After the data has been com-
pletely processed, the program can request that more input data be entered
from the keyboard. This cycle can continue until all input data has been
entered and processed, and all output has been produced. At that time, the
program will normally be terminated and another program loaded into main
computer storage for execution.

Output is produced by transferring data from main computer storage to a
medium which can be used by people. The two most common forms of output
are the CRT screen and the printed report. The example in Figure 1-13
illustrates displaying output on the CRT screen. The steps are:

1. As always, a program must be stored in main computer storage to
control the operations of the computer system. In the example, the
program specifies that the name, area code, and telephone number are
to be displayed on the CRT screen.

2. When the instruction in the program to transfer data to the CRT
screen is executed, the name, area code, and telephone number are
electronically transferred to the CRT screen. The data remains in main
computer storage when this transfer occurs. In reality, the data is
duplicated on the CRT screen.

As with the input processing, the production of output from the computer
system will occur so long as there is output to be produced. After all the output
is produced, the program is terminated.

The operations of input and output are basic to all computer systems.
Indeed, it is the ability to input data, process it in some manner, and create
output which makes computer systems useful. It is important to understand
the input/output operation because it is the foundation for many of the
computer programs which will be written in this text.



Input

Figure 1-12 Data is transferred from the keyboard to main computer storage during the input operation.

Output

Display name, area code,
telephone number

End program

|'SALLY CLEAR]|

Name

|713] |668-1231]

Area Telephone
Code

Figure 1-13 Data is transferred from main computer storage to the CRT screen in this output operation.
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Basic arithmetic
operations

Logical operations

Once data is stored in main computer storage by the input operation, it is
normally processed in some manner. In many applications, arithmetic opera-
tions (addition, subtraction, multiplication, and division) are performed on
numeric data to produce output. The ability to perform arithmetic operations
rapidly and accurately is an important characteristic of computer systems.

Prior to any arithmetic being performed, the data to be used in the
calculations must be stored in main computer storage. Then, statements in the
program also stored in main computer storage can cause the numbers to be
added, subtracted, multiplied, or divided. The answers from the arithmetic
operations can be used in further calculations and processing or can be used as
output from the program.

The diagram in Figure 1-14 illustrates the steps that occur in an applica-
tion to calculate an average golf score. The average is calculated from three
scores entered on the keyboard. These steps are:

1. The computer program to calculate the average score is stoted in main
computer storage.

2. The data required to calculate the average score is entered on the
keyboard, causing it to be placed in storage. This data includes the
name of the golfer and three golf scores.

3, The data which is entered on the keyboard is displayed on the CRT
screen as it is entered.

4. The three scores are added together. The sum of the three scores is then
divided by three, giving the average score. The average score is stored
in main computer storage. These calculations are performed by
instructions contained in the program.

5. The average score which has been calculated is then displayed on the
CRT screen.

This example illustrates the use of both input/output operations and
arithmetic operations. The data must first be entered into main computer
storage via the input operation. The arithmetic operations are then performed
to calculate the average golf score. Finally, the average score is displayed as
output on the CRT screen.

The basic cycle of input, process, and output is fundamental to most
applications performed on a computer system. In this case, the processing con-
sisted of calculating the average golf score. Although many applications are
much more complex than the one illustrated, arithmetic operations are
commonly a part of the processing step.

It is the ability of a computer system to perform logical operations that
separates it from other types of calculating devices. Computer systems are
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ENTER NAME: ? ROWE
ENTER SCORE 1: 7 74
ENTER SCORE 2: ? 76
ENTER SCORE 3:? 72

AVERAGE SCORE: 74

Read name, golf scores
Calculate average
Display average score

|76 |
Score 1 Score 2/ Score 3

Figure 1-14 Arithmetic
*\ I e operations are used to
(o sz Wil | i st =il 7 A ’ calculate an average golf
Total Score # of Average score. The average is cal-
culated by adding the three
scores enlered from the
keyboard and then dividing
the sum by 3. The average
score is then displayed on

the CRT screen.
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capable of comparing numbers, letters of the alphabet, and special characters.
Based upon the results of the comparison, the computer can perform alter-
native processing. It is this ability that allows a computer system to control
space flights, teach children to read, determine how much money is in a
savings account, or predict presidential election results.

Three types of comparing operations are commonly performed under
program control:

1. Comparing to determine if two values are equal.
2. Comparing to determine it one value is less than another value.
3. Comparing to determine if one value is greater than another value.

Based upon the results of these comparisons, the program in main com-
puter storage can direct the computer system to take alternative actions.

Comparing —  Frequently, a computer program will compéare two values stored in main
equal condition  computer storage to determine if they are equal. If the values are equal, one set
of instructions will be executed; if they are not equal, another set of

instructions will be executed.
The example in Figure 1-15 illustrates the use of an equal comparison.
The name and marital status of a person has been entered into main computer
storage. If the person is married, the taxes deducted will be for a married
person. If the person is not married, the taxes will be deducted for a non-

‘married person.

[,Immmijqngml{xrnrq-“t jmmrm fm'“

'Jﬂl'"’ﬂfr]r]f"r:‘ru

Eq utl

[JORGEBUIZ| | MJ\HHIED| [MAHRIED| ' |!|EGINI&WES | |NOTMARREED| |MAHRIED]
Marital Status mpare Marital Status
Value ‘ anue

Deduct not

Figure 1-15 The marital status is compared to a fixed compare value field which contains the value
MARRIED. The marital status of Jorge Ruiz is married; therefore, an equal condition results from the
comparison and married taxes are deducted. Virginia West ie not married. Thus, an unequal condition
results when the comparison is made, and the program deducts not married taxes,
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Since the marital status field for Jorge Ruiz contains the value MARRIED,
an equal condition will occur when it is compared to the compare value. Based
upon this equal result, taxes for a married person will be deducted.

The marital status for Virginia West is NOT MARRIED, resulting in an
unequal condition. Therefore, taxes for a not married person will be deducted.

In this example, the program will execute different instructions based
upon the result of the comparison. Comparing for an equal or not equal
condition is commonly done in computer programs,

Applications also require comparing fields to determine if one value is less
than another value. If so, one sequence of operations takes place. If, however,
a value is equal to or greater than another value, then a different sequence of
instructions is executed.

For example, in an educational application, part-time students must be
identified (Figure 1-16). Part-time students take fewer than 16 class units.
Therefore, it is necessary to compare the number of units a student is taking to
the value 16. If the number of units is less than 16, the student is identified as a
part-time student. If the number of units is 16 units or more, the student is
identified as a full-time student.

Figure 1-16 The class units for each student are compared to a constant value 16. If the class units
are less than 16, instructions to identify the student as part-time are executed. If the class units are
not less than 16 (they are 16 or greater), the student is identified as full-time. Nancy Rowski is taking
13 class units; therefore, she is a part-time student.

COMPUTERS
AND COMPUTER
PROGRAMMING

Comparing —
less than condition
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The third type of comparing operation determines if one value is greater than
another value. For example, in a payroll application, the hours an employee
worked could be compared to 40. If the emplovee worked more than 40 hours,
overtime pay would be calculated. If the employee worked 40 hours or less, no
overtime pay would be calculated. This comparing operation is illustrated in
Figure 1-17.

Figure 1-17 Betty ~ Sharp
worked 41 hours. There-
fore, overtime pay is cal-
culated because her hours
are greater than 40.

Summary

BETTYSHARP| [5.00] [41] R =1
Name Rate Hours  Compare 4

[

NAME HOURS REGULAR OVERTIME TOTAL |
BETTY SHARP a1 200.00 7.50 207.50 :.

:JIM HAMES &0 160.00 .00 160,00 |
| '@

| ]
°

Greater

'/ Than \ *

In the example, the hours worked value for Betty Sharp is compared to
the value 40. Since the hours worked value is greater than 40, overtime pay is
calculated.

The ability of a computer system to compare values and perform alter-
native operations based upon the results of the comparison provides the
computer with tremendous processing power to solve a variety of problems.

Input/output operations, arithmetic operations, and logical operations can be
performed by all computer systems. When they are performed and what data
is used in their performance is determined by the program controlling the
computer system.

Programs to control a computer system are written by a computer pro-
grammer. The process of developing a computer program consists of specific
steps to be accomplished by the programmer. This process is explained in the
next section.
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Programming a computer has been defined as one of the more precise of all
human activities. Some programs for solving complex problems may involve
hundreds and even thousands of individual instructions to the computer.
Dr. John von Neumann, the individual credited with developing the concept of
storing instructions in computer memory, stated over 30 years ago, *‘l am not
aware of any other human effort where the result really depends on a sequence
of a billion steps...and where furthermore it has the characteristic that each
step really matters...yet precisely this is true of computing machines.”’

Because of the precision required when writing computer programs, it is
essential that the individual writing a program approach the problem in a
systematic, disciplined manner. This systematic approach is called the
program development cycle. It consists of the following steps:

1. Review of programming specifications,
2. Program design.

3. Program coding.

4. Program testing.

5. Program documentation.

When programming any problem, a complete description of the problem to be
solved must be provided to the programmer. This description should include a
definition of the input, an explanation of the processing that must be per-
formed, and a definition of the output. The first step in the program
development cycle is to review these programming specifications.

It is extremely important that the programmer thoroughly understand all
aspects of the problem to be solved. This understanding comes from the review
of the programming specifications. After the review, the programmer should
have no questions concerning the type and format of the output to be pro-
duced by the program. This understanding is the basis for designing and
writing a program which will produce the correct results.

After reviewing and thoroughly understanding the programming
specifications, the programmer procedes to the next step in the program
development cycle — program design.

Just as the architect must design a building prior to actually beginning
construction, so too must the programmer design a program before writing the
actual instructions which the computer will execute. Designing a program
means planning the logic and detailed steps which will lead to the solution of
the problem.

When designing a program, the programmer should first examine the
entire problem to determine the tasks which must be accomplished to solve the

COMPUTERS
AND COMPUTER
PROGRAMMING

THE PROGRAM
DEVELOPMENT
CYCLE

Review of
programming
specifications

Program design
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Figure 1-18 The symbols
above are commonly used
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problem. Once these tasks are identified, the programmer will begin to define
the precise sequence in which operations are to be performed by the computer
system. To do this, the programmer must think through each of the individual
steps required to solve the problem. These steps could include obtaining the
input data, performing calculations or comparing operations, and producing
the required output information.

Each individual step can be illustrated through the use of a flowchart. A
flowchart is a series of symbols which graphically represents the solution to a
problem. Some of the more commonly used flowcharting symbols are
illustrated below.

Processing Input/output

This symbol represents one or more
Instructions which perform a process-
ing function of the program. Examples
of processing functions are addition,
subtraction, multiplication, division,
and moving data in storage.

Decision

The decision symbol documents points
in the program where a comparison is
to be made and alternative processing
is to occur based upon the results of
the comparison. The decision symbol is
used when comparing operations such
as determining if two values are equal
to one another are performed.

This symbol indicates any function of
an Input/output device in making data
available for processing or causing in-
formation to be made available for use
by people or other machines, Examples
of input/output operations are keying
data from a keyboard, displaying infor-
mation on a CRT screen, or printing
information on a printer.

Connector

This indicates an entry from or an exit
lo another part of the program flowchart.
It also is used to indicate the termination
of the If-Then-Else control structure.

Terminal
This symbol is used to document the
beginning or end of a program.

As the programmer determines each step to be performed by the program,
the appropriate symbol is drawn. The task to be accomplished is then written
inside the symbol. When the program design is completed, the flowchart will
provide a graphic representation of the steps that are to occur to solve the
problem.

The flowchart in Figure 1-19 illustrates the logic required to determine
and display a sales commission. The input/output symbol is used when data is
being accepted or displayed (1). The decision symbol is used when a com-
parison is made and alternative processing is to occur based upon the results of
the comparison (2). The processing symbol is used when calculations are per-
formed (3). The connector symbol shows the termination of the comparison
operation (4); and the terminal symbol is used at the start and end of the
program (5).
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Program coding

Figure 1-20 The BASIC
program coding is written
on a coding form. It
implements the logic
specified in the flowchart.
The coding must follow
the syntax rules of the
programming language.

Start

Obtain
Input
Data
End
ol
Flis?
1]
Tolsl
Commission »
Sales X 5%
End
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After the program has been designed, the program must be coded. Coding the
program is the process of writing instructions in a programming language
which define the data and implement the logic developed in the design phase of
the program development cycle.

A programming language consists of a st of instructions which can be
written by the programmer. These instructions direct the computer system to
perform the operations that the programmer has determined are necessary to
solve a problem.

A large number of programming languages have been developed during
the past 35 years. Each has its own form of instructions and rules (called the
language syntax). In this book, the programming language being used is BASIC.

BASIC, whose letters stand for Beginner’s All-purpose Symbolic Instruction
Code, was developed in 1965 at Dartmouth College by Dr. John Kemeny and
Dr. Thomas Kurtz. It was designed to be used by students in an academic
environment.

With the introduction of microcomputer systems using BASIC, it became
a widely accepted programming language. Today, BASIC is used by thousands
of students and programmers.

To code a program using BASIC, the programmer must write BASIC
instructions on a coding form. These instructions must conform with the
syntax of the BASIC language. The instructions written will implement the
logic determined during program design (Figure 1-20).

sfafalalsfalrfalelioful

[1[8]o] [READ, N8I, |5 LT
Hiige i B RE
200/0] [1F Nif 1= ["END| OF FIILEN" TH+EN B30
10! [T s bl S0lol. 140 THEN 1215
LEE] Icl =] Is] b PI2
3 GO0 218]p!

Sales ’
*fhan 2lslol

oim
=
(=]
i
w“
x
Bl
=

Sales X 7%

o
E
3
M
n
o~y
m h'l‘ﬂ
B e e R S L
=
(=)
=
Z]
13
(%)
TAf=
+
©
(5]

olo| 0/ N§. s
s3ilel GoTO ZMQ#
0 R
Add INT| Ci
Commission
ruﬂc«:-mm
Accumulator
Print
ll:.
Obtain

Dats



1.21

Coding a program is a very exact skill. The programmer must not only
implement the program design in code but must also be very precise in the use of
the programming language. The language syntax must be followed exactly. Even
a single coding error can result in a program executing improperly. Therefore, it
is mandatory that strict attention be paid to coding an error-free program.

Since program design and program coding require extreme precision, however,
it is possible that a programmer may inadvertently violate a programming
language syntax rule or commit a logic error in the program design. Thus,
prior to entering the program into the computer system, it should be reviewed.

The review consists of examining the program logic represented by the
flowchart and examining the code written by the programmer. The intent of
the review is to discover any errors which have been made by the programmer.
If errors are found, they should be corrected by the programmer prior to
entering the program code into the computer system.

The program is reviewed by people other than the programmer who
designed and wrote the program. In a classroom environment, this may consist
of two or three classmates who closely look at the flowchart and coding. In an
industrial environment, the review may be conducted by other programmers or
even by quality control people whose task is to review programs. The impor-
tant point of a review is to discover, prior to entering and executing the
program, errors which have been accidentally made.

When a program review takes place, the programmer is not being cri-
tiqued. Rather, the program design and program coding are being reviewed.
This distinction means that a programmer need not personally fear a program
review. To the contrary, reviews should be encouraged because they offer the
following advantages:

1. After the review, the program should contain no errors. Therefore,
when it is entered into the computer system and executed, it will
produce the correct output.

2. Since the program should contain no errors after the review, the pro-
grammer will spend little time in the frustrating process of testing and
correcting the program.

3. The students or programmers reviewing the program will benefit by
seeing alternative approaches to solving a problem. Additionally, the
reviewers will probably not duplicate errors in their own programs
which they find in the program being reviewed.

It has been stated that participating in a program review is as much a part
of programming as coding. A program should always be reviewed prior to
being entered into a computer system and executed.

COMPUTERS
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After the program has been designed, coded, and reviewed, it must be entered
and stored in main computer storage. This process is illustrated in Figure 1-21.
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Figure 1-21 The program
which has been coded is
keyed on the keyboard (1).
As it is keyed, it is
displayed on the CRT
screen (2) and stored in
main computer storage (3).

90 L
200 IF N§ = "END OF FILE" THEN 330
210

aco
310 GOTO 200
320

330 PRINT C1

lm’"‘{ﬂf;!ﬂmwmﬂ}iﬂ%ﬂ;" 14}

IF § >500.00 THEN 250
LETC = 8" P2
GOTO 280

LETC =5°*P1
GOTO 280

LETC1=C1 +C
PRINT NS, S, C
READ NS, S

To enter the program into main computer storage, the programmer keys
the program on the keyboard. As it is keyed, two things happen: The program
statements are displayed on the CRT screen, and the program statements are
stored in main computer storage. Each program statement which has been
coded by the programmer must be entered. After the entire program has been
entered, it can be saved on auxiliary storage or it can be executed.



1.23

Most programs will be executed more than one time. Therefore, it is normally
necessary to save a program so that it can be loaded into main computer
storage at a later time. This eliminates the need to key in a program each time
it is to be executed.

Auxiliary storage is used to store a program when it is to be saved for later
execution. Cassette tape or floppy disk are used as auxiliary storage on
microcomputer systems. The example in Figure 1-22 illustrates a program
being stored on a cassette tape.

2w | R
200 IF N§ = 'END OF FILE" THEN 330
210 IF S > 50000 THEN 250

220, LETC = S5°P2
GOTO 280

LETC =85 P
260 GOTO 280

280 LETCY = C1+ C
290 PRINTNS. S C
READ NS, 5
310 GOTO 200

TCY

The program statements are stored on auxiliary storage (either cassette
tape or disk) as a series of electronic spots. A command from the keyboard,
such as Save, is usually keyed by the programmer to cause the program to be
stored on auxiliary storage. After the program is stored, the cassette tape or
floppy disk can be removed from the computer system and saved.

At a later time, the tape or disk can be placed on the appropriate device
and the program can be read into main computer storage. After the program
has been transferred from the tape or disk to main computer storage, it can be
executed.

In a few cases, it is not necessary to save the program on auxiliary storage.
In those cases, the program would be executed immediately after it is keyed
into main computer storage.

When the program is stored in main computer storage, it can be executed. The
program is placed in main computer storage either by entering it from the
keyboard or by loading it from auxiliary storage. When the program is
executed, each of the instructions in the program is executed, one at a time. As
aresult of the execution of the program, the desired output is produced.

COMPUTERS
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Saving the program

Figure 1-22 The program
statements which have
been entered into main
computer storage via the
keyboard can be stored on
auxiliary storage. Here, the
statements are transferred
from main computer stor-
age to cassette tape. At a
later time, the program
stored on the tape can be
entered back into main-
computer storage for
execution.

Executing
the program
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Figure 1-23 The statement
on line 250 is translated by
the BASIC interpreter into
a serles ol machine lan-
guage statements. A lan-
guage such as BASIC, which
requires multiple machine
language instructions to
implement a single state-
menl, is called a high-level
programming language.
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A programmer writes a program in a programming language, such as BASIC,
which can be understood by people. The statements used in the programming
language, however, cannot be interpreted and executed by the electronics of
the computer system. The central processing unit, which actually executes the
instructions, can understand only machine language. Machine language is a
series of numbers which indicates to the CPU which instruction to execute. A
machine language instruction also specifies what data is to be processed.
Since only machine language can be executed by the CPU, the statements
written by the programmer in a programming language must be translated to
machine language prior to execution. On microcomputer systems, a
translating program called an interpreter is normally supplied with the system.
The function of a BASIC interpreter is to translate each BASIC statement in
the program into machine language. After the statement is translated, it is
passed from the interpreter to the CPU, where it is executed (Figure 1-23),
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250 LETC =8§"P1
260 GOTO 280
270 REM
280 LETC1=C1+C

290 PRINTNS, S, C

300 READ NS, S e ;
310 GOTO 200 o e

The BASIC interpreter is often stored in a special type of memory called
Read Only Memory (ROM). When stored in ROM, the BASIC interpreter is
available for use at all times. On other systems the interpreter, which is a pro-
gram whose function is to translate statements from BASIC to machine
language, is stored on auxiliary storage. In this case, the interpreter must be
loaded from auxiliary storage into main computer storage before the BASIC
program can be executed.

On larger computer systems, a BASIC compiler is often used. A compiler
is a program whose function is to translate the statements in a BASIC program
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into machine language. This is the same function as an interpreter. Instead of
passing the machine language instruction onto the CPU for execution,
however, the compiler creates an object program. An object program consists
of the entire program in machine language format. When the program is to be
executed, the object program is loaded into main computer storage. The CPU
can then directly execute the machine language statements in the object pro-
gram rather than requiring a BASIC statement to be translated and then executed.

Programs which have been compiled into an object program normally
exccute faster than those which use an interpreter. The use of an interpreter or
a compiler is dependent upon the type of computer system being used and the
available software.

After a program has been designed, coded, and reviewed, it should run
perfectly when it is loaded into main computer storage for execution. The pro-
grammer must approach the programming process with the attitude and intent
that the program will be correct the first time it is executed. Errors should
rarely occur.

In order to verify that the program has no errors, it must be tested.
Testing involves loading the program into main computer storage for execu-
tion. The program will process test data to ensure that the correct output is
produced.

If errors are found in a program despite the diligent attempt by the pro-
grammer to write an error-free program, they will normally be either syntax
errors or logic errors. A syntax error occurs because of improper use of the
programming language. A logic error occurs because the logic designed and
coded will not process the data in the manner desired.

It is the responsibility of the programmer to adequately test the program
to verify that no errors exist in the program. If inadvertent errors are found,
the programmer must correct the errors.

Program documentation is the recorded facts regarding a program. These
facts should be documented in enough detail so that anyone can understand
what the program is to accomplish and how it accomplishes it. Two levels of
documentation are required for a program — documentation within the
program itself and external documentation available to users of the program.

Documentation within the program itself is critical for a program.
BASIC, as well as most other programming languages, allows comments to be
written within the program. These comments explain the data being used, the
processing which is to occur, and any other facts which will enable a programmer
to understand what the program is doing and how it is doing it. Every well-
written computer program contains comments which aid in the understanding
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of the program.

External documentation is information prepared about the program to
aid in running or using the program. Typically, it would include operating
instructions, data formats, error messages generated from the program, and
similar information. External documentation can be prepared at various levels
of detail, depending upon the requirements of the users of the program.

The preparation of program documentation occurs throughout the pro-
gram development cycle. Beginning with the review of the programming
specifications, the programmer should record the facts about the program.
Particularly important is the documentation which takes place when the pro-
gram is being coded. Comments within the program should always be present.

The following points have been discussed and explained in this chapter.

1. Few aspects of our daily lives are left untouched by some type of
computerized processing.

2. The ability to understand and use a computer system is rapidly
becoming as important as the ability to read and write.

3. Computer systems can be very small or very large. Each size
computer is capable of performing certain types of tasks.

4. A computer is a device which can perform computations, including
arithmetic and logic operations, without human intervention.

5. A computer system performs three basic operations — input/output
operations, arithmetic operations, and logical operations.

6. Data is the representation of facts, concepts, or instructions in a for-
malized manner suitable for communication, interpretation, and processing by
humans or automatic machines.

7. Input units make data available for processing.

8. The processor unit consists of two parts: the central processing unit
and main computer storage.,

9. The central processing unit contains the electronic circuitry which
actually causes processing to occur.,

10. Main computer storage consists of electronic components which store
letters of the alphabet, numbers, and special characters.

11. Output units make information resulting from the processing of data
available for use.

12. A computer program contains instructions which specify the opera-
tions and sequence of operations which are to occur on a computer system. A
computer program must be stored in main computer storage to be executed.

13. Auxiliary storage devices are used to store data and programs for
subsequent use.

14. The keyboard is the primary input device for a microcomputer system.
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15. Output from a microcomputer system may be printed on a low speed
printer or displayed on the CRT screen.

16. Cassette tape and floppy disk are the two primary means of auxiliary
storage on a small computer system.

17. The steps when using a keyboard for input to the computer system
are: a) The program is stored in main computer storage and controls the input
operation; b) The input data is keyed on the keyboard and is displayed on the
CRT screen as it is keyed; ¢) The keyed data is stored in main computer
storage.

18. Output is produced by transferring data from main computer storage
to an output device. The steps are: a) The program is stored in main computer
storage; b) Under control of the program, the output data is transferred from
main computer storage to the output device.

19. Arithmetic operations are used to add, subtract, multiply, and divide
numeric data. The data to be used in the calculations must be stored in main
computer storage.

20. The three types of logical (comparing) operations which are commonly
performed under program control are: a) Comparing to determine if two
values are equal; b) Comparing to determine if one value is less than another
value; ¢) Comparing to determine if one value is greater than another value.

21. In any comparison operation, if the condition being tested is true, the
program will perform one set of operations; if the condition is not true, the
program will perform an alternative set of operations.

22. The program development cycle consists of five steps: a) Review of
programming specifications; b) Program design; ¢) Program coding; d) Program
testing; e) Program documentation,

23. Programming specifications are a complete description of the prob-
lem to be solved. The programming specifications must be thoroughly
reviewed and understood prior to beginning the design of the computer program.

24. Designing a program means planning the logic and detailed steps
which will lead to the solution of the problem.

25. A flowchart can be used to graphically illustrate the steps required in
the program.

26. Program coding involves writing the actual program instructions to
implement the solution to a problem. Coding should take place only after the
program has been designed.

27. A programming language consists of a set of instructions which can
be written by the programmer. These instructions direct the computer system
to perform the operations that the programmer has determined are necessary
to solve a problem.

28. BASIC was developed at Dartmouth College in 1965. Today it is used
by thousands of programmers and students.

29. The syntax of a programming language is the form of the instructions
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and the rules which must be followed.

30. Coding is a very exact skill which requires precise attention to detail.
Even a single coding error can result in a program executing improperly.

31. A program review consists of examining program logic and program
code. The review is conducted by people other than the programmer who
wrote the program. The intent of a review is to 7ind any errors which have been
inadvertently made by the programmer.

32. A program should always be reviewed prior to being entered into a
computer system and executed.

33. To enter the program into main computer storage, the programmer
keys the program on the keyboard. Each programming statement coded by the
programmer must be entered.

34. After the program has been entered, it will normally be saved on
auxiliary storage.

35. The program entered by the programmer must be translated from
BASIC to machine language prior to being executed.

36. An interpreter translates a program one statement at a time into
machine language and passes the machine language instruction to the CPU for
execution.

37. A compiler translates all instructions in a computer program and
creates an object program. An object program consists of machine language
instructions which can be executed on the computer system.

38. A program should be documented as it is being designed, coded, and
implemented. All programs should have comments within them to explain the
processing which is accomplished within the program.
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Chapter 1
QUESTIONS AND EXERCISES

. What is the definition of a computer?

What three operations can a computer perform?
What is the difference between the processor unit and the central
processing unit?

. What is a computer program?

Where must data be stored to be processed by a computer program?
Which of the following is classified as auxiliary storage: (a) Floppy disk;
(b) Keyboard; (¢) CPU; (d) CRT.

What are the three steps which take place when data is entered into main
computer storage?

A must always be stored in main computer storage
before data can be entered from the keyboard.

A computer can compare data and determine that: (a) Two numbers are
not equal; (b) One number is less than or equal to another number; (c) One
number is equal to another number; (d) All of the preceding.

What are the five steps of the program development cycle?

Program specifications are the recorded facts regarding a program and
should always be included as comments in the program (T or F).

Which of the following depict the correct sequence for the program
development cycle: (a) Program coding, program design, program
documentation; (b) Program documentation, program testing, program
coding; (¢) Program design, program coding, program testing; (d) Program
design, program testing, program coding, program documentation.

A flowchart is used to graphically illustrate the steps required in a
computer program (T or F).

What is a programming language? What is programming language syntax?
Coding a program is a very exact skill which requires precise attention to
detail. If the program is not coded properly: (a) There is the possibility of
harming the electronics of the computer system; (b) The program will not
produce the desired output; (c) The computer system will always indicate
to the programmer why the program is not correct; (d) It is likely not to
matter because most computer systems are capable of self-correcting small
CIrrors.

The intent of a program review is to find errors in a program (T or F).
An translates a program one statement at a time into
machine language and passes the machine language instruction to the
CPU for execution.

. Programs with comments tend to be hard to read and understand (T or F).
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Computer programs can vary significantly in size. A simple program contains
only a few statements. A complex program can contain hundreds and even
thousands of statements. Regardless of the size of the program, the task of
computer programming is one of the more precise of all human activities. A
single error in a program can produce erroneous results. It is extremely impor-
tant, therefore, that programming a computer be accomplished with precision.
A careless, casual approach to programming can lead to frustration and anxiety.
With a careful, precise approach to program design and coding, however,
programming becomes an enjoyable, challenging experience that provides the
user with access to and control over the most powerful tool ever
developed.....the computer,

Thus, it is mandatory that a programmer consistently pay attention to
detail, both in the program design and program coding. Programmers must
always remember that cach step in a program is critical. Again, one program-
ming mistake can produce invalid output from the computer system. When
designing and coding a program, the programmer should understand the pro-
gramming rules and concentrate so that the rules are always followed. Every
program should be error-free from its inception.

To teach computer programming using the BASIC language, each of the
chapters in this textbook contains a problem to be programmed. After the
problem is presented, the design of the program is illustrated by means of a
Mowchart. This is followed by an explanation of the statements in the BASIC
program.

Upon completion of the textbook, a firm foundation in the methods of
program design will have been gained, together with the ability to program the
computer to solve a variety of problems encountered in one's personal and
professional life. This ability will be applicable to large computer systems as
well as microcomputer systems.

The input/output operation occurs in most computer applications. A common
application using the input/output operation is displaying lists of
information, such as names and telephone numbers, the names of students in a
class, a list of the products produced by a company, and others. A program
which lists information is one of the simpler computer programs which can be
written in the BASIC language.

The process of producing a list of information consists of reading some
type of input data and writing this data in the desired format.

Introduction

Input/output
programming
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Figure 2-1 The input file
contains name and tele-
phone  number records.
The last record is a trailer
record, When it is read, all
valid records have been
processed.

Figure 2-2 A record is com-
posed of fields. In the sam-
ple problem, the record
contains the area code field,
the telephone number field,
and the name field.

2.2

The sample problem to illustrate the input/output operation involves
creating a telephone number listing. The input, output, and processing to be
accomplished are illustrated in the following sections.

The input data contains the area code, telephone number, and the person’s
name. The data to be processed by the program is illustrated in Figure 2-1.

Four names, together with the corresponding area code and telephone
number, are shown in Figure 2-1. The data, taken as a group, is called a file.
The data about a single individual is called a record. Thus, the input data con-
sists of a file of records.

Each record contains three fields. A field is defined as a unit of data. Each
record contains an area code field, a telephone number field, and a name ficld
(Figure 2-2),

The last record in Figure 2-1 is a trailer record. The trailer record is the
last record in the input file. It indicates that all valid data records have been
processed. When the trailer record is read by the program, the name field will
contain the value END OF FILE. Through the comparing operation, the pro-
gram can determine that when the name ficld contains this value, all data
records have been processed. The area code and telephone number fields in the
trailer record contain all 9°s because all ficlds must contain data,
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The sutput is a listing of each record in the input file (Figure 2-3).

]

"

The first field for each line on the output listing is the name field, fol-
lowed by the area code field, and then the telephone number field. This
sequence of fields on the output listing is different from the sequence in the input
file (Figure 2-1). After all records have been printed, the message END OF
TELEPHONE LISTING is printed. The program processing is then terminated.

After the specifications for the program have been studied and thoroughly
understood, the program must be designed. Designing the program means
determining the step-by-step processing which is necessary to solve the prob-
lem. In the sample problem in this chapter, the steps necessary to create the
telephone number listing must be determined. As noted previously, a program
contains the individual instructions to the computer system which will cause
the desired processing to occur. These instructions must be specified in exactly
the right sequence and be executed under the proper conditions. Therefore, the
design of the program is critical.

To begin the design of a program, the programmer should identify those
tasks which must be accomplished by the program. The tasks are then listed by
the programmer. The tasks required for the sample program are listed below.

I the tasks specified above are completed, the telephone listing will be
properly prepared. It is important that all tasks which are required for the pro-
gram are identified. It is from these tasks that the exact sequence of execution
will be determined. This sequence of execution will be documented through the
use of a flowchart.

INPUT/OUTPUT
PROGRAMMING

Output

Figure 2-3 The output list-
ing from the program con-
tains the name, area code,
and telephone number,

Program design
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AREA | TELEPHONE

CODE NUMBER NAME
74 7492138 SAM HORN
213 663-1271 SUE NUNN
212 999.1193 BOB PELE
312 979.4418 ANN SITZ
999 999.9999 END OF FILE

SAM HORN 749-2138
SUE NUNN 6631271
BOB PELE 5991193
ANN SITZ 979-4418

END OF TELERHONE LISTING

'Figure 2-4 The  program
flowchart graphically ilus.
trates | each 'stepl which
must be accomplished by
the computer program.

A\ /

Program flowchart ~ The flowchart illustrating the logic for the sample program is shown in
Figure 2-4. The input data and output listing that will be produced by this
logic are also contained in Figure 2-4. This flowchart uses three different sym-
bols — the terminal symbol, the input/output symbol, and the decision symbol.

The terminal symbol is used to indicate the start and the end of the pro-
gram. The input/output symbol is used for the operations of reading a record,
printing a line on the output listing, and printing the end of listing message,
The decision symbol indicates where the end of file decision is made.

In order to fully understand the logic presented in the flowchart, it is
necessary to examine the step-by-step processing which will occur when the
logic is implemented. Each of the steps is explained in the following examples.
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TELEPHONE
NUMBER

NAME

749:2138 SAM HORN
663-1271 SUENUNN
999-1193 BOB PELE
979-4418 ANN SITZ
999.9999 END OF FILE

It must be recalled that all processing on a computer system takes place
under the control of a computer program. Thus, for the processing shown in
this step-by-step example to occur, the program must be stored in main com-
puter storage. Once the program is stored in main computer storage, the
operator initiates the execution of the program. The actual statements which
are found in the program should not be of concern. Instead, in this example, it
is the logic used by the program which is important. The BASIC language
statements to implement the logic will be explained later in this chapter.

In step 1, the first input record is read. The value in each of the fields
(area code, telephone number, and name) is placed in storage so that it can be
referenced by instructions within the program.

Figure 2-5 When a record
is read, the data is placed
instorage for use.
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Step 2: The value in the name field is compared to
the value END OF FILE to determine if all
records have been processed.

Read
a
Record
1
Print Read
a a
Line Record
End ol Listing S e
Meassage s :
= Computer
Printaline Program
---- 714)  |7492138]  [SAMHORN |
Area Telephone Name -
Code Number
Nota*qual -
!ENDOFFILE}
fogram constant ALY
Figure 2-6 The value in the After an input record is read, it must be determined if the record is the

name field is comparer to

L T R - . ¥ o BOAT i PR AL J
the constant END OF FILE,  trailer record (see Figure 2-1). 1f so, then all records have been processed. I

not, then the input values must be printed and another record read. This
decision is indicated by the question End of File? in the decision symbol.

To determine if the trailer record has been read, the value in the name
field is compared to the value END OF FILE, which is defined within the pro-
gram. If they are equal, the trailer record has been read. If they are not equal,
the data from the record must be printed. In the example in Figure 2-6, the
value in the name field is SAM HORN. Since this value is not equal to END
OF FILE, the data in the record must be printed on the CRT screen. This
processing is illustrated in Step 3 (Figure 2-7).
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Since the record just read is not the trailer record, the data in the record is
printed on the CRT screen. An instruction in the program will cause the data
to be transferred from main computer storage to the screen. The sequence of
the data printed on the screen (name, area code, and telephone number) is dif-
ferent from the sequence of the data in the input record (area code, telephone
number, and name). The sequence in which the data is printed on the screen is
determined by instructions within the program.

After the information is printed on the screen, the data in the input record
has been completely processed. The program specifications state only that the
data which is read is to be printed on the screen. The programmer must then
ask, ““What should occur after the data in a single record has been completely
processed?”” In this program, and in most programs, the answer is that more
input data must be obtained. Therefore, the next step is to read another input
record.

Figure 2-7 A line is printed
on the CRT screen,
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749-2138
663-1271
999-1193
979-4418
999-9999

Figure 2-8 When a record
is read, data is stored in
main computer storage.

SAM HORN
SUE NUNN
BOB PELE
ANN SITZ
END OF FILE
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In Figure 2-8, the values in the fields of the second record are read and are

placed in main computer storage for use. These values can now be referenced

by instructions within the computer program.
/(\jitcr thfe record has been read, it is again necessary to determine if the
record read is the trailer record. Therefore, control returns to the decision
symbol where end of file is checked (Step 3).
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SAM HORN EAL) T49-2138

Comy

Readarecord §
}'?Mrﬁm. ]

Prlnt:é__ line

|213| |683‘-127-t| |SUENUNN- |

Area Telephone Name

Code Number | 4
NotEqual

T
|ENDOF FILE|

‘Program Constant

1R €
|l

In Figure 2-9, the value in the name field (SUE NUNN) is compared to  Figure 2-9 The value in
the constant END OF FILE. Since they are not equal, the trailer record has not :291’;‘2“2;:'::;:]51 cgzgagg
been read. Instead, the data from the record must be printed on the screen, FILE,

This example illustrates several very important programming logic con-
cepts. First, the decision to determine end of file will always be executed
immediately after a record is read. If end of file has not been found, the
instructions to print a line and read a record are repeated. They will be
repeated so long as the record read is not the trailer record. Repeating a
sequence of instructions multiple times is called looping. That is, a loop is
established because a sequence of instructions is repeated until a particular
condition occurs. In this case, the looping will continue until the trailer record
is read. The concept of looping is quite important because one set of instruc-
tions can be written to process many records. The programmer need not write
a set of instructions for each record which is to be processed.,
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The second important concept illustrated concerns the nature of a loop.
Through research over the past thirty vears, computer scientists have deter-
mined that good programming practice requires the first instruction in a loop
to be the instruction which determines if the body of the loop should be
executed. In this example, that instruction is the one which determines if the
trailer record has been read (is it end of file?). Therefore, the first instruction
in the loop should be the decision instruction. Any other instruction violates
good programming practices which have been established through years of
rescarch and experimentation,.

Because of this very important rule concerning loops, two read statements
are required in this program. Passing control back to the first read statement
violates this rule (Figure 2-10).

Incorrect Correct

Read

Record

1
Print Read
a a
Line Record

Figure 2-10 The lirst instruction in a loop should be the instruction which determines if the body of
the loop will be executed. In the incorrecl example, the first instruction in the loop is the read slate-
ment. This violates a rule for developing good program logic as specified by computer experts aller
years of research and experimentation.

In the incorrect example above, control is passed from the *‘print a line”
statement to the first read statement. This means that the lirst statement in the
loop is a read statement, not a decision statement.,

In the correct example, after a line is printed a record is read. Control is
then passed o the decision symbol where end of file is checked. I end of file is
not found, the data from the record just read will be printed and then another
record will be read. The [lirst statement in the loop is the decision whether the
print and read statements should be executed. The correct example follows the
rule that the first statement in the loop should be the decision statement which
determines whether the body of the loop will be executed.
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Although the value of this rule may not be readily apparent in this exam-
ple, more complex programs later in the text will illustrate the soundness of the
rule. The rule will never be violated in well-designed programs.

After end of file has been checked and it is found that the trailer record
has not been read, the data from the input record must be printed. This is
shown in Step 6.

SAM HORN 714 Tas-2138
SUE NUNN 213 6631271

/////i}féfl//////// i

et y{
]

The data from the second record is printed on the CRT screen in the same  Figure 2-11 The data from
manner as the data from the first record. After the data from the second L':iiie?;ﬂhde C';?”ﬁ 's
. screen,

record has been printed, the next record must be read (Step 7).
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Step 7: The next record is read and end of file is

checked.
14 T48-2138
213 8631271
Read
a
Record

Print ' : .
End ol Listing n
Message

Computer
Program

212|  [099:1193]  |BOBPELE |
Aroa Telephona Name
Code Number

Printaline

No!'Equal
AREA TELEPHONE NAME ENDOEFILE
CODE NUMBER Program Constant
714 749-2138 SAM HORN e e -
213 663-1271 SUE NUNN
212 999.1193 BOB PELE
312 979-4418 ANN SITZ
999 999.9999 END OF FILE
Figure 2-12 The next After the next record is read, the value in the name field is again com-

record is read and checked
for end of file.

pared to the program constant value END OF FILE. If the two values are
equal, the trailer record has been read, and there are no more records to
process. In Step 7, the value in the name field is BOB PELE, indicating the
trailer record has not been read. The data in the input fields should, therefore,
be printed.

This cycle of print the data, read a record. and check for end of file will
continue until the trailer record is read. When this occurs, the statements
within the loop will no longer be executed. Instead, the statements following
the loop will be given control. This is shown in Step 8.
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SAM HORN T4 T49-2138
SUE NUNN n3 6631271
BOB PELE M2 9991193
ANN SITZ nz 9T9-4418

END OF TELEPHONE LISTING

Oompmer

F'rim x line Pronmm

Read a record }

[3_99-9999[ [l_é_m:i OF FILE|
' Name

O

TELEPHONE ' AT
. |[ENDOFFILE]
R il _ e

749:2138 SAMHORN |1} i [ENDOF T ELEPHONE LISTING|
6631271 SUENUNN [ ~Program Constant
999-1193 BOB PELE

979.4418 ANN SITZ

999.9999 END OF FILE

In Figure 2-13, the trailer record has been read (the name field contains ~ Figure 2-13 When the
END OF FILE). When the value in the name field is compared to the program ;:':E:n;ifor?m',m?:;' :::
constant, an equal condition occurs. Therefore, the loop is not entered.  loop prints the END OF
Instead, the “yes™ leg of the decision is taken. The END OF TELEPHONE ~ [EtEPHONE LISTING
LISTING message is printed. The program is then terminated. '

The previous examples have shown the step-by-step processing which
takes place in a program whose function is to list data. This program, although
simple in comparison to programs containing thousands of steps, illustrates
the basic logic which is required for any program that obtains input data for
processing — the looping operation of obtaining data, processing the data,
and then obtaining more data until there is no more data to process. It is very
important that this basic loop be well-understood, for it forms the basis of
many computer programs.



CHAPTER  2.14
TWO

THEBASIC  After the design has been completed, the program code is written. When

PROGRAM  coding, the programmer must implement the logic developed during the pro-
gram design. This logic is specified by the program flowchart. Thus, the pro-
grammer will follow the sequence of operations which has been specified on
the flowchart. The BASIC program to prepare the telephone number listing is
illustrated below.

100 REM TELLIST  SEPTEMBER 22 | SHELLY/CASHMAN
110 ] REM
| 120 REM THIS PROGRAM DISPLAYS THE NAME, TELEPHONE nREA DDDE '
130 REM AND PHONE NUMBER OF INDIVIDUALS. i
| 150 REM VARIABLE NAMES:
/ -n. AREA BDDE

"'749—2133"' ) .

"663-1271", _"SUE Nt.lm i
240 DﬁTﬁ 212, "999-1193", "BOB PELE"
250 DATA 312, "979-4418", "ANN SITZ"
.-260 DATA ‘?‘?‘P, "‘?9‘?*’9999" “END OF FILE"

PRDCESS INE tltt!

300 EAD n, Ts, NS -[-.

Figure 2-14 The program The program code consists of BASIC statements which direct the com-
SAREIRE (e HEdeions ) syste orf th -ations required to produce the telephone
required to implement the puter system to perform the operations l‘l..q €d to produce the ¢l ¢
logic designed using the number listing. The individual statements in the program are explained in the

Rl following paragraphs.

Statement  Each BASIC statement begins with a unique number that identifies the state-
numbers  ment. These numbers are assigned in an ascending sequence by the program-
mer. The number can begin with the value 1 and be incremented by one, il

desired. A better way to assign the numbers, however, is to begin with the
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value 100 and increment the number by 10 (as shown in Figure 2-14),

Beginning with the number 100 allows a relatively large program to be
written using a 3-digit number. This makes the program listing casy o read.
Incrementing the numbers by 10 allows additional statements to be added to
the program without changing any statements within the program (Figure 2-15).

Sequence numbers are required for each BASIC statement. Following the
number, a blank space should be specified. Although not required by the
BASIC language, this blank space makes the program casier to read. After the
blank space, an entry defining the operation o be performed is coded.

A quality program is well documented. This means the program contains
information which helps a reader of the program understand it. Included in
this documentation should be the name of the program, a brief explanation of
what the program does, and a description of the data fields used in the
program.

Documentation in a BASIC program is accomplished using the REM
(remark) statement. The segment of the program using remark statements to
document the program is illustrated in Figure 2-16.

ES

Yaf::}'f(‘rw;;
AREA C
g

INPUT/OUTPUT
PROGRAMMING

Figure 2-15 Statement
number 155 has been
added to the program.
Meither statement 150 nor
statement  number 160
were changed when the
addition was made.

The remark
statement

On the first line of the program, statement number 100 is followed by a
single blank and then the entry REM. This entry identifies the entire statement
as a remark. A remark statement causes no operation to be performed by the
computer system. It is used merely to provide documentation within the program.

Figure 2-16 The REM state-
ment allows comments to
be written in a BASIC
program,
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Following the REM entry is a single blank space and then the name of the
program. This programmer-chosen name should be the name under which the
program is saved on auxiliary storage. The rules for forming this name vary
depending upon the computer system being used, In the sample program, an
abbreviation of telephone listing, TELLIST, was chosen by the programmers.

This entry is followed by the date the program was written, centered on
the line. The names of the authors of the program are entered in the rightmost
positions of the line. The entries on line 100 of the program are not required by
the BASIC language. It is strongly recommended, however, that the documen-
tation and program formatting techniques illustrated in the sample programs
be carefully followed, for these techniques reflect good documentation
methods.

Line 110 contains a REM statement in the rightmost positions of the line.
The REM statement should be placed in the rightmost positions when a blank
line in the program listing is desired. The blank line is included to increase the
readability of the program.

On lines 120 and 130, the REM statements are used to give a brief descrip-
tion of the processing accomplished by the program. These lines are again
followed by a blank line at statement 140

The REM statements on lines 150 through 180 document the variable
names used in the program. The variable names are indented two spaces.
Variable names are names assigned by the programmer to ficlds in main com-
puter storage which will be referenced by statements within the program. A
detailed discussion of variable names can be found on page 2.19. Documenting
the variable names is mandatory in any well-written program. Statement 190 is
a blank line used to separate the introductory documentation statements from
the rest of the statements in the program.

Documenting the program code is fundamental to writing a good pro-
gram. Every program, regardless of size or complexity, should be well
documented.

The REM statements on lines 200 and 210 indicate that the next section of
coding contains the definition of the data which will be processed by the pro-
gram (Figure 2-17). The data is defined through the use of the data statement.

The data statements from the program and the data which they define are
shown in Figure 2-17, together with the general format of the data statement.
The first data statement defines the data to be processed as the first input
record. The second data statement defines the data to be processed as the
second input record, and so on.

The first entry in the data statement is a line number. All BASIC
statements must be preceded by a line number. A single space follows the line
number and then the word DATA is specified. This entry identifies the



TELEPHONE
NUMBER

SAM HORN
SUENUNN
BOB PELE
ANN SITZ
END OF FILE

749.2138
663-1271
999-1183
979-4418
999-9999

statement as a data statement. The word DATA is followed by a single blank.

The data to be defined is specified next. The first entry on line 220 is 714,
the area code for the first record. It is followed immediately by a comma. The
comma separates each entry in a data statement. The area code is a numeric
constant, which means it contains only numbers.

The entry following the comma is the telephone number for the first
record. The telephone number is an example of a string constant because it
contains a non-numeric character (the hyphen). Any constant containing a
non-numeric character is a string constant.

A string constant specified in a data statement should normally be
enclosed within double quotation marks. It must be enclosed if the constant
contains a comma, but good programming practice dictates that quotation
marks always be used. Therefore, the telephone number is enclosed within
double quotation marks.

The next entry, ““SAM HORN", is the person’s name. It is a string con-
stant because it contains alphabetic characters. Therefore, it is enclosed within
quotes.

The second data statement, on line 230, contains the data to be processed
as the second record. The numeric constant 213 is specified as the area code.
The next two entries are the telephone number and the person’s name.

The remaining data statements contain the data to be processed as the
third and fourth records.

The last data statement will be used in the program to indicate that all
records have been processed and end of file has been reached.

The data statements in the sample program contain three constants each.
A data statement must contain at least one constant. Each constant is
separated from the other by a comma and a blank space. Again, string con-
stants should be enclosed within double quotation marks; numeric constants
are specified without quotation marks.

y : line number DATA constant, constant, . . . . ll:w'lll:lili'
fili u Ul

il
il

Figure 2-17 The data state-
ment is used to define data
within the program. String
data is normally enclosed
within double quotation
marks while numeric con-
stants do not use quotes
The area code is a numeric
constant, and the tele-
phone number and name
are string constants.
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TR |||||“"'
'I, |||1ll||||1,.||lll‘l I
|

il
‘_'.uu

it T e TN
‘.'.I.Intll”“'l\!nll”"“ I,I,I.‘.nll"”lh i l||[||1| \ H.ll'”“ ““|||'I””“,|IIH““”‘|IH il i .|.|[I I|Il
111

executed in the program are specified. These statements are written based
upon the logic expressed in the flowchart.

The first statement in the program is a read statement which transfers the
data from the data statement to an area in main computer storage where the
data can be referenced. The general format of the read statement, the read state-
ment, and the associated entry in the flowchart are illustrated in Figure 2-18.
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Figure 2-18 The read state-
ment causes data defined
in a data statement to be
placed in the fields iden-
tified by the variable names.
The variable names must
be specified in the same
sequence as lhe related
data in the data statement,

. "SAM HORN"
“, "SUE NUNN"
“BOB PELE"
“ANN SITZ"
{ um DF F_I_LE“

5 |
’ q,"999-1193"
] 3_*979—4413#

The read statement causes data defined in a data statement to be placed in
the fields in main computer storage identified by the variable names following
the word READ. The first entry for the read statement, as with all BASIC
statements, is a line number. This value is followed by a blank space and then
the word READ. A blank follows this word.

The next entries are variable names, which are chosen by the programmer
to identify fields in main computer storage where data is to be stored. Variable
names are used to identify numeric data fields and string data fields.
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Variable names assigned to fields in a BASIC program must conform to
the BASIC language syntax. All BASIC interpreters allow variable names
according to the following rules:

1. Numeric variable names, which identify numeric fields, must begin
with a letter of the alphabet (A - Z). The names can be one or two characters in
length. If a second character is used, this character must be numeric (0 -9).
Valid variable names include A1, V4, and Y7.

2. String variable names, which identify string fields, must begin with a
letter of the alphabet (A - Z). This letter of the alphabet must be followed by a
dollar sign ($). Valid string variable names include AS, PS$, and N$.

On some computer systems, the syntax rules may allow variable names
which contain more characters than specified above. The rules above,
however, are valid for all BASIC interpreters.

In the read statement in Figure 2-18, the variable names A, TS, and N$
are specified following the word READ. The variable name A identifies the
field where the area code will be stored when it is read. TS identifies the field
for the telephone number, and NS identifies the field for the person’s name.
As a result of the read statement, data from the first data statement will be
placed in the fields in main computer storage identified by these variable
names (Figure 2-19).

/i
| [ 300READA, TS, NS

|714] [749-2138] [sAM HORN|
A TS 3

{Area Code) (Telephone Numbar) (Name)

Figure 2-19 When the read
statement is executed,
values from the data state-
ments are placed in fields
identiied by vanable names
inthe read slatement

When the read statement is executed, the first constant in the data state-
ment is placed in the main computer storage field identified by the first
variable name in the read statement. Thus, in Figure 2-19, the first constant
(714) is placed in the field identified by the first variable name (A) in the read
statement. The second constant in the data statement, which is the telephone
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number, is placed in the second variable field (T$). Likewise, the third con-
stant is placed in the third variable field (N$). After the read statement has
been executed, an instruction referencing the variable name A will reference
the value 714. Similarly, the use of the variable name T$ will reference the
value 749-2138; and the variable name NS will reference SAM HORN.

After the first read statement has been executed, a check must be performed to
determine if end of file has been reached. A test for end of file should always
immediately follow the reading of data. This test is implemented using the if
statement. The flowchart, the general format of the if statement, and the if
statement in the program are shown in Figure 2-20.

<20 IF N$ = “END OF FILE" THEN 370
330 an'r m, A, T,s

Figure 2-20 The if state-
ment compares the value
in the N$ field to the value
END OF FILE to determine
it all the data has been
processed.

The if statement on line 320 begins the loop which will process all of the
data in the program (see Figure 2-9). Because it is the start of the loop, the if
statement is separated from the previous statement by a rem statement in the
rightmost columns. This generates a blank line. allowing the start of the loop
to be easily seen by someone examining the program.

Each if statement must be preceded by a line number, which in the sample
program is 320. The line number is followed by a blank and then the word IF.

The variable name following the word IF identifies the field which con-
tains the value to be compared. In the example, the value in the N§ field is to
be compared. Therefore, N$ is specified as the first entry in the if statement.
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The equal sign indicates that if the two values being compared are equal,
then the condition being tested is considered true. If the two values being com-
pared are not equal, the condition being tested is considered not true. Follow-
ing the equal sign is the constant END OF FILE. Since it is a string constant (it
contains alphabetic data), it is enclosed within quotation marks.

The word THEN is specified next, followed by the line number to which
control will be transferred if the condition is true. As a result of the if state-
ment, the value in N$ will be compared to the value END OF FILE. If they are
equal, control is passed to statement 370 in the program; if they are not equal,
control is passed to the statement immediately following the if statement
(Figure 2-21).

...... T
LAY T I
|II_III|”||||“”|”||| |

ULV TR
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il

it

_—

il

In case 1 above, the value in N$, SAM HORN, is not equal to END OF
FILE. Therefore, the statement on line 330 is the next statement executed.

In case 2, the value in NS is equal to END OF FILE. Therefore, the condi-
tion tested by the if statement is considered true, and control is given to the
statement at the line number following the THEN entry (line 370). When
writing the if statement, the line number of the statement to receive control
when the condition is true may not be known. In this case, the line number
following the word THEN should be left blank when the if statement is coded.
The number should be filled in when it is known.

When end of file is not detected, the next statement to be executed is the print
statement which displays a line on the CRT screen. The line to be displayed
contains the name, the area code, and the telephone number from the input
data. The flowchart, the general format of the print statement, and the print
statement used in this program are shown in Figure 2-22.

A
Il
11!

INPUT/OUTPUT
PROGRAMMING

Figure 2-21 The line num-
ber following the word
THEN specifies the state.
ment that will be executed
it the condition is true.
When the condition is not
true, the statement immedi-
ately following the if state-
ment is executed. In this
example, if N$ con.
tains the value END OF
FILE, statement 370 is exe-
cuted next; if not, state-
ment 330 Is executed next.
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Print statement



| 320 1F N® = “END OF FILE" THEN 370
330 PRINT Ns, A, T$

Figure 2-22 The print state-
ment causes data identified
by the variable names within
the stalement lo be dis
played on the CRT screen.
Here, the name, area code,
and telephone number are
displayed.

SAM HORN TA9-2138

| Wi
|l||| II Iluulnu

line number PRINT (cOnstant (CO””@”?

variable variable

A line number and then the word PRINT are the first entries in the print
statement. In the example in Figure 2-22, the line number is followed by three
blanks. These blanks indent the print statement two spaces from the beginning
column of the if statement. This is done to identify statements within the loop.
A general coding rule which will be followed throughout this text is that
statements within a loop will be indented two spaces from the column where
the if statement at the start of the loop begins. It is strongly suggested that this
coding rule be followed in all programs which are written.

The word PRINT is followed by a blank space and the variable names of
the fields to be printed. The variable names are specified in the sequence in
which they will appear on the CRT screen. Thus, the value in N$ (the name)
will appear first on the screen, followed by the value in A (the area code), and
the value in T$ (the telephone number).

Each of the variable names in the print statement is separated by a comma
and a blank. When a comma is used to separate variable names, each field will
be displayed on the CRT screen in predetermined locations called zones.



2.23

These zones have varying sizes, ranging from 10 characters to 16 characters
depending on the computer system being used. Regardless of the number of
characters in each zone, spacing works in the manner illustrated in Figure 2-23.

330 PRINT NS, A, TS

714 |749.2138]
A T8

[SAM HORN]| \\\‘
NS el

[—— ZONE 1 —»}t——ZONE 2 —p}t——ZONE 3 —>}t—— ZONE 4 —>»|
I

I I
1ISAM HORN 1 714 1749-2138

| |
: : BLANK SPACE

L}

1
I

& ] I
NOTE: I I

| I

The example above illustrates four printing zones on the CRT screen. The
value in the first variable of the print statement (N$) is placed in the first zone.
Since the variable is a string variable, the first character in the field (S) is
placed in the first position of the printing zone. Whenever a string field is
printed in a printing zone, the first character in the field is placed in the firsi
position of the zone.

The second variable in the print statement is the numeric variable for the
area code, A. Therelore, the value in the field identified by the variable name
A is displayed on the CRT screen. The numeric value in the example (714) is
displayed in the second printing zone because the variable name A is

INPUT/OUTPUT
PROGRAMMING

Figure 2-23 When vari-
able names are separated
by commas in the print
statement, the values from
each of the fields iden.
titied by the variable
names are displayed in
predefined printing zones
on the CRT screen. There-
fore the name (NS) is dis-
played in the first zone, the
area code (A) in the second
zone, and the telephone
number (T$) in the third
zone
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separated from the previous name (N$) by a comma.

The first digit in the value is placed in the second position of the zone. On
most computer systems, whenever a value in a numeric field is to be printed,
the value will be preceded by a blank space if it is positive and by a negative
sign (-) if it is negative. In the example, the value in the area code field (A) is
positive; therefore, it is preceded by a blank space.

The third variable in the print statement (T$) will be printed in the third
printing zone. Since the field is a string field, the first character in the field will
appear in the first position of the third zone. The print statement is terminated
after the third variable name. Therefore, no value is displayed in the fourth
zone. When the next print statement is executed, the data will be displayed on
the next line.

The print statement is the primary means for making information
available from a BASIC program. The use of the statement and the output
produced from the statement should be well understood.

After the print statement is executed and the values from the first input data
have been displayed on the CRT screen, the second set of input data must be
read. This processing is accomplished using the read statement in the same
manner as the first data was read.

After the second set of data has been read, control must be returned to the
if statement at the beginning of the loop to determine if the body of the loop
should be executed. The goto statement is used to transfer this control
(Figure 2-24),

The format of the goto statement shows it begins with a line number.
Following the line number is a blank space and then the word GOTO. Note
that no blanks are allowed in this word. A blank follows the word GOTO and
then a line number is specified. When the goto statement is executed, control is
passed to the statement at the line number specified after the word GOTO. In
Figure 2-24, the goto statement on line 350 will cause control to be passed to
the statement at line 320. Therefore, after the execution of the goto statement,
the next action performed by the program will be to compare the value in N$
to the constant value “‘END OF FILE.”

The goto statement on line 350 is the last statement in the loop which
obtains and processes the input data. Since it is the last statement, it is not
indented. Instead, the word GOTO begins in the same vertical column as the
word IF which determines if the body of the loop is to be executed. In this
manner, the beginning and ending statements within the loop are easily
identified when reading the program.

The loop which begins on line 320 and ends on line 350 will continue to
process input data until the value END OF FILE is read into the N§ field. At
that time, the end of file processing will occur,



Read
a
Record

300 READ A, T%, N$
310
320 IF N$ = "END OF FILE"
330  PRINT N$, A, T%
\\ 340 READ A, T$, Ns
350 60T0 320

THEN 370

The end of file processing begins at line 370 with a print statement (Figure
2-25). In the statement, the word PRINT is followed by a blank and then a
blank within quotes. This statement will cause a blank line to be displayed on
the screen. The next print statement displays the constant END OF
TELEPHONE LISTING on the CRT screen. The constant is enclosed within
quotes because it is a string constant, Whenever a string constant is used in a
print statement, it must be enclosed within double quotation marks.

The last statement within the program is the end statement. This state-
ment, consisting of a line number and the word END, terminates the program.
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Figure 2-24 The goto state-
ment is used to transfer
control to a statement iden-
tified by its line number.
The goto statement on line
350 translers control to the
if statement on line 320,

Figure 2-25 The print state-
ment with a blank constant
displays a blank line. Line
380 displays END OF
TELEPHONE LISTING.
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The following tips should be kept in mind when coding a program:

. The programmer should expect a program to work properly the first

time the program is entered and executed. For this to occur, much
attention must be paid to detail when designing and coding the pro-
gram. Indeed, programming is a very precise activity because one
small error can cause a program to operate incorrectly. Each program-
ming statement must be written with care and be reviewed carefully to
ensure correctness.

. Each statement in a BASIC program must be written using the proper

language syntax. Punctuation must be included in the right places in a
statement. All words must be spelled correctly. The variable names
used must be consistent. For example, a programmer cannot use the
variable name A for the arca code in one part of the program and the
variable name A1 for the arca code in another part of the program.

. Before using a program statement, the programmer must know how

the statement works and what will result when the statement is exe-
cuted. If this is not thoroughly understood, the programmer should
consult reference material to ensure an understanding of the statement.

4, Spacing and indentation in a program are important so that the coding

in the program will be understandable. Therefore, the standards which
are established by the programs in this book should always be followed.

. Rem statements should be a part of every program, regardless of size.

These statements explain processing, identify the variables in a pro-
gram and generally make the coding in the program more understand-
able. It is important, however, that the comments specified in rem
statements always be accurate. Therefore, cach rem statement must be
carefully written and reviewed to ensure its accuracy.

. Some typical arcas where errors can be made in a program like the

sample program in this chapter are:

a. String values and constants must normally be enclosed within
double quotation marks. Numeric values are not enclosed
within quotes.

b. Line numbers must be written in ascending sequence.

c. All keywords, such as PRINT and READ, must be spelled
correctly.

d. Entries in the data statement must be separated by commas.

e. The sequence of the variables specified in a read statement
must be the same sequence as the related data in the data state-
ment. The sequence of the variable names in a print statement
must be the sequence in which the data is to be displayed on
the CRT screen.



By following the tips presented in this section, the programmer will find
that good programs which execute the first time they are entered into a

computer system will be the normal way of doing things.

The listing of the sample program and the output generated from the program

are illustrated in Figure 2-26.

Program
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Sample program

100 REM TELLIST
110

SEPTEMBER 22

SHELLY/CASHMAN

REM

120 REM THIS PROGRAM DISPLAYS THE NAME, TELEPHONE AREA CODE

130 REM AND PHONE NUMBER OF INDIVIDUALS.

140

150 REM VARIABLE NAMES:
160 REM A.....AREA CODE
170 REM T%....TELEPHONE
180 REM N$....NAME

190

210
220 DATA 714, "749-2138",
230 DATA 213, "663-1271",
240 DATA 212, "999-1193",
250 DATA 312, “979-4418",
260 DATA 999, "999-9999n

270

280 REM *xxxXx PROCESSING
290

300 READ A, T%, N$

310

320 IF N$¢ = "END OF FILE"
330 PRINT N$, A, Ts

340 READ A, T$, N$

350 GOTO 320

NUMBER

200 REM xxxxx DATA TO BE PROCESSED *%fx%

"SAM HORN™
" BL’E NL'NN "
"BOB PELE"
"ANN SITZ"
“"END OF FILE"

L2282

THEN 370

REM

REM

REM

REM

REM

714
213
212

360
370 PRINT " *
380 PRINT "END OF TELEPHONE LISTING"
390 END
Output

SAM HORN

SUE NUNN

BOB PELE

ANN SITZ

312

END OF TELEPHONE LISTING

749-2138
663-1271
999-1193
979-4418

Figure 2-26 The complete program listing and the output produced by the program are shown in this figure.
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The following points have been discussed and explained in this chapter.

1. The task of computer programming is one of the more precise of all
human activities.

2. Programming a computer must be accomplished with precision,

3. Every program should be error free from its inception.

4, Data, taken as a group, is called a file.

5. Data about a single entity, such as an individual in a telephone listing,
is called a record.

6. A field is defined as a unit of data. Records consist of a series of
fields.

7. A trailer record is the last record in a file and serves to indicate that,
when read, all records have been processed.

8. Designing a program means determining the step-by-step processing
which is necessary to solve the problem.

9. A program consists of instructions to the computer system which
must be specified in exactly the right sequence and be executed under the
proper conditions.

10. The design of the program is critical.

11. The first step when designing a program is to specify those tasks
which must be accomplished by the program.

12. After the tasks are specified, a flowchart depicting the step-by-step
processing which will occur is developed.

13. The terminal symbol in a flowchart illustrates the start and end of the
program.

14. The input/output symbol is used to indicate when records are read or
when data is displayed on the CRT screen.

15. In order to be executed, a computer program must be stored in main
computer storage.

16. The decision to determine end of file will always be exccuted
immediately after a record is read.

17. Repeating a sequence of instructions multiple times is called looping.

18. The first instruction in a loop should be the instruction which deter-
mines if the body of the loop should be executed. Any other instruction
violates good programming practices which have been established through
years of research and experimentation.

19. When coding a program, the programmer must implement in code
the logic which is developed during the program design.

20. Each BASIC statement begins with a unique number that identifics
the statement.

21. Line numbers can begin with the value 1 and be incremented by 1, but
it is better programming to begin with 100 and increment by 10.
22. A quality program is well documented, meaning the program contains
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information which aids in understanding it.

23. The REM (remark) statement allows remarks to be placed in a program.

24, The first line in a program should be a rem statement containing the
program name, the date the program was coded, and the name of the
programmer.

25. The variable names used in a program should be identified by rem
statements at the beginning of the program.

26. The data statement can be used to define data which will be processed
by the program. The statement begins with a line number, followed by the
word DATA, and then the data itself.

27. Numeric data consists of numeric digits only. In a data statement,
numeric data is not enclosed in quotation marks.

28. Any constant containing a non-numeric character is a string constant.
A string constant should be enclosed within quotation marks.

29. Constants within a data statement must be separated by commas,

30. The read statement transfers data from a data statement to an area in
main computer storage where the data can be referenced. A read statement
begins with a line number, followed by the word READ, and then the variable
names of the areas in main computer storage where the data is to be stored,

31. Numeric variable names, which define numeric fields, must begin
with a letter of the alphabet (A - Z). The names can be one or two characters in
length. I a second character is used, this character must be numeric (0 - 9).

32. String variable names, which identify string fields, must begin with a
letter of the alphabet (A - Z). This letter of the alphabet must be followed by a
dollar sign (8).

33. The if statement compares two values. When used as the first state-
ment in a loop, it can compare a value in a record to a constant which indicates
that the last record has been read. The if statement begins with a line number,
followed by the word IF. The condition being tested and the fields and con-
stant used in the comparison are then specified. The word THEN is next
specified, followed by the line number of the statement which will receive con-
trol if the condition being tested is true. If the condition is not true, the
statement immediately following the if statement will be executed.

34. The print statement displays a line on the CRT screen. The first entry
in the print statement is a line number, followed by the word PRINT, and then
the constants and variable names of the fields to be displayed,

35. When variable names or constants in a print statement are separated
by commas, each variable or constant will be displayed in predefined printing
zones on the CRT screen. When printing string constants or fields, the first
character will be placed in the first position of the printing zone. When printing
numeric constants or fields, the first digit will be placed in the second position of
the printing zone. The first position of the printing zone will be blank if the
numeric value is positive and will contain a minus sign if the value is negative,

INPUT/QUTPUT
PROGRAMMING
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36. The goto statement transfers control to the statement whose line
number appears after the word GOTO.

37. The end statement consists of a line number and the word END.
Program execution is terminated when the end statement is executed,

38. A program should be expected to work the first time it is entered into
a computer system and executed. The program should be written with extreme
precision and attention to detail to ensure its correctness.

39. Spacing, indentation, and documentation within the program are
extremely important, for all programs regardless of size should be easily
understood by anyone examining the program.



6.
. A string variable name must consist of two characters, one of which must

9.

10.

14.

16.
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Chapter 2
QUESTIONS AND EXERCISES

. In most cases, programs can be written quickly because a few mistakes are

always expected (T or F).

Program design should be: a) Finished before program coding begins;
b) Finished after program coding has been completed; ¢) Done at the
same time program coding is taking place; d) Done by someone other than
the programmer.

What is a flowchart? What is it used for?

. The first instruction in a loop should be: a) The loop instruction; b) The

instruction which determines if the body of the loop should be executed:
¢) The instruction which obtains data; d) A GOTO instruction.

Each BASIC statement must begin with a
Why should rem statements be included in a well-written program?

be numeric (T or F).

B5: a) Could be used as a string variable name: b) Could be used as a
string constant; ¢) Could be used as a numeric variable name; d) Could be
used as a numeric constant.

Constants within a data statement are separated by: a) A period; b) A
semicolon; ¢) A colon; d) A comma.

How does a read statement work? What other BASIC statement must be
used in conjunction with a read statement?

. The if statement can be used as the first statement in a loop to determine if

the body of the loop should be executed (T or F).

. When the variable names in a print statement are scparated by a comma;

a) They must all reference numeric data; b) They must all reference string
data; ¢) They will be printed in predefined print zones; d) Each name will
be printed on a separate line.

In the sample program in this chapter, write the print statement on line
330 which would cause the area code to be printed first, followed by the
telephone number and then the name.

Which statements in the sample program in this chapter would have to be
changed if the name of the variable containing the telephone number was
changed from TS to PS? Write the changed statements.

Write all statements which would be required to add the name JOE
HELM, area code 313, and telephone number 776-0008 to the telephone
listing produced by the sample program in this chapter.

Write the code to modify the sample program in this chapter to list cach
line except the end message twice on the CRT screen.

INPUT/QUTPUT
PROGRAMMING
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DEBUGGING EXERCISES

The following lines of code contain one or more syntax errors. Circle each
of the errors and write the coding to correct the errors.

READ A, T,

IF N$ = "END OF FILE"

PRINT N,

N

A, T

REM

THEN 370

READ A, T%, N%

REM

IF N$ = END OF FILE THEN 370
PRINT N$, A, T$

READ A,

T, N$

REM %%%%%

DATA 714,
DATA 213,
DATA 212,
DATA 312,
DATA 999,

REM ¥X%%%

DATA TO BE PROCESSED *%x%%Xx

“749-2138", "SAM
“663-1271", "SUE
"999-1193", “BOB
"979-4418", "ANN
“999-9999", "END

PROCESSING ¥X%Xxx

READ T$, A, N$

320 IF N$ = "END OF FILE" THEN 370

330 PRINT N$ A, T$

340 READ A T% N%

350 GOTO 320

200 %%%%% DATA TO BE PROCESSED XXXiX
210 REM
220 DATA 714, "749-2138", "SAM HORN"
230 DATA 213, "663-1271", "SUE NUNN"
240 DATA 212, "999-1193", "BOB PELE"
250 DATA 312, "979-4418", "ANN SITZ"
260 DATA 999, "999-9999", "END OF FILE"

PRINT

PRINT END OF TELEPHONE LISTING

END

REM
HORN"
NUNN*
FECES
sSITZ"
OF FILE"
REM
REM
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PROGRAM DEBUGGING

The following program was designed and written to produce a telephone
listing in the format shown in Figure 2-3 (page 2.3). The output actually pro-
duced by this program is shown below. Analyze the output to determine if it is
correct. If it is in error, circle the incorrect statement(s) in the program and
write corrections.

Program
100 REM TELLIST SEPTEMBER 22 SHELLY/CASHMAN
110 REM

120 REM THIS PROGRAM DISPLAYS THE NAME, TELEPHONE AREA CODE

130 REM AND PHONE NUMBER OF INDIVIDUALS.

140 REM
150 REM VARIABLE NAMES:

160 REM A.....AREA CODE

170 REM T$....TELEPHONE NUMBER

180 REM N%$....NAME

190 REM
200 REM %xxxx% DATA TO BE PROCESSED XX%xx
210 REM

220 DATA 714, "749-2138", "SAM HORN"
230 DATA 213, "663-1271", "SUE NUNN"
240 DATA 212, "999-1193", "BOB PELE"
250 DATA 312, "979-4418", "ANN SITZ"
260 DATA 999, "999-9999", "END OF FILE"

270 REM
280 REM X¥%%% PROCESSING *X%%%

290 REM
300 READ A, T$, N$

310 REM

320 IF N$ = “END OF FILE" THEN 370

330 PRINT A, T$, N$

340 READ A, T$, N$

350 GOTO 320

360 REM
370 PRINT " ™

380 PRINT "END OF TELEPHONE LISTING"

390 END

Output
714 749-2138 SAM HORN
213 6631271 SUE NUNN
212 99-1193 BOB PELE
312 979-4418 ANN SITZ

END OF TELEPHONE LISTING
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Chapter 2
PROGRAMMING ASSIGNMENT 1

A list of names, birthdates, and current age of individuals is to be prepared. A
program should be designed and coded in BASIC to produce the list.

Input consists of records that contain the current age of the individual, their
date of birth, and their name. The input data is illustrated below.

AGE | BIRTH DATE NAME

18 JULY 2 ANN OWNES
19 APRIL5 | BOB LASKY
16 MAY 19 SUE ALLCO
21 JUNE 9 TOM RAIL

Output is a list of the input records containing the name, date of birth, and
age. The format of the output is illustrated below. Spacing between fields
should be based upon the standard zones provided by the BASIC language
being used. After all records have been processed, the message END OF LIST
should be printed.

ANN OWNES JULY 2 18
BOB LASKY APRIL S 19
SUE ALCO MAY 19 16
TOM RAIL JUNE 9 21

END OF LIST




2.35 INPUT/OUTPUT
PROGRAMMING

Chapter 2
PROGRAMMING ASSIGNMENT 2

A travel distance table is to be displayed. A program should be designed and  Instructions
coded in BASIC to produce the table.

The table below should be used to obtain data used as input to the program.  Input
FROM TO MILES
CHICAGO | NEW YORK 806
CHICAGO | DALLAS 936
CHICAGO | BOSTON 958
CHICAGO | DETROIT 262

The format of the output is illustrated below. Spacing between fields Output
should be based upon the standard zones provided by the BASIC language
being utilized.

CHICAGO TO:

NEW YORK 8046
DALLAS 936
BOSTON 958
DETROIT 262

END OF TRAVEL TABLE
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Chapter 2
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

The following programming assignments contain an explanation of the
problem and list suggested test data. The student should design the format of
the output.

A report is to be prepared listing the age at which individuals can marry with
parental consent in selected states throughout the country. The input data is
illustrated below. The state should appear in the leftmost column on the
report. After all data has been processed, the message END OF REPORT
should be printed.

MARRIAGE AGE | MARRIAGE AGE | STATE
MALE FEMALE
14 14 ALABAMA
18 16 FLORIDA
16 16 NEVADA
14 14 UTAH

A report is to be prepared of the lifetime batting averages of selected major
league baseball players. The input data is illustrated below. The output should
contain the player’s name, the years played, and the batting average. After all
data has been processed, the message END OI° LIST should be printed.

PLAYER | BATTING | YEARS
AVERAGE | PLAYED
COBB .367 24
WILLIAMS .344 19
RUTH .342 22
MUSIAL .331 22

An airline schedule report is to be prepared. The input data is illustrated
below. After all data has been processed, the message END OF AIRLINE
SCHEDULE should be printed.

FROM| TO | DEPARTURE | MESSAGE
TIME
SF SD 8:00 A.M. | ON TIME
SF LAX 9:00 A.M. | CANCELLED
SF SAC 9:30 A.M. | ON TIME
SF LV 9:45 A.M. | ON TIME
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A report is to be prepared listing national holidays for a company. The input
is illustrated below. The output should print the date on one line followed by a
description of the holiday on the next line. A blank line should be printed
between the holidays. After all data has been processed, the message END OF
LIST should be printed.

DATE HOLIDAY
JANUARY 1 NEW YEAR’'S DAY
MAY 28 MEMORIAL DAY
JULY 4 INDEPENDENCE DAY

SEPTEMBER 6 | LABOR DAY
NOVEMBER 26 | THANKSGIVING
DECEMBER 25 | CHRISTMAS

A list of names, addresses, cities, and zip codes of customers is to be prepared.
The input is illustrated below. The output should print the name on one line,
the address on the second line, and the city and zip code on the third line. The
customers should be separated by a blank line. After all data has been
processed, the message END OF LIST should be printed.

NAME ADDRESS CITY ZIP CODE
ACE COMPANY 111 PINE LAMONT 90813
BROWN BROTHERS [ 981 ARROW SEAVIEW 90915
DANDY WARES 773 SKY DRIVE | PARKVIEW 97812
GOGO FOODS 881 OAK MONTCLARE 88811

A reference table containing commonly used formulas is to be prepared. The
input data is illustrated below. The figure (such as circle) should appear on the
first line and the formula on the second line. The report should be double
spaced with an extra blank linc between cach symbol-formula combination.
After all data has been processed, the message END OF REFERENCE
TABLES should appear on the report.

FIGURE FORMULA
CIRCLE CIRCUMFERENCE =2*Pi*R
SQUARE AREA =S*S
RECTANGLE|AREA=L*W

INPUT/OUTPUT
PROGRAMMING
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THREE

OPERATIONS

OBJECTIVES:

A knowledge of the BASIC statements to perform
arithmetic operations

An understanding of how to round numeric values
A knowledge of the print using statement for editing fields
A knowledge of the tab statement for controlling output

The ability to design a program requiring calculations,
accumulations, and printing final totals
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Many computer applications involve performing calculations, including the
accumulation and printing of final totals. In addition, on most reports and
screen displays, it is desirable to include formatted output and report and
column headings to assist in identifying the output. These operations can
easily be accomplished when programming in BASIC.

To illustrate the logic and BASIC instructions required to read data,
accumulate and print totals, and prepare a listing with headings, a sample
program is explained in this chapter.

The output to be produced from the program is a listing of checks which have
been written during the month. The format of the output is illustrated below.

CHECKING ACCOUNT
DATE NO. NAME AMOUNT

SEPTEMBER 1 501 JIM*S ART 85. 60
SEPTEMBER S 502 SEARS 424.23

SEPTEMBER 14 503 NORDSTROM 312.59
SEPTEMBER 22 504 BONDS 67.92
SEPTEMBER 25 505 ED’S AUTO 713.95

TOTAL NUMBER OF CHECKS 2
TOTAL AMOUNT OF CHECKS %1,604.29

The report heading, CHECKING ACCOUNT, serves to identify the
report. A blank line follows the report heading. The column headings identify
the date field, the check number field, the name to whom the check was writ-
ten, and the check amount. These headings are also followed by a blank line.

The data fields contain the date, the check number, the name, and the
check amount. The check amount contains a decimal point to indicate dollars
and cents. After all of the detail data has been printed, the total number of
checks written is printed together with the total amount of the checks. The
total amount of the checks contains a dollar sign and a comma within the field
to indicate thousands of dollars.

The logic and the BASIC coding required to produce this report are
explained in this chapter.

Introduction

Output

Figure 3-1 This checking
account report includes
column headings and final
totals.
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BASIC
ARITHMETIC
OPERATIONS

Figure 3-2 These arithme-
tic operators are used in
the BASIC language lo
accomplish arithmelic
operations,

Let statement

Figure 3-3 The LET state-
ment will cause the an-
swer generated in the arith-
metic expression to be
stored in the field identi-
fied by the variable name
to the left of the equal sign.

Addition

3.2

In order to accumulate final totals, addition must be performed by the
program. Arithmetic operations, including addition, subtraction, multipli-
cation, division, and raising to a power (exponentiation) are accomplished in
BASIC using arithmetic operators. These operators are very similar to those
used in ordinary arithmetic (Figure 3-2).

To perform arithmetic operations, the let statement is used. The general
format of the let statement is illustrated in Figure 3-3.

line number LET variable name = arithmetic expression

The first entry in the let statement is a line number. This entry is followed
by a blank and then the word LET. The remainder of the let statement con-
tains the entries to cause the arithmetic operation to occur. When the let state-
ment is executed, the arithmetic expression on the right side of the equal sign is
evaluated. The answer from the evaluation is placed in the field identified by
the variable name on the left side of the equal sign. The arithmetic expression
consists of constants, variable names, and arithmetic operators.

To illustrate the use of the let statement in an addition operation, the let state-
ment in Figure 3-4 will cause the value in the field identified by the variable S1
to be added to the value in the field with the variable name S2. The answer is
stored in the field with the name T.

In this example, the arithmetic expression consists of the variable name
S1, the addition arithmetic operator (+), and the variable name S2. The
evaluation of this arithmetic expression takes place by adding 125, the value in
the field identified by the variable S1, to 25, the value in the ficld identified by
the variable S2. The result, 150, is stored in the T field.
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Before execution
o |

| 125|

ARITHMETIC
OPERATIONS

( 170 LET T = S1 + 82 e Z 5

' After execution

The arithmetic expression in the example in Figure 3-4 contains two
variable names and a single arithmetic operator. An arithmetic expression can
contain multiple arithmetic operators. In the example in Figure 3-5, four
variable names which require three addition arithmetic operators are used.

(210LETH5=N1+H2+N3+N4

When the let statement in Figure 3-5 is executed, the values in W1, W2,
W3, and W4 will be added together and the sum placed in M5.

The arithmetic expression used in a let statement can also contain con-
stant numeric values called literals. In Figure 3-6, the let statement contains a
literal which is used in the compilation of the answer.

190 LET T4 = F3 + 2.75

In this example, the value in the field identified by the variable name I3 is
added to the constant value 2.75. The constant, or literal, will remain the same
in the calculation. The value in I'3 can vary cach time the let statement is
executed.

In most applications, a literal should be used in a calculation only when
there is little chance the value specified by the literal will be modified at a later
time. If the value specified by the literal is likely to be modified, it is usually
better to place the value in a field identified by a variable,

Figure 3-4 The arithmetic
expression on the right of
the equal sign is evaluated
by adding the values in §1
and S2. The answer is then
placed in the field to the
left of the equal sign, T.

Figure 3-5 The arithmetic
expression contains four
fields and three arithmetic
operators.

Figure 3-6 The constant
value 2.75, called a literal,
will be the same for all
executions of the let
statement. A numeric lit-
eral can contain numeric
digits and a single decimal
point. Commas, dollar signs
or any other value are not
valid in a numeric literal.
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Subtraction

Figure 3-7 The subtraction
operator (-) will cause the
value in the field to the
right of the minus sign to
be subtracted from the
value in the field to the left
of the minus sign.

Use of arithmetic
results

Figure 3-8 The result of
the flirst calculation (the
value in T1) can be used in
a subsequent arithmetic
expression or in any other
statement where a numeric
variable is allowed.

Decimal alignment

3.4

The let statement is used to cause all arithmetic operations to occur. In order
to subtract one value from another, the subtraction operator () is placed in
the arithmetic expression (Figure 3-7).

220 LET N1 = G1 - D1

In the example above, the value in the field identified by the variable
name DI is subtracted from the value in the field identified by the variable
name G1. The answer is stored in the field with the name N1. If the value in D1
is greater than the value in G1, the answer stored in N1 is negative.

After the arithmetic has been performed by the let statement, the values used
in the arithmetic operation together with the answer obtained can be used in
subsequent arithmetic operations or for other purposes in the program. For
example, the result of one calculation can be uszd in a subsequent calculation
(Figure 3-8).

160 LET T1 = C1 + C2
170 LET T2 = T1 + M3
1BO PRINT T1, T2

In Figure 3-8, the value in the field identified by the variable T1, which
was calculated by the let statement on line 160, is used in the let statement on
line 170 as a part of the arithmetic expression and on line 180 in the print state-
ment. Whenever a value is stored in a field, it can be used in other statements
within the program.

When two or more values are used in an addition or subtraction operation, the
BASIC interpreter will generate instructions to align the decimal points within
the numbers before the arithmetic operation takes place. For example, in
Figure 3-7 if the value in Gl was 5.136 and the value in D1 was 2.76, the
decimal points would be aligned and then the subtraction would take place.
The answer stored in N1 would be 2.376.
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Multiplication is accomplished through the use of the let statement and the
multiplication operator (¥). The example in Figure 3-9 illustrates multiplying
two numbers when using the BASIC language.

230 LET C = 51 % R1

In the let statement in Figure 3-9, the value in the field S1 is multiplied by
the value in R1. The product of the multiplication is stored in the field iden-
tified by the variable name C. When the multiplication takes place, the signs of
the fields are considered. Therefore, if two positive numbers are multiplied,
the answer is positive. If two negative numbers are multiplied, the answer is
positive. If one negative and one positive number are multiplied, the answer is
negative.

When two numbers are multiplied, the programmer should be aware of
the size of the answer which could develop. The largest number of digits which
can appear in a product of two numbers is the sum of the number of digits in
each of the values being multiplied. Therefore, if a three digit number is
multiplied by a two digit number, the maximum number of digits the product
can contain is five digits.

Additionally, it should be noted that the number of digits to the right of
the decimal point in a product will be the sum of the number of digits to the
right of the decimal point in the multiplicand and the multiplier. Thus, if a
number with two digits to the right of the decimal point is multiplied by a
number with one digit to the right of the decimal point, the answer will have
three digits to the right of the decimal point.

Division is accomplished in a let statement through the use of the division
operation symbol (/). In the example in Figure 3-10, the value in M2 is divided
by the valuein M1. The result of the division is stored in R4,

140 LET R4 = M2 / M1

ARITHMETIC
OPERATIONS

Multiplication

Figure 3-9 Multiplication
is accomplished by using
the multiplication operator
().

Division

Figure 3-10 The slash (/) is
used as the division arith-
metic operator. The value
in the field to the left of the
slash is divided by the
value in the field to the
right of the slash,
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Exponentiation

Figure 3-11 In this exam-
ple, the value in A is cubed,
and the result is stored in
C3. The entry A43 is
equivalent to A*A*A,

Figure 3-12 The cube root
of the value in R5 is placed
in R3. The fractional expo-
nent must be enclosed
within parentheses,

Multiple operations

Figure 3-13 The addition
and subtraction operations
are carried out in the same
arithmeltic expression.
Multiplication and division
can be included as well,

3.6

Exponentiation means raising a number to a power. The value A? is the same
as A*A*A. The example in Figure 3-11 illustrates the use of the exponentiation
operator (4 ) in a let statement.

As a result of the let statement in Figure 3-11, the value in A would be
cubed and the answer stored in C3. The exponent used in the exponentiation
operation can also be a fraction. If the exponent is a fraction, the root of the
number is taken (Figure 3-12).

230 LET RS = 64

240 LET R3 = RS T (1/3)

In the example above, the cube root of 64, which is 4, is stored in R3.
Note in the example that the let statement is used to place a value in a field.
That is, the value 64 is placed in the field R5 by the let statement on line 230.
The value to the right of the equal sign in a let statement can be a single
number as well as an arithmetic expression.

When the root of a number is taken using a fractional exponent, the
number whose root is being taken cannot be negative. If it is, the program will
normally be cancelled.

In Figure 3-5, multiple variables were used in an addition operation. Multiple
operations can be performed using all of the arithmetic operators. In Figure
3-13, the addition and subtraction operators are used to calculate the new
balance in a savings account by adding the deposits to the old balance and then
subtracting the withdrawals.

100 LET N =0 + D - W




3.7

When the let statement in Figure 3-13 is executed, the value in the O field will
be added to the value in the D field, and the value in the W field will be
subtracted from that sum. The calculations procede left to right through the
arithmetic expression.

When multiple arithmetic operations are included in a single let state-
ment, the sequence in which the calculations are performed is determined in
accordance with the following rules:

1. Exponentiation is performed first.

2. Multiplication and division are performed next.

3. Addition and subtraction are performed last.

4. Within these three steps, calculations are performed left to right.

As a result of this predetermined sequence, the arithmetic expression A *
B + C would result in the product of A * B being added to C. The arithmetic
expression A + B/ C would result in the value in B being divided by the value
in C and this answer being added to A.

In some applications, this predetermined sequence of evaluation is not
satisfactory. Consider, for example, the let statement in Figure 3-14 which is
designed to calculate the average of three goll scores.

140 LET A = St + 52 + 53

In this example, according to the predetermined sequence of operations,
the value in the field identified by the variable S3 would be divided by the value
3. That result would then be added to the values in the fields identified by S1
and S2. This sequence of operations would result in an incorrect answer. For
example, il the value in S1 was 78, the value in S2 was 76, and the value in S3
was 72, the average golf score would be calculated as 178 (78 + 76 + 72/3).

To correct the statement in Figure 3-14, parentheses are used to dictate
the sequence in which arithmetic operations will occur. The arithmetic opera-
tions within the parentheses will be evaluated before those outside the paren-
theses. The correct method of writing the statement to calculate the average
golf score is illustrated in Figure 3-185.

130 LET A = (51 + S2 + §3) / 3

ARITHMETIC
OPERATIONS

Hierarchy of
operations

Figure 3-14 The arithmetic
expression will not calculate
the average of S1, 52, and S3
because division takes place
before addition

Figure 3-15 Because of the
parentheses, the values in S1,
S2, and S3 will be added first
in the arithmetic expression.
The sum will then be divided
by 3.
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Rounding

Figure 3-16 When round-
ing for dollars and cenls,
the value .005 is added to
the value to be rounded.
The third digit 1o the right
of the decimal point is
then dropped from the
number.

3.8

In Figure 3-15, the values in S1, S2, and S3 will be added together as the
first operation to be performed because this operation is within parentheses.
After these values are added, the sum will be divided by 3, giving the average
golf score. In most cases, it is advisable to use parentheses around multiple
arithmetic operations in an arithmetic expression even if the predetermined
sequence of operations will produce the correct answer. In this way, the
sequence of operations is explicitly clear.

Many arithmetic applications require a rounding operation to be performed.
For example, in a retail sales application, the state tax must be computed each
time a sale is made. This calculation will normally involve multiplying the sales
amount by the sales tax percentage, as illustrated below.

5479 X .06 = 1.2874

The sales tax should be expressed as dollars and cents. Therefore, in the
example the value 3.2874 must be rounded to 2.29. A number can be rounded
by adding 5 to the digit to the right of the digit which will be retained after
rounding. If a number is expressed as dollars and cents, this means that the
value 5 must be added to the third digit to the right of the decimal point, as
illustrated in Figure 3-16.

Rounding Up Rounding Down

3.2874 3.2844
+ .005 + .005

Rounded Value 3.29 Rounded Value 3.28

When the third digit to the right of the decimal point is less than 5, the sec-
ond digit to the right of the decimal point remains the same. When the third
digit to the right of the decimal point is 5 or greater, the number is rounded up.

When programming in BASIC, no explicit instruction is available to cause
rounding. Instead, the programmer must write a series of instructions to round
a number. The steps which are used to round the sales tax to dollars and cents
are illustrated in the following examples.

Step 1: The value .005 is added to the sales tax which has been calculated.

3.2874 + .005 = 4.2924
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After .005 is added to the number, the rounding has taken place; that is,
the dollars and cents has been changed from 3.28 to 3.29. The last two digits,
however, must be dropped, or truncated from the number. This is accomplished
by the remaining steps in the rounding process.

Step 2: The decimal point is moved two positions to the right.

3.2924 + 100 = 329.24

The value calculated in step 1 is multiplied by 100, which moves the
decimal point in the value two positions to the right. After this step, the sales
tax is expressed as an integer value (i.e., a whole number), not as dollars and
cents. The next step is to truncate the two digits to the right of the decimal point.

Step 3: The two rightmost digits are truncated.

329.24 — 329

When the digits to the right of the decimal point are truncated, the rounded
value for the sales tax is all that remains. The next, and last, step is to put the
number back into a dollars and cents format. This is accomplished by dividing
the number from step 3 by 100.

Step 4: Change the value to a dollars and cents format.

329 / 100 = 3.29

The result from step 4 is the rounded sales tax value.

In order to illustrate the BASIC instructions required to round a number,
each of the above steps will be illustrated together with the BASIC instruc-
tions. In the following example, the field identified by the variable name T
contains the tax value 3.2874.

Step 1: The value .005 is added to the sales tax which has been calculated.  Figure 3-17 The let state-
ment is used to add .005 to

Before Aﬂr

190 LET T = T + .005
|3.2874| [3.2924|
T T metic expression,

the value stored in T. The
answer is then stored back
in T. When a variable name
is used on both sides of
the equal sign in an arith-

value in the field is modi-

fied and then stored back

The let statement in Figure 3-17 is used to add the literal .005 to the value in T, in the field.
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Figure 3-18 When the value
in T is multiplied by 100,
the decimal point is moved
two positions to the right.

Figure 3-19 The integer
function is used to trun-
cale digits to the right of
the decimal point.

Figure 3-20 When the value
in T is divided by 100, the
two rightmost digits are
placed to the right of the
decimal point, resulting in
a dollars and cents format.

3.10

After the let statement is executed, the value in T has been rounded. The low-
order digits must be truncated, however.

Step 2: The decimal point is moved (wo digits to the right.

Lzoo LET T =T % 100 Before After
|3.2924| |329.24|
T T

The let statement multiplies the value in T by the constant 100, thereby
changing the sales tax to an integer value. The next step is to truncate the digits
to the right of the decimal point.

Step 3: The digits to the right of the decimal point are truncated.

Be.foré_- After

Lo  [329]
T T

210 LET T = INT(T)

To truncate the digits, the int (integer) function is used. A function in
BASIC is a prewritten set of instructions to accomplish a given task. These
instructions can be called by a single word. A function can be used just like a
variable in an arithmetic expression. The purpose of the int function is to
return the next lowest integer from the value in the parentheses. Therefore,
when the int function in Figure 3-19 is executec, the value 329 will be placed in
the field T because 329 is the next lowest integer from the value 329.24.

It is important that the syntax of a function is followed exactly. For the
int function, the variable name of the value from which the integer is obtained
must be specified within parentheses, No spaces are allowed between the word
INT and the parentheses. A violation of these syntax rules will produce an
error in the program.

The next step is to change the value in T to a dollars and cents format.

Step 4: Change the value in T to a dollars and cents format.

=

Atter 17
|3.29|
=

Before

[a29]

i

(ZZOLETT——-T/IOO
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After division by 100, the value in T is equal to the rounded sales tax,
which was the desired result.

Through the use of parentheses, the four steps shown in this example can
be combined into a single let statement. This statement is illustrated in
Figure 3-21.

290 LET T = INT((T + ,005) x 100) / 100

When the let statement in Figure 3-21 is analyzed, it is important to
remember that the operations included in the innermost parentheses will be
performed first. Therefore, the first step in the let statement execution is addi-
tion of the value .005 to the value in T. Next, the result of that calculation will
be multiplied by 100, and the digits to the right of the decimal point in the
answer will be truncated by the int function. Finally, the result of the int func-
tion will be divided by 100. This answer is stored in the field identified by the
variable name T.

This example has illustrated rounding a positive number. A negative
number can be rounded using essentially the same procedures except that the
value .005 is subtracted instead of added, and the value 1 may have to be added
to the result of the int function. The one is added because the int function
returns the next lower integer. This process of rounding a negative number
with the int function requires the use of the if statement discussed in Chapter 4.

Information should be placed on a report or displayed on a CRT screen in a
format which is easy to read and understand. For example, in the sample pro-
gram in this chapter, the amount field is to be expressed as a dollars and cents
field; and the total amount of the checks is to be printed with a comma and a
dollar sign (see Figure 3-1). Preparing report information in this manner is
called report editing.

Report editing can be performed on both numeric and string data. This is
explained in the following sections.

Report editing is accomplished in the BASIC programming language through
the use of the print using statement. It must be noted that this statement is not
found in all BASIC interpreters. Without the print using statement, the editing
to be discussed in this section cannot be accomplished.

ARITHMETIC
OPERATIONS

Figure 3-21 All steps in
rounding a number are per-
formed in this single let
statement. The sequence
of operations is determined
by the parentheses.

REPORTEDITING

Print using
statement
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Numeric editing

Figure 3-22 This print using
statement is used to edit
the numeric value in T2
with a dollar sign, comma,
and decimal point. The #
sign is specified in the
print using format for each
digit in T2. Special char-
acters are included as they
are to appear on the report.

Figure 3-23 As a result of
the print using statement,
the edited results contain
a dollar sign, comma, and
decimal point.

Figure 3-24 The general
form of the print using
statement is shown in this
figure.

Numbers and the
decimal point

Editing with the print using statement is accomplished by using special charac-
ters to format the data. These special characters are specified within quotation
marks in the format portion of the print using statement (Figure 3-22).

When the print using statement above is executed, the value in the field
indicated by the variable name T2 will be printed according to the editing
format specified. The result is illustrated in Figure 3-23.

The print using statement, as all BASIC statements, begins with a line
number. This is followed by one or more blanks and then the words PRINT
USING. These words are followed by a blank and then the format portion of
the print using statement. The format can be either a literal, such as in Figure
3-22, or the variable name of a field in which a print using format has been
placed. If a literal is specified, the format must be enclosed within double
quotation marks. If a variable name is used, no quotation marks are used.
Following the format portion of the print using statement is a semicolon. The
semicolon is followed by a blank and then the literals or variable name(s) of
the fields which are to be edited by the print using statement. In the example in
Figure 3-22, the field containing the data to be edited is T2.

The format portion of a print using statement consists of the special
characters which are used to cause editing to occur, These special characters
are described in the following paragraphs.

The number sign (#) is used to represent numbers in the format portion of the
print using statement. A decimal point specified in the format portion
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indicates where the decimal point of the number being edited is to be aligned.
The examples in Figure 3-25 illustrate the use of the number sign and the
decimal point.

DATATOBE | PRINT USING | PRINTED

EDITED FORMAT RESULTS
125.62 HitH HH 125.62
1268.9 it HH 1268.90
54.986 #Hitt 4 54,99
5.76 #ith 5.76
.65 RitH #H 0.65
-6.47 #4844 -6.47
142.98 #i.44 %142.98

The number sign (#) represents each number that will appear in the
printed results. When the editing takes place, the decimal points in the number
to be edited and the print using format are aligned. The digits from the number
being edited are then inserted in the format moving both directions from the
decimal point. If there are not enough spaces to the right of the decimal point
in the print using format (third example), the digits to the right of the decimal
point are rounded and printed according to the format. If there are not enough
positions to the left of the decimal point, the entire number is printed, but it is
preceded by a percent sign (%) to indicate the number was too large (example
7). If there are more positions in the using format than digits in the number
being edited, spaces are placed to the left of the decimal point (examples 3 and
4) and zeros are added to the right of the decimal point (example 2). If there
are no digits to the left of the decimal point in the number being edited, a zero
is placed immediately to the left of the decimal point (example 5). A negative
number is printed with the minus sign. The print using format must contain
enough positions for both the number and the minus sign.

When numeric values are equal to or greater than 1000, it is usually helpful to
include commas to indicate each three digits (1,000). This is easily done in
BASIC by specifying a comma in the print using format at the position where
the comma is to appear (Figure 3-26).

DATATOBE | PRINTUSING | PRINTED
EDITED FORMAT RESULTS
1208.78 # RitH 1,208.78

986.05 # #ith HH 986.05

ARITHMETIC
OPERATIONS

Figure 3-25 Numeric data
is edited according to the
print using format. Note
that if the number to be
edited contains more digits
to the right of the decimal
point than the print using
fermat has room for, the
number is rounded. Thus,
the rounding sequence
demonstrated previously
need not be used if the
rounded number is only
going to be printed.

Commas

Figure 3-26 A comma can
be specified in the print
using format at the position
where it will be printed
when one is desired in the
printed results
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Dollar signs

Figure 3-27 When two dol-
lar signs are placed at the
beginning of the print using
format, a floating dollar
sign is printed. When a
single dollar sign is speci-
fied, the dollar sign is printed
in the leftmost position.

Plus and minus
signs

3.14

From the second example note that if the number to be edited contains no
digits to the left of the comma position in the print using format, then the
comma will be replaced by a blank.

The dollar sign is often used when the field being edited is expressed in dollars
and cents. When two dollar signs are placed in the leftmost positions of the
using format, a dollar sign will be inserted to the left of and adjacent to the
first significant digit in the number. This type of dollar sign is called a floating
dollar sign. When a single dollar sign is placed in the leftmost position of the
print using format, a single dollar sign will appear in the leftmost position of
the printed results. The use of this editing character in the print using format is
shown in Figure 3-27.

DATATOBE | PRINTUSING | PRINTED
EDITED FORMAT RESULTS

34.87 SSH #ith 4# $34.87

3579.75 SS#, #in 44 $3,579.75
.03 SSH #ith #4 $0.03
45678.07 SSH itk At $45,678.07
561.93 SHif it ## § 561.93

The first example in Figure 3-27 contains two digits to the left of the
decimal point. The dollar sign is immediately to the left of and adjacent to the
first significant digit (3) in the printed result. In the second example, the
number contains four digits to the left of the decimal point. Therefore, in
addition to the dollar sign, a comma is contained in the printed results.

If there are no digits to the left of the decimal point in the data to be
edited, a zero will be printed immediately to the left of and adjacent to the
decimal point with the dollar sign to the left of the zero (example 3). Even if
the digit to the right of the decimal point is zero, as in the example, the decimal
point will be printed, and all of the digits to the right of the decimal point will
be printed.

In the fourth example, the number to be edited contains five digits to the
left of the decimal point. This is the maximum number of digits to the left of
the decimal point for which the print using format in the example has room.
There must always be one position in the format for the dollar sign.

Plus and minus signs can also be included in the print using format to edit
numeric data. A plus sign at the beginning or end of the format string will
cause the sign of the number (plus or minus) to be printed before or after the
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number. A minus sign at the end of the format will cause negative numbers to
be printed with a trailing minus sign. If the number being edited is positive, no
sign will be printed. The use of the plus and minus signs when editing numeric
datais illustrated in Figure 3-28.

A double asterisk at the beginning ol the print using format causes leading
spaces in the numeric field to be filled with asterisks. This editing feature is
commonly used when writing financial documents such as payroll checks
where no spaces should appear belore the number.

The asterisk can be used with the dollar sign to produce a floating dollar
sign preceded by the asterisks. The use of the asterisk with and without the
dollar sign is shown in Figure 3-29,

From the examples above, note that asterisks are used as fill characters
when the number being edited does not contain as many digits as can be placed
in the print using format. It should also be noted that when a comma appears
in a format, it occupies one position. If there are three or fewer characters to
the left of the decimal point, the comma’s position is replaced by an asterisk
(examples 1 and 2). Whether or not an asterisk is used, the comma always
accounts for one position in the print using format.

The previous examples have edited numeric data. String data can be edited
with the print using statement as well. The examples in Figure 3-30 illustrate

ARITHMETIC
OPERATIONS

Figure 3-28 A plus or
minus sign can be included
in the printed results by
using the appropriate print
using format.

Asterisk fill
characters

Figure 3-29 In these exam-
ples, the comma is placed
immediately to the left of
the decimal point. When
the print using statement
is executed, the comma
will be placed in the proper
position if there are four
significant digits to the left
of the decimal point. If
there are not, the comma is
replaced by an asterisk. If
the number being edited is
large enough to contain
two commas, then two
commas must be specified
to the left of the decimal
point, This method of speci-
fying commas can be used
in all formats of the print
using statement.

String editing
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Figure 3-30 In the first
three print using formals,
there are five spaces
separating the backward
slashes. The data is edited
accordingly.

Building a
reportline

3.16

string editing with the print using statement.

DATATOBE PRINT USING PRINTED
EDITED FORMAT RESULTS

PROGRAM ) N PROGRAM

PROGRAMMING | *\ " | PROGRAM
PRO 4 " | PRO
uP W uP

- “yn

The using format for string editing is enclosed in double quotation marks
the same as with numeric editing. The format illustrated begins with a
backward slash (\ ). On some computer systems, the character may be a per-
cent sign (%) or other character. The beginning character accounts for one
character in the data to be edited. The trailing backward slash accounts for a
second character. Therefore, the minimum number of characters which can be
edited with the backward slash is two characters (example 4). Between the
backward slashes are blanks. These blanks account for the remainder of the
characters in the field to be edited.

When the number of characters in the field to be edited is equal to the
number of positions in the using format, each character in the field is placed in
the corresponding position in the using format (example 1). If the number of
characters in the field to be edited is greater than the number of positions in
the using format (example 2), the rightmost characters of the field being edited
are truncated.

If the number of characters is fewer than the positions in the using
format, the characters from the field being edited are placed in the leftmost
positions of the using format, and the remaining positions are filled with
blanks (example 3).

The last example in Figure 3-30 illustrates the use of the exclamation
point editing character (!). When this character is specified in the print using
format, the first character of the field being edited will be placed in the output
line where the exclamation point appears. Thus, in the last example, a single
asterisk appears on the output line because it s the first character of the data
being edited.

The print using format can specify space for more than one field. In addition,
the format specified in the print using statement can be for numeric data,
string data, or a combination of the two. Using this feature, it is possible to
format the entire print line with a single print using statement.
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In the sample program, the checking account report is produced. The
detail report line contains the check date, the check number, the name of the
party to whom the check is made out, and the amount of the check. A sample
of the report together with a printer layout form for the detail line is illustrated
in Figure 3-31.

TIE N|O|. AME AMIO|UIN[T

XIXXIXIXIXXXIXIXEXIX || [ XXX || e

CHECKING ACCOUNT
DATE NO. NAME AMOUNT

SEFPTEMBER 1 501 JIM’S ART B85. 60
SEPTEMBER S 502 SEARS 424.23

The format of the print line is shown on the printer layout form. String ~ Figure 3-31 The  printer
field 6 fonresented By X% i s fields 5 ainted o ths layout form is used to de-
ields are represented by X's, and numeric fields are represented by the  goo he format of the
character #. Punctuation is placed in the numeric lields where it will appear in =~ printedline,
the actual printed report or display. Spaces between cach of the fields are
designated by blanks on the printer spacing form. From Figure 3-31 it can be
seen that the layout on the printer spacing form corresponds exactly to the
report which is produced.
The print using format to specify this report line is shown below, together
with the report format.,

\ \ 2\ i, B8

CHECKING ACCOUNT

NO. NAME AMOUNT

SEPTEMBER 1 S01 JIM’S ART 85.60

In the example above, the print using format is specified between double  Figure 3-32 The print using
quotation marks. Within the quotes are the editing symbols to specify the L?;l’l“:; :f;‘;z;a:;"::gaa;:
detail line on the report. As can be seen, these symbols correspond to the fields of editing that will be per-
which actually appear on the report. As a result of the print using format in ~ formedonthedata.
Figure 3-32, the entire detail line on the report has been defined, including the
spacing which is to occur between each of the fields and the editing that is to be

performed on the data to be printed.
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The entire print using statement that could be used in the sample program
is illustrated in Figure 3-33.

210 PRINT USING

i NI =5 A N\ BEH.HH"; D$, C, N$, A

Figure 3-33 Variable names
of the fields to be printed
follow the semicolon in the
print using statement.

Figure 3-34 The print using
formal can be placed in a
field and then the variable
name of the field is speci-
fied in the print using
statement,

In the example above, the format is specified in the print using statement
as a constant. The variable names which follow are for the date (D$), the check
number (C), the name (NS), and the amount (A). When multiple variable
names are specified in a print using statement, they are separated by commas.
The print using statement will insert the data from cach of the fields identified
by the variable names into the corresponding format fields. Thus, the data in
the field identified by the first variable name (D$) will be placed in the first
field in the print using format (\ \). The data in the field identified
by the second variable name (C) will be placed in the second field in the format
(###). This processing continues for the entire line.

The print using statement in Figure 3-33 is quite long and somewhat diffi-
cult to read, Since the print using format is nothing more than a string con-
stant, one way to overcome a long print using statement is to place the format
in a string field through the use of a let statement. The variable name of the
field is then specified in the print using statement. This technique is shown in
Figure 3-34,

410 LET F1% = "\ \ i3 2 \ \ . #8"

ER R

8570 PRINT USING F1%$; D%, C, N#%, A

The let statement on line 410 places the print using format constant into a
field with the variable name F1$. In the print using statement, this variable
name is specified in place of the format constant. The results of the print using
statement on line 570 will be the same as if the print using format had been
specified as a constant in the statement. Generally, it is good practice to place
the format constant in a field and then use the variable name of the field in the
print using statement.

The print using statement is a powerful tool for the BASIC programmer.
It can be used to increase the readability of output produced from a program.
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The variety of editing formats that are available with the print using statement
should be well understood by the programmer.

Further formatting of a printed line can be obtained through the use of the tab
function in the print statement and the use of the semicolon in the print state-
ment. For those BASIC interpreters that do not support the print using state-
ment, the tab function and the semicolon provide a way in which a print line
can be formatted when not using the standard BASIC printing zones.

The tab function is used to specify the column in which a constant or
value in a field is to begin printing. In the example below, the tab function is
used to indicate that the constant CHECKING ACCOUNT is to be printed
beginning in column 12 of the report.

470 PRINT TAB(12) "CHECKING ACCOUNT"

The word TAB follows the word PRINT, separated by a space. Immedi-
ately following the word TAB, with no intervening spaces, is a left parenthesis.
Within the parentheses is the number specifying the column where the value is
to begin printing. Following the number is a right parenthesis. The value to be
printed follows.

When using the tab function, the programmer must know the number of
the leftmost column on a report. Some BASIC interpreters assign the number
zero to the leftmost column while others begin the numbering with 1. Since the
value in the tab function specifies the column where the value is to begin print-
ing, when the value 12 is specified, some BASIC interpreters will cause 12
spaces to appear before the constant while others will cause only 11 spaces to
appear. This is illustrated in Figure 3-36.

EENEEENENERECHECKING ACCOUNT

In the example above, note that if the leftmost column is numbered zero,
then the entry TAB(12) will cause twelve spaces. If the leftmost column is
numbered one, the entry TAB(12) will cause eleven spaces. Again, the

ARITHMETIC
OPERATIONS

Tab function

Figure 3-35 The tab func
tion is used to specily the
beginning column where a
value is to be printed.
Here, the constant
CHECKING ACCOUNT will
begin in column 12 of the
printed output.

Figure 3-36 When the be-
ginning column is zero, the
function TAB(12) will cause
twelve spaces from the left
edge of the printed results.
When the beginning col-
umn is one, only eleven
spaces will be present.

HRERRNERERECHECKING ACCOUNT
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Figure 3-37 In this exam-
ple, NAME begins in col-
umn 5, ADDRESS in column
15, and CITY in column 25.

Figure 3-38 A numeric
value in any form (literal,
variable, or arithmetic ex-
pression) may be used
with the tab function.

Semicolon

3.20

programmer must know the numbering scheme of the BASIC interpreter being
used in order to properly use the tab function.

Multiple tab functions can be included in a single print statement, as
illustrated in Figure 3-37.

350 PRINT TAB(S) “"NAME" TAB(15) "ADDRESS" TAB(25) "CITY"

In the example above, the constant NAME would print beginning in col-
umn 5. The constant ADDRESS would begin in column 15, and the constant
CITY would begin in column 25. In the print statement in Figure 3-37, there is
no punctuation between the constant and the word TAB. This is the preferred
way of writing a print statement which uses multiple tab functions.

The entry specifying the column in the tab function need not always be a
numeric constant. It can be a variable name or even an arithmetic expression,
as shown in Figure 3-38.

420 LET N = 12
430 LET P = 22

440 PRINT TAB(N) "START" TAB(P) "MIDDLE" TAB(N + P) "“END"

When an arithmetic expression is used with the tab function, there is a
possibility that the value in the expression is less than a previous value in the
same print statement. For example, if statements 420 and 430 were not
included in Figure 3-38, there is a possibility that the value in P could be less
than the value in N. When this occurs, the various versions of BASIC handle it
in one of two ways. On some systems, the tab statement is ignored, and the
data is printed beginning in the next column. On other systems, the tab func-
tion is honored by printing in the specified column on the next line. Thus, if
the value in N was equal to 22 and the value in P was equal to 12, on some
systems the word MIDDLE would begin in column 28 (22 + five characters in
START + 1); and on other systems, it would begin in column 12 on the next
line. The line position cannot be moved backwards by the tab function. The
programmer should be aware of the method found on the computer system
being used.

Spacing across the line when using a print statement can also be controlled by
the punctuation placed between the variable names or constants in the print
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statement. It will be recalled from Chapter 2 that a comma between the
variable names or constants in a print statement will cause each of the fields to
begin in a predefined print zone.

A semicolon can be used in a print statement in place of a comma to
specify the printing between fields. The use of a semicolon and the output
received as a result of using this punctuation is illustrated in Figure 3-39.

Print Statement

120 PRINT "ABC"; "DEF"

130 PRINT "NUMBER IS"j; 6

140 PRINT “NUMBER IS8"; -6
150 PRINT 7; "IS THE NUMBER"
160 PRINT &3 "+"; 63 "="j; 12
170 PRINT 8; 5; -9

Printed Results

ABCDEF
NUMBER IS &6
NUMBER IS-6&6
7 15 THE NUMBER
b+ 6 =12
88 =9

When a semicolon follows a string variable or string constant (example 1),
there are no spaces placed after the value. Similarly, in example 1, when a
semicolon precedes a string variable or string constant, there are no spaces
placed in front of the value when it is printed.

When a numeric variable or constant follows a string variable or constant
(example 2), a space is always placed in front of the numeric value when it is
printed if the value is positive. When the numeric value is negative, however,
the minus sign is printed immediately preceding the number and no space is
printed (example 3).

When a numeric constant or variable name is followed by a semicolon
(examples 4 and 5), there will be a single space following the numeric value
which is printed. In example 6, the numeric value 8 is followed by a semicolon
in the print statement. When it is printed, the value 8 is followed by a space.
Since the next numeric value, 5, is positive, it is preceded by a space.
Therefore, in the printed results, the numbers 8 and 5 are separated by two
spaces. A space follows the 5, but a space does not precede the negative 9 value
because it is negative. Instead, the minus sign is printed. Thus, the 5 and
negative 9 are separated by a single space.

Although it may appear that the same printing results can be obtained
from the use of a semicolon as from the print using statement, in many cases
this is not true. The print using statement places the numeric digits into the
using format while the print statement with the semicolon prints the numeric

ARITHMETIC
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Figure 3-39 The semicolon
is used to control spacing
between all types of data.
The rules for spacing be-
tween numeric fields using
the semicolon can vary
between computer sys-
tems. For example, on
some systems, a positive
numeric value will not be
preceded by a space.,
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value as it is found and merely controls the spacing between the values. The
following examples illustrate the results obtained from both the print
statement with a semicolon and the print using statement.

PRINT 23.6; 5.97 yields 23.6 S5.97
PRINT 3.8; &.40 yields 3.8 6.4
PRINT 124.01; 3.0 yields 124.01 3

PRINT USING “###.## #.#4"; 23.6, 5.97 yields 23.60 5.97
PRINT USING "###.## #.¥#"; 3.8, 6.40 yields 3.80 4.40
PRINT USING "###.## #.##"; 124.01, 3.0 yields 124.01 3.00

Figure 3-40 When numeric From Figure 3-40, it can be seen that the printed results from a print
values are printed with a : 5 ith tl icol = S different f
semicolon. there is no deci.  Statement with the semicolon separating numeric constants are different from
mal point alignment. In-  those obtained with the print using statement. The print using statement allows
stead, all values are aligned flexibili | formatti li 4 CRT " *os
o the left. In addition,  More flexibility when formatting an output line on a screen or a printer.
zeros to the right of the Generally, if it is available, the print using statement should be used when

ducimal paint da adk print. formatting an output line.

SAMPLE  As noted previously, the sample program in this chapter creates a checking
PROGRAM  account report. The format of the report and the input data to be used for the
program are shown in Figure 3-41.

CHECKING ACCOUNT

CHECK
NUMBER

SEPTEMEER 1| 501 JIM'S ART
SEPTEMEER 5| 502 |SEARS

DATE NO. NAME AMOUNT DATE

NAME

SEPTEMBER 1 501 JIM’S ART 85. 60

SEPTEMBER 5 802 SEARS 424 .23
SEPTEMBER 14 503 NORDSTROM 312.59 SEPTEMEER 14 503 NORDSTROM
SEPTEMBER 22 504 BEII:IDS 6z. 2 SEPTEMEER 22 504 BONDS
SEPTEMBER 25 505 ED"S AUTO 713.95 SEPTEMEER 25 505 | ED'S AUTO

TOTAL NUMBER OF CHECKS b
TOTAL AMOUNT OF CHECKS %1, 604.29

Figure 3-41 The format of the output and the input data are illustrated here. The report contains final totals of the
number of checks processed and the total amount of all of the checks.
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The first step in designing the program is to specify the tasks which must be ~ Program design
accomplished within the program. These are specified below.

Program Tasks

1. Set counters and accumulators to zero.

2. Read input records.

3. Accumulate total number of checks and total amount of checks.
4. Print lines on the report.

5. Print total number of checks and total check amount.

The flowchart of the logic to implement these tasks is shown in Figure 3-42.

Figure 3-42 The flowchart
for the sample program
shows that all of the rec-
ards are processed in a
loop. A line will be printed
on the report lor each rec-
ord that is read.
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Program The first statements in the sample program are rem statements used to docu-
documentation  ment the program. The program documentation, which specifies the name of
the program, the date it was written, the programmers, the function of the

program, and the variable names is illustrated in Figure 3-43.

100 REM CHECKACT NOVEMBER 19 SHELLY/CASHMAN
110 REM
120 REM THIS PROGRAM PREPARES A LIST OF CHECKS WRITTEN DURING
130 REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED, THE TOTAL

140 REM NUMBER OF CHECKS WRITTEN AND THE TOTAL AMOUNT OF THE

150 REM CHECKS ARE PRINTED.

160 REM
170 REM VARIABLE NAMES:

180 REM D%....DATE

190 REM C.....CHECK NUMBER

200 REM N%....NAME

210 REM A. . w s AMOUNT

220 REM Ti....FINAL TOTAL - NUMBER OF CHECKS

230 REM T2....FINAL TOTAL - AMOUNT OF CHECKS

240 REM F1%...PRINT USING FORMAT FOR THE DETAIl. LINE

250 REM F2%...PRINT USING FORMAT FOR CHECK NUMBER TOTAL LINE
260 REM F3%...PRINT USING FORMAT FOR CHECK AMOUNT TOTAL LINE

Figure 3-43 Documentation of a program is very important. The variable names especially must be accurately and completely documented

The name of the program is CHECKACT. It was written November 19 by
Shelly and Cashman. The remarks on lines 120 - 150 indicate the function of
the program. The variable names are described on lines 170 - 260. It is very
important that all of the variable names are included in this portion of the
documentation and that they are accurately described. The listing of the
variable names is one of the more valuable picces of documentation in a
program listing.

Data to be  The next program entries are the data statements which define the data to be
processed processed in the program (Figure 3-44),

270 REM
280 REM *xxxx DATA TO BE PROCESSED %%%kx
290 REM

300 DATA "SEPTEMBER 1", 501, "JIM’S ART", B85.60

310 DATA "SEPTEMBER 5", 502, "SEARS", 424.23

320 DATA "SEPTEMBER 14", 503, "NORDSTROM", 312.5%9

330 DATA "SEPTEMBER 22", 504, "BONDS", 67.92

340 DATA "SEPTEMBER 25", 505, "ED’S AUTO", 713.95

350 DATA "END", 999, "END OF FILE", 99.99

360 REM

Figure 3-44 Data statements are used to define data to be processed in the program. String data rust be enclosed within quotation marks,
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Data statements are used to define the data to be processed. Each entry in
the data statement is separated by a comma. String variables are placed within
double quotation marks while numeric variables are not placed within quota-
tion marks. The last data statement, on line 350, is the trailer record which in-
dicates that there are no more records to process.

After the data has been defined, the variables within the program should be
initialized before the actual processing of the data begins. In the sample pro-
gram, there are two sets of variables which must be initialized — the fields
used for final totals and the fields used for the print using formats. The let
statements (o initialize the variables are shown in Figure 3-45,

kkxkx INITIALIZATION OF VARIABLES XXk%x%

e]
0

A By #H4 b A\
"TOTAL NUMBER OF CHECKS ###"
"TOTAL AMOUNT OF CHECKS %%, #i##. #4"

Initialize
Variables

The let statement on line 390 places the value 0 in the field identified by
the variable name T1. Similarly, the let statement on line 400 sets the field used
for the total amount of the checks, T2, to the value 0. Whenever a field is to be
used for a total, it should be initialized to the value zero.

The let statements on lines 410 - 430 place the print using formats into
fields identified by the variable names F1$, F2$, and F3S. The fields used for
the formats must be string fields. Therefore, the variable names must be
followed by a dollar sign.

The print using formats placed in the fields and the corresponding output
produced on the report are illustrated in Figure 3-46,

410 LET Fis = "\ - A\

SEPTEMBER 1 501 JIM’S ART j
420 LET F2# = "TOTAL NUMBER OF CHECKS ##W"

| B5. 60

TOTQL NUHBER EIF CHECKS =1

430 LET FSS :='. ."TDTRL N‘IDUNT oF EHEE.‘KB !S,ll* #r

h

TDTF\L AMOUNT OF CHECKS $1,604.29

ARITHMETIC
OPERATIONS

Initialization
of variables

HE . 4B

Figure 3-45 Fields used
for totals must be initial-
ized to zero. The print using
formats are placed in string
fields.

Figure 3-46 Note that the
output produced reflects
the editing specified in the
print using format. The print
using formats for F2% and
F3% contain the actual con-
stants that are to be printed,
Constant values which will
never change can be placed
directly in the print using
format.
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Printing headings

Figure 3-47 Headings serve
to identify information on
the report. The use of a
blank line makes the head-
ings easier lo read.

Figure 3-48 The printing
chart is used to indicate
where fields are to appear
on the report line. The pro-
grammer will normally fol-
low the printing chart when
writing both the headings
and the print using formats,

Reading an
input record

3.26

The output produced from the sample program contains report and column
headings. In this program, they are printed one time at the start of the report.
The coding required to print the headings in this program is shown below.

Program

The print statement on line 470 causes the constant CHECKING
ACCOUNT to be printed beginning in column 12 of the report. The print
statement on line 480, with a single blank specified as the value to be printed,
will cause a blank line to be printed on the report. When blank lines are
required on a report, a print statement with a single blank is the way in which
to print them.

Line 490 contains the print statement to print the column headings. The
constant, consisting of each of the column headings, is printed. The spacing
between the words is determined from the printing chart which is developed
for the program (Figure 3-48).

(=]

DlﬂTE IN}Q NFEI_}E AM U|N_.1T.

The printing chart above indicates the exact columns where the report and
column headings are to appear. The print statement on line 490 reflects this.
The last print statement on line 500 prints a blank line following the column
headings.

The next step in the program logic is to read an input record. The flowchart
and related coding for this operation are shown in Figure 3-49,



REM %%%x%%x PROCESSING %%%xxx
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PRINT TAB(12) "CHECKING ACCOUNT"
PRINT * »

PRINT

READ D$, C, N%, A

The read statement on line 520 places data in the date field (D$), the check
number field (C), the name field (N$), and the check amount field (A). The
data is acquired from the first data statement (see Figure 3-44).

After the first read statement, the main processing loop is entered. The first
statement in the loop checks for end of file to determine if the statements
within the loop should be executed (Figure 3-50).

520 READ D%, C, N%, A

IF N$ = "END OF FILE" THEN 610
LET T1 = T1 + 1
LET T2 = T2 + A
PRINT USING F1$; D%, C, N$, A
READ D$, C, N$, A
590 GOTO 540

PRINT DATE NO. NAME AMOUNT "

Main processing
loop

I"I” RI ,
'|rII|I|“|||IFIJ”||r J'JI
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The if statement on line 540 compares the value in the field identified by
the N$ variable name to the value END OF FILE. If they are equal, it indicates
the trailer record has been read and all records have been processed. If the
values are not equal, the trailer record has not been read and the loop is
entered.

The first statement in the loop (line 550) adds the value 1 to the value
already in the field T1. The let statement is executed as follows: a) The value 1
is added to the value in T1; b) The result of the arithmetic is placed in the T1
field. This processing for the first two records is illustrated below.

First Record Second Record

sl

Figure 3-51 The counter,
T1, is incremented by 1
each time a record is proc-
essed. In the let statement,
the arithmetic expression
on the right of the equal
sign is evaluated, and the
answer is placed in the field
identified by the variable to
the left of the equal sign.

For the first record, the value in T1 is zero. This value was placed there
when the field was initialized (Figure 3-45). After the statement on line 550 has
been executed for the first record, the value 1 is stored in T1. This value is
calculated by adding the initial value in T1 (0) to the constant 1 and storing the
result in T1. When the second record is processed, the value in T1 (1) is added
to the constant 1, and the result (2) is stored in T1.

The field identified by variable name T1 is called a counter because it is
being used to store a count — in this case, a count of the number of checks
which have been written.

The next let statement in the program, on line 560, is used to accumulate
the total amount of the checks written (Figure 3-52). When the statement is
executed for the first record, the value in the field identified by the variable
name A is added to the initial value in T2, which is zero as a result of the
initialization processing (Figure 3-45). Therefore, after the first record is proc-
essed, the value in T2 is equal to the check amount for the first check. When
the second record is processed, the check amount for the second check is added



First Record Second Record

LETT2=T2 + A A
e 570 PRINT USING F1$; DS, C, NS, A"

580 READ D$, C, N§, A
590 GOTO 540

After Execution

Before Exaculion Alter Execution

: | 85.60 | | 424.23| |509.83]|424.23|
T2 A

Befora Execution

| o || 8560] | 85.60]]| 85.60]|

to the value in T2. Therefore, after the second record is processed, the value in ~ Figure 3-52 Each-time:fhe
T2 (509.83) is the sum of the amounts in the first and second checks. :2:32 .I: :Zlﬁh‘ff;ié?nt:;
The T2 field is called an accumulator because it is being used to  reflects the total amount
accumulate a value — in this case the sum of the check amounts. Both g;;:'Drcoh::::ed‘_"hm" L
counters and accumulators are widely used in computer programming, and
their use should be well understood.
After the counter and accumulator have been updated, the print using
statement on line 570 prints the detail line which contains the date, the check
number, the name, and the check amount. Another record is then read and the
goto statement on line 590 passes control back to the if statement on line 540,
This loop will continue until the trailer record is read, at which time the end of
file processing will occur,

After all of the records have been read and processed, the final totals must be  Printing
printed. The flowchart and statements to implement this processing are final totals
illustrated in Figure 3-53.

Program

540 IF N$ = "END OF FILE" THEN 610

610 PRINT "

Print 620 PRINT USING F2$; T1
et 630 PRINT USING F3$; T2
640 END
Output
Print
Total Check TOTAL NUMBER OF CHECKS 5
(nouns TOTAL AMOUNT OF' CHECKS $1,604.29

Figure 3-53 The print using statement is used to print the final total lines. The print using formats are stored
in the F2§ field and the F3s field.
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The following tips should be kept in mind when coding a program:

Documentation of the variable names in a program is probably the
most important documentation which can be written in the coding.
When it is necessary to review the program, the use of the variable
names used in the program must be known.

Certain characters can sometimes cause confusion. For example, many
times it is difficult to distinguish between a zero and the letter of the
alphabet O. Therefore, on many computer systems, the zero is written
with a slash through it (8), and the letter of the alphabet is written
without a slash (O). Other characters which might cause confusion are
the number 1 and the letter I, and the number 2 and the letter Z. Errors
which are caused by misusing characters can be extremely difficult to
find, so care must be taken both when writing these characters and
when entering them into the computer system,

Some typical areas where errors can be made in a program like the
sample program in this chapter are:

a. All variable names specified in a read statement must corre-
spond to the type of data which is defined in a data statement.
Thus, if the data in a data statement is defined as string data
(enclosed in quotes), the variable name must be a string
variable name (followed by a dollar sign).

b. Total counters and accumulators must be initialized to zero
prior to being used for counting or accumulating values. Many
BASIC interpreters will automatically set numeric variables to
zero when they are first encountered in the program. To ensure
compatibility between varying BASIC interpreters, however, it
is recommended that the variables used for totals be explicitly
initialized.

¢. When using the tab function, the programmer must be aware
of the numbering system used for the vertical columns. Some
BASIC interpreters begin numbering with column 0 while
others begin numbering with column 1.

d. Generally, the using format specified for a numeric or string
field should specify enough positions for the largest value to be
edited. If the number of positions in the using format is less
than the number of characters or digits to actually be edited,
unpredictable results may occur. The only exception is if the
print using statement is used to round a number. In that case,
the number of positions specified to the right of the decimal
point in the print using format should be the number of digits
which will appear in the number after rounding takes place.
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The listing of the sample program is illustrated below. Sample program
100 REM CHECKACT NOVEMBER 19 SHELLY/CASHMAN
110 REM

120 REM THIS PROGRAM PREPARES A LIST OF CHECKS WRITTEN DURING
130 REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED, THE TOTAL
140 REM NUMBER OF CHECKS WRITTEN AND THE TOTAL AMOUNT OF THE
150 REM CHECKS ARE PRINTED.

160 REM
170 REM VARIABLE NAMES:

180 REM D%....DATE

190 REM C.....CHECK NUMBER

200 REM N%. ...NAME

210 REM A. ...« AMOUNT

220 REM Tl....FINAL TOTAL - NUMBER OF CHECKS

230 REM T2....FINAL TOTAL - AMOUNT OF CHECKS

240 REM F1%...PRINT USING FORMAT FOR THE DETAIL LINE

250 REM F2%...PRINT USING FORMAT FOR CHECK NUMBER TOTAL LINE
260 REM F3%...PRINT USING FORMAT FOR CHECK AMOUNT TOTAL LINE

270 REM
280 REM %x%x%% DATA TO BE PROCESSED %®%%kx
290 REM

300 DATA "SEPTEMBER 1", 501, "JIM’S ART", 835.60
310 DATA "SEPTEMBER 5", 502, "SEARS", 424.23

320 DATA "“SEPTEMBER 14", 503, "NORDSTROM", 312.359
330 DATA "SEPTEMBER 22", 504, "BONDS", &67.92

340 DATA "SEPTEMBER 25", 505, "ED'S AUTO", 713.95
390 DATA "END", 999, "END OF FILE", 99.99

360 REM
370 REM %xxx%xx INITIALIZATION OF VARIABLES f%%%%
380 REM

390 LET T1 = O

400 LET T2 = O

410 LET F1% = "\ \ #an \ \ . e
420 LET F2% = "TOTAL NUMBER OF CHECKS ###"

A30 LET F3% = "TOTAL AMOUNT OF CHECKS $%,###.8#8"

440 REM
450 REM 23xxx% PROCESSING *xx:x%
460 REM

470 PRINT TAB(12) “CHECKING ACCOUNT"
480 PRINT " *

490 PRINT * DATE NO. NAME AMOUNT ™

S500 PRINT " *

8510 REM
520 READ D&%, C, N$, A

530 REM

540 IF N$ = "END OF FILE” THEN 610
S50 LET Ti = T1 +1

560 LET T2 = T2 + A

570 PRINT USING Fis; D%, C, N$, A
580 READ D$, C, Ns$, A

590 GOTO S40

£00 REM
610 PRINT * %

620 PRINT USING F2%; Ti

630 PRINT USING F3%; T2

540 END

Figure 3-54 The listing for the sample program illustrates the coding rules, including spacing and indentation, which should always be followed,
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The following points have been discussed and explained in this chapter.

I. Many computer applications involve performing calculations,
including the accumulation and printing of final totals.

2. Formatted output and report and column headings are commonly
found.

3. Arithmetic operations, including addition, subtraction, multiplica-
tion, division, and exponentiation are accomplished in BASIC using
arithmetic operators,

4. The arithmetic operators are: + (addition), — (subtraction),
* (multiplication), / (division), and 4 (exponentiation).

5. To perform arithmetic operations, the let statement is used.

6. The let statement to perform arithmetic operations consists of a line
number, the word LET, and an arithmetic expression.

7. An arithmetic expression consists of constants, variable names, and
arithmetic operators.

8. Anarithmetic expression can contain multiple arithmetic operators.

9. A numeric literal, which is a constant numeric value, can be used in
an arithmetic expression.

10. In most applications, a literal should be used in a calculation only
when there is little chance the value specified by the literal will be modified later.

11. After the arithmetic has been performed by the let statement, the
values used in the arithmetic operation together with the answer obtained can be
used in subsequent arithmetic operations or for other purposes in the program.

12. When two or more values are used in an addition or subtraction
operation, the BASIC interpreter will generate instructions to align the
decimal points within the numbers before the arithmetic operation occurs.

13. When multiplication takes place, the signs of the numbers are consid-
ered. If two positive or two negative numbers are multiplied, the answer is
positive. If a negative and a positive number are multiplied, the answer is
negative.

14, The largest number of digits which can appear in a product of two
numbers is the sum of the number of digits in cach of the values being
multiplied.

15. The number of digits to the right of the decimal point in a product is
the sum of the number of digits to the right of the decimal point in the
multiplicand and the multiplier.

16. Exponentiation means raising a number to a power.

17. The value to the right of the equal sign in a let statement can be a
number as well as an arithmetic expression.

18. When the root of a number is taken using a fractional exponent, the
number whose root is being taken cannot be negative. If it is, the program will
normally be cancelled.
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19. When multiple arithmetic operations are included in a single let state-
ment, the sequence in which the operations are performed is determined in
accordance with the following rules: a) Exponentiation is performed first;
b) Multiplication and division are performed next; ¢) Addition and subtraction
are performed last; d) Within these three steps, calculations are performed
left to right.

20. Arithmetic operations specified within parentheses in an arithmetic
expression will be evaluated before those outside the parentheses,

21. In most cases, it is advisable to use parentheses around multiple
arithmetic operations even if the predetermined sequence of operations will
produce the correct answer.

22. To round a dollars and cents field, the following steps are taken:
a) The value .005 is added to the value to be rounded; b) The decimal point is
moved two positions to the right by multiplying the number by 100; ¢) The
digits to the right of the decimal point are truncated; d) The value is changed
to a dollars and cents format by dividing by 100.

23. A function in BASIC is a prewritten set of instructions to accomplish
a given task. These instructions can be called by a single word. A function can
be used just like a variable in an arithmetic expression,

24. The purpose of the int function is to return the next lowest integer
from the number being examined.

25. The syntax of a function must be followed exactly.

26. Placing report data in a format which is easy to read and understand
by using special characters such as the dollar sign and decimal point is called
report editing.

27. Report editing can be performed on both numeric data and string data.

28. Report editing is accomplished in the BASIC language through the
use of the print using statement.

29. Editing with the print using statement is accomplished by using
special characters to format the data,

30. The print using statement consists of a line number, the words
PRINT USING, the print using format, and the data to be edited and printed.

31. A semicolon is used to separate the print using format from the
variable names or constants to be edited and printed.

32. The number sign (#) is used to represent numbers in the format portion
of the print using statement.

33. A decimal point in the format portion of the print using statement
indicates where the decimal point of the number being edited is to be aligned.

34. A comma is included in the print using format where it is to appear in
the printed result. If the number being edited does not contain a digit to the left
of the position where the comma appears in the print using format, the comma
will be replaced by a blank in the printed results,

35. When two dollar signs are placed in the leftmost positions of the print

ARITHMETIC
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using format, a dollar sign will be inserted to the left of and adjacent to the first
significant digit in the number being edited. When one dollar sign is in the
format, it will be printed in its fixed position.

36. Plus and minus signs can also be included in the using format to edit
numeric data.

37. A double asterisk at the beginning of the print using format causes
leading spaces in the numeric field to be filled with asterisks.

38. The asterisk can be used with the dollar sign to produce a floating
dollar sign preceded by the asterisks.

39. String data can be edited. The print using format begins and ends with
the backward slash on many computer systems. On some systems, the percen-
tage sign or other character may be used.

40. If the number of characters in the string field to be edited is greater
than the number of positions in the print using format, the rightmost characters
in the field being edited are truncated. If the number of characters is fewer than
the positions in the print using format, the characters from the field are placed in
the leftmost positions, and the remaining positions are filled with blanks.

41, The print using format can specily space for more than one ficld.
Therefore, the entire print line can be formatted with one print using statement.

42. The let statement can be used to place the print using format into a
string field. The variable name of the string field is then specified in the print
using statement.

43, The tab lunction is used to specify the column in which a constant or
value in a field is to begin printing.

44, The column where printing is to begin is specified in parentheses
immediately following the word TAB when using the tab function.

45, Some BASIC interpreters begin numbering columns with the value
zero while others begin with one.

46. Multiple tab functions can be included in a single print statement.

47. A semicolon can be used in a print statement to specify the printing
between fields. When used with a string variable, there are no spaces before or
after the value. A numeric value preceded by a semicolon will have a space
before it if the value is positive and a minus sign (=) before it if the value is
negative. A numeric variable or constant followed by a semicolon will always
have a space following it when it is printed.

48. Generally, if it is available, the print using statement should be used
when formatting an output line.

49, The listing of the variable names in the program documentation is
probably the most important documentation in the program.

50. Variable initialization should take place prior to entering the main
processing of a program.

S1. A counter is a field used to store a count that is kept in the program.

52. An accumulator is used to accumulate a value in a program,
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QUESTIONS AND EXERCISES

. The arithmetic operators are: a) Addition _ ; b) Subtraction ;
¢) Multiplication _____; d) Division ; €) Exponentiation
. An arithmetic expression consists of ;
, and ;
. The sequence of execution in an arithmetic operationis:a) _____
b) .| (R
In most cases, it is advisable to use parentheses around multiple arithmetic

operations in an arithmetic expression (T or F).

. What is a function in BASIC? How is it implemented?

What is report editing? How is it accomplished in BASIC?

. Which of the following symbols represents numbers in the print using

statement: a) /; b) %; c) #; d) &.
How is a comma specified in the using format of a print using statement?
Where does it appear in the edited number?

. Which of the following using formats will produce the edited result

$5,987.87 from the value 5987.87 a) #,#55.5%; b) $S,###4. 44,
c) S$* 4., d) $,$95.98.

. If the number of characters in a string lield to be edited is greater than the

number of positions in the using format, the rightmost characters in the
field being edited are truncated (T or F).

An entire print line can be edited with one print using statement (T or F).
The tab function is used to: a) Specify the number of the line on which
datais to be printed; b) Specify the column in which a constant or value in
a field is to begin printing; ¢) Specify the number of characters which are
to be printed for a numeric or string constant; d) Set tabs in the same
manner as a typewriter.

. When a semicolon is specified between two numeric variable names in a

print statement, the values in the two fields will be separated by: a) One
blank space; b) Two blank spaces; ¢) Two blank spaces if both the
numbers are negative; d) One blank space if the second number is
negative.

. Make the appropriate changes to the sample program in this chapter to

print the check amount for each check with a floating dollar sign.

. The sample program in this chapter must be changed to accomodate a

check amount up to a maximum of $9,999.99. Make the appropriate
changes in the sample program to accomodate this requirement. Note that
this change will require the total amount for all checks to be a maximum
of $99,999.99.

. Make the changes in the sample program in this chapter to calculate the

average amount of all the checks processed and print this amount with the
identifier AVERAGE AMOUNT OF CHECKS after the total check
amount line,
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DEBUGGING EXERCISES
The following lines of code contain one or more syntax errors. Circle each
of the errors and write the coding to correct the errors.

1;

390 LET T1 = O

400 LET T2 = 0

410 LET F1% = \ \ b4 \ \ HHHOHH
2.

470 PRINT TAB (12) “CHECKING ACCOUNT"

480 PRINT " "
3.

280 REM %xxx%¥ DATA TO BE PROCESSED X¥XkXX

290 REM

300 DATA SEPTEMBER 1, 501, JIM’S ART, 85.60

310 DATA SEPTEMBER 5, 502, SEARS, 424.23

320 DATA SEPTEMBER 14, 503, NORDSTROM, 312.59

330 DATA SEPTEMBER 22, 504, BONDS, 67.92

340 DATA SEPTEMBER 25, 505, ED’S AUTO, 713.95
4.

410 LET F1 N \ #H4 \ \ 4. BB

420 LET F2
430 LET F3

g

nmuwn

"TOTAL NUMBER OF CHECKS ###"
"TOTAL AMOUNT OF CHECKS %%, ###. ##"

5.

540 IF N$ = "END OF FILE" THEN 610
550 LET T1 = T1 + 1
560 LET T2 =7T2 + A
570 PRINT USING F1$; D%, C, N%, A
580 READ D$, C, N$, A
590 GO TO 540
6.
550 LET T1 =T1 + 1
560 LET T2 =7T2 + A
570 PRINT USING F1s, D$, C, N$, A

580 READ D%, C, N%, A

""--.______.--—-.______._-—-""-.___—i

610 PRNT " "
620 PRINT USING "F2%"; T1
630 PRINT USING "F3$"; T2
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PROGRAM DEBUGGING
The following program was designed and written to produce a checking
account listing in the format shown in Figure 3-1 (page 3.1). The output
actually produced by this program is shown on the following page. Analyze
the output to determine if it is correct. If it is in error, circle the incorrect
statement(s) in the program and write corrections.
100 REM CHECKACT NOVEMBER 19 SHELLY/CASHMAN
110 REM
120 REM THIS PROGRAM PREPARES A LIST OF CHECKS WRITTEN DURING
130 REM THE MONTH. AFTER ALL CHECKS ARE PROCESSED, THE TOTAL
140 REM NUMBER OF CHECKS WRITTEN AND THE TOTAL AMOUNT OF THE
150 REM CHECKS ARE PRINTED.
160 REM
170 REM VARIABLE NAMES:
180 REM D%....DATE
190 REM C.....CHECK NUMBER
200 REM N%. . ..NAME
210 REM A. v« « AMOUNT
220 REM T1....FINAL TOTAL - NUMBER OF CHECKS
230 REM T2....FINAL TOTAL - AMOUNT OF CHECKS
240 REM Fi1%...PRINT USING FORMAT FOR THE DETAIL LINE
250 REM F2%...PRINT USING FORMAT FOR CHECK NUMBER TOTAL LINE
260 REM F3%...PRINT USING FORMAT FOR CHECK AMOUNT TOTAL LINE
270 REM
2B0 REM %xx%%x DATA TO BE FROCESSED X*%xxx
290 REM
300 DATA "SEPTEMBER 1", S01, "JIM’S ART", BS5.60
310 DATA "SEPTEMBER 5", 502, "SEARS", 424.23
320 DATA "SEPTEMBER 14", 503, "NORDSTROM", Z12.59
330 DATA "SEPTEMBER 22", 504, "BONDS", &7.92
340 DATA "SEPTEMBER 25", 505, "ED’S AUTO", 713.95
350 DATA "END", 999, "END OF FILE", 99.99
360 REM
370 REM xxxxx INITIALIZATION OF VARIABLES Xxx%x%X
380 REM
3920 LET T1 = 0O
400 LET T2 = O
410 LET F1% = "\ \ #it4 \ \ HEE. HE"
420 LET F2% = "TOTAL NUMBER OF CHECKS ###"
430 LET F3% = "TOTAL AMOUNT OF CHECKS $$, ###. 438"
440 REM
450 REM %%%%x PROCESSING %*%%x%%
460 REM
470 PRINT TAB(12) "CHECKING ACCOUNT"
480 PRINT " "
490 PRINT DATE NO. NAME AMOUNT ™
500 PRINT " "
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510 REM
520 READ D$, C, N$, A

530 REM
540 IF N = "END OF FILE" THEN &10

550  LET T1 =T1 + 1

560 LET/W2/i=¥2/ %1

570 PRINT USING F1$; D$, C, N$, A

S80 READ D%, C, N%, A

590 GOTO 540

600 REM
&10 PRINT " "

620 PRINT USING F2%; T1

630 PRINT USING F3%; T2

640 END

Output

CHECKING ACCOUNT
DATE NO. NAME

SEPTEMBER 1 501 JIM’S ART
SEPTEMBER S 502 SEARS
SEPTEMBER 14 503 NORDSTROM
SEPTEMBER 22 204 BONDS
SEPTEMBER 25 S05 ED’S AUTO

TOTAL NUMBER OF CHECKS S

TOTAL AMOUNT OF CHECKS $5.00

AMOUNT

85. 60
424.23
312.59

67.92
713.95
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PROGRAMMING ASSIGNMENT 1

A monthly budget listing of the expenses of an individual is to be prepared. A Instructions
program should be designed and coded in BASIC to produce the required output.

Input consists of records that contain a description of the item in the budget  Input
and the amount of the monthly expense. The input data is illustrated below.

Output is a list of the monthly expenses. The format of the output is illustrated  Output
below. Report and column headings are to be printed. After all records have

been processed, the total number of bills and the total monthly expenses are to

be printed.

MONTHLY BUDGET

EXPENSE

ITEM AMOUNT
RENT 495.23
FOOD 120.75
VISA CARD 37.84
AUTOMOBILE ?2.13

TOTAL BILLS 4
TOTAL MONTHLY EXPENSES $747.95
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PROGRAMMING ASSIGNMENT 2
Instructions A report of the yardage gained by football players on a football team is to be
prepared. A program should be designed and coded in BASIC to produce the
report.

Input Input consists of records containing the name of the football player, his posi-
tion, the number of times he carried the ball and the total yards he gained. The
input data is illustrated below.

Output  Output is a list of the players containing their name, position, times they car-
ried the ball, the yards gained, and the average vards gained per carry. The
average vards gained per carry is calculated by dividing the yards gained by the
times carried. After all records have been read and processed, the total number
of players, the total yards gained, and the average yards per carry for all
players are to be printed. The format of the output is illustrated below.

ATLANTA WARRIORS
TIMES YARDS AVERAGE YARDS
NAME POSITION CARRIED GAINED PER CARRY
JIM HAYNES (r):] 3 39 13.00
HANK WALLAMS RB 38 231 &.08
IKE NEUMAN RB 59 326 553
DEAM IMSKI FB 19 &4 T ST

TOTAL PLAYERS 4

TOTAL YARDS GAINED 660 YARDS
AVERAGE YARDS PER CARRY §5.55 YARDS
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PROGRAMMING ASSIGNMENT 3

A snowfall report for the water conservation commission is to be prepared. A Instructions
program should be designed and coded in BASIC to produce the report.

Input consists ol records containing the amount of snowfall in inches for a six  Input
hour period of time. The input data is illustrated below.

The output is a listing of the snowfall by city and time. For each city, the  Output
snowfall at cach hour is to be printed. In addition, for each city the total

snowfall should be printed. After all cities have been printed, the average

snowfall per city should be printed. The average snowfall is calculated by

adding the inches of snow for each city and dividing the total by the number of

cities. The format of the output is illustrated below.

SNOWFALL REPORT
CITY TIME SNOWFALL TIME SNOWFALL

NEW YORK 1 AM - 60 4 AM 1.76
2 AM - 35 5 AM .97
3 AM -89 6 AM -31

TOTAL SNOWFALL FOR NEW YORK: 4.88 IN.

SYRACUSE 1 AM - 90 4 AM .81
2 AM 1.65 S AM .68
3 AM 1.16 6 AM 95

TOTAL SNOWFALL FOR SYRACUSE: &.15 IN.

AVERAGE SNOWFALL PER CITY: 5.52 INCHES
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SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

The following programming assignments contain an explanation of the problem
and list suggested test data. The student should design the format of the output.

A report is to be prepared listing doctor names, patient names, and charges.
Report and column headings should appear on the report. After all records have
been processed, the total number of patients and total charges should be printed.

A report is to be prepared which summarizes the number of males and females
enrolled in various classes in a school. The input data is illustrated below. Each
line of the output should contain the class identification, the number of males,
the number of females, and the total number of students in the class. Report
and column headings should appear on the report. After all records have been
processed, the total number of classes and the average number of students per
class should be printed.

A report is to be prepared of the average monthly temperatures during
January from cities across the United States. Temperature readings are taken
once a week. The input data is shown below. The report should contain the
city, the temperatures for each of the weeks, and the average temperature for
the city during January. Report and column headings should appear on the
report. After all records have been processed, the total number of cities
analyzed should be printed.
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A report of the scores of participants in a gymnastics meet is to be prepared.
The input data is illustrated below. The report line should contain the gym-
nast’s name and the average score. This average score is calculated by adding
the three scores and dividing by 3. The report should contain report and
column headings. After all records have been processed, the total number of
gymnasts and the overall average score should be printed.

A mileage report for sales people is to be prepared. The input data is illustrated
below. The report should contain the salesperson’s name, the beginning
mileage, the ending mileage, the total miles (ending mileage - beginning
mileage), and the mileage allowance ($.20 x total mileage)). After all records
have been processed, the total number of sales people, the total mileage for all
people, and the total mileage allowance should be printed. The report should
contain report and column headings.

A computer time usage report is to be prepared. The input data is shown below.
The report should contain the application identification, the description of the
application, the number of seconds the computer run took, and the number of
minutes the computer run took. After all records have been processed, the
total number of applications run, the total number of minutes of processing,
and the average number of minutes for each application should be printed.
The report should contain report and column headings.

INPUT/OUTPUT
PROGRAMMING
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One of the more powerful features of any programming language is the ability
to compare numbers or letters of the alphabet and perform alternative opera-
tions based upon the results of the comparison. When programming in the
BASIC language, comparing is accomplished through the use of the if statement.

To illustrate comparing operations, a sample program in this chapter is
designed and coded to prepare a report of the members of a health club listing
their membership dues. The report isillustrated below.

The report contains the names of the new members of the club, their age,
the number of months for which they have enrolled, and their total dues. Total
dues are calculated as follows: If a person is over 18 years of age, membership
dues are $24.95 per month. If a person is 18 years of age or younger, the dues
are $19.95 per month.

To produce the report, the new member’s age must be compared to the
value 18. If the age is 18 or less, the membership dues are calculated by
multiplying the number of months for which the person is enrolled by $19.95,
If the age is greater than 18, the membership dues are calculated by multiply-
ing the number of months for which the individual has enrolled by $24.95.
After all of the records have been processed, the total number of new members
and the total membership dues are to be printed.

The program required to produce this report is explained in this chapter.

A standardized logic structure is used for any comparing operation. This logic
structure is commonly called the if-then-else structure, or the selection

Introduction

Figure 4-1 The report con-
tains the name, age,
months, and dues of peo-
ple joining a health club.

The comparing
logic structure
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structure. A generalized flowchart of this logic structure and an example of its
useis illustrated in Figure 4-2.

Figure 4-2 The if-then-else The flowchart on the left illustrates the general format of the if-then-else
Jl?xglgosr:cril':;:)l:i;:nsms g logic structure. This flowchart specifies that a condition is to be tested (the
g tested,

the statements which are  diamond-shaped decision symbol). If the condition is true, one statement or

:;iciusli?u:.h::dl?heec;:::j;: series of statements will be executed. If the condition being tested is false, a

ments which are executed  different statement or series of statements will be executed.

when the condition is false. To illustrate this, in the example on the right, the condition begin tested
is, “‘Is the age greater than 187" If the age is greater than 18, then the leg to the
right is taken, and the number of months is multiplied by the value 24.95. If
the age is not greater than 18 (that is, the age is less than or equal to 18), the
number ol months is multiplied by 19.95.

This statement is commonly referred to as the if-then-else structure
because it can be read, ‘I the condition is true THEN do one set of instruc-
tions ELSE do another set of instructions.”” In the example on the right in
Figure 4-2, if the age is greater than 18 then the months are multiplied by 24,95
else the months are multiplied by 19.95.

An important characteristic of the if-then-else logic structure is that there
is a single entry point into the logic structure and a single exit point from the
logic structure. The entry into the logic structure must be through the decision
that is the first statement of the structure. Therefore, the only time any of the
statements within the logic structure will be executed is after the condition has
been tested at the entry point of the structure. The flowchart illustrated in
Figure 4-3 represents poor programming because it violates the single entry rule.
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In the example in Figure 4-3, the if-then-else structure explained for
Figure 4-2 is again illustrated. The entry point to the structure is the decision
which tests if the age is greater than 18. The statements within the if-then-else
structure should be executed only after this decision has been made because
this is the single entry point to the structure.

In Figure 4-3, however, an attempt is made to have a second entry point
into the if-then-else structure by the decision symbol outside the logic struc-
ture. It this were allowed, the statement which multiplies the months by 24.95
could be reached from any point in the program. Allowing this violates the
basic rule of one entry point/one exit point in the if-then-else structure.
Therefore, in a well-designed program, no statement within the structure will
be executed unless the decision which marks the single entry point into the
structure has been executed first.

The if-then-else structure also is required to have a single exit point. In the
example in Figure 4-3, the point of exit is noted by the circle in the flowchart.
The statement which adds the dues to the total accumulator will ALWAYS be
the next statement executed after the statements within the if-then-else struc-
ture have been executed. Control should not be passed from any statement
within the control structure to anywhere in the program except to the single
exit point. If this rule is violated, it leads to programs which are virtually
impossible to read and understand.

An understanding of the if-then-else logic structure and the single entry/
single exit rule is important. All well-written programs use this structure and
rule when alternative processing is to occur based upon a condition in the
program.

COMPARING

Figure 4-3 The if-then-else
logic structure must have a
single entry point and a
single exit point. None of
the statements within the
structure can be executed
unless the decision which
marks the entry point has
been executed first,
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The if-then-else logic structure can take several forms within the rules just
presented. For example, an if-then-else structure can be developed in which no
processing will occur when the condition is true; or, on the other hand, no pro-
cessing when the condition is false. These two variations are illustrated below,

Figure 4-4 Both true and
false conditions do not re-
quire statements.

Figure 4-5 Multiple state-
ments can be executed
when the condition is true
or when the condition is
false.

In the example on the left in Figure 4-4, if the grade point average
(G.P.A.) is greater than 3.6, the student’s name and the constant ‘‘Honor
Student’” are to be printed. If the G.P.A. is not greater than 3.6, no processing
will occur based on that fact. In this instance, there is processing to occur if the
condition tested is true, but none if the condition is false.

In the example on the right, if a person is married, no processing is to take
place. If, however, the person is not married, the value 1 is added to the not
married counter. In this case, processing is to occur when the condition is
false, but nothing is done if the condition is true.

It is allowable to have multiple statements following the decision state-
ment. In addition, there need not be the same number of statements for the
true processing as there are for the false processing (Figure 4-5).
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The use of proper logic structures is essential to a well-designed program. The
following example illustrates a segment of a flowchart in which no considera-
tion is given to the proper design of the program. Even in this very simplified
example, it becomes obvious that a poorly designed program is very difficult
to understand.

In the segment of the flowchart in Figure 4-6, no consideration was given
to designing the program using the proper logic structure for comparing. The
rule of a single entry is followed for the decision which determines if the
G.P.A. is greater than 3.6, but there are multiple exits (one to the read state-
ment and one to the end of file decision). In addition, flowlines cross one
another, and it is difficult to read the logic from the top of the flowchart to the
bottom of the flowchart.

Although the logic illustrated would produce the correct results, such
poor program design results in programs that are very difficult 1o understand.
In larger programs, with hundreds or even thousands of statements, it
becomes nearly impossible to trace the original logic if standardized logic
structures are not used. The if-then-else structure and its accompanying rules
should always be used when comparing and performing alternative operations
based upon the results of the comparison.

COMPARING

Invalid logic
structures

Figure 4-6 The poor struc-
ture of this flowchart
makes it very difficult to
read because it violates
the if-then-else logic struc-
ture rules, Logic which
does not follow these rules
should never be developed.
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If statement  To perform comparing operations in a program, the if statement is used. The
general format of the if statement, the logic which it implements, and an
example of the if statement are illustrated in Figure 4-7.

linenumber IF condition THEN line number

Figure 4-7 The if state- In the if statement on line 620, the value in the field identified by the
:‘;‘;:el's’zp'l‘;';‘i‘i”':":;‘:ur'; variable name A is compared to the value 18. The if statement corresponds to
The spacing and indenta- the decision symbol in the flowchart. If the value in A is greater than 18, the
;‘ﬁ:ﬁ;“i‘;‘:ﬁo’ﬁzZ:‘)O:‘r:g condition tested is considered true, and the statement at_the line numhc?r
statement is easy 1o read following the word THEN will be given control. Therefore, in the example, if
The symbol>on line 620 (he value in A is greater than 18, control will be passed to the let statement on
means greater than. :
‘ line 660.

If the value in A is not greater than 18, the statement immediately follow-
ing the if statement is given control. Thus, if the value in A is not greater than
18, the let statement on line 630 will be executed.

The goto statements on lines 640 and 670 both transfer control to the
statement on line 690. This means that regardless ol whether the condition
being tested is true or false, the statement on line 690 will be the statement
executed after the processing within the logic structure is completed. This
accomplishes the single exit requirement of the if-then-else structure.

The goto statement on line 670 is not required because, without it, control
would pass from statement 660 to statement 690. It should be included,
however, to generate an explicit transfer of control to the single exit point
from the if-then-else logic structure.

Relational  In BASIC, six types of comparing operations can be performed. These com-
operators paring operations are performed through the use of relational operators.
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Relational operators are symbols used within an if statement to compare numeric
or string variables and constants. The chart below summarizes these symbols, their
meaning, and illustrates how they might be used within an if' statement.

COMPARING

Figure 4-8 The relational
operators specily the type
of comparison (o occur,

The values placed on either side of the relational operator in an if statement
can be numeric or string variables and constants. In addition, they can be
arithmetic expressions. The following examples illustrate a variety of if
statements with different types of values being compared.

Example 1: Numeric variable compared to numeric literal.

Example 2: Numeric variable compared to arithmetic expression.

Example 3: Arithmetic expression compared to arithmetic expression.

Example 4: String variable compared to string constant.

Example 5: String variable compared to string variable.

Values which can
be compared
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Comparing numeric
variables and
constants

Figure 4-9 When numeric
values are compared, the
comparison is based on the
algebraic value of the num-
bers. Therefore, positive
numbers are greater than
negative numbers. Here,
positive 10 is greater than
negative 15.

4.8

Numeric data must always be compared to numeric data and string data must
always be compared to string data, The manner in which they are compared is
different because of the nature of the data.

A numeric comparison is one in which numeric constants or fields
referenced by numeric variable names are compared. A numeric comparison is
based upon the algebraic values of the numbers being compared. This means
that not only the value of the number but also the sign of the number being
compared is considered. In the example below, two temperature readings are
compared. One reading represents 10 degrees above zero (+ 10) while the other
represents 15 degrees below zero (-15).

410 IFT1 > T2 THEN 520

[+10]
T

[=15]
12

Condition: ThevalueinT1is greater
than the value in T2.

When the value stored in the area identified by the variable T1 (+ 10) is
compared to the value in the area identified by the variable T2 (-15), a numeric
comparison is taking place because the variable names are both numeric.
Therefore, the signs of the numbers are considered in the comparison. As a
result, the value in T1 is considered greater than the value in T2 because a
positive number is always greater than a negative number. Since the value in
T1 is greater than the value in T2, the statement at line number 520 will be the
next statement to be executed in the program.

When numeric values with digits to the right of the decimal point are com-
pared, there may be occasions when one value has more characters to the right
of the decimal point than another value. For example, the value 23.879 could
be compared to the value 23.8786. In deciding which value is greater, the
BASIC interpreter will internally insert zeros to the right of the decimal point
in the number with fewer digits until each number has the same number of
digits to the right of the decimal point. The numbers are then compared.
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Therefore, in the example the interpreter would insert a zero in the value
23.879, giving the equivalent number 23.8790. This number is then compared
to the value 23.8786. In the comparison, 23.8790 is greater than 23.8786 even
though it has fewer digits to the right of the decimal point.

When string variables or constants are compared, the comparison takes place
from left to right a character at a time. As soon as a character in one field is
less than a character in another field, the comparison terminates, and the field
with the lower value is considered less than the other field.

The determination of which characters are less than others is based upon
the code used to store data in main computer storage. On many computer
systems, the ASCII code (American Standard Code for Information Interchange)
is used. The characters in the ASCII code and their relative values (called the
collating sequence) are shown below.

From the table above, note that some special characters are considered
less than the numbers and some are greater than the numbers. The numbers
are less than the letters of the alphabet. Note also that the blank is considered
less than all other characters illustrated in Figure 4-10.

To illustrate string comparing, in the following example, two names

COMPARING

Comparing string
values

Figure 4-10 The ASCII code
is commonly used to repre-
sent characters on com-
puter systems. The collat-
ing sequence of ASCII
shown here is important
because when string values
are compared, it is this se-
quence which determines
that one value is grealer
than another value.
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Figure 4-11 A string com-
parison proceeds from the
leftmost character to the
right, one character at a
time, until an inequality oc-
curs. Here, the first inequal-
ity is when the B in BROWN
is compared to the D in
DAVIS. Since the B is less
than the D, the field JAMES
BROWN is considered less
than JAMES DAVIS.

4.10

which are stored in fields identified by string variables are compared.

460 IF N$ < MS THEN 560

|JAMES BROWN| | JAMES DAVIS|
NS Ms

Condition: The value in N$ s less
‘than the value in M$.

In the example, the name JAMES BROWN, stored in the field identified
by the variable name N$, is compared to the name JAMES DAVIS, stored in
the field identified by the variable name MS$. The comparison proceeds left to
right, one character at a time. Thus, the first characters compared are the J’s
in the two names. Since these characters are equal, the next characters to the
right, the A’s in the two names, are compared. Because these characters are
equal, the next characters to the right are compared. This process continues
until an unequal condition occurs. As can be seen, this will occur when the first
characters of the last names (B in Brown and D in Davis) are compared.

When an unequal condition occurs, the field with the lower character in
the collating sequence is considered the lower field. In this example, the B is
less than the D (see Figure 4-10). Therefore, the name JAMES BROWN is
considered less than the name JAMES DAVIS, and statement 560 is the next
statement to be executed.

When string fields or constants are compared, they will not always con-
tain the same number of characters. When the number of characters in the two
fields being compared is different, the field with the smaller number of
characters is considered less than the field with more characters when all of the
characters in the shorter field are equal to the first characters in the longer field
(Figure 4-12).

When the value in N$ (BOB MAN) is compared to the value in M$ (BOB
MANLEY), the first seven characters are equal. When this occurs, the shorter
field is considered less than the longer field. Therefore, the value in NS is
considered less than the value in M$, and the next statement to be executed is



the statement at line 560.

|BOB MANLEY]

ms

i _:l.BOB' MAN|

NS

Condition: Thevalue in N$is less
than the value in M$.

When numbers in a string variable field or constant are compared, only their
relative position within the collating sequence is considered. Numbers are con-
sidered less than letters of the alphabet. The example in Figure 4-13 illustrates
an application in which a part number that contains all numbers is compared
to a part number which begins with a letter of the alphabet.

720 IF P$< RS THEN 800

Condition: ThevalueinPSisless
than the value in RS.

il

COMPARING

Figure 4-12 When all of
the characters in a shorter
field are equal to the left-
most characters in a longer
field, the shorter field is
considered less than the
longer field.

Comparing numeric
values in strings

Figure 4-13 In the ASCII
collating sequence, num-
bers are less than letters
of the alphabet.
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Writing the
if statement

Figure 4-14 The indenta-
tion and spacing standards
for the if statement illus-
trated here should always
be followed. They produce
a program which is easy to
read and understand.

4.12

In Figure 4-13, a string comparison takes place because the fields being
compared are string fields. Therefore, the comparison begins with the first
character in each field. Since the first character in P$ (3) is lower in the col-
lating sequence than the first character in R$ (A), the data in the P$ field is
considered less than the data in the RS field. Thus, the next instruction to be
executed is the one at line 800.

In the example in Figure 4-7, the if statement was explained. It is important,
however, to review the format in which the if statement is written. Programs
which contain clearly written if statements are generally easy to read and
understand while programs without clearly written if statements can be
impossible to read and understand. The if statement below illustrates the
format which should be used for an if statement,

Executed if not true

Note that all statements which are to be executed based upon the condi-
tion tested by the if statement (is the value in A greater than 18) are indented
two vertical columns from the column where the if statement begins. The
statements which will be executed if the condition is not true (lines 630 - 640)
are specified immediately following the if statement. These statements are
separated from the statements which will be executed when the condition is
true (lines 660 - 670) by a blank line on line 650. A blank line should always
separate the statements to be executed when the condition is false from the
statements executed when the condition is true.

The statement on line 690 will be executed regardless of the result of the if
statement. It represents the single exit point of the if statement. This statement
is separated from the statements within the if-then-else logic structure by a
blank line (line 680). In addition, the statement on line 690 begins in the same
vertical column as the if statement, indicating its execution is not dependent
upon the results of the if statement.

All if statements implementing the if-then-else logic structure should be
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written in the manner shown in Figure 4-14.

Some BASIC interpreters have implemented the actual if-then-else statement.  If-then-else
An example of this statement, together with the flowchart and the general  statement
format is shown in Figure 4-15.

linenumber |F condition THEN statements if true
ELSE statements if false
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In the if-then-clse statement, the condition is tested in the same manner as ~ Figure 4-15 The  if-then-
the if statement. The statement(s) following the word THEN will be executed i‘:;l;:;iinf:; T??hg:et;:::
when the condition is true. The statement(s) following the word ELSE will be  1ogic structure. Because
executed when the condition is false. Thus, in the example in Figure 4-15, if :T‘;i‘lh%ﬁﬁb;::j'&z:ﬁ?
the value in A is greater than 18, the value in M will be multiplied by the value  ters in any statement to
in C1. If the value in A is not greater than 18, the value in M will be multiplied ~ 255 characters including
by the value in C2. Jakont At g e 1

Regardless of the statements executed within the if-then-else statement,  then-else statement not to
the next statement executed is on line 490. Therefore, a single exit exists for the SAUERR PR LA
if-then-else statement.

The entire if-then-else statement comprises a single statement with one
line number. Thus, when entering the statement on a computer system, the
ENTER or RETURN key should be used only for the last line. The cursor

control should be used to allow the statement to be placed on multiple lines.

The sample program in this chapter illustrates the design and coding of a pro- SAMPLE
gram to prepare a health club membership report. If the individual joining the PROGRAM
health club is above 18 years of age, membership dues are calculated by

multiplying the months enrolled by $24.95. If the age of the new member is 18
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Input

Figure 4-16 The input con-

5ists of the name, age, and
months enrolled of the
new health club members.

Program design

Flowchart

4.14

or less, dues are calculated by multiplying the months enrolled by 19.95. After
all records have been processed, the total number of new members and the
total membership dues are printed. The sample report is shown in Figure 4-1
on page 4.1.

The input consists of a series of records for the new members of the health
club. Each record contains the name of the new member, the age of the new
member, and the number of months the member enrolled. The format of the
input is illustrated below.
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The program design begins by specifying the tasks which must be accomplished
in the program. These are listed below,

——
—_—

—
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—

—

These tasks must be carefully designated to reflect the requirements of the
program. After they are defined, the flowchart to implement them must be
developed.

The flowchart for the sample program is shown in Figure 4-17. After the
variables are initialized and the heading for the report printed, a record is read.
The main loop of the program is then entered. The looping will continue until
end of file is reached.

Within the loop, the total members counter is incremented by 1, and then
the if-then-else logic structure is entered to determine the total dues. After the
dues are calculated, they are added to the final total accumulator and a line is
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The BASIC
program

416

printed. A record is then read, and the looping continues until there are no
more records to process. At that point, the loop is terminated, the total
number of members and total dues amount are printed, and the program is
ended.

The logic expressed in the program flowchart should be well-understood
prior to examining the program code, which is explained in the following
paragraphs.

The code which documents the program and defines the data 1o be
processed is illustrated below.

Figure 4-18 Clear docu-
mentation is the mark of
any well-written program,
The data statements define
the data to be processed
by the program.

As with previous programs, the documentation at the beginning of the
program specifies what the program is to accomplish and also identifies the
variable names used in the program. Documenting the variable names is a
critical part of the program coding.

The data to be processed is defined using the data statement. Each data
statement represents a single input record. The name is a string constant, so it
is contained within quotes. The age and months enrolled are numeric
constants, so they are not within quotes.
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The code to initialize the variables in the program and print the headings is
shown in Figure 4-19.

COMPARING

Variable
initialization
and headings

The entries on lines 410 - 430 are used to assign constants which are
required within the program to ficlds identified by variable names. The age to
be compared (18) is placed in the field Al. The membership dues rates are
placed in C1 and C2. It is good programming practice to use this technique
rather than specifying the actual numeric values in the statements where they
are required within the program because it greatly facilitates program
maintenance.

Maintenance refers to the process of making changes to the program at
some future date. For example, if the age requirement is changed from 18 Lo
21, the statement on line 410 could easily be changed to read LET Al = 21
rather than searching through the entire program to determine where the value 18
should be changed to the value 21,

The total accumulators (T1 and T2) are initialized to zero by the
statements on lines 440 - 450. The print using formats are placed in F18, F2$,
and F3S by the statements on lines 460 - 480. The initialization is then
completed.

The headings are printed on the report by the statements on lines 520 - 560.

Figure 4-19 Placing nu-
meric values into fields
identified by variable names
and using the variable
names in subsequent state-
ments is a good program-
ming practice.
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Main processing
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The main processing in the program is shown in Figure 4-20.

Figure 4-20 Indentation
and physical layout of the
program code are important
when reading the program,
All programs should be
written using the techniques
shown in this program.

The read statement on line 580 reads the first set of data from the data
statement and places the data in the fields identified as NS (name), A (age),
and M (months). The if statement on line 600 is the entry point to the loop
which will process the data. If end of file has been reached, the statement at
line 740 will be given control. Otherwise, the statement on line 610 will
increment the total members counter by 1.

The statement on line 620 implements the if-then-else logic structure to
determine what the dues should be. If the age is greater than 18, the statement
at line 660 is given control, where the months (M) are multiplied by the value in
C2 (see Figure 4-19) and the result is stored in D. Control is then passed to
statement 690, where the dues amount is added to the final total accumulator
(T2), and a line is printed on the report. Another record is then read, and
control is passed to the start of the loop at statement 600,

If the age is not greater than 18, the statement on line 630 will multiply the
number of months by the value in C1 and store the result in D. Control is then
passed to the statement at line 690 where processing is the same as when the
age is greater than 18.

Once again, note the format ol the if statement and the statements that
are executed in the if-then-clse logic structure (statements 620 - 670). An if
statement should always be written as illustrated in this program.

After all of the records have been processed, the end of file record will be
read, and the if statement at the start of the loop at line 600 will transfer con-
trol to statement 740. There, a blank line is printed, and then the final totals of
the number of new members and the membership dues are printed. The
program is then terminated.
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The complete listing for the sample program is illustrated below and on the = Sample program
following page.

Figure 4-21 Sample Program (Part 1 of 2)




Figure 4-22 Sample program (Part 2 of 2)

Figure 4-23 Program Output
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The following points have been discussed and explained in this chapter.

1. One of the more powerful features of any programming language is
the ability to compare numbers or letters of the alphabet and perform
alternative operations based upon the results of the comparison.

2. A standardized logic structure called the if-then-else structure is used
for any comparing operation

3. In the if-then-else logic structure, a diamond-shaped flowchart
symbol indicates the condition to be tested. If the condition is true, one leg of
the decision symbol is given control. If the condition is false, the other leg of
the decision symbol is given control.

4. There is a single entry point and a single exit point for the if-then-else
logic structure.

5. The entry into the if-then-else logic structure is the decision which
tests the condition.

6. The only time any of the statements within the if-then-else logic struc-
ture will be executed is after the condition has been tested at the entry point of
the structure.

7. Control should not be passed from any statement within the if-then-
else logic structure to anywhere in the program except to the single exit point.

8. An if-then-else structure can be developed which has no processing to
occur when the condition being tested is true; or no processing when the
condition is false.

9. Multiple statements can follow the decision symbol for either the true
leg or the false leg, or both.

10. The use of proper logic structures is essential to a well-designed
program,

1. To perform comparing operations in a program, the il statement is
used.

12. Theif statement corresponds to a decision symbol in a flowchart.

13. The word IF in an if statement is followed by a condition. If the con-
dition is true, the statement at the line number following the word THEN is
given control. If the condition is false, the next statement in the program is
given control.

14. Although not required by the BASIC language, a goto statement
which passes control to the common exit point should be included after both
the true and the false processing in an if-then-else logic structure.

15. Comparing operations are performed through the use of relational
operators.

16. Relational operators are symbols used within an if statement to
compare numeric or string variables and constants.

17. The symbols are: = (equal); < (less than); > (greater than); < = (less
than or equal to); >= greater than or equal (0); < > (not equal).

COMPARING

SUMMARY
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18. Five types of comparisons are: numeric variable to numeric literal;
numeric variable to arithmetic expression; arithmetic expression to arithmetic
expression; string variable to string constant; string variable to string variable.

19. A numeric comparison is one where numeric constants or fields
referenced by numeric variable names are compared.

20. A numeric comparison is based upon the algebraic values of the
numbers being compared.

21. When string variables or constants are compared, the comparison
takes place left to right one character at a time based upon the collating
sequence of the code used on the computer system.

22. The ASCII code (American Standard Code for Information
Interchange) is used on many computer systemes.

23. In the ASCII code, numbers are considered less than letters of the
alphabet.

24. In a string comparison, when an unequal condition occurs between
two characters in the strings, the field with the lower character in the collating
sequence is considered the lower field.

25. When a string comparison takes place and one field contains a
smaller number of characters than another field, the field with the smaller
number of characters is considered less than the field with more characters
when all of the characters in the shorter field are equal to the first characters in
the longer field.

26. When implementing the if-then-else logic structure, all statements
which are to be executed based upon the condition tested by the if statement
are indented two vertical columns from the column where the if statement
begins.

27. A blank line should always separate the statements which are
executed when a condition is false from the statements which are executed
when the condition is true.

28. A blank line should always separate the statements executed as a
result ol a condition being true or not true from those that follow the if-then-
else logic structure.

29. Some BASIC interpreters have implemented the if-then-else state-
ment. The condition is tested following the word IF. If the condition is true,
the statements following the word THEN are executed. If the condition is
false, the statements following the word ELSE are executed.

30. Program maintenance is the process of making changes to a program
at some future date after the program is originally written.

31. For program maintenance purposes, it is generally a good practice to
place program constants in fields identified by variable names so that if the
values must be changed, they can be changed at only one place in the program.
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Chapter 4
QUESTIONS AND EXERCISES

. Standardized logic structures are usually too simple to use (T or F).

The if-then-else logic structure is used to implement: a) Looping;
b) Comparing; ¢) Programming; d) Structuring.

. In an if-then-else logic structure, there is a single and a

single

. The only time any statement in the if-then-else logic structure will be

executed is after the condition has been tested at the entry point of the
structure (T or F).

. Should the if-then-else logic structure always be used? Why?
. In an if statement, the line number following the word THEN is: a) The

line number of the last statement in the if-then-else logic structure;
b) Where control is passed if the condition is false; ¢) Where control is
passed if the condition is true; d) Only required if the condition tested is
false.

Match the following relational operators with their use:

Symbol = matches a. Not equal

Symbol < > matches b. Less than

Symbol <= matches ¢. Less than or equal to
Symbol >= matches d. Equal

Symbol > matches ¢. Greater than or equal to
Symbol < matches f. Greater than

. Which of the following is an invalid comparison: a) Numeric variable to

numeric variable; b) String variable to string variable; ¢) Arithmetic
expression to arithmetic expression; d) String variable to numeric
variable.

When numeric ficlds are compared, the sign of the number has no
meaning (T or F).

What is ASCII? What is its relevance to comparing?

Which of the following is incorrect: a) @ < Y; b) A>6;¢) % >0;d) 9>1.
A field with the value BASIC stored in it is less than a field with which of
the following values in it: a) BASIC PLUS; b) APPLE; c¢) 12345;
d) ASCII.

. What are the format rules when writing an if statement? Why should these

be followed?

. When using the if-then-else statement available on some BASIC

interpreters, only the if statement should contain a line number (T or F).

. It is good programming practice to place constant values in fields iden-

tified by variable names because: a) There is less code to write; b) It
facilitates program maintenance; ¢) String constants cannot be specified
in a let statement; d) Numeyic constants cannot be specified in the let
statement.
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Chapter 4
DEBUGGING EXERCISES

The following lines of code contain one or more coding errors. Circle each
of the errors and write the coding to correct the errors.
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Chapter 4
PROGRAM DEBUGGING

The following program was designed and written to produce the member-
ship listing in the format shown in Figure 4-1 (page 4.1). The output actually
produced by the program is illustrated on page 4.26. Analyze the output to
determine if it is correct. If it is in error, circle the errors and write corrections.




Output
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Chapter 4
PROGRAMMING ASSIGNMENT 1

A bar association dues report is to be prepared. Design and code the BASIC
program to produce the report.

The input to the program consists of records containing the name and the
number of years the attorney has been a member of the bar. The input data is
illustrated below.

The output from the program is the bar association dues report. The report
contains the attorney’s name, the number of years the attorney has been a
member of the bar, and the bar association dues. The dues are calculated as
follows: If the attorney has been a member of the bar more than five years, the
dues are $200.00. If the attorney has been a member of the bar five years or
less, the dues are $75.00. After all records have been processed, totals should
be printed for the number of attorneys, the attorneys of more than five years,
the number of attorneys for five years or less, and the total membership dues.
The format of the output isillustrated below.

COMPARING

Instructions

Input
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Chapter 4
PROGRAMMING ASSIGNMENT 2

A traffic citation report is to be prepared. Design and code the BASIC
program to produce the report.

Input consists of records containing the name of the person receiving the traf-
fic citation, an indicator whether the citation was for a moving (code = M) or
non-moving (code = N) violation, and the number of citations for that person
over the past three years. The input data is illustrated below.

Output is a traffic citation report. The report contains the name of the person
receiving the citation, the fine ($30.00 if a moving violation, $10.00 if a non-
moving violation), a penalty (none if 3 or fewer violations, $20.00 if more than
3 violations), and the amount due (fine + penalty). After all records have been
processed, the total tickets, total moving violations, total non-moving viola-
tions, total fines, total penalties, and total amount due should be printed. The
format of the report is illustrated below.
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Chapter 4
PROGRAMMING ASSIGNMENT 3

A credit union deductions report is to be prepared. Design and code the Instructions
BASIC program to produce the report.

Input to the program consists of records containing the name of the employee,  Input
the weekly pay for the employee, and the percentage of the weekly pay the
employee wishes to deduct for deposit in the credit union. The input data is
illustrated below.

The output is a report listing the employee’s name, the weekly pay, and the  Output
amount deducted from the pay for deposit in the credit union. Company rules
specify that the maximum amount that can be deducted from the weekly pay
of an employee is $25.00. Therefore, if the amount the employee requests
(calculated by multiplying the weekly pay by the percentage in the input data)
is greater than 25.00, then 25.00 is deducted. This condition can occur because
overtime pay for employees can make their weekly pay higher than normal. If
it does occur, three asterisks should be printed by the 25.00 to indicate that the
maximum was taken. After all records have been processed, the number of
employees, the total amount of all deductions, and the average deduction for
all employees should be printed. The format of the output is illustrated below,
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Chapter 4
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

The following programming assignments contain an explanation of the
problem and list suggested test data. The student should design the format of
the output.

A shipping report is to be prepared. The input data, illustrated below, contains
the city from where the package is being shipped, the city to which the package
is being shipped, and the weight of the package. If the package weighs more
than 50 pounds, it is shipped via truck. If it weighs 50 pounds or less, it is
shipped via UPS. The report should contain the shipped from city, the destina-
tion city, the weight, and the way the package is shipped.

A discount report is to be prepared which lists an item number, the item price,
the item discount, and the net price (item price - discount). If the item price is
more than $100.00, then the discount is 30% of the item price. If the item price
is $100.00 or less, the discount is 20% of the item price. After all records have
been processed, the total item price, the total discount, and the total net price
should be printed. The input data is illustrated below.

An airlines baggage report containing the passenger name, the flight number,
and the baggage charge is to be prepared. The input data consists of the
passenger name, the flight number, and the baggage weight. If the weight is 40
pounds or less, there is no baggage charge (the words NO CHARGE should be
printed on the report). If the baggage weighs more than 40 pounds, there is a
$3.00 service charge plus $.75 for each pound over 40. Therefore, a baggage
weight of 45 pounds would incur a baggage charge of $6.75 (3.00 + (.75 x 5)).
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After all data has been printed, the total passengers and the total baggage
charges should be printed.

A payroll report containing the employee name, regular hours pay, overtime
hours pay, and total pay is to be prepared. The input data consists of the
employee name, the employee’s hourly pay rate, and the number of hours the
employee worked. The pay is calculated as follows: If the employee works 40
hours or less, regular pay is hours times rate. There is no overtime pay, and the
total pay is equal to the regular pay. If the employee works more than 40
hours, regular pay is equal to 40 times the hourly pay rate. Employees receive
time and one half for overtime, so overtime pay equals the number of hours
worked greater than 40 times the pay rate times 1.5. Total pay is equal to the
sum of regular pay plus overtime pay. After all records have been printed, the
totals for regular, overtime, and total pay should be printed.

A wheat production listing is to be prepared. The input to the program con-
tains a field number from where the wheat was harvested and the tonnage pro-
duced. The report contains the field number and the tons of wheat produced.
After all records have been printed, the total number of tons which were pro-
duced should be printed, together with the field number and tons of the field
which produced the most wheat and the field number and tons of the field
which produced the least wheat.

COMPARING
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Program 8
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The if-then-else logic structure and the BASIC if statement presented in
Chapter 4 form an important basis for much of the programming that is per-
formed on a computer system. The use of this structure can take several forms,
depending upon the application being processed. In the sample program in this
chapter, the if-then-else structure is used in a nested configuration; that is, an
if-then-else structure is contained within an if-then-else structure.

This chapter will also illustrate the use of the logical operators AND, OR,
and NOT. Additional uses of the BASIC if statement are illustrated as well.
Finally, the testing and debugging aids trace on, trace off, stop, and continue,
which are available with most BASIC interpreters, will be examined.

The sample program in this chapter creates a camping fees report. An example
of the report is illustrated in Figure 5-1.
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The report contains the camper’s name, the residency (whether the
camper is a resident of the state or is not a resident of the state), the days the
camper is staying in the park, and the camping fees. The camping fees are
determined as follows: If the camper is a state resident, the cost for the first
seven days is 7.95 per day. After seven days, the cost drops to 5.95 per day. If
the camper is a non-resident of the state, the cost is 9.95 per day, regardless of
the number of days. If there is an error in the input record and the residency
code contains neither an R (resident) nor an N (non-resident), the value
UNKNOWN is printed in the residency column.

Introduction

Sample program

Figure 5-1 The report cre-
ated by the sample program
calculates the camping
fees for resident and non-
resident campers, After all
records have been proc-
essed, the total number of
campers and the total fee
amount are printed.
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Nested if-then-
else structure

Figure 5-2 When the con-
dition in the if-then-else
structure is tested, one set
of statements is execuled
when the condition is true,
and another set is execuled
when the condition is false,

5.2

After all records have been printed, the total number of campers and the
total fee amount are printed.

In order to create this report, a nested if-then-else structure is required.
This structure is explained in the following sections.

In order to understand the nested if-then-else structure, it is mandatory to
understand the if-then-else structure itself. The if-then-clse structure is reviewed
in Figure 5-2.

When the condition being tested in the if-then-else structure is true, one
set of instructions is executed. If the condition is false, another set of instruc-
tions is executed. The instructions which are executed when a condition is true
or a condition is false can be any instructions available on the computer
system. It is perfectly allowable, therefore, that the set of instructions exccuted
when a condition is true or a condition is false can include another if-then-clse
structure. When this occurs, the second if-then-else structure is said (o be
nested within the first if-then-else structure. This is illustrated in Figure 5-3.

Note in Figure 5-3 that the instructions to be executed when the first con-
dition is true include another if-then-else structure. This nested if-then-clse
structure will be executed only if the first condition is true.

It will be recalled that all if-then-else structures have a single entry point
and a single exit point. A nested if-then-else structure is no exception.
Therefore, as can be seen in Figure 5-3, the nested if-then-else has a single
entry point and a single exit point.

An example of a nested il-then-else structure is the logic required in the
sample program to determine the camping fees. This logic is shown in Figure
5-4.

The first condition statement tests if the camper is a resident. If so, a fur-
ther check must be made to determine how many days the camper is staying
because the calculation of the camping fee for residents is based upon the
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number of days the camper is staying. If the days are greater than 7, the fee is
salculated by multiplying 7.95 times 7 for the first seven days, and the number
of days greater than 7 by 5.95. This is an example of a nested if-then-else struc-
ture because the conditional statement testing for number of days will be
executed only if the camper is a resident.

If the camper is not a resident, the fees are calculated by multiplying the
number of days by 9.95. A nested if-then-else structure is not required here
because the calculation of non-resident fees does not depend upon the number
of days the camper is staying.

Statement

- Is
Camper a
Resident?

Calculate - Are

i G Days Greater
Fees = Days « 9.95 Than 72

Calculate Calculate

Fees = 7 « 7.95

Fees = Days +7.95 . + (Days - 7) « 5.95

MORE ON COMPARING

Figure 5-3 A nested if-
Ihen-else struclure is one
which is executed only
after a prior condition has
been tested. In this general
example, if the first condi-
tion tested is true, a state-
ment will be executed and
then a second condition
will be tested. The second
condition tested is the en-
try point for the second if-
then-else structure.

Figure 5-4 In this exam-
ple, if the camper is a resi-
dent, the nested if-then-
else logic structure which
lests the number of days is
executed. The test for the
number of days will occur
only after the test for resi-
dency finds that the camper
is a resident.
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Figure 5-5 In this exam-
ple, both the true and false
conditions have a nested
if-then-else structure, The
nested il-then-else struc-
ture on the true side itselt
conlains nested if-then-
else structures.

T

5.4

Nested if-then-else structures can be used when the condition is false as
well as when the condition is true. In addition, a nested if-then-else structure

may itself contain an if-then-else structure. Figure 5-5 contains an example of
this.
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In Figure 5-5, when the student is a resident, a check is performed to
determine if the student is part-time after the graduate status is determined.
This is an example of a nested if-then-else structure within a nested if-then-else
structure. So long as each if-then-else structure has a single entry point and a
single exit point, the structures will be casy to read and understand.

It is vital that the rule for single entry and single exit be followed when
writing nested if-then-else structures. The example in Figure 5-6 illustrates a
violation of this rule.

The logic in Figure 5-6 is designed to find the largest of three values, A,
B, or C. If A is greater than B, then A is compared to C. II' A is not greater
than C, then C is the largest number.

If A is not greater than B, then C is compared to B. If C is greater than B,
then C is the largest number. In Figure 5-6, the statement which prints “C is
largest’ is entered from two different decision symbols. Therefore, the
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Incorrect Nested
I1f-Then-Else Structure

No

single entry rule is violated because that statement should be executed from
only one decision symbol. In addition, there is no single unique exit point for
the two nested if-then-else structures. The exit point is shared by both. The
structure illustrated in Figure 5-6, therefore, is an incorrect nested if-then-clse
structure and should be avoided. The correct structure is shown in Figure 5-7.

Correct Nested
If-Then-Else Structure
No

MORE ON COMPARING

Figure 5-6 These nested
if-then-else structures con-
tain multiple entry poinls
and multiple exit points.

Figure 5-7 All if-then-else
structures in this example
contain one enlry point
and one exit point, The dup-
licate task “Print C is Larg-
est” is required to ensure
the integrity ol the logic
struclures. The one entry
point-one exit point rule
should never be violaled.
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Implementing
nested if-then-else
structures

Figure 5-8 The coding to
implement a nested if-then-
else struclure should fol-
low certain conventions so
that it is easy to read and
understand, The conven-
tions shown in this exam-
ple should always be used
when writing if statements
to implement nested if-
then-else structures,

In Figure 5-7, each if-then-else structure has a single entry point and a single
exit point. The statement which prints ““C is largest’” is found twice. This is
necessary to preserve the proper structure of the program and presents no
problems either logically or when the structure is implemented in BASIC code.

It is very important that programs be developed using proper control
structures which exactly follow the rules for the structure. If this does not hap-
pen, programs very quickly become difficult to read, understand, and use.
There is no excuse for violating these programming rules.

The nested if-then-else structure is implemented using the BASIC if statement.
The if statement format is exactly the same as shown in Chapter 4. There are,
however, several coding conventions which are used with nested if-then-else
structures that should be followed in order to achieve maximum legibility. The
coding in Figure 5-8 illustrates these conventions by expressing the logic
shown in Figure 5-7.

390 IF A » B THEN 470

400 IF C > B THEN 440

410 PRINT "B IS LARGEST"
GOTO 540

PRINT "C IS LARGEST"
GOTO 540

IF A > C THEN 510
PRINT "C IS LARGEST"
GOTO 5S40

PRINT "A IS LARGEST"
GOTO $40

540 PRINT "LARBEST HAS BEEN DETERMINED"

The if statement on line 390 corresponds to the first decision symbol in
Figure 5-7. If A is greater than B, then control is transferred to the statement
on line 470. If A is not greater than B, then control passes to the statement on
line 400. In both cases, note that the statement on line 400 and the statement
on line 470 are indented two spaces. This is because they are to be executed
only after the if statement on line 390 is executed.

The statements on lines 410 - 450 are indented two columns from the if
statement on line 400 because these statements will be executed only after the
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if statement on line 400 is executed, Similarly, the statements on lines 480 - 520
are indented two vertical columns from the if statement on line 470 because
they will be executed only after the if statement on line 470. As in Chapter 4,
blank lines are placed after each segment of processing which is accomplished
as a result of a condition being true or not true.

The exit point of the first if-then-else structure (implemented by the if
statement on line 390) is at line 540; that is, the statement on line 540 will be
executed regardless of the results of conditions tested within the if-then-else
structure. As can be seen from the flowchart in Figure 5-7, the nested if-then-
else structures pass control to the same point of exit. Therefore, in the coding
on lines 420, 450, 490, and 520, the statement GOTO 540 is used to transfer
control to this common exit point.

In many applications, exit from the structure can be accomplished as
shown in Figure 5-8. Some applications, however, require slightly different
logic, and therefore, slightly different coding. Such an application is
illustrated in Figure 5-9,

calquiale |

Calculate |
Discount = Price

Discount = Price

PRHLBI T T WX .35

Print
‘Discount and
Net Price

In Figure 5-9, the statement which prints the discount and net price after
the discount has been calculated will be executed regardless of the size of the
discount. Therefore, it is the exit point of the nested if-then-else structure.

MORE ON COMPARING

Figure 5-9 In this example,
it a suit is on sale, the price
is checked to determine
the discount. If the price is
greater than 300.00, the dis-
count is 35%. Otherwise,
the discount is 30%.
Regardless of the discount,
alter it is calculated the
discount and net price are
printed. This logic is slight-
ly different from that used
in previous examples,
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Figure 5-10 The coding here
implements the logic in Fig-
ure 5-9. The indentation
and coding conventions
used in this example
should be used with all
nested il-then-else struc-
tures coded in the BASIC
language.

5.8

When this nested if-then-else structure is implemented in code, control must be
passed to the print statement after the discount has been calculated. The
coding to do this is shown below.
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If the suit is on sale (that is, the value in S$ is equal to S), control is passed
to the statement on line 760. There, the price of the suit (P) is compared to
300.00. If the price is greater than 300.00, control is passed to line 800; other-
wise, the discount is calculated on line 770. Regardless of whether the discount
is calculated on line 770 or line 800, control is passed to the print statement on
line 830, where the discount and the net price (P - D) are printed. Note that the
print statement on line 830 will be executed regardless of the size of the dis-
count. Therefore, this statement begins in the same vertical column as the if
statement on line 760 because it is not dependent upon the if statement on line
760. After the print statement is executed, the goto statement on line 840 passes
control to line 860, which is the single exit point for the if statement on line 720.

It is important to be able to recognize the various forms of nested if-then-
else structures which can occur and be able to implement them in BASIC code.
Another form which can occur is when one or more statements must be
executed before the nested if-then-else structure is coded. The flowchart and
accompanying code in Figure 5-11 illustrate a form where a statement must be
executed prior to the second condition’s being tested. In this case, if the stu-
dent is a graduate student, the constant GRADUATE is printed. Then, a test is
made to determine if the student is a Masters or Ph. D. candidate. This is also
printed on the report. Note that the constant GRADUATE is printed on one
line, and the words MASTERS or PH. D. are printed on the next line.

In the example, the print statement on line 690 will be executed when the
student is a graduate student. The nested if-then-else structure to determine
masters or Ph.d. is then executed.



MORE ON COMPARING

Is
Student a
Graduate?

Print

Print
“Under- “ "
graduate" raguste

Is
Student a
Ph. D?

Print
“Masters” |

G THEN &

| I‘]ﬁll |

il

Figure 5-11 The nested il
statement need nol be the
lirst statement  executed
after the first condition is
tested. Here, the word
GRADUATE is printed prior
1o the execution of the nest-
ed if statement. I the held
identified by the variable
name T$ contains the value
G, the student is a graduate
student, If the S8 field con-
tains the value P, the stu-
dent is a Ph.D candidate,

In addition to being able to design and code a nested if-then-else structure, a  The need for a
programmer must be able to recognize when one is required. Two general rules  nested if-then-
specify when a nested if-then-else structure is required. else structure

RULE 1: If a given condition must be tested only when a previous condi-
tion has been tested, AND alternative actions are required for
one or more ol the conditions, then a nested if-then-clse
structure is required.

Rule I is illustrated by an example to calculate the camping fees (Figure
3-12, next page). In this example, the test for days being greater than 7 is done
only after it is determined that the camper is a resident. Therefore, the first
part of the rule is satisfied. Alternative actions are required for both condi-
tions tested. That is, if the camper is a resident, one set of actions is taken; if
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Figure 5-12 In this exam-
ple, the test for the number
of days occurs only after it
is determined a camper is
a resident. In addition,
both tests have alternative
operations, Therefore, a
nested if-then-else structure
is required,

Figure 5-13 If the student
is a graduate, the word
GRADUATE is printed prior
to determining it the stu-
dent is a Ph.D. student,
Thus, one statement must
be executed before the sec-
ond if-then-glse structure,
satisfying rule 2.

e

the camper is a non-resident, another set of actions is taken. Similarly, if the
days are greater than 7, one set of actions is taken; while il the days are not
greater than 7, another set of actions is taken. Therefore, this logic problem
requires the use of a nested if-then-else structure.

RULE 2: If a given condition must be tested only when a previous condi-
tion has been tested, AND one or more statements are to be
exccuted before or after the second if-then-else structure, then a
nested if-then-else structure is required.

In the example above, which has also been seen before, the test for
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Masters or Ph.D. takes place only after it has been determined that the student
is a graduate student. Therefore, the first part of rule 2 is satisfied. The word
GRADUATE is to be printed on the report before the second if-then-else
structure, satisfying the second part of the rule. Thus, a nested if-then-else
structure is required.

These rules should be well understood so that they can be applied to
problems specified in program specifications.

Logical operators are used to combine conditions in an if statement. The
logical operators which are available in BASIC include AND and OR.
The word AND is used to mean both when two or more conditions are

specified in an if statement (Figure 5-14).
(R \
\

(il A |
E

I
\
\

I

T

'll.

R

In the example above, the value in F$ is compared to R, and the value in
A3 is compared to 3.0. If BOTH the conditions are true, then the entire if
statement is considered true, and control is passed to the statement on line 970,
If, however, the value in F$ is not equal to R or the value in A3 is not greater
than 3.0, then control will pass to the statement following the if statement.
Thus, it must be remembered that when the word AND is used to join condi-
tions in an if statement, all conditions specified must be true in order for the
statement on the line number following the word THEN to be given control.

The or logical operator is used to indicate that if EITHER or BOTH con-
ditions are true, then the if statement is considered true. The use of the or
logical operator is illustrated in Figure 5-15.

' RN

T

In the example, the word OR is used to separate the conditions tested in
the if statement. Therefore, if either AS contains the word END or the field
identified by the variable name B contains 99, then control will be passed to
the statement on line 860. Otherwise, the statement following the if statement
on line 650 will be executed. Again, when the word OR is used to combine
conditions, it means either condition or both conditions.

MORE ON COMPARING

Logical operators

Figure 5-14 The word AND
means both when used to
combine logical operators.
Here, both the field F$
must contain the value R
and the value in A3 must
be greater than 3.0 for the
it statement to be consid-
ered true,

Figure 5-15 The word OR
means either or both in an
it statement. In this exam-
ple, if A% contains the word
EMD, the if statement is
considered true. Also, if
the field B contains the
value 99, the if statement
is considered true.
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Figure 5-16 When the oper-
ators AND and OR are com-
bined, the conditions com-
bined by the AND operator
are evaluated prior to those
combined by the OR logical
operator.

Figure 5-17 This table con-
taining the evaluation of
the if statement in Figure
5-16 should be reviewed
carefully so that the OR and
AND logical operators are
thoroughly understood.

Figure 5-18 The conditions
specified within the paren-
theses are evaluated prior
to those conditions outside
the parentheses.

5.12

The logical operators AND and OR can be combined into a single if
statement (Figure 5-16).

820 IF C =9 OR D = 76 AND R$ = "INV" THEN 970

When logical operators are combined within an if statement, they are
evaluated according to a predefined priority. The conditions combined by the
AND logical operator are evaluated first, and then those combined by the OR
logical operator are evaluated. Therefore, in Figure 5-16, the if statement will
be evaluated as follows:

(0 OR D AND RS Result
9 65 INV True
8 76 INV True
9 76 INV True
7 62 INV False
9 76 ACC True
9 81 ACC True
7 76 ACC False

The AND portion of the if statement is evaluated first. Then it is com-
bined with the OR portion to determine if the condition tested is true. In the
first example, since C contains 9, one portion of the OR condition is true, and
therefore, the entire condition is true. In the second example, D contains 76
and RS contains INV, so the AND condition is true, making the entire condi-
tion true. In the third example, both sides of the OR condition are true, so the
entire condition is true.

In the fourth example, neither C, nor D and R$ satisfy one of the OR con-
ditions. Therefore, even though R$ contains INV, the entire condition is not
true. The same evaluations can be applied to the remaining examples.

The predefined priority for evaluating combined if statements can be
altered through the use of parentheses. Those conditions specified within
parentheses will be evaluated first, followed by those outside the parentheses.
Thus, the if statement in Figure 5-16 could be written in the following manner.

THEN 970

820 IF (C = 92 OR D = 76) AND R% = "INV"
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In Figure 5-18, the condition within the parentheses will be evaluated
first, followed by the condition outside the parentheses. Therefore, in order
for the if statement to be true, R$ will have to contain the value INV. If it does
not, the AND portion of the condition will never be satisfied. From Figure
5-17, the first example is true because RS contains INV and C contains 9. The
second example is true because D contains 76 and R$ contains INV. The third
example is true because all conditions tested for are true.

The fourth example is false because C does not contain 9 nor does D
contain 76. In the fifth example, the entire condition is false because R$ does
not contain INV. The sixth and seventh examples are false for the same
reason. Whenever a condition is combined using the AND logical operator,
each side of the AND must be true for the entire condition to be true.

As can be seen, the meaning of the combined conditions can change based
upon the parentheses. It is recommended that parentheses always be used even
when the predefined priority would yield the correct result. In this manner,
there will be no confusion regarding the processing to take place.

The not logical operator may be encountered in some programs. The use of the
not logical operator is shown in Figure 5-19,

450 IF NOT (A = B AND C < 7) THEN 580

In the example above, the conditions specified within the parentheses are
evaluated. When the conditions within the parentheses are true, the if state-
ment is considered false. When, on the other hand, the conditions within the
parentheses are false, the if statement is considered true. Therefore, when the
value in A is equal to the value in B and the value in C is less than 7, the if
statement will be considered false and the statement following statement 450
will be given control. When the value in A is not equal to the value in B or the
value in Cis equal to or greater than 7, then the if statement will be considered
true, and the statement on line 580 will be given control.

Research has shown that human beings have difficulty evaluating “‘not”’
logic. Therefore, unless it is absolutely mandatory, it is suggested that the not
logical operator be avoided when designing programs.

When an if statement containing a relational operator is executed, the internal
circuitry of the computer system will compare the two values. The result of the
comparison is either that the condition tested is true, or the condition tested is

MORE ON COMPARING

Not logical
operator

Figure 5-19 The NOT logi-
cal operator is difficult for
people to evaluate. Il should
normally be avoided.

Evaluation of
if statements
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Figure 5-20 When a condi-
tion is evaluated, the CPU
returns the value -1 if the
condition is true and the
value 0 is the condition is
false.

5.14

false. When the condition tested is true, the internal circuitry returns the value
-1. When the condition is false, the internal circuitry returns the value 0. The if
statement then checks the value returned. When the value is not zero, the con-
dition is considered true. When the value returned is zero, the condition is
deemed false by the if statement. This is illustrated in Figure 5-20.

Figure 5-21 If the value in
C is zero, the statement fol-
lowing line 790 is executed.
If the value in C is not zero,
the statement on line 900
is given control.

DEBUGGING THE
IF STATEMENT

When the if statement evaluates the condition specified, any non-zero
value is considered true, and any zero value is considered false. Therefore, an
if statement could be encountered in a program which merely has a variable
name specified rather than a relational operator (Figure 5-21).

790 IF C THEN 900

In the example above, when the value in C is zero, the if statement con-
siders the condition tested false, and the statement following the if statement
will be executed. When the value in C is not zero, the if statement is considered
true, and control will be passed to the statement on line 900.

Although this form of the if statement is not widely used, there are occa-
sions when programs will use it. The BASIC programmer should be aware of
this use of the if statement.

When writing programs containing if statements, some logical problems can
become quite complex. When this is the case, it can be useful to trace exactly
what processing is taking place in the program to ensure that the correct logic
is being implemented. In addition, if a program is found to contain an error,
tracing the exact steps which occur may aid in finding the error. The following
sections will examine tools that are available with most implementations of
BASIC which allow the programmer to follow exactly what is occurring in the
program.
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One very helpful aid when debugging a program is the ability to trace exactly ~ Tracing program
which lines in a program have been executed. This process can be implemented  steps

through several different means, depending upon the BASIC interpreter being

used. A common means is the TRON (TRace ON) instruction (FFigure 5-22).

[4401C4501COUNT IS OVER MINIMUM [4401C4B801COUNT IS UNDER HINIHLH“I
[4601L5101 _ [4901L5101] WA Y

In the example above, the TRON instruction is specified on line 430. This  Figure 5-22 The TRON in-
instruction turns on the mechanism within the BASIC interpreter which will f:;i“ﬁ]netcur:z:g;mﬁ ?::iﬁ
print the line number of each instruction that is executed. This action will  each line number which is
continue until the TROFF (TRace OFF) instruction is encountered. $;2i‘;;‘;;?n;ﬁﬁcﬁ$gg:;

The output generated when C is greater than or equal to 23 is shown on  the printing of the line
the left. The number within the square brackets (440) is the first line number ~ "Vmbers.
executed after the trace mechanism is turned on by the tron instruction. The
second number within brackets (450) is the next instruction executed. As a
result of the execution of the print statement on line 450, the message COUNT
IS OVER MINIMUM is printed and the report is spaced one line. The next
instruction executed is on line 460, followed by the instruction on line 510. The
troff instruction on line 510 will turn the trace mechanism ofT.

The output generated when the value in C is less than 23 is similar except
that, as would be expected, different statements are executed. The tron state-
ment and the troff statement can be placed anywhere in the program where
they might be helpful. Once the trace mechanism is turned on, it will remain on
until it is turned off by the troff instruction. It should be noted that these
instructions are placed in the program during testing and debugging, but they
are normally removed from the program once the program is working properly.
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Stopandcont  Another helpful debugging aid available with most BASIC interpreters is the
instructions  ability to stop the program, examine the values in fields within the program,
and then continue the execution of the program. This can be accomplished
through the use of the stop and cont (continue) instructions together with the
print statement.

The stop statement is specified in the program at a point where it is
desired to temporarily halt the execution. Generally, it will be placed in the
program when it is important to examine a value in a field. For example, if a
calculation were performed based upon a certain condition, it may be desirable

to examine the result of the calculation. This is illustrated in Figure 5-23.

IF D > DI THEN 790
LET A =D ¥ Ci1
GOTO 820

LET A = (D1 % C1) + ((D — D1) % C2)
STOP
GOTO 820

LET F1 = F2 + A
PRINT USING F1%$; N$, R$, D, A
GOTO 860

D '"'"?\’{‘ "1 \F '4’
=

th A"A‘ = Pnnted when STOF' execuled
\ KWWNNNNMMNN
A -s— Entered by programmer

-d-Reaull of print statement

T

-t—Entered by programmer

fjtlyigi ! “\{mmhm it
\ﬁ\\iﬁ;g‘:ﬂ | :*W;%,ﬂ“\“
Y o

-;:5

‘:m

o

Figure 5-23 The STOP instruction will halt the program at the line where the instruction is encountered. The CONT instruction,
entered by the operator, will resume the program at the statement which follows the stop instruction. The stap instruction 1s not
indented so that it will be easy to spot when it must be removed from the program.
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When the stop statement is encountered on line 795, the program execu-
tion will stop and the message BREAK IN 795 is printed. When the program is
stopped, the values in the fields in the program can be examined using the print
statement. The print statement is written without a line number (see example in
Figure 5-23). When it is written without a line number, it is executed
immediately. Therefore, the line following the statement PRINT A contains
the value of A when the program was stopped. As can be seen, the value in A
when the program was stopped was 61.6.

When a BASIC statement is written without a line number, it will be
exccuted immediately. This mode is variously called the direct mode, the com-
mand mode, the immediate-execution mode, and other terms by different
computer manufacturers. Most BASIC statements which do not require the
use of a line number can be written in this mode. Statements which do require
a line number, such as the goto statement, cannot be written in this mode. This
mode is also referred to as the calculator mode because a calculation can be
performed and the results displayed immediately. For example, the statement
PRINT (456/43) = 91 + 319 can be entered, and the result (1284.023) will be
printed immediately.

After the value of A has been printed, the remainder of the program
should be executed. The CONT (continue) statement is used. This statement is
not placed in the program. Rather, it is entered from the keyboard by the com-
puter operator. When it is entered, the execution of the program is resumed at
the point it was stopped by the stop statement. In Figure 5-23, the first state-
ment executed when the program is resumed will be line 800. The execution of
the program will continue until another stop statement is encountered or the
end of the program is reached. Note in Figure 5-23 that the stop statement on
line 795 is executed only one time because the program is halted only one time.
Therefore, the condition which led to the execution of line 795 occurred only
once.

Computer systems store numbers in which a decimal point appears (a real
number) in a form called floating point. This method of representing numbers
does not always produce the exact value of the number. For example, the
number 7.98 could be stored as 7.9799999. The floating point form of
representing numbers internally in main computer storage can sometimes lead
to results when comparing numbers that would not be expected. For example,
in the code in Figure 5-24 on page 5.18, the value in the field identified by the
variable name A is not equal to the value in the field identified by the variable
name B.

When the calculation on line 360 takes place, the answer stored in the field
identified by the variable name A is 7.9799999. When this number is compared
to the value 7.98 stored in the field named B, these numbers are not equal.

MORE ON COMPARING

Comparing
numeric fields
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In the example in Figure 5-25, the if statement on line 380 is used to test if
the value in A is very close to the value in B. If so, the difference between them
is attributed to the representation of the numbers, and they are considered
equal.

This test is conducted as follows: 1) The value in the B field is subtracted
from the value in the A field; 2) The absolute value of this result, which is the
value of the number disregarding the sign, is obtained through the use of the
ABS (ABSolute) function; 3) The ABS function returns the absolute value of
the number or arithmetic expression which is contained within the parentheses
immediately following the letters ABS. The absolute value of a number is
always positive. The absolute value is required because it is not known whether
the difference between A and B will be positive or negative, and a positive
number is needed for the comparison.

When the comparison is made, the if statement determines il the dif-
ference between the two numbers being compared is less than a relative error
amount. If it is, then the numbers are considered equal. In the example in
Figure 5-25, this amount is .00001. If the difference between the two numbers
is less than .00001, then the numbers in this application are considered equal.

The relative error amount which is specified in this comparison can vary
depending upon the application and the number of positions to the right of the
decimal place in the numbers being compared. When dollars and cents are
being compared, it has been found that .00001 is a good number to use.

The programmer would normally write the code in the program as shown
in Figure 5-25. When the program is listed, however, it will likely appear in a
different format because of the very problem being discussed; that is, the
numbers are not represented exactly. The listing of the code shown in Figure
5-25isillustrated in Figure 5-26.

N IR

& T LTI \\\.\\\‘

The two statements which appear different from when coded are on lines
360 and 380. On line 360, instead of the value 7.00, the interpreter prints 7!.
The exclamation point following the number specifies that the number is a real
number stored as a single precision number. A single precision number
contains seven or fewer digits. The constant .98 has been changed to .9799999,

MORE ON COMPARING

Figure 5-26 Numbers can
be represented as approxi-
mations and also in the
scientific notation.
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Figure 5-27 When scientific
notation is used, the value
following E is the exponent
in the base 10 to which the
number must be raised.

Integer
comparisons

Summary of
if statement
debugging

which is the approximation of .98 obtained when the number is stored as a
floating point number internally in main computer storage. It is because of
these approximations that this special technique must be used when comparing
real numbers.

The if statement on line 380 illustrates another method which is used by
the BASIC interpreter to print numbers. It is called scientific notation. When
it is used, a number with one position to the left of the decimal point is printed
together with an exponent value which indicates the value to the base 10 to
which the number is raised. The table in Figure 5-27 illustrates the use of the
exponent in scientific notation,

Note from Figure 5-27 that the value following the letter E in the scien-
tific notation corresponds to the power of ten to which the number must be
raised. Depending upon the characteristics of the BASIC interpreter, scientific
notation will be used to print numbers greater than and less than a certain
value. On many computer systems, a number of the size one million or greater
will be printed using scientific notation, and a number equal to or less than
00001 will be printed using scientific notation.

In the example in Figure 5-25, the number coded was .00001. The number
printed by the interpreter was 9.999999E-06. This is an example of both the
approximation used for a number and scientific notation. The interpreter
approximated .00001 with the value .000009999999. In addition, the number
was printed in scientific notation.

The previous examples of comparing numeric values has applied to real
numbers; that is, numbers with a value to the right of the decimal point. The
difficulties presented do not apply to integers, or whole numbers. When
integers, which contain no digits to the right of the decimal point, are com-
pared, the exact values of the numbers will be used, and the approximations as
illustrated in Figure 5-26 are not required,

The previous examples have indicated some of the arcas where the use of the if
statement may cause difficultics and some of the tools which can be used to
discover errors. It should be remembered, however, that errors in a program
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should be extremely rare. If the program is designed and coded properly, with
a knowledge of how the comparing process works, the need for debugging aids
should seldom occur.

The sample program in this chapter uses a nested if-then-else structure to
produce a state park camping report. The input to the program and the output
produced from the program are illustrated below.

DESERT STATE PARK

NAME RESIDENCY DAYS

JACK HENRY RESIDENT
DON JAMES RESIDENT
BILL DONALD NON-RESIDENT
RALPH ADAM UNKNOWN
MURRAY FRANK RESIDENT

TOTAL CAMPERS 9
TOTAL FEE AMOUNT $230. 65

It will be recalled that the camping fees are calculated as follows: 1) If the
camper is a state resident, the cost is 7.95 per day for the first seven days and
5.95 per day for all days after 7; 2) If the camper is not a state resident, the
cost is 9.95 for all days; 3) If the residency code in the input record is not equal
to N or R, then the message UNKNOWN is printed in the residency column on
the report.

The first step in the program design is to designate the tasks which must be

MORE ON COMPARING

SAMPLE
PROGRAM

Figure 5-28 From the input
data, the camping fee report
s produced by the sample
program.

Program design
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accomplished within the program. These tasks are specified below.

As noted in previous chapters, it is important to define those tasks which
must be accomplished in the program in order to produce the required output
from the given input.

Once the program tasks have been defined, the logic to accomplish the tasks is
designed using the flowchart (Figure 5-29). The flowchart indicates that nested
if-then-else structures are used to prepare the line printed on the screen. The
flowchart should be reviewed and understood prior to examining the code in
the program.

The code in the sample program begins with the documentation of the
program (Figure 5-30).

MORE ON COMPARING

Flowchart

Program code

Figure 5-30 Program remarks

100 REM CAMPFEE DECEMBER 7 SHELLY/CASHMAN

110

120 REM THIS PROGRAM PRODUCES A CAMPING FEES REPORT FOR

130 REM DESERT STATE PARK. THE FEES ARE BASED UPON

140 REM RESIDENCY AND LENGTH OF STAY. FINAL TOTALS FODR
150 REM THE NUMBER OF CAMPERS AND THE FEE AMOUNTS ARE PRINTED.

160

170 REM VARIABLE NAMES:

180 REM N$....CAMPER NAME

190 REM C%....RESIDENCY CODE

200 REM D.....DAYS CAMPING

210 REM A.....FEE AMOUNT

220 REM Ti....FINAL TOTAL - NUMBER OF CAMPERS

230 REM TZ2....FINAL TOTAL - FEE AMOUNTS

240 REM D1....NUMBER OF DAYS FOR RATE CHANGE

250 REM Cl....RATE FOR RESIDENTS UNTIL RATE CHANGE
260 REM C2....RATE FOR RESIDENTS AFTER RATE CHANGE
270 REM C3....RATE FOR NON-RESIDENTS PER DAY

280 REM R%....RESIDENT CONSTANT

290 REM 0%....0UT OF STATE (NON-RESIDENT) CONSTANT
300 REM U$....UNKNDWN RESIDENT CONSTANT

310 REM F1%...DETAIL LINE PRINT USING FORMAT

320 REM F2%...TOTAL CAMPERS LINE PRINT USING FORMAT

REM

REM

330 REM F3%...TOTAL FEE AMOUNT LINE PRINT USING FORMAT

340

REM
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The documentation, as in previous programs, indicates the function of
the program and also specifics the use of the variable names in the program.
After the documentation, the data to be processed in the program and the
initialization of the variables is coded (Figure 5-31).
350 REM %®xx%x DATA TO BE PROCESSED X%%Xx
360 REM
X70 DATA "JACK HENRY", "R", 3
3B0 DATA "DON JAMES", "R", B
390 DATA "BILL DONALD", "N", 9
400 DATA "RALPH ADAM", "F", &
410 DATA "MURRAY FRANK", "R", 7
420 DATA "END OF FILE", "E", 9
430 REM
440 REM %%xx%%x INITIALIZATION OF VARIABLES XRXx%
450 REM
460 LET D1 = 7
470 LET C1 = 7.95
480 LET C2 = 5.95
490 LET C3 = 2.95
500 LET T1 = 0O
510 LET 72 = O
520 LET R$ = "RESIDENT"
530 LET 0% = "NON-RESIDENT"
540 LET U$ = "UNKNOWN"
S50 LET Fi$ = "\ NS N WL AR
560 LET F2% = “"TOTAL CAMPERS ###"
570 LET F3% = "TOTAL FEE AMOUNT $%, #i#. 44"
580 REM
Figure 5-31 The varables The data to be processed contains the name, the residency code, and the

are imtialized with the val-
ues stated in the program

days camping. The variable fields are initialized according to the program

specifications, It a change  specifications. Thus, DI (the number of days for a rate change) is initialized to

of these values is required
at a later time, the only place

7, while the camping rates are initialized to 7.95 (resident — first seven days),

they will be changed is in  5.95 (resident — rate after seven days), and 9.95 (non-resident rate). If the

the variable initialization

portion of the program

rates or time for a rate change are ever changed in this program, the only place in
the program where changes will have to be made is in the variable initialization
area, No changes will have to be made to the processing portion of the program.

The processing coding within the program, except for final total printing,
is shown in Figure 5-32. The headings are printed first, followed by the
reading of the first input record (line 660). The name field (N$) is then checked
for the value END OF FILE to determine if the trailer record has been read. If
it has not been read, the next test, on line 690, is to determine if the input
record is for a resident of the state. I it is, control is passed to line 790; while if
it is not, control passes to line 700.

At line 700, a test is made to determine if the camper is a non-resident
camper (value N in C$). It should be noted that this test is made even though
the if statement on line 690 determined that the camper was not a resident. The
reason is that when checking the values in input fields (which is called editing
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the input fields), the programmer must never assume that if one value is not
found in the field, another value will be. Thus, the fact that the value R was
not found in the C$ field does not mean that the value N will be found there.
The test on line 700 is made to ensure that the non-resident code is properly in
the input record. If it is, control is passed to line 740 where the non-resident
camping fees are calculated and printed.

If, however, the value N is not found in C$, then the input record contains
an error. This is noted on the report by printing the word UNKNOWN in place
of the residency (see Figure 5-28). When editing input records, it is important
that any error be recorded on the report. Since the residency is not known, the
camping fees cannot be calculated, so after the line is printed, control is passed
to line 900, where the camper total counter is incremented by 1 and another
record is read.

If the camper is a resident, as determined by the if statement on line 690,
control is passed to statement 790. There, a test is made to determine the
number of days the resident is camping. If the days camping (D) is greater

Figure 5-32 The coding in
the processing portion of
the program implements
the logic developed in the
flowchart in Figure 5-29.
Note in this program the
manner in which nested if-
then-else structures are
coded. These coding con-
ventions should be used
for all BASIC programs.
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than the rate change days (D1), then the let statement on line 830 will calculate
the camping fees. Otherwise, the statement on line 800 calculates the fees. On
line 860, the camping fee final total accumulator is updated by whatever the
camping fees were (A), and then the line is printed on the report. At line 900,
the camper total accumulator is incremented by 1, and another record is read.

This main loop will continue until the trailer record is read. At that time,

Figure 5-33 The final totals
are printed through the use

control is passed to the statement at line 940 for the printing of the final totals

of the print using statement, [Fi_i_.‘.‘lll"L‘ 5—33}

sm"'aﬂxm”' \ _'_'_j |

After a blank line is printed, the print using statements on lines 950 and
960 print the final totals. The program is then terminated.

Coding tips  The following tips should be kept in mind when coding programs containing if
statements:

I

When designing the program, great care must be taken to ensure that
the proper values are being compared and that the correct action will
be taken when the if statement is executed. A common error is that,
for example, the condition greater than is tested for when actually the
condition tested should have been equal to or greater than.

When designing test data for a program, always have data which will
test for “‘off by one' errors. For example, if a value in a record is
tested to determine if it is greater than 7, then test a record with a value
7 in the field and a record with the value 8 in the field. In this manner,
it is unlikely that an “*off by one’ error will occur.

Always use the spacing and indentation standards illustrated in the
programs in this book for if statements. It is very important that if
statements be easily read and understood.

When real numbers are to be compared in the program, remember the
potential problem when attempting to determine if two numbers are
equal. Always consider using a test as shown in this chapter as opposed
to an exactly equal test.
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The coding for the entire sample program is illustrated below and on the Sample program
following page.

Figure 5-34 Sample program (Part 1 of 2)




Figure 5-35 Sample program (Part 2 of 2)
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The following points have been discussed and explained in this chapter.

1. The if-then-else logic structure and the BASIC if statement form an
important basis for much of the programming that is performed on computer
systems.

2. A nested if-then-else structure is one which is contained within
another if-then-else structure.

3. When a condition being tested in the if-then-else structure is true, one
set of instructions is executed. When the condition is false, another set of
instructions is executed.

4. A nested if-then-else structure will be executed only after the
preceding if statement has been executed.

5. All if-then-else structures have a single entry point and a single exit
point. This holds true for nested if-then-else structures as well.

6. Nested if-then-else structures can be executed when the previously
tested condition is true and when the previously tested condition is false.

7. A nested if-then-else structure can be contained within another nested
if-then-else structure.

8. Itis very important that programs be developed using proper control
structures that exactly follow the rules for the structure. If this does not
happen, programs very quickly become difficult to read, understand, and use.

9. The nested if-then-else structure is implemented in BASIC using the if
statement.

10. Coding conventions, including spacing and indentation, should
always be followed for if and nested if statements.

I1. Nested if-then-else structures can have statements precede them or
follow them.

12. The first general rule for needing a nested if-then-else structure is: If a
given condition must be tested only when a previous condition has been tested,
AND alternative actions are required for one or more of the conditions, then a
nested if-then-else structure is required.

13. The second general rule for needing a nested if-then-else structure is:
I a given condition must be tested only when a previous condition has been
tested, AND one or more statements are to be executed before or after the
second if-then-else structure, then a nested if-then-else structure is required.

14, Logical operators are used to combine conditions in an if statement.

15. The word AND is used to mean both when two or more conditions
are specified in an if statement.

16. When the word AND is used to join conditions in an if statement, all
conditions specified must be true or the if statement is considered false.

17. The OR logical operator is used to indicate that if either or both
conditions are true, then the if statement is considered true.

18. When logical operators are combined within an if statement, they are

MORE ON COMPARING
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evaluated according to a predefined priority. The conditions combined by the
word OR are evaluated first and then those combined by the word AND are
evaluated.

19. The predefined priority for evaluating combined if statements can be
altered through the use of parentheses. Those combinations specified within
parentheses will be evaluated first, followed by those outside the parentheses.

20. It is recommended that parentheses always be used with combined if
statements even when the predefined priority would yield the correct results. In
this manner, there will be no confusion regarding the processing to take place.

21. The not logical operator may be encountered in some programs.
However, since research has shown that human beings have difficulty
evaluating “‘not’” logic, it is suggested that the not logical operator be omitted
from programs.

22. When a condition being evaluated is true, the internal circuitry of the
computer system returns the value -1. When the condition is false, the valuc 0
is returned. The if statement is able to test these values to determine what
action to take.

23, Anif statement can be written with just a variable name in it, not a set
of values separated by a relational operator. If this is done, the if statement
will be considered true if the value in the field is non-zero. If the value is zero,
the if statement is considered false.

24. It can be useful to trace exactly what processing is taking place in a
program to ensure that the correct logic is being implemented.

25. Tracing the processing within a program can be implemented through
the use of the TRON (TRace ON) instruction.

26. Tracing is turned off by using the TROFF (TRace OFF) instruction.

27. When tracing is turned on, the line numbers which are executed are
displayed on the screen while the program is running.

28. The trace instructions can be placed in the program during testing and
debugging, but they are normally taken out of the program once the program
is working properly.

29. The execution of a program can be halted by the stop instruction.
When executed, the stop instruction causes the program to be halted. The pro-
gram is resumed at the instruction following the stop instruction when the
computer operator types the word CONT on the keyboard.

30. When a BASIC instruction is written without a line number, it is
executed immediately.

31. Computer systems store numbers in which a decimal point appears
(real numbers) in a form called floating point. This method of representing
numbers does not always produce the exact value of the number.

32. When real numbers are compared, results may not be what are
expected. Therefore, when writing programs which compare real numbers, the
programmer should be aware that although numerically the value should be
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equal to another number, it may not be when it is compared.

33. To overcome the inexactness of real numbers, a statement can be
written which tests against a range of values. If the difference between two
numbers is very small, the difference is attributed to the representation of the
numbers, and they are considered equal.

34. The ABS (ABSolute) function returns the absolute value of the
number or arithmetic expression which is contained within the parentheses
immediately following the letters ABS.

35. An exclamation point following a numeric literal indicates that the
number is a real number stored as a single precision number. A single precision
number contains seven or fewer digits.

36. When scientific notation is used, a number with one position to the
left of the decimal point is printed together with an exponent value which
indicates the value to the base 10 to which the number is raised.

37. When integers, which are numbers that contain no digits to the right
of the decimal point, are compared, the exact values of the numbers will be
used. The approximations required with real numbers are not used.

38. When checking the values in the input fields (which is called editing
the fields), the programmer must never assume that if one value is not found in
a field, another value will be,

39. When editing input records, it is important that any error in the input
data be recorded on the report.

40. When designing test data for a program, always have data which will
test for “‘off by one’ errors. For example, if a value in a record is tested to
determine if it is greater than 20, then test a record with the value 20 in the field
and a record with the value 21 in the field,

41. Always use the spacing and indentation standards illustrated in the
text.

MOHRE ON COMPARING
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Chapter 5
QUESTIONS AND EXERCISES

. What is a nested if-then-else structure? When is it used?

If-then-else structures have single entry and single exit points, but nested
if-then-else structures must have multiple exit points (T or F).

. The word AND in a combined if statement means: a) And; b) Either or

both; ¢) Both; d) Neither.

. The word OR in a combined if statement means: a) Or; b) Either or both;

¢) Both; d) Neither.

. The logical operators AND and OR are evaluated left to right in a

combined if statement (T or F).

Parentheses: a) Cannot be used with logical operators; b) Should never be
used with logical operators; ¢) Normally should be used with logical
operators; d) Must be used or a syntax error will occur.

. Explain the use of the NOT logical operator. Is it recommended that this

operator be used? Why?

. The TRON and TROFF statements are used to: a) Trace the interpreta-

tion of the program; b) Trace the value in the variable name specified
following the TRON statement; ¢) Translate the values in variable fields
into real numbers; d) Trace the line numbers which are executed.

. When a BASIC statement is written without a line number: a) The state-

ment is executed immediately; b) A syntax error occurs; ¢) The statement
is merged into the program at the beginning; d) The statement is merged
into the program at the end.

. The execution of a program can be halted through the use of the: a) Halt

instruction; b) Cease instruction; ¢) Stop instruction; d) Cont instruction.
Real numbers are stored in a format which does not always produce the
exact value of the number (T or F).

What process can be used to overcome the problem of comparing real
numbers?

What is the absolute function? What role does it play when one real
number is subtracted from another real number prior to comparing the
two numbers?

. The number 1.00078E + 4 is represented in: a) BASIC notation; b) Scientific

notation; ¢) Real number notation; d) Integer notation,

Modify the sample program in this chapter to print a final total of the
number of resident campers and the number of non-resident campers in
addition to the totals currently printed.

The state has changed the camping fees at Desert State Park to the follow-
ing: If a resident stays 1 — 10 days, the charge is 8.95 per day. If a resident
stays more than 10 days, the charge is 6.96 per day. Il a non-resident stays
1 — 14 days, the charge is 12.95 per day. If a non-resident stays more than
14 days, the charge is 10.95 per day. Modify the sample program in this
chapter to process these changes.
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DEBUGGING EXERCISES

The following lines of code contain one or more coding errors. Circle each
of the errors and write the coding to correct the errors.
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PROGRAM DEBUGGING
The following program was designed and written to produce the camping
fee report in the format shown in Figure 5-1 (page 5.1). The output actually
produced by the program is illustrated on page 5.35. Analyze the output to
determine if it is correct. If it is in error, circle the errors and write corrections.
Program
100 REM CAMPFEE DECEMBER 7 SHELLY /CASHMAN
110 REM
120 REM THIS FROGRAM FPRODUCES A CAMPING FEES REPORT FOR
130 REM DESERT STATE PARK. THE FEES ARE BASED UPON
140 REM RESIDENCY AND LENGTH OF STAY. FINAL TOTALS FOR
150 REM THE NUMBER OF CAMPERS AND THE FEE AMOUNTS ARE PRINTED.
160 REM
170 REM VARIABLE NAMES:
180 REM N%....CAMPER NAME
190 REM C%$....RESIDENCY CODE
200 REM D.....DAYS CAMPING
210 REM A.....FEE AMOUNT
220 REM Ti....FINAL TOTAL - NUMBER OF CAMPERS
230 REM T2....FINAL TOTAL - FEE AMOUNTS
240 REM D1....NUMBER OF DAYS FOR RATE CHANGE
250 REM Cl....RATE FOR RESIDENTS UNTIL RATE CHANGE
260 REM C2....RATE FOR RESIDENTS AFTER RATE CHANGE
270 REM C3....RATE FOR NON-RESIDENTS PER DAY
280 REM R%....RESIDENT CONSTANT
290 REM 0%....0UT OF STATE (NON-RESIDENT) CONSTANT
300 REM U$....UNKNOWN RESIDENT CONSTANT
310 REM Fi%...DETAIL LINE PRINT USING FORMAT
320 REM F2%...TOTAL CAMPERS LINE PRINT USING FORMAT
330 REM F34%...TOTAL FEE AMOUNT LINE PRINT USING FORMAT
340 REM
350 REM xxx%x% DATA TO BE PROCESSED %X%¥X
360 REM
370 DATA "JACK HENRY", "R", 3
380 DATA "DON JAMES", "R", 8
390 DATA "BILL DONALD", "N", 9
400 DATA "RALPH ADAM", "F", &
410 DATA "MURRAY FRANK", "R", 7
420 DATA "END OF FILE", "E", 9
430 REM
440 REM xx%xx INITIALIZATION OF VARIABLES %X%xXkx
450 REM
4560 LET D1 = 7
470 LET C1 = 7.95
480 LET C2 = 5.95
490 LET C3 = 92.95
500 LET T1 = O
510 LET T2 = 0O
520 LET R$ = "RESIDENT"
S30 LET 0% = "NON-RESIDENT"
540 LET U$ = "UNKNOWN"

Part 1 of 2
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590 LET F1$
960 LET F2%
570 LET F3%

"TOTAL CAMPERS ###"
"TOTAL FEE AMOUNT $$, ###. ##"

I n

580

590 REM *x%xxx PROCESSING *fx1x

&00

610 PRINT TAB(11) "DESERT STATE PARK"
620 PRINT " "

630 PRINT " NAME RESIDENCY DAYS
&40 PRINT " "

650

660 READ N$, C%, D

670

6B0 IF N$ = "END OF FILE" THEN 940
670 IF C$ = "R" THEN 790

700 IF C$ = "N" THEN 740

710 PRINT USING F1%; N%, Us$

720 GOTO 200

730

740 LET A =D x C3

790 LET T2 = T2 + A

760 FRINT USING F1%; N$, 0%, D, A
770 GOTO 900

780

790 IF D > D1 THEN 830

B0OO LET A =D x C1

B10 GOTO 900

820

830 LET A = (D1 x C1) + ((D-D1) x C2)
840 GOTO 900

850

860 LET T2 = T2 + A

870 PRINT USING F1%; N$%, R$, D, A
880 GOTD 900

870

200 LETITLli={tTiin)i

210 READ N$, Cs, D
920 GOTO 68O

930

940 PRINT
950 PRINT
960 PRINT
270 END

USING F2%; T1
USING F3$; T2

N R NoOHE BHH.HEY

FEES"

REM

REM

REM

REM

REM

REM

REM

REM

REM

REM

Part 2 of 2
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Chapter 5
PROGRAMMING ASSIGNMENT 1

A country club dues report is to be prepared. A program should be designed
and coded in BASIC to produce the table.

Input consists of records containing the country club member’s name, the type
of membership, and the years the member has belonged. The value F in the
membership type field indicates a family membership. The value I indicates an
individual membership. The input data is illustrated below.

Output is a list of the country club members containing the member’s name,
the membership type (FAMILY or INDIVIDUAL), the years the member has
belonged, and the country club dues. The dues are calculated as follows: If the
member is a family member and has been a member more than six years, the
dues are $1,200.00. If the member is a family member and has been a member
six years or less, the dues are $1,600.00. If the member is an individual member
and has been a member longer than 6 years, the country club dues are $800.00.
If the member is an individual member and has been a member 6 years or less,
the dues are $1,100.00. After all records have been printed, totals for the
number of members, the number of individual members, the number of family
members, and the total dues are to be printed. The format of the output is
illustrated below.

COUNTRY CLUB DUES

NAME TYPE YEARS  DUES
HARVEY HANLEY FAMILY 9  %1,200.00
WILMA LITT FAMILY 7 $1,200.00
EUGENE MITTER FAMILY 2 $1,600.00
WALLY PITT INDIVIDUAL 6 %1,100.00
EUNICE PONNIR INDIVIDUAL 8 $ 800.00

NUMBER OF MEMBERS 5
NUMBER OF INDIVIDUALS 2
NUMBER OF FAMILIES 3
TOTAL DUES $5,900.00
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PROGRAMMING ASSIGNMENT 2

A hospital billing report is to be prepared. A program should be designed and
coded in BASIC to produce the report.

The input consists of the patient’s name, the number of days the patient was
in the hospital, the type of accomodations, and a code for special services. The
value 1 in the accomodations field indicates intensive care. The value P
indicates a private room, while the value D indicates a double room. In the
special services field, the value N indicates a special private nurse, which is
available only in intensive care; and the value T indicates a T.V., which is
available only in the double room. A private room always has a T.V. The input
data is illustrated below.
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MORE ON COMPARING

Instructions

Input

Output is a hospital billing report containing the patient’s name, the type of

room (INTENSIVE, PRIVATE, or DOUBLE), and the total room bill. The
daily room rate is calculated as follows: If the room was intensive care, the rate
is $398.00 per day. A special nurse adds $100.00 per day to the cost of the
room. If a private room was used, the cost is $260.00 per day. If a double
room was used, the cost is $135.00 per day. The use of a T.V. adds $40.00 per
day to the cost of the room. The total bill is calculated by multiplying the daily
rate by the number of days of the stay in the hospital. The totals to be ac-
cumulated and the format of the report are shown below.

HOSPITAL BILLING

NAME ROOM BILL
HILDA AYALE PRIVATE 1,560.00
MILDRED MAS INTENSIVE 9,976.00
HOWARD NETT INTENSIVE 1,194.00
GEENA PITT DOUBLE 810.00
NORMAN RUSS DOUBLE 3, 150. 00

TOTAL INTENSIVE PATIENTS 2
TOTAL PRIVATE PATIENTS 1
TOTAL DOUBLE PATIENTS 2

TOTAL BILLING AMOUNT $12,4%0.00

Output
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Chapter b
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

The following programming assignments contain an explanation of the
problem and list suggested test data. The student should design the format of
the output.

A client discount report is to be prepared which lists the client name, the
amount of the sale, the discount amount allowed, and the net price. If a client
receives a special discount (an **S™" in the discount code of the input record), a
12% discount is given if the sales amount is greater than $500.00 and a 10%
discount if the sales amount is $500.00 or less. If the client does not receive a
special discount (**N'" in the discount field), a 3% discount is given if the sales
amount is greater than $500.00, and a 2% discount is given if the sales amount
is less than or equal to $500.00. After all records have been processed, the total
sales amount, discount amount, and net price should be printed.
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A stock brokerage commission report is to be prepared. The input contains the
name of the salesperson, the amount of the stock purchase or sale, an
indicator that the transaction was a purchase or sale (“‘P”" or S in the
indicator ficld), and an indicator of the exchange where the transaction took
place (N = New York Stock Exchange; A = American Stock Exchange; O =
Over the Counter). The report contains the name of the salesperson, the
amount of the purchase or sale of stock, the word PURCHASE or SALE, and
the commission amount. The commission amount is calculated as follows: If
the transaction was a purchase on the New York Stock Exchange (NYSE), the
commission is 2.5% of the transaction amount. If the purchase was on the
American Stock Exchange (AMEX), the commission is 2.9% of the purchase
price. Otherwise, the commission is 3% of the purchase price. If the transac-
tion was a sale on the NYSE, the commission is 1.3% of the sale price; other-
wise, the commission is 1.6% of the sales price. After all records have been
processed, the total commissions should be printed.
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A computer rental report is to be prepared. The input record contains the
client’s name, the number of hours the system was used, and fields indicating
what type of computer was used (Mainframe or Minicomputer), whether disk
was used, and whether the printer was used. If the mainframe was used, the
field will contain the value Y (Yes). If the minicomputer was used, the field
contains the value N (No). If the disk was used, the value Y is in the field:
otherwise the value N is in the field. If the printer was used, the value Y is in
the field; otherwise, the value N is in the field. The report contains the client’s
name, the hours the machine was used, the billing rate, and the total amount
due (hours x billing rate). The billing rate is calculated as follows: If the main-
frame, the printer, and the disk were used, the cost is 192.00 per hour. If the
mainframe and disk only were used, the cost is 183.00 per hour. If the main-
frame and printer but not the disk were used, the cost is 186.00 per hour. If the
mainframe was used without the disk or printer, the cost is 140.00 per hour. If
the minicomputer and printer were used, the rate is 93.00 per hour. If the
minicomputer is used without the printer, the rate is 49.00 per hour. Disk is
used on the minicomputer at no extra charge. After all records have been
processed, the total number of hours used for the mainframe, for the
minicomputer, for the disk, and for the printer, together with the total amount
billed, should be printed.

CLIENT NAME HOURS | MAINFRAME | DISK PRINTER

HAINESMFG.CO | 12 Y Y Y
JEWELL JEWELS 10 \ \ N
KRAANK INC. 11 Y N Y
LOOM CO. 8 Y N N
MIKKE CO. 17 N Y Y
' NUMM INC. 4 N N N

MORE ON COMPARING

Program 5
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Programs in the previous chapters have illustrated applications in which loop-
ing was used to process input records until end of file was detected. There are
many other applications in which looping is of value. Indeed, looping can be
used in any problem which requires repetitive actions until a given condition
occurs. BASIC provides a set of instructions called For and Next which can be
used to implement looping for certain types of applications.

The previous programs have also used the read instruction together with
the data statement to provide data for processing. An alternative method for
entering data for processing is to enter it from a keyboard or other input device
as it is needed. The data is immediately processed by the program. The pro-
gram then requests more data. This processing can continue indefinitely, so
long as the user has more data to enter. This type of entering and processing
data is variously called interactive processing, transaction-oriented processing,
or real time processing.

This chapter discusses both looping and interactive processing in detail.

The sample program in this chapter illustrates both interactive processing
and looping by generating an investment chart based upon an amount and
interest rate entered by the user. The output of the program is illustrated below.

Introduction

Sample program

Figure 6-1 The output from
the program is an invest-
ment chart. The dala used
for the calculation of the
investment chart is entered
by the user, as indicated
by the ? colored entries,



CHAPTER
SIX

INTERACTIVE
PROGRAMS

Figure 6-2 Editing input
data in an interactive pro-
gram is mandatory if the
program is to operate
praperly.

6.2

In Figure 6-1, the program first asks the user if an investment calculation is to
be performed. The user can answer yes or no. If the answer is no, the program
is terminated. If' the answer is yes, the program displays on the screen the
message ENTER AMOUNT TO BE INVESTED:. The user then enters the
amount to be used in the investment calculations. Next, the program asks the
person to enter the interest rate. After the interest rate is entered, the program
calculates and prints the value of the investment for each of ten vears using the
interest rate.

The user is then asked if another calculation is to be performed. If so, the
same sequence of events is followed. If not, the program is terminated. In this
program, the data to be processed is entered from the keyboard of the terminal
or computer system, not from data statements in the program. In addition,
when the data is entered it is immediately acted upon. For example, when the
user indicates that yes, another calculation is to be performed, the program
immediately responds by asking the amount of the investment. This is a
characteristic of interactive programs — they respond immediately to entries
made by the user and immediately process the data entered by the user.

The messages printed by the program which ask for data, such as ENTER
INTEREST RATE:, are called prompts because they prompt the person to
enter data. Prompts are widely used in interactive programming to help the
user. Prompts should clearly state the action to be taken by the person using
the program.

When data is entered from the terminal or computer keyboard, there is
the possibility that invalid data will be entered. The program must, therefore,
check the data entered to ensure that it conforms to the program requirements.
This process of checking input data is called data editing. In the sample
program, the answer to the question DO YOU WANT TO PERFORM AN
INVESTMENT CALCULATION? must be either YES or NO. Any other
answer will cause an error message to be printed (Figure 6-2).

[n Figure 6-2, the keyboard operator entered the value YAS in response
to the prompt. This answer is invalid. Therefore, the program responds with a
message indicating an invalid response and asks the operator to enter the word
yes or the word no.

To enable data to be entered in an interactive environment, the BASIC
language contains the Input statement. This statement is explained in the
following section.



6.3

The input statement causes the program to halt operation until the user has
entered one or more values or characters through the computer or terminal
keyboard. The data entered via the keyboard is displayed on the CRT screen
and is stored in main computer storage. Once stored in main computer
storage, it is available for processing as required.

The general format of the input statement is illustrated below.

The input statement begins with a line number. The line number is followed
by one or more spaces and then the word INPUT. The word INPUT is followed
by one or more spaces and then one or more numeric and/or string variable
names.

As noted, when the input statement is executed, the program is halted
while the user enters data on the keyboard. The data is stored in main com-
puter storage in the field or fields identified by the variable names following
the word INPUT. When the enter or return key is depressed, program execution
then continues. This process is illustrated in Figure 6-4.

LOOPING — INTERACTIVE
PROGRAMMING

Input statement

Figure 6-3 When the input
statement is written, a nu-
meric variable or a string
variable can be specified.
The inpul stalement allows
data to be entered from a
computer or lerminal
keyboard.

The computer system
halts while the user
enters the value.

L

\\!

Figure 6-4 When the input statement is executed, the computer system halts while the user enters the data. The

data is stored in the field identified by the variable name in the input statement.
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Figure 6-5 An error message
Is issued when non-numeric
data is entered for a numer-
ic variable. The actual mes-
sage varies belween com-
puter systems. Other
messages could be 7 REDO,
? REENTER, or similar
wording,

Input statement
prompts

6.4

In Figure 6-4, when the input statement is executed, a question mark (?) is
displayed on the CRT screen and the program execution is halted, The ques-
tion mark indicates to the user that the program is waiting for an entry to be
made from the keyboard. The operator in the example entered the value 1000
and depressed the enter or return key. The value entered is stored in the field
identified by the variable name A. When the key is depressed, program execution
is continued with the next statement in the program.

In the input statement in Figure 6-4, the numeric variable name A is
specified following the word INPUT. Thercfore, numeric data must be entered
by the user. The numeric data can consist of numbers, a decimal point, and a

7

plus or minus sign. If any other character is entered when the variable name is
numeric, the computer system will issue an error message, and the data will
have to be reentered (Figure 6-5).
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In Figure 6-5, the operator inadvertently entered the letter M in place of a
zero. The BASIC interpreter will not allow a string character in the numeric
field. Therefore, the REDO FROM START message is printed. This message
is printed by the BASIC interpreter, not the program written by the program-
mer. When the correct numeric data is entered, it is stored in the field
identified by the numeric variable and execution continues.

String variables can be used with the input statement as well. When a
string variable is specified, any characters may be entered by the operator. The
data entered will be stored in the field identified by the string variable name,

A prompt message can be included within the input statement. The general
format of the input statement with a prompt together with an example arc
shown in Figure 6-6. The string constant is placed within double quotation
marks following the word INPUT. When the input statement is executed, the
message within the quotation marks is printed prior to the program’s halting
for the data to be entered.

The string constant within the quotation marks is, in the example, followed
by a semicolon. After the semicolon is the variable name of the ficld where the
data entered will be stored. On some computer systems, the string constant can
be followed by a comma.

In the illustration of the CRT in Figure 6-6, the prompt message on the
screen is followed by a question mark in the same manner as the input state-
ment without a prompt message. On some computer systems, when a prompt
message is printed no question mark is printed by the input statement. On
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General Format

line number INPUT “string constant’”’; variable name

Figure 6-6 The message specified in the input statement — ENTER INTEREST RATE: — is printed before program
execution is halted, The question mark is printed immediately following the message and the program is halted.

others, a question mark is printed if the string constant is followed by a
semicolon; whereas if the string constant is followed by a comma, no question
mark is printed. The programmer should examine the exact rules for the
computer system being used.

The print statement can be used in place of or together with the prompt Prompting with the
message in the input statement for further prompting (Figure 6-7). print statement

750 PRINT "DO YOU WANT TO PERFORM ANOTHER CALCULATION?Z"
760 INPUT "ENTER YES OR NO: "; R%

| DO YOU WANT TO PERFORM ANOTHER CALCULATION?
ENTERYESORNO: ? YES

Figure 6-7 The print statement prompt is used with the input statement prompt when two lines are required for the
prompt message
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The print statement on line 750 in Figure 6-7 displays a prompt message
on the screen prior to the prompt message specified in the input statement.
When two lines of messages are required, the print statement must always be
used. It may be required when only one line is to be printed if variables are to
be printed on the prompt line, as shown in Figure 6-8,
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Figure 6-8 Whenever a value
in a field identified by a vari-
able name is to appear ina
prompt message, the print
statement must be used
for the prompt message. In
this example, the print
statemen! ends with a semi-
colon (;). Therefore, the in-
terest rate which is entered
(20) appears on the same
line as the prompt message

Multiple input
variables

. /
NOTE: Semicolon allows data
entered to appear on the
same line as the prompt,

PLEASE ENTER ARATE LESS THAN 25%

In the example above, the print statement on line 600 contains a message
constant, the variable R1, and the constant %. The value in R1 is printed as
part of the prompt message when the print statement is executed. The print
statement must be used in this example even though only a single prompt line is
produced because a variable, such as RI, cannot be used in the prompt
message used with an input statement. Only a constant value can be used in an
input statement prompt. Therefore, whenever the value in a variable field is to
appear in a prompt, the print statement must be used to print the prompt.

The semicolon at the end of the print statement on line 600 will keep the
cursor on the same line as the prompt message. Therefore, when the input
statement on line 610 is executed, the interest rate entered by the user will
appear on the same line as the prompt message.

More than one numeric or string variable name may be specified in an input
statement. If more than one variable name is included in an input statement,
the names are separated by a comma in the statement (Figure 6-9). When the
data is entered from the keyboard, the values for each variable must be
separated by commas. Thus, in the example, the entry JOHN SLOAN will be
placed in the field identified by the variable name NS, and the entry 18 will be
placed in the field identified by the variable name A. Note that both the
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ENTER NAME AND AGE

? JOHN SLOAN, 18

100 PRINT “ENTER NAME AND AGE™
110 INPUT NS, A

|JOHN SLO'AN}

NS

variable names and the entries by the user on the keyboard are separated by
commas.

If the return or enter key is depressed before all values have been entered
in response to an input statement with multiple variable names, different com-
puter systems will react in different ways. On many computer systems, the
BASIC interpreter will type two question marks (??), and the user will con-
tinue to enter values until all variables have been accounted for. On other com-
puter systems, entering fewer values than the number of variable names in the
input statement will cause the BASIC interpreter to print an error message.
The user will then be required to reenter all of the values. The programmer
should determine the response found on the computer system being used.

When a comma is placed in the data being entered on the keyboard, the
input statement interprets it as a sentinel indicating that another value is to be
entered. If, however, a string constant being entered is supposed to contain a
comma, then the string constant entered on the keyboard must be enclosed
within double quotation marks when entered. In this manner, the input state-
ment can distinguish between a comma used to separate values being entered
and a comma which is a part of a value. Similarly, if the value being entered
contains a semicolon or a colon, the value must be enclosed within double
quotation marks.

If more values are entered than there are variable names specified in the
input statement, different computer systems handle the situation in different
ways. On some systems, a message such as EXTRA IGNORED will be printed
and execution of the program will continue. On other systems, an error

Figure 6-9 When multiple
variable names are speci-
fied in the input statement,
the names are separated
by commas in the state-
ment. The data enlered is
also separated by commas.
Numeric and string variables
can both be used in a single
input statement.
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Figure 6-10 The five ele-
ments ol a loop are: 1) Ini-
tialize the control variable;
2) Test the control variable;
3) Execute loop stalements;
4) Modity the control vari-
ble; 5) Exit from the loop.

6.8

message will be printed, and the user must reenter the same number of values
as there are variable names in the input statement.

The input statement provides the primary means for users to enter data
into a computer system in an interactive program. An understanding of its use
is important when designing and writing interactive BASIC programs.

Applications frequently involve performing certain operations until a condi-
tion occurs. These types of applications are particularly well suited for a com-
puter since a single set of instructions can be executed many hundreds or even
thousands of times. When operations are to be repeated until a given condition
occurs, a looping logic structure should be used.

The flowchart below illustrates the basic elements of the looping structure,

Every loop which is used in a computer program will possess the five

elements of a loop illustrated in Figure 6-10. These elements are:

1. Initialize the control variable: This step involves setting an initial value
which can be tested in step #2. In many applications, a variable field
will be initialized to a given value in this step. The field can be initial-
ized using any instruction appropriate, such as a let statement or a read
statement.

2. Test the control variable: This step is the ftirst step in the actual loop
processing. It is the single entry point into the loop. When the control
variable is tested, a determination is made concerning whether the
body of the loop should be executed. This determination is made based
upon the requirements of the program. For example, if there are more
records Lo process or if the value in a ficld is not equal to a required
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value, the loop could be entered; otherwise, an exit from the loop
would occur.

3. Execute loop statements: The processing statements within the loop
are exccuted when the loop is entered. These statements can be a single
print statement or thousands of statements which themselves imple-
ment other looping structures within the structure illustrated in Figure
6-10. The statements can also implement the if-then-else logic struc-
ture within the loop. The only restriction on the statements within the
loop is that control cannot be passed to statements outside the loop.
To allow an instruction to pass control to a statement outside the loop
violates the single entry-single exit rule for the loop logic structure.
The only way an exit from the loop logic structure can occur is when
the condition is tested in step #2, and a determination is made that the
loop should be exited.

4, Modify control variable: During or after the execution of the instruc-
tions within the loop, an instruction or instructions must be executed
which will modify the control variable that is checked in step #2. The
variable will not necessarily be modified each time the body of the loop
is executed, but it must be modified at some point so that the decision
in step #2 will be to exit [rom the loop, not to enter the loop again. If
the variable is not modified, an endless loop will occur because the
decision in step #2 will always be to enter the loop.

5. Exit from the loop: At some point in the processing, alter the control
variable is modified in step #4, the decision will be to exit from the
loop, not to enter the loop for further processing. This decision must
be made in step #2. When the exit from the loop occurs, the statement
in the program immediately following the decision statement is executed.

The loops used in previous programs to read data from a data statement

and process the data until the trailer record is read contain all the elements of a
loop just discussed. This is illustrated in Figure 6-11.

il

programs to read and proc-
ess data contains all the
elements of the loop illus-
trated in Figure 6-10.

\ \ Figure 6-11 This loop which
| has been used in previous
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Figure 6-12 In this loop,
the input of the interest rate
corresponds to initlalizing
the control variable (the in-
terest rate). Checking for
an interest rate less than
25% tests the control vari-
able. Printing the error
messages corresponds to
the loop processing state-
ments. Getting the new in-
terest rate modilies the
control variable.

6.10

The first statement which reads a record in Figure 6-11 acts as the control
variable initialization because the control variable is the field containing the
value END OF FILE. This value is placed in the field by a read statement. The
end of file question tests the control variable. If the field contains END OF
FILE, an exit from the loop will occur. Otherwise, the body of the loop is
entered. As can be seen, it is possible that the loop will never be entered
because the first record read could conceivably contain the value END
OF FILE.

If the first record contains a value other than END OF FILE, the body of
the loop is entered, and a line is printed. The printing of the line corresponds
to step #3 — the execution of the loop statements. In some programs in
previous chapters, this processing has been considerably more complex than
printing a line on the screen. Regardless of the complexity of the processing
within the loop, however, the loop logic structure remains the same.

After the print statement is executed, a read statement is performed. This
statement corresponds to step #4 — modifying the control variable — because
it will place a new value in the field which may contain the value END OF
FILE. After the read statement is executed, control is passed back to the end
of file decision, which corresponds to step #2 in the loop. If the field being
checked indicates end of file, an exit from the loop will occur. Otherwise, the
loop will be entered again for further processing. Thus, the basic loop which
has been seen in all previous programs contains all of the elements of the loop
logic structure.

In the sample program, the user will enter an interest rate which is used in
calculating the values of the investment. The program specifications state the
interest rate must be less than 25%. The logic and coding to implement this
checking is shown in Figure 6-12.

Print
Error
Messages

INPUT "ENTER INTEREST RATE: ok ]

IF R < R1 THEN 640
PRINT " INTEREST RATE IS TOD HIGH"
PRINT " PLEASE ENTER A RATE LESS THAN"j3
INFUT R

GOTO 580

R1;



6.11

The loop illustrated in Figure 6-12 is identical in structure to that shown
in Figure 6-11 even though the function performed by the loop is entirely dif-
ferent. The basic loop logic structure will always be the same, regardless of the
function of the loop and the processing which occurs within the loop.

In Figure 6-12, the interest rate is entered by the user. This step is the con-
trol variable initialization step. The control variable testing step then deter-
mines if the interest rate entered is less than 25%. If it is, the body of the loop
is never entered. Instead, the statement following the decision is executed. In
this case, it can be clearly seen how it is possible for a loop to never be entered.
[f the control value is initialized with an interest rate less than 25%, the body
of the loop will not be processed.

Within the loop, the error messages are printed and then another interest
rate is entered. When another interest rate is entered, the control variable is
modified. This corresponds to step #4 in the loop logic structure. The interest
rate entered is then checked again. This processing will continue until an
interest rate less than 25% is entered.

The coding to implement the loop is quite similar to the coding used in
previous programs to read and process data. The input statement on line 560
initializes the control variable (the field R). The if statement on line 580 then
determines if the value entered is less than the value in R1 (25). If it is, control
is passed to the statement on line 640 and the loop is never entered.

If, on the other hand, the value in R is not less than the value in R1, the
body of the loop is entered. The print statements on lines 590 and 600 print the
error messages. The input statement on line 610 then obtains another interest
rate, which modifies the control variable for the loop (the field R). Control is
then returned to the if statement on line 580 to determine if the loop should be
entered again,

It is important in this example and other looping examples in this chapter
to realize why a loop is the appropriate logic structure to be used in the pro-
gram. A loop should be used whenever a series of instructions is to be repeated
until a given condition occurs. In this example, the instructions which indicate
that an invalid interest rate has been entered are to be repeated until a valid
interest rate is entered. Therefore, this problem should be solved with a loop.

The programmer should always examine the problem to be solved to
determine the proper logic structure to be used. For those problems in which
one set of instructions is to be executed if a condition is true and another set of
instructions is to be executed if a condition is false, the if-then-else logic struc-
ture is appropriate. If a set of instructions is to be repeatedly executed until a
condition is true, the loop logic structure is appropriate. Close examination
may be required to determine which structure should be used. This
determination is very important when properly designing a program.

LOOPING — INTERACTIVE
PROGRAMMING
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For and next
statements

410
420
4350

Figure 6-13 When a loop s
to be executed based upon
the uniform incrementing
of a counter, the fornext
loop is used. The counter-
variable field is set to the
initial value and is incre-
mented by the step incre-
ment until it is greater than
the final value, at which
time the loop is terminated,
The effect of the code in
this example is to print the
numbers 1 through 10,
which will be the values in
the countervariable Y.

6.12

The if and goto statements have been utilized in previous examples to imple-
ment the looping logic structure. The if statement determines whether the loop
should be entered, and the goto statement transfers control to the if statement
after the processing in the loop has been completed.

In some applications, a loop will be executed based upon the value in a
counter. For example, in the sample program the investment values for one to
ten years are to be calculated and printed. This application requires the use of
a loop because a repetitive set of instructions (the calculation and printing of
the investment value) is to be repeated for each of the years. The loop will be
repeated for year one, year two, and so on, based upon a counter beginning at
year one and continuing through year 10. When a loop is to be executed based
upon the uniform incrementing of a counter, the For and Next statements in
BASIC provide a convenient and easy to use method for controlling the execu-
tion of the loop. A for-next loop executes the statements between the words
FOR and NEXT a specified number of times as controlled by the entries in the
for statement. The general formats of the for and next statements together
with an example of these statements are illustrated below.

vl STER ncrement. ||
.

\
LAY
WA

MV
L&,l\ll'l:[\ﬁ\

i
\\

FOR Y = 1 TO 10 STEP 1
PRINT Y
NEXT Y

The for statement begins with a line number and then the word FOR. The
for statement is the first statement in the loop. The counter-variable is any
numeric variable field. It is used to store the counter which is incremented and
which is the control variable for the loop. In the example, the field identified
by the variable name Y is used for the counter-variable.

The equal sign must be specified next, followed by the initial value which
is to be placed in the counter-variable ficld by the for statement. In the exam-
ple, the value 1 will be placed in Y by the for statement. This occurs before any
processing within the loop takes place.

The word TO must then be specified, followed by the final value. When
the value in the counter-variable field is greater than the final value specified in
the for statement, the for-next loop will be terminated. Thus, in the example,
when the value in Y is greater than 10, the for-next loop will be ended.
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The optional STEP entry is next. It specifies the value which will be added
to the value in the counter-variable field after the for-next loop is executed
each time. In the example, after the loop has been executed once, the value |
will be added to the value in Y. If the optional step entry is omitted from the
for statement, the value | will automatically be added to the counter-variable
field.

The Next statement consists of a line number, the word NEXT, and the
variable name of the counter-variable. The next statement signifies the end of
the for-next loop. All statements between the for statement and the next
statement are considered part of the for-next loop.

The for-next loop operates in one of two ways, depending upon the
BASIC interpreter being used. Some interpreters will cause the statements
within the loop to be executed one time regardless of the initial value in the
counter-variable field. Other interpreters will check the value in the counter-
variable field prior to entering the loop. If it is greater than the final value,
then the statements within the for-next loop will not be executed even one
time. The flowcharts below illustrate the two ways in which the for-next
statement in Figure 6-13 could be implemented.

Is N
e~ Y Greater
N\, Than 10?

LOOPING — INTERACTIVE
PROGRAMMING

Figure 6-14 Version 1 of
the for-next loop will exe-
cute the statements within
the loop one time regard-
less of the initial value placed
in the countervariable. Ver-
sion 2 of the for-next loop
will check the initial value
of the counter-variable. If it
is greater than the final
value, the loop will never
be entered. Version 2 of
the fornext loop corre-
sponds exactly to the gen-
eral form of the loop logic
structure shown in Figure
6-10.
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Figure 6-15 The standard
loop logic structure, which
has been described previ-
ously, corresponds to the
for-next loop.

6.14

Version 1 in Figure 6-14 is the flowchart for the implementation of the
for-next statement where the instructions within the loop are executed one time
regardless of the initial value in the counter-variable field. Thus, the field iden-
tified by the variable name Y is set to the value 1, the value in Y is printed, and
the value 1 is added to the value in Y. After the loop has been executed one
time, the value in Y is compared to the final value, which is ten. If the value in
Y is greater than ten, the loop will be terminated. Otherwise, the value in Y is
printed, the value in Y is incremented by 1, and the test is performed again.
This looping will continue until the value in Y is greater than 10.

In version 2, the initial value is set and then the value in the counter-
variable field, Y, is compared to the final value. If the value in the counter-
variable field is greater than the final value, the loop is terminated. If the value
in Y is equal to or less than ten, then the loop is entered, and the instructions
within the loop are executed. The last statement in the logic, which is
accomplished by the for statement, is to increment the value in Y by 1. Then,
the value in Y is again compared to the final value, 10, This loop will continue
until the value in Y is greater than 10.

Version 2 of the implementation of the for-next statements corresponds (o
the standard looping logic structure which has been examined in this chapter
(Figure 6-15).

Initialize
Control
Variable

‘- m‘, il
Nm\m o
h.v»“"‘“ \,

.

The initialization of the control variable is accomplished in the for state-
ment when the value in Y is set to 1. Testing the control variable is done when
the value in Y is compared to the value 10. The statements within the loop are
executed, as represented by the print statement on line 420. The control
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variable is modified when the value in Y is incremented by the value specified
following the word STEP. The exit from the loop occurs when the value in Y is
greater than 10,

All properly designed loops have a single entry point and a single exit point.
This includes loops implemented using the for-next statements. With the for-
next loop, the entry point into the loop is the for statement and the exit point
from the loop is the next statement. The example below illustrates a violation
of the single entry rule.

200 IF A = P THEN 420

410 FOR Y = 1 TO 10 STEP 1
420  PRINT Y

430 NEXT Y

\440

In the example above, the for and next statements on lines 410 and 430 are
the beginning and end of the loop. The for statement on line 410 provides the
only valid entry point into the loop. The statements within the for-next loop
should be executed only after the for statement has been executed. In the
example, the if statement on line 200 will transfer control to the statement on
line 420 if the value in A is equal to the value in P. This violates the single entry
rule because the for statement on line 410 is not executed prior to executing an
instruction within the loop. In addition, executing the next statement on line
430 without executing the for statement on line 410 first is, when using some
BASIC interpreters, an error which will cause the program to be terminated.

LOOPING — INTERACTIVE
PROGRAMMING

Single entry point
and single exit
point

Figure 6-16 Any loop, in-
cluding a for-next loop, should
have only one entry point.
In this example, the il state-
ment on line 200 will trans-
fer control to the print state-
ment on line 420 if the value
in A is equal to the value in
P. Transferring control to a
statement within a loop
establishes a second entry
point, which violates good
program design when using
the loop logic structure,
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Figure 6-17 The if state-
ment on ling 720 will trans.
fer control out of the loop
it the value in T is greater
than 100, violating the sin-
gle exit point rule for a loop
logic structure. The only
time an exit from a for-next
loop should occur is when
the for statement deter-
mines that the value in the
counter-variable field is
greater than the final value.

Step incrementing

6.16

The example in Figure 6-17 illustrates a violation of the single exit rule
when using a for-next loop.

R
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700 FOR Y = l TD 10 STEP 1

luu

710 LET T =T xY

720 IF T > 100 THEN 760
730 PRINT T

740 NEXT Y

750

760 PRINT "END"

In the example above, the for-next loop begins with the for statement on
line 700 and ends with the next statement on line 740. This loop should be ter-
minated only when the for statement determines that the value in Y is greater
than 10. The if statement on line 720, however, will pass control to the state-
ment on line 760 if the value in T is greater than 100. As can be seen from the
flowchart in Figure 6-17, this if statement establishes a second exit point from
the loop. This second exit point violates good program design standards and
will not be found in a well-designed program.

The initial value placed in the counter-variable of a for statement need not be
the value 1. In addition, the step increment in a for statement need not be the
value 1. Any integer or arithmetic expression may be used. The only criteria is
that the value specified for the step increment must at some time produce a
value greater than the final value specified in the for statement.

The example in Figure 6-18 illustrates an application in which an hourly
wage is projected for weekly, monthly, and yearly wages, assuming a forty
hour week. Note that the beginning value for the counter-variable is 4.25 and
the increment is .5 (50 cents).
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After the headings are printed in this example, the for statement on line
140 places the initial value of 4.25 in the counter-variable W. Since the value in
W is not greater than 9.75, the loop is entered. There, the weekly, monthly,
and vyearly salaries are calculated using the value in the counter variable W as
the hourly wage. It is quite common in a for-next loop for the value in the
counter-variable to be used in calculations within the loop.

After the wages are printed, the value in the counter-variable will be
incremented by the step increment. In this example, the value .5 will be added
to the value in W. The result is tested against the final value; since it is not
greater than 9.75, the loop will again be executed, this time with the value 4.75
in W. This loop will continue until the value in W is greater than 9.75.

A negative value may be specified as a step increment. To print the output

illustrated in Figure 6-18 beginning with the highest value, the following for-
next loop could be used.
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Figure 6-18 The initial value
in the for statement on line
140 15 4,25, The final value
is 9.75, and the step incre-
ment is .5 The loop will be
executed until the value in
W exceeds 9.75.

Negative step
increment

Figure 6-19 When the step
increment is negative, the
value specified is subtracted
from the value in the counter-
variable field. The loop Is
ended when the value in W
is less than 4.25.
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Omitting the
step increment

Figure 6-20 The default val-
ue plus 115 used as the
step increment in the for
slatement on line 700 be-
cause 1l contains no step
increment.

Variable names in
the for statement

6.18

When the for statement on line 140 in Figure 6-19 is executed, the value
9.75 will be placed in the field identified by the variable name W. When a
negative step increment is specified in the for statement, the test performed by
the for statement is to determine if the value in the counter-variable is less than
the final value. Therefore, the value in W, 9.75, is compared to the final value,
4.25, to determine if it is lower. Since the value in W is greater than the final
value, the loop will be entered.

After the processing in the loop is completed and the next statement on
line 190 is encountered, the value .5 will be subtracted from the value in W,
giving the result 9.25. Since this value is not less than the final value, the loop
will again be entered. This processing will continue until the value in W is less
than the final value, 4.25,

Again, it should be noted that if the step increment is negative, this value
is subtracted from the original value placed in the counter-variable field. The
loop is terminated when the value in the counter-variable field is less than the
final value.

It is not required that the step increment be specified in the for statement. If it
is not, the value plus 1 is assumed. In Figure 6-20, the for-next loop is used to
control raising the number 2 to the next higher power.

700 FOR E = 1 TO S
710  PRINT 2 1+ E
720 NEXT E

The for statement on line 700 does not contain a step increment.
Therefore, each time the for statement is executed, the default value of 1 is
added to the counter-variable field E. When the value in E is greater than S,
the loop will be terminated.

Variable names of fields may be used in the for statement as the initial value,
the final value, and the incremental value. The example in Figure 6-21
illustrates the use of variables in the for statement.
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280 LET C = Al % B2
290 LET F = A2 % B2
I00 LET 1 = B4

310

320 FOR Y

C TO F STEP I

450 NEXT Y

In Figure 6-21, the counter-variable Y is set to an initial value based upon
the value in the variable field C. The final value is the value in the field iden-
tified by the variable I, while the step increment is the value in the variable field I.

Note that if the value in Al is greater than the value in A2 in the example
above, the initial value will be greater than the final value. As explained
previously, depending upon the BASIC interpreter being used, the statements
in the loop would not be executed or would be executed one time.

In many cases, the use of variables in a for statement is preferable to the
use of literals for the same reasons as noted in previous programs. The major
reason is for maintenance purposes. I a variable set in a program and used in
the for statement must be modified, it can be changed at only one place instead
of searching the program to find the applicable for statement. In addition,
when the values used in a for statement will change dynamically, such as in
Figure 6-21, a variable must be used.

For-next loops can be nested within one another to provide the ability to loop
within a loop. The example in Figure 6-22 illustrates nested for-next
statements.

Program

LOOPING — INTERACTIVE
PROGRAMMING

Figure 6-21 Fields identi-
fied by numeric variable
names can be used as the
initial value, the final value,
and the step increment. In
this example, if the value
in the field identified by
the variable name C is
greater than the value in
the field identified by the
variable name F, the loop
will be executed one time
by some BASIC interpreters
and zero times by other
BASIC interpreters.

Nested for-
next loops

Figure 6-22 A nested for-
next loop will be executed
in its entirety for each pass
through the outer for-next
loop. Here, the for-next lcop
on lines 360 - 380 will be
executed for K = 1 and K
= 2when| = 1and whenl
= 2.
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Figure 6-23 The chart in
this example traces the
value in the variable fields
and the printed output which
will occur as the statements
in the loops are executed,
Tracing the execution of
portions of a program using
a chart such as this can be
quite useful in both under-
standing the processing
which will oceur and in de-
termining the results which
should occur when the pro-
gram is executed.

6.20

In Figure 6-22, the first for-next loop begins with the for statement on
line 340 and ends with the next statement on line 390. The next statement on
line 390 ends the first loop because it contains the same counter-variable (1) as
the for statement on line 340. The inner, or nested, for-next loop begins on line
360 and ends on line 380. The next statement on line 380 contains the same
counter-variable (K) as the for statement on line 360.

When the statements on lines 340 - 390 are executed, the processing
occurs as follows:
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By tracing the processing which occurs when the nested for-next
statements are executed, it can be seen that the “‘inner” loop is executed
through its entirety for each pass through the *“‘outer” loop. Thus, when
I = 1, the inner loop will process for K = 1 and K = 2. After the inner loop
has completed processing, the counter-variable for the outer loop is
incremented by the value in the step increment, and the inner loop will again be
executed in its entirety. Therefore, when I = 2, the inner loop is processed for
K = 1 and K = 2. The example in Figure 6-23 should be understood because
nested for-next statements can be quite useful in some applications.

The programmer must be careful when using nested for-next statements
to follow the single entry-single exit rule. Also, an inner for-next loop must be
entirely contained within the outer for-next loop. The following example
illustrates coding which violates this BASIC rule and is, therefore, invalid.

N
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In the example above, the loop begun by the for statement on line 600
ends on line 630 with the next statement. The loop begun by the for statement
on line 610 ends with the next statement on line 650. Clearly, the inner loop,
which is begun by the for statement on line 610, is not within the outer loop
because the outer loop terminates before the inner loop. This violates a BASIC
language rule concerning nested for-next loops and should never occur.

Looping is a very important logic structure for computer programming.
The for-next statements in BASIC provide an easy implementation of the
looping logic structure for certain types of applications. Both looping and the
for-next statements should be well understood by the programmer.

The sample program in this chapter is designed to create an investment chart
for an amount and interest rate entered by the user of the program. The output
of the program is illustrated on page 6.1 in Figure 6-1. The input data to the
program is entered by the user and cannot, therefore, be listed prior to the
execution of the program.

The program design begins with the specification of the program tasks which
must be accomplished in this program. These tasks are listed on the next page.

LOOPING — INTERACTIVE
PROGRAMMING

Figure 6-24 A BASIC rule
is that a nested for-next
loop must be entirely con-
tained within the outer loop.
Here, the rule is viclated
because the loop begun by
the for statement on line
610 is lerminated by the
next stalement on line 650,
which is outside the loop
begun by the for statement
on line 600 and ended by
the next statement on line
630.

SAMPLE
PROGRAM

Program design
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Program flowchart

Figure 6-25 Program flow-
chart (Page 1 of 2). This flow-
chart contains the logic to
solve the sample program.
It consists of a large proc-
essing loop similar to those
shown in previous chaplers.,
The main loop begins at the
decision symbol asking if
the answer entered by the
useris NO. If the answer is
NO, the loop is terminated,
the ending message is print-
ed, and the program is termi-
nated. If the answer is YES,
the main processing loop
is entered. The loop con-
tinues on the second page
of the flowchart in Figure
6-26.
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The flowchart illustrating the logic to accomplish these program tasks is shown
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The flowchart in Figures 6-25 and 6-26 illustrates the logic used in the
program to produce the investment chart. Since the flowchart requires two
pages, there must be an indication where control is passed from the logic on
one page to the logic on another page. The page connector ( U ) is used for
this purpose. In Figure 6-25, the last statement will pass control to page 2,
connector A. In Figure 6-26, this point is at the top of the flowchart, as
indicated by the on-page connector symbol ( () ).

When the logic in the flowchart in Figure 6-26 is complete, it passes con-
trol back to connector A on page 1. Through the use of on-page and off-page
connectors, flowcharts can be multi-page documents.

Figure 6-26 Program flow-
chart (Page 2 0f 2). Thisisa
continuation of the flow-
chart in Figure 6-25. The
flowchart logic is enlered
at the connector symbol
position A. It transfers con-
trol back to page 1 of the
flowchart at the bottom,
using the otf-page connector.
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Input editing

Figure 6-27 A loop is the
appropriate logic structure
to use when editing input
data because the checking
will continue until valid data
is entered, Note in this exam-
ple the REM statements on
lines 410 and 450, which
generate blank lines. Blank
lines should always pre-
cede and follow a loop so
that the loop is easy to see
in the coding.
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As noted previously, when execution of the sample program begins, a message
is displayed asking the user if an investment calculation is to be performed.
The user can then either enter the word YES or the word NO. Any other entry
is invalid. The coding in the program which implements the logic shown in
Figure 6-25 to check this condition is illustrated below.
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On line 390, the print statement is used to ask the user if an investment
calculation is to be performed. The input statement on line 400 is used to ask
the user to enter the word YES or the word NO. Only the word YES or the
word NO are valid responses — any other response, such as Y or N, will cause
an error message to be printed.

The if statement on line 420 is the first statement in a loop. This statement
is used to ensure that either a YES or NO response has been entered by the
user. If the response is a YES or a NO, control is passed to line 460. When con-
trol is transferred to line 460, it is known that a valid response (YES or NO)
was entered by the user. A check must then be performed to determine which
response was given. The if statement on line 460 checks to determine if the
response was NO. If the response was NO, indicating the user does not desire
to perform a calculation, control is passed to the statement at line 840 where
execution of the program is terminated. If the answer is YES, the main
processing loop of the program is entered.

When the if statement on line 420 is executed and the response entered by
the user is not equal to YES or NO, an invalid entry has been made. The state-
ment on line 430 is then executed. The input statement on line 430 prints an
invalid response message and allows the user to make another entry, The goto
statement on line 440 returns control to the if statement on line 420 where the
entry made by the user is again checked for YES or NO. This looping
continues until a valid response has been entered.

The use of a loop is appropriate in this situation because a certain action
(printing the error message and getting a new response) will be exccuted over
and over until a given condition occurs (the user enters YES or NO). Whenever
a set of instructions is to be executed multiple times until a given condition
occurs, a loop is the proper logic structure to use.
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In the loop in Figure 6-27, it should be noted that the loop processing may
never be entered; that is, the user may (indeed, will likely) enter the correct
response the first time. Thus, as with any loop, it is possible that the loop
processing will not be executed, depending upon the condition tested at the
start of the loop.

In most interactive applications, it is desirable to perform a check on data
entered by the user to ensure that the value is reasonable; that is, the value is
not below or above values which have been designated as reasonable. In the
sample program, it has been determined that the amount entered by the user
should be less than $100,000.00, and that the interest rate should be less
than 25%.

When designing the logic of the program, the programmer must examine
each processing requirement to determine the proper logic structure. Here, the
user must enter a value less than $100,000.00. At first glance, this may appear
to be an if-then-else logic structure problem; that is, if the value is less than
100,000.00, then an error message should be written. Otherwise, processing
continues. This analysis is in error, however, because after the error message is
written, another response must be entered, and this new response must be
checked for reasonableness. Thus, a loop is required because the response
must be checked each time until the amount entered is less than $100,000.00.
When designing a program, the programmer must always ask if the processing
is to be repeated until a given condition occurs. If so, then a loop is required.

The coding to check the amount entered and the interest rate entered is
shown in Figure 6-28.

LOOPING — INTERACTIVE
PROGRAMMING

Editing for
reasonableness

Figure 6-28 Reasonable-
ness checks are quite com-
mon when editing input
data. The use of the variable
names A1 and R1to contain
the acceptable values means
that if these values are
changed at a later time, only
the initialization statements
must be changed. The state-
ments in these editing rou-
tines need not be changed.
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In Figure 6-28, the input statement on line 480 asks the user to enter an
amount to be invested. The value entered is stored in the field identified by the
variable name A. The if statement on line 500 then checks if the value in A is
less than the value in the field identified by the variable name Al. The value
100000.00 was placed in Al at initialization time.

If the value in A is less than the value in A1, control is passed to the state-
ment on line 560, and the loop is never entered. If, however, the value in A is
not less than the value in Al, the loop is entered, and the statements on lines
510-540 are executed. The error messages are printed by the print statements
on lines 510-520. The print statement on line 520 utilizes the value in Al as
part of the error message. Thus, the value in Al is used for comparing on line
500 and in an error message on line 520. This is an example of the value in a
variable field being used in more than one place in a program. If the value in

Figure 6-29 The print state- Al were to be changed, for example to $200,000.00, the programmer needs to
mentonline 520 includesa — change only the let statement which places the value in the field in the
variable field (A1). In addi- e . : N

tion, the statement engs  initialization portion of the program. The statements on lines 500 and 520 need
with a semicolon. Therefare, not be changed.

:ze[izli:::i'Z?;:‘eiﬁzi?";’: Note also that the print statement on line 520 ends with a semicolon.
line 530 is displayed onthe  Therefore, after the print statement is complete, the cursor will remain on the

same line as the prompt oo line as the message. The input statement on line 530 then allows the user
printed by the print state-

ment on line 520. to enter the new value on the same line as the message (Figure 6-29).
L et
520 PRINT " PLEASE ENTER AN AMOUNT LESS THAN"; Al;
530 INPUT A

—_

e T

. PLEASE ENTER AN AMOUNT LESS THAN 100000 ? 500 /

e

After the new amount has been entered, the goto statement on line 540
passes control to line 500, where the amount just entered is checked. This loop
will continue until the amount entered is less than $100,000.00.

Similar processing is performed by the coding in Figure 6-28 to check the
interest rate.

o

Clear screen  After the amount and interest rate have been entered, the investment chart is
instruction  printed. So that other information will not appear on the screen at the same
time the investment chart is displayed, the clear screen instruction is used in
this program. This instruction completely blanks the CRT screen and places
the cursor in the upper left corner of the screen. The clear screen instruction on

many computer systems consists of the statement CLS (Figure 6-30).
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640
650

cLs
PRINT USING F2%; A, R

The CLS instruction on line 640 will clear the screen and place the cursor
in the top lefthand corner. Therefore, the line printed by the print using
statement on line 650 will be the first line on the screen.

All computer systems have an instruction which will clear the screen, but
the instruction is not always CLS, On some systems, the instruction is HOME,
while on others it could be still different. The programmer should check the
system being used for the instruction which will clear the screen.

In the sample program, the value of the amount invested is to be calculated
and printed for each of ten years. The formula for calculating the value of an
investment at the end of any given year is:

V=A+{1+ (RI100)}Y

Where:
V = The value of the investment at the end of the year
A = The amount invested
R = The interest rate specified as a whole number
(example: 25, not .25)
Y = Years amount has been invested

The formula in Figure 6-31 must be repeated for each year that is to be
calculated. Therefore, in the sample program, it will be repeated ten times.
As noted previously, when presented with a logic design problem, the pro-
grammer must determine the proper logic structure. To calculate the invest-
ment value for each of the ten years, the formula must be repeated ten times.
This, then, appears to be a perfect application for a loop logic structure, since
the same processing must be repeated until a given condition occurs; that is,
until all ten years have been calculated. The logic from the sample program to
solve this problem is shown in Figure 6-32.
i
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Figure 6-30 The CLS instruc-
tion is used to clear the
CRT screen and place the
cursor in the upper lefthand
carner.

For-next loop

Figure 6-31 This figure
shows the formula required
to calculate the value of the
investment for each year,

Figure 6-32 The loop to
calculate the investment
follows the exact format of
the loop logic structure —
initialize, test, execute loop
instructions, modify, and
exit.
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Figure 6-33 A for-next loop
Is used to calculate and
print the investment values
for each of the ten years.
When the loop is completed,
the statements on lines
740 - 800 obtain from the
user a response (YES ar NO)
which will determine whether
the main processing loop
will be entered again. This
response is checked on
line 460.
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The logic illustrated in Figure 6-32 to calculate and print the investment
value follows the typical looping structure. The first step is to initialize the
counter which indicates the year being processed. The control variable (year
counter) is then tested to determine if the loop should be entered. Within the
loop, the investment value is calculated and printed. The control variable is
then modified when the year counter is incremented by 1.

Since this loop is to be executed based upon the value in a counter, and
since the value in the counter is to be incremented by the same value each time
through the loop, it can be easily implemented in BASIC using the for-next
statements (Figure 6-33).
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When the for statement on line 690 is executed, the value 1 is placed in the
field identified by the variable name Y. This value is then compared to the
value in U, If the value in Y is less than or equal to the value in U, the
statements on lines 700 and 710 are executed. The value 10 was placed in U
when the variables were initialized.

Within the loop, the investment value (V) is calculated and the year (Y)
and the investment value are printed. The next statement on line 720 passes
control back to the for statement, where the value in Y is incremented by 1 and
then is compared to the value in U. This looping will continue until the value in
Y is greater than the value in U. At that time, the loop is terminated, and the
user is asked if another calculation is to be performed.

The statements on lines 740-800 ask if another calculation is to be per-
formed and verify that a valid response is made. These statements modify the
control variable, RS, which is used to control the main processing loop. They
obtain data which indicates whether the main processing loop is to be executed
again (YES in R$) or terminated (NO in R$). The goto statement on line 820
passes control back to the if statement on line 460 which checks if the main
loop should be entered.
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The function performed by the statements on lines 740-800 is very similar
to that performed by the read statement in previous programs. Therefore,
these statements must be the last statements within the loop in the same man-
ner that the read statement in previous programs was the last statement within
the loop. It is a design error to pass control back to any statement located
before the if statement on line 460,

The looping logic structure and its implementation in BASIC is very
important. All material covered in this chapter should be thoroughly
understood before continuing to subsequent chapters.

The following tips should be kept in mind when coding a program:

1. The constant values which are used in a program should be placed in
fields with variable names by the initialization portion of the program.
When this is done, the maintenance task is much easier and less prone
to error.

2. Whenever new, unrelated subject matter is to be displayed on a CRT
screen, the screen should be cleared first. This allows the user to see
only that information which is required for the response.

3. When editing data entered via the input statement, never assume that
if one value was not entered, another value was entered. For example,
when editing the response to the question, Do you want to perform an
investment calculation, do not assume that if the value entered is not
yes, it is no. Both possible values must be explicitly checked. If a valid
response is not entered, an error message should be printed and a correct
response asked for.

4. Loops, whether they are implemented using an if statement and a goto
statement or for-next statements, should be preceded by and followed
by a blank line. Writing loops this way enables a reader of a program
to quickly and easily spot the beginning and ending of a loop.

5. The first statement in a loop (either an if statement or a for statement)
and the last statement in a loop (either a goto statement or a next
statement) should be vertically aligned. All statements within the loop
should be indented two columns from the beginning and ending
statements.

6. Loops should be implemented using the for-next statements when the
execution of the loop is dependent upon the value in a counter and the
value in the counter is incremented by the same amount each pass
through the loop. Otherwise, loops should be implemented using the if
and the goto statements.

7. It is quite important that the users of a program understand the
messages written on the CRT screen in response to a value entered.

LOOPING — INTERACTIVE
PROGRAMMING

Coading tips
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Therefore, the error messages written by a program should be self-
explanatory and should indicate to the user why the input entered was

in error. For example, if a user enters an interest rate greater than
24%, the message should explain that the interest rate must be less
than 25%. If the message just said ‘““Error — reenter”’, the user would

have no guidance and may, therefore, never figure out why the entry
was in error.

The complete listing for the sample program is shown below and on the next
page.

100
110
120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280
290
300
310
320
330
340
50
360
270
280
290
400
310
420
430
440
450
460
470
480
490

REM INVEST DECEMBER 28 SHELLY/CASHMAN
REM
REM THIS PROGRAM CALCULATES THE VALUE OF AN AMOUNT INVESTED
REM FOR EACH OF TEN YEARS. THE USER ENTERS AN AMOUNT LESS
REM THAN €£100,000,00 AND AN INTEREST RATE LESS THAN 25%
REM
REM VARIABLE NAMES:
REM R%....RESFONSE TO 1S5 THERE ANOTHER CALCULATIDN
REHM AL ... AMOUNT TO BE INVESTED - ENTERED BY USER
REM Al....AMOUNT ENTERED MUST BE LESS THAN THIS AMOUNT
REM R.....RATE OF INTEREST - ENTERED BY USER
REM R1....RATE ENTERED MUST BE LESS THAN THIS RATE
REM V.i....VALUE AT THE END OF EACH YEAR
REM Y.-...YEARS COUNTER
REM Uaaa s NUMBER OF YEARS FOR WHICH TO CALCULATE VALUE
REM I F14...FRINT USING FORMAT FOR OUTRUT LINE
REM F2%...FRINT USING FORMAT FOR HEADING L INE
REM
REM ®xxx¥ INITIALIZATION OF VARIABLES f¥%xx
REM
LET Al = 1000004
LET R1 = 25
LB e
LET Fi% = " HH FEHH, HEHE. $4"
LET F2% = "INVESTMENT CHART FOR $%#, ###.4H# AT #4.4#4HY INTEREST"
REM
REM %x%%¥x PROCESSING ¥%%x%x
REM
CLS
FRINT "DD YOU WANT TO PERFORM AN INVESTMENT CALCULATIONZ"
INFUT “ENTER YES OR NO: “; R%$
REM
IF R% = "YES" DR R$% = "NO" THEN 460
INFUT " INVALID RESFPONSE — PLEASE ENTER YES OR NO: "3 R#%
GOTO 420
REM
IF R$ = "NO" THEN 840
CLS
INPUT “ENTER AMODUNT TO BE INVESTED: “; A
REM

Figure 6-34 Sample program (Part 1 of 2)



Figure 6-35 Sample program (Part 2 of 2)
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The following points have been discussed and explained in this chapter.

I. Looping can be used in any problem which requires repetitive actions
until a given condition occurs.

2. Interactive programming is when the user enters data from a
keyboard or other input device and the program processes the data
immediately.

3. A prompt is a message which prompts a person to enter data or other-
wise interact with a program. Prompts are used in interactive programming.
Prompts should clearly state the action to be taken by the person using the
program.

4. The process of checking input data is called data editing.

5. The input statement causes the program to pause until the user has
entered one or more values or characters through the computer or terminal
keyboard.

6. Data entered via the keyboard as a result of the input statement is
displayed on the CRT screen and stored in main computer storage.

7. The input statement contains a line number, the word INPUT, and
one or more variable names of fields where data will be stored when it is
entered on the keyboard.

8. When the input statement is executed, a question mark is displayed
on the CRT screen and the program waits for data to be entered.

9. When the variable name specified in an input statement is a numeric
variable name, the data entered must be numeric (numbers or a single decimal
point).

10. String variables can be used with the input statement.

11. A prompt can be included within an input statement.

12. A prompt in an input statement is a string constant which must be
contained within double quotation marks. When the input statement is
exccuted, the prompt is printed prior to the program’s halting for the data to
be entered.

13. The print statement can be used instead of or together with the
prompt in the input statement to prompt users.

14. When two lines of prompt messages are to be printed, the print state-
ment must be used for at least the lirst message.

15. If variables are to be printed on the prompt line, the print statement
must be used to print the prompt.

16. More than one numeric or string variable name may be specified in a
single input statement. The names are separated by commas in the input state-
ment. When the data is entered from the keyboard, the values for each
variable must be separated by commas.

17. If the return or enter key is depressed before all values have been
entered in response to an input statement with multiple variable names, some
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computer systems will ask for more values while others will require all of the
data to be reentered.

18. A loop consists of five elements: a) Initialize the control variable;
b) Test the control variable; ¢) Execute the loop statements; d) Modify the
control variable; ¢) Exit from the loop.

19. The read loops which have been used in previous programs contain all
the elements of a loop.

20. The basic loop structure is always the same, regardless of the function
of the loop and the processing which occurs within the loop.

21. A loop should be used whenever a series of instructions is to be
repeated until a given condition occurs.

22. For those problems in which one set of instructions is to be executed
if a condition is true and another set of instructions is to be executed if the con-
dition is false, the if-then-else logic structure is appropriate. If a set of instruc-
tions is to be repeatedly executed until a condition is true, the loop logic
structure is appropriate.

23. When a loop is to be executed based upon the uniform incrementing
ofl a counter, the For and Next statements in BASIC provide a convenient and
casy-to-use method for controlling the execution of the loop.

24, The for statement consists of a line number, the word FOR, the
variable name of the counter-variable, an equal sign, the initial and final
values of the counter-variable, and the optional step entry.

25. The next statement consists of a line number, the word NEXT, and
the variable name of the counter-variable used in the corresponding for
statement. The next statement marks the end of a for-next loop.

26. The for-next loop operates in one of two ways, depending on the
BASIC interpreter being used. Some interpreters will cause the statements
within the loop to be executed one time regardless of the initial value in the
counter-variable. Other interpreters will check the initial value of the counter-
variable. If the initial value is greater than the final value, the statements
within the loop will not be executed.

27. A for-next loop will continue execution until the value in the counter-
variable field is greater than the final value specified in the for statement.

28. The for-next loop has all the elements of the standard looping logic
structure.

29. All properly designed loops have a single entry point and a single exit
point. This includes loops implemented using the for and next statements.

30. Statements within a for-next loop should be executed only after the
for statement has been executed. The only way a for-next loop should be ter-
minated is that the for statement determines that the value in the control
variable field is greater than the final value specified in the for statement.

31. The step increment in the for statement need not be the value one. It
can be any positive or negative value required by the application.

LOOPING — INTERACTIVE
PROGRAMMING
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32. When the step increment is negative in a for statement, the test for
termination of the loop is whether the value in the control-variable field is less
than the final value specified in the for statement.

33. If the step increment is omitted from a for statement, the default
increment is a positive one.

34. Variable names may be used in the for statement as the initial value,
the final value, and the incremental value. In many cases, the use of variable
names is preferable to literal values for maintenance reasons.

35. For-next loops can be nested within other for-next loops.

36. An inner, or nested, for-next loop must be entirely contained within
the outer for-next loop.

37. In a flowchart, the page connector is used to indicate that control is
passed to another page of the flowchart.

38. Whenever a set of instructions is 1o be executed multiple times until a
condition occurs, a loop is the proper logic structure to use.

39, In most interactive applications, it is desirable to perform a check on
data entered by the user to ensure that the value is reasonable; that is, the value
is not below or above values which have been designated as reasonable.

40. The clear screen instruction (CLS) is used to clear the CRT screen of
any information and to place the cursor in the upper leftmost position of the
screen. On some computer systems, the instruction HOME or other instruc-
tions may be used instead of the CLS instruction for this same function.

41. Generally, whenever new, unrelated subject matter is to be displayed
on the CRT screen, the screen should be cleared first. This allows the user to
see only that information which is required for the response.

42. Loops, regardless of whether they are coded with if and goto
statements or with for-next statements, should always be preceded by and
followed by a blank line.

43. The first statement in a loop and the last statement in a loop should
be vertically aligned. All statements within the loop should be indented two
columns from the beginning and ending statements.

44. Loops should be implemented using the for-next statements when
execution of the loop is dependent upon the value in a counter and the value in
the counter is incremented by the same amount each pass through the loop.
Otherwise, loops should be implemented using the if and goto statements.
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Chapter 6
QUESTIONS AND EXERCISES

. What are some of the characteristics of interactive programming?
. When the input statement is executed: a) Data is moved from the data

statement to the variable following the word INPUT; b) The program
halts, waiting for the programmer to code the appropriate data statements;
¢) The program halts and will continue when the programmer types CONT;
d) The program halts, waiting for the computer operator to enter data.
If a numeric variable is specified with the input statement and string data
is entered, the BASIC interpreter will convert the data to a numeric format
(T or. F).

4. What is a prompt? Why is a prompt used?

9.

10.
1.

. When multiple variable names are used with an input statement, they must

be of the same type — either both numeric or both string (T or F).

. What are the five basic elements of a loop structure? Describe each one.

What will occur if the control variable in a loop is not modified?

. Loops: a) Must always be executed at least one time; b) May be executed

zero or more times; ¢) Will be executed the number of times cqual to the
value of the control variable; d) Must always begin with an if statement.
A loop should be used whenever one set of instructions is to be executed
when a condition is true, and another set of instructions is to be executed
when the condition is false (T or F).

The counter-variable in a for statement must always be numeric (T or F).
The single entry point in a loop is: a) The next statement in the for-next
loop; b) The step which modifies the control-variable; ¢) The decision
which determines if the loop is to be executed; d) The statement which
initializes the control-variable field.

. What is meant by a single exit point in a loop?
. When a negative step increment is used in a for statement: a) The counter

variable is initialized with the value and then the value is decremented by
one each pass through the loop; b) The final value is decremented cach
time by the value in the step increment; ¢) The value in the counter-
variable is decremented by the value in the step increment; d) The step
increment is converted to a positive number prior to being used.

. The value in the counter-variable field must be less than the final value

when a negative step increment is used (T or F).

. The sample program is to be modified by restricting the amount of money

to be invested to $50,000.00 and the interest rate can be as high as 40%.
Make the changes in the sample program to implement these modifications.

. Management has now realized that investments can be made over varying

lengths of time. They have asked, therefore, that the program be modified
to allow the user to enter the number of years of the investment. The
minimum number of years is I, and the maximum number of years is 15.
Make the changes (o the program to implement this modification.
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Chapter 6
DEBUGGING EXERCISES

The following lines of code contain one or more coding errors. Circle each
of the errors and write the coding to correct the errors.
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Chapter 6
PROGRAM DEBUGGING

The following program was designed and written to produce the invest-
ment chart using the input data as shown in Figure 6-1 (page 6.1). The results
actually obtained from the program are illustrated on page 6.38. Analyze the
results to determine if they are correct. If they are in error, circle the errors in
the program and write corrections.
100 REM INVEST DECEMBER 28 SHELLY /CASHMAN
110 REM
120 REM THIS PROGRAM CALCULATES THE VALUE OF AN AMOUNT INVESTED
130 REM FOR EACH OF TEN YEARS. THE USER ENTERS AN AMOUNT LESS
140 REM THAN $100,000.00 AND AN INTEREST RATE LESS THAN 25%
150 REM
160 REM VARIABLE NAMES:
170 REM R%....RESPONSE TO IS THERE ANOTHER CALCULATION
180 REM A.....AMOUNT TO BE INVESTED — ENTERED BY USER
1720 REM Al....AMOUNT ENTERED MUST BE LESS THAN THIS AMOUNT
200 REM R.....RATE OF INTEREST — ENTERED BY USER
210 REM R1....RATE ENTERED MUST BE LESS THAN THIS RATE
220 REM V.....VALUE AT THE END OF EACH YEAR
230 REM Y..uooYEARS COUNTER
240 REM U.....NUMBER OF YEARS FOR WHICH TD CALCULATE VALUE
250 REM Fl14$...PRINT USING FORMAT FOR OUTPUT LINE
260 REM F2%...PRINT USING FORMAT FOR HEADING LINE
270 REM
280 REM fxxx%% INITIALIZATION OF VARIABLES X¥fi%
290 REM
300 LET Al = 100000#
310 LET R1 = 25
320 LET U = 10
330 LET Fi1s = * H# SEHE, HiH. H4"
340 LET F2% = "INVESTMENT CHART FOR $%$i#, #i##.## AT ##.##7%1 INTEREST"
350 REM
360 REM Xxxxxx PROCESSING *Xx¥xx
370 REM
380 CLS
390 FRINT "DO YOU WANT TO PERFDRM AN INVESTMENT CALCULATION?"
400 INPUT "ENTER YES OR ND: ":R%
410 REM
420 IF R$ = "YES" DR R$%$ = "NO" THEN 4&0
430 INPUT " INVALID RESPONSE — PLEASE ENTER YES OR ND: "; R$
440 GOTO 420
450 REM
460 IF R$ = "NO" THEN B40
470 CLS
480 INPUT "ENTER AMOUNT TO BE INVESTED: "; A
490 REM
500 IF A < A1 THEN 560
510 PRINT " AMOUNT ENTERED IS TOD HIGH"
520 PRINT " PLEASE ENTER AN AMOUNT LESS THAN"; Al;
530 INPUT A
540 GOTO S00
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| REM

INPUT “ENTER INTEREST RATE: "; R
IF R > R1 THEN 640
PRINT "  INTEREST RATE IS TOO HIGH"
PRINT " PLEASE ENTER A RATE LESS THAN"; R1j "%: “;
 INPUT R _ .
GOTO 580
cLS
PRINT USING F2%; A, R
PRINT
PRINT " YEAR  AMOUNT"

FOR Y = 1 TO U STEP 1
LETV =A% (1 + (R/ 100)) T Y
PRINT USING F1%$; Y, V

PRINT * "
PRINT "DO YOU WANT TO PERFORM ANOTHER CALCULATION?"
INPUT "ENTER YES OR NO: ";R$

ZIF R$ -'"YES“ OR R$ = "NO" THEN 820
INPUT " IanLID REBPDNBE - PLEASE ENTER YEB OR NO3z
GOTO 780

820 GOTD 460

840 PRINT " *
850 PRINT "END OF INVESTMENT PRCIGRM"
B60 END

REM

Program Results
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Chapter 6
PROGRAMMING ASSIGNMENT 1

Sales charts must be prepared by a fast food restaurant listing the cost of 1 to
10 items of the various products sold. Design and code the BASIC program to
produce the sales charts.

The user will enter the cost of one food item. The data entered should be edited
to ensure that the amount is less than $10.00.

The program should be designed using good interactive programming tech-
niques. The program begins by asking the user if a sales chart is to be
prepared. If the answer is no, the program should be terminated. If the answer
is yes, the user should be asked to enter the cost of one item. A chart should
then be printed listing the cost of 1 through 10 items. The format of the output
is illustrated below. In the example, 1.25 was entered as the cost of one item.
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SALES CHART
ITEMS AMOUNT

1.25
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DO YOU WANT ANOTHER SALES CHART?
ENTER YES OR NO: ?

LOOPING — INTERACTIVE
PROGRAMMING

Instructions

Input

Output
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Chapter 6
PROGRAMMING ASSIGNMENT 2

A report is to be prepared listing the cost of one to ten gallons of gasoline
based upon the cost per liter. Design and code the BASIC program to produce
the desired report.

The user will input the current cost of one liter of gasoline. The data entered
should be edited to ensure that the amount does not exceed $.99 per liter.

The program should begin with a question to the user asking if a gasoline
charges report is to be prepared. If the answer is no, the program should be
terminated. If the answer is yes, the user should then be asked to enter the cost
of one liter of gasoline. The output should contain the number of gallons
(from one to ten), the corresponding number of liters, and the cost for the
gallon of gas. Liters are obtained by multiplying the number of gallons by
3.785. The cost of each gallon is obtained by multiplying the liters in each
gallon by the cost per liter entered by the user. In the example below, the cost
per liter was entered as $.39 by the user. The format of the output is illustrated
below.

""||""|"'"l l.‘.'.‘.l\'.l. A 1.

i

Al ER THE |

GASOLINE CHARGES

GALLONS LITERS COSsT
1 3.785 $ 1.48
2 7.570 $ 2.95
3 11.355 $ 4.43
4 15.140 % 5.90
9 18.925 $ 7.38
6 22.710 % B.B6
7 26. 495 $10.33
] J0.280 $11.81
9 34.065 $13.29

10 37.850 %14.76

DO YOU WANT TO PRODUCE ANOTHER CHART?
ENTER YES OR NO: ?
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Chapter 6
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

A payroll program should be prepared listing the hourly, weekly, monthly,
and yearly salaries for a series of hourly rates. The beginning and ending
hourly rates which are to appear on the report arc to be entered by the user.
The weekly pay rate is calculated by multiplying the hourly rate by 40. The
monthly rate is calculated by multiplying the weekly rate by 52 and dividing by
12. The yearly rate is calculated by multiplying the weekly rate by 52. The
beginning pay rate should not be less than 3.50, and the ending pay rate should
not be more than 20.00. The user should also input an increment to the begin-
ning hourly pay rates. This increment should not be less than .10 nor greater
than 5.00. The program should ask the user if a chart is to be prepared. The
screens obtaining the user information are illustrated below.

L

ENTER BEGINNING HOURLY RATE: ? 5.00
ENTER ENDING HOURLY RATE: ? 10.00
ENTER HOURLY FAY RATE INCREMENT: 7 1.00

A program should be designed and written that will prepare a report reflecting
the inflation rate of any value from $100.00 to $99,999.99 over a period of
years. The user should enter the dollar amount, the percentage of inflation
(from 1% through 25%), the beginning year for the report, and the ending
year for the report. The report should contain the year and the value for that
vear. The value for any given year is the value from the previous year plus the
increase calculated by multiplying the percentage entered by the user by the
previous year’s value. An example of the input entered by the user in this

| eanrerme ]

ENTER VALUE: ? 1000
ENTER BEGINNING YEAR: ? 1983
ENTER ENDING YEAR: 7 1986

—

LOOPING — INTERACTIVE
PROGRAMMING

Program 3

Program 4
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Tables are commonly used to look up information or to extract values for use
in calculations. For example, one might use a table of distances between
various cities when making a trip. Income tax tables, insurance tables, or sales
tax tables may be used when extracting a value for use in a calculation. When a
table is used, it must be searched in order to extract the proper information.

Tables also play an important part in computer programming. They are
used to store data which can be extracted based upon given information. As an
example, in the following illustration the user enters a flight number on the ter-
minal keyboard. The program stored in main computer storage will search a
table containing valid flight numbers. When the flight number which has been
entered is found, the flight number and the departure time of the flight are
displayed on the CRT screen.

PLEASEENTER FLIGHT NUMBER: 323

FLIGHT: 323
DEPARTURETIME: 1:45PM

In the example above, the terminal operator entered the flight number —
323. The program stored in main computer storage used that value to search

Introduction

Figure 7-1 When the user
enters a flight number, the
flight number table is
searched until an equal
flight number is found. The
corresponding  departure
number is then displayed
on the CRT screen,
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Sample program

Figure 7-2 In the sample
program, the user enters a
flight number, and the origi-
nation point, destination
point, and departure time
of the tlight are displayed
on the CRT

7.2

the table containing the flight numbers. The search could proceed by examin-
ing the first flight number (148). Since this flight number is not equal to the
one entered on the terminal, the program would examine the second flight
number. Again, the flight numbers are not equal, so the third flight number in
the table is examined. In this case, the flight numbers are equal. Therefore, the
corresponding departure time is extracted from the table and is displayed on
the CRT screen.

The sample program in this chapter illustrates an application in which flight
information is made available to airline terminal operators. 11 the operators
wish to make an inquiry, they are asked to enter the flight number. When the
flight number is entered, the origination point, destination point, and
departure time are displayed on the CRT screen (Figure 7-2).

AKE:AN'INQuIRY?“.:TZ
? YES -

PLEASE ENTER FLIGHT NUMBER: 7 403

FLIGHT: 403

ORIGINATION POINT: NEW YORK
DESTINATION POINT: MIAMI
DEFARTURE TIME: 5:00 PM

- bo YDU WISH TO HQKE ANDTHER INQUIRY?
: ENTER YES R NQ' ?“ :

The first message sent to the terminal operator is “DO YOU WISH TO
MAKE AN INQUIRY?". If the answer is no, the program is terminated. If
the answer is yes, such as in the example above, the operator is asked to enter
the flight number. In this case, flight number 403 was entered. The program
will then search the flight number table., When flight number 403 is found in
the table, the origination point, destination point, and departure time are
extracted from corresponding tables and are printed on the screen,

In order to accomplish the processing shown in this example, three steps
must be followed in the program. First, the tables must be created in the pro-
gram. Second, data must be placed within the tables. And third, the tables
must be searched and the correct data extracted from the tables.

These three steps are explained on the following pages.



7.3

When programming in BASIC, a table is normally referred to as an array. The
first step in a program which will search an array is to reserve areas in main
computer storage for the entries within the array. These entries are called
elements of the array. This is accomplished through the use of the DIM
(DIMension) statement. The general format of the DIM statement, an example
of its use, and the results of its use are shown in Figure 7-3.
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The dimension statement begins with a line number, followed by one or
more spaces. The word DIM is specified next. One or more spaces lollow the
word DIM. The next entry is a variable name. This variable name is used to
reference the array. Immediately following the variable name, with no
intervening spaces, is a set of parentheses. Within the parentheses is a numeric
literal, a numeric variable, or an arithmetic expression which indicates the
number of elements in the array. In the example in Figure 7-3, the numeric
literal 5 is specified. Therefore, the dimension statement reserves space in the I
array for five elements in the array.

The F array is an array which will contain numeric values in each element
because the variable name F is a numeric variable name. Each element in the
array is referenced through the use of a subscript. A subscript is a numeric
value, either a literal or a variable name representing a numeric value,
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Figure 7-3 When the dimen-
sion statement is executed,
storage is reserved for the
number of elements in the
array specified within the
parentheses. In this exam-
ple. the F array will have
five elements. The dimen-
sion slatement does not
place data in the array — it
merely reserves storage
and informs the BASIC inter-
preter of the number of ele-
ments in the array.
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specified in parentheses following the array name. It identifies the element
within the array which is being referenced. For example, the entry F(2)
specifies that the second element of the array is to be referenced. The entry
F(4) specifies that the fourth element of the array is referenced.

It should be noted that some BASIC interpreters begin numbering
elements within an array with the subscript 0. Therefore, a dimension state-
ment DIM F(5), such as shown in Figure 7-3, would reserve space for six
elements. The first element would be specified as IF(0). In this text, the first cle-
ment referenced in an array will always be identified with a subscript of 1 that
is, F(1). In addition, some BASIC interpreters do not require a dimension
statement if the array contains ten or fewer elements. It is suggested, however,
that a dimension statement always be used to specify the exact number of
elements in an array.

Loading the array  After an array has been defined using the dimension statement, the data musi
be placed in each element. Although a number of different techniques exist to
perform this task, the most commonly found uses a for-next loop and the read
statement. The coding to load the flight number array defined in Figure 7-3 is
shown below.

Figure 7-4 The for-next loop is used to load data into the flight number array.
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The data statements on lines 270 - 310 each define the data which is to be
placed in an element of the F array. The dimension statement on line 370
reserves computer storage for an array with the name F that will contain five
elements. The for-next loop on lines 400 - 420 is used to transfer the data from
the data statements to the array elements.

It will be recalled that the counter-variable in a for statement is initialized
with the initial value specified in the statement. Therefore, in Figure 7-4, the
counter-variable S1 will be initialized with the value 1. This value is then com-
pared to the final value, 5. Since one is not greater than five, the loop is
entered.

There, a read statement is executed. The read statement will transfer the
data in the first data statement to the field identified by the variable following
the word READ. In this example, the variable is F(S1), which is the array
name F followed by a variable field which acts as the subscript. When the
value in SI is equal to 1, then the first element of F is referenced. When the
value in S1 is equal to 2, the second element of F is referenced, and so on, On
the first pass of the for-next loop, the value in S1 will be 1, so the read state-
ment will transfer the value 148 from the data statement to the first element of
the F array.

When the Next statement on line 420 is encountered, control is passed
back to the for statement on line 400. The value in S1 is incremented by 1 and
is compared to the final value, 5. Since the value in S1, 2, is less than the final
value, the loop is once again entered. There, the read statement will transfer
data from the second data statement to the F(S1) element of the F array. Since
the value in S1 is 2, the data in the data statement on line 280 is transferred to
the second element of the array.

This processing continues for the third, fourth, and fifth elements of the
array. When the value in the counter-variable S1 reaches 6, the loop is termi-
nated. From this example, it can be seen that the value in the counter-variable
of the for-next loop is used as the subscript to reference the elements within the
F array. This is the most commonly used means for loading an array in the
BASIC language.

When array search is to occur in a program, more than one array is required
in the program. The dimension statement is used to define these arrays, as

M

ity

ARRAYS

Multiple arrays

Figure 7-5 Multiple arrays
can be defined with a single
dimension statement. If re-
quired by the application,
each of the arrays delined
by a single dimension state-
ment could contain a differ-
ent number of elements.
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The dimension statement in Figure 7-5 defines four arrays. The F array
has been seen in previous examples. The OS array, which will contain string
data because a string variable name is used, also contains five elements.
Similarly, the D$ and T$ arrays contain five clements of string data. These
arrays are used in the sample program to contain the flight numbers, the
origination points (0$), the destination points (D$), and the departure times (T$).

These four arrays are loaded in the same fashion as the single F array in
Figure 7-4, The following example illustrates loading these four arrays.

320 DATA 148, "PHOENIX", "BOSTON", "2:00 AM"
330 DATA 264, "DENVER", "CHICAGO", "11:50 AM"

340 DATA 323, "DALLAS", "ATLANTA", "1:45 PM"

350 DATA 378, "ATLANTA", "SEATTLE", "3:135 PM" =
360 DATA 403, "NEW YORK", "MIAMI", “5:00 PM"

440 DIM F(5), 0%(5), D%(5), TH(5)

460 FOR S1 =1 TO SYSTEP 1
470 READ F(S1), 0%(S1), D$(SD), T$(S1)

480 NEXT 51/ / i \
e opvfiEr RS

(e ’Ilrm- ‘"‘l ; ""T
y r:* ; [If.flf
A ttvmnn, |I
Qi
o os DS T$ Hifﬂ [
/A

F(1)| 148 |05§(1)] PHOENIX 0§(1)| BOSTON T8(1) | 9:00AM

F(2)| 264 | 0%(2)| DENVER D3(2)| CHIGAGO | Ts(2)/| 11:50 AM

Fi3)] 323 |O%(3)| DALLAS DS(3) [ATLANTA T8(3)| 1:45PM

[f[{ﬂrﬂrﬁm Fié)| 378 |OS(@) ATLANTA | |Dsta)| SEATTLE | | Ts(&)| 3115PM

. m‘;jf}f £(5)| 403 | 0S(5)) NEWYORK | | DS(5)| MIAMI T5(5) | 5:00PM

i
/ i':{ﬁi".“:"&m WN/ |

I

Figure 7-6 The single read statement in the for-next loop (line 470) is used to place data in four arrays. This single loop, which is
executed five times, will work for all arrays which contain five elements. If an array contains a different number of elements, it will
have to be loaded by a different for-next loop which is executed the same number of times as there are elements in the array.

In Figure 7-6, cach data statement contains one element for each array.
Thus, the data statement on line 320 contains an element for the flight number
array (148), an element for the origination point array (PHOENIX), an ele-
ment for the destination point array (BOSTON), and an element for the depar-
ture time array (9:00 AM). The next lour data statements contain data for the
other four elements ol the arrays.
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The for-next loop on lines 460 - 480 loads the arrays using the technique
illustrated in Figure 7-4. The only difference here is that four elements are
read with the single read statement. When the read statement on line 470 is ex-
ecuted the first time, the first entry in the data statement on line 320 is placed
in the first element of the flight number array. The first element of the flight
number array is used because the value in S1 on the first pass through the for-
next loop is 1. After the first entry in the data statement is placed in the flight
number array, the second entry in the data statement (PHOENIX) will be
transferred to the first element of the O$ array. Then, the third entry in the
data statement (BOSTON) is placed in the first element of the D$ array. Final-
ly, the last entry in the data statement on line 320 (9:00 AM) is placed in the
first element of the T$ array.

After the read statement has been completed, the Next statement on line
480 transflers control to the for statement on line 460 where the value in SI is
incremented by one. The same process is repeated for the data statement on
line 330. This time the data is placed in the second element of each of the
arrays. This processing will continue until all five elements of the arrays have
been loaded with data.

Although the read statement within a for-next loop is the most commonly used
means for placing data in an array, the exact method shown in Figure 7-6 need
not always be used. Because of the manner in which the read and data
statements work, different configurations of the data, read, and for-next
statements can be used.

In order to understand these configurations, it is necessary to understand
how the read and data statements work together. Regardless of the number of
entries in the data statements, these statements merely deline a list of data to
be referenced by read statements. This is illustrated below.
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ARRAYS

Theread and
data statements

Figure 7-7 Regardless of
the way in which dala is
specified in the data state-
ment, the result is a single
string of data. Each single
entry in the string is read
sequentially by the read
statemenl(s) within the pro-
gram. Thus, the first time a
read statement is executed,
the value 1 will be read. The
next time a read statement
is executed, the value 2 will
be read,
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Figure 7-8 When a read
statement is executed, it
uses the next entries in the
list generated by the data
statements, If the read state-
ment has a single variable
name, the next entry in the
data list i1s placed in the vari-
able. It the read statement
contains multiple variable
names, the next entry in the
dala lisl is placed in the first
variable field. The following
enlry in the data histis then
placed in the second vari-
able field. Thus, when the
read statement on line 570
is executed, the first entry
in the list is placed in the
first vanable field (A). The
second entry in the data list
1s placed in the second vari-
able field (B). This process-
ing continues for all read
statements in the program,
If all of the entries in a data
list have been used and a
read statement is executed,
the BASIC interpreter will
write an “out ol data”
message, and the program
will be terminated.

7.8

Regardless of the format of the data statements in Figure 7-7, the results
are identical — a list of the data entries specified in the data statements. When
a rcad statement is executed, the next entry from the list is transferred 1o an
arca of storage referenced by the variable in the read statement. Therefore,
from the data in Figure 7-7, the first read statement executed in the program
would transfer the value 1 to a variable. The second read statement in the pro-
gram, either the same read statement being executed a second time or another
read statement being exccuted the first time, will transfer the value 2 from the
darta list to the variable field specified in the read statement. This is illustrated
in Figure 7-8,

650 READ A
660 READ B
670 READ C
680 READ D

The entries in the data statements arc always made available sequentially
to the read statements. Each subsequent entry in the list generated by the data
statements will be transferred to the field identified by a variable name in the
read statements. Therefore, in the example in Figure 7-8, without regard to the
manner in which the data statements are written, the read statement on line
570 will place the first data entry (1) into the field identified by the variable A,
the second entry in the list (2) into the B field, the third entry (3) into the field
identified by the variable name C, the fourth entry (4) into the D field.

The four read statements on lines 650 - 680 will cause exactly the same
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transfer of data to occur because the list of entries generated from the data
statements is available to all read statements in the program. The next entry in
the list is used for whichever read statement is executed next.

The number of entries in the list generated from data statements will normally
be equal to the number of times read statements will be executed in the pro-
gram. In some applications, however, a large number of read statements may
be executed, but the actual amount of data (o be read is small; that is, (he same
data is used over and over again. In some instances, it may not be known how
many times this data is to be read. This condition can be solved through the
use of the restore statement. After the restore statement is executed, the next
read statement will obtain data from the first entry in the data list of the
program, as shown in Figure 7-9,

250 DA'.I'A i,

2
630 READ A, B .
REM

640

650 FOR C = 1 TO 300

660 LET A= (A XC) /B
L]

740  RESTORE

750 READ A, B

760 NEXT C

In the example above, the single data statement on line 250 contains two
entries. The read statement on line 630 will transfer the first entry from the list
generated by the data statement to the field identified by the variable name A
and the second entry to the B field. Within the for-next loop, the calculation
performed by the let statement on line 660 alters the value in A. To allow the
read statement on line 750 to replace the calculated value in A by the first value
in the data list, the restore statement on line 740 is executed. After its execu-
tion, the next read statement will obtain its data from the beginning of the data
list. Therefore, when the read statement on line 750 is performed, the first
value in the data list (1) will be placed in the A field. The value 2 will be placed
in the B field. Although not widely used, the restore statement at times is a
useful instruction.

Based upon the previous discussion, it is possible to arrange data statements
and read statements in a number of configurations to load arrays. The exam-
ple in Figure 7-6 illustrated the most commonly found means for loading four
arrays with the same number of elements, but the examples on the following
page illustrate several other means which could be used.

ARRAYS

Restore statement

Figure 7-9 After the restore
instruction is executed, the
next read statement will
abtain its data from the first
entry in the data list gener-
ated by the data statements
in the program. Here, the
read statement on line 750
will read the first entry from
the data statement on line
250 because of the restore
statement on line 740.

Loading arrays
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Figure 7-10 Examples of
the data and read statements
to load arrays with an equal
number of elements.




7.1

As shown in Figure 7-10, a variety of methods can be used to load an
array. The methods shown are not exhaustive — there are many more ways to
load an array as well. These, however, illustrate the more commonly found
methods.

After an array is loaded with data, it can be used for a variety of applications.
In the sample program in this chapter, an array search is required. An array
search consists of searching the array until a desired value is found. When the
value is found, a corresponding element from another array is extracted and
used.

The sample program requires the user to enter a flight number. Based
upon the flight number, the origination point, the destination point, and the
departure time are displayed (see Figure 7-2). The process of performing the
array search consists of the following steps (Figure 7-11): 1) The flight
number is obtained from the user; 2) The flight number is compared to each
flight number in the array until an equal flight number is found; 3) The cor-
responding values for the other arrays are extracted and displayed on the CRT
screen.

oot Joso[Eon
--%ﬁ?‘ﬂ.&ﬂ/ﬂm_ L

- - $ = -

I

%

ORIGINATION POINT: DENVER
DESTINATION POINT: CHICAGO
DEPARTURETIME: 11:50 AM

ARRAYS

Searching

Figure 7-11 When the array
search occurs, the flight
number entered by the user
is compared to the elements
in the flight number array
{F) until an equal Hlight num-
ber is found. When an equal
number is found, the corres.
ponding entries from the
origination point array (0$),
the destination point array
(D8}, and the departure time
array (T$) are extracted and
displayed on the screen.
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When the flight number is entered, it is compared to each successive flight
number in the F array until an equal flight number is found. In the example in
Figure 7-11, the second element in the flight array contains flight number 264,
which is the number entered by the user. Since the second element in the flight
number array contains the equal flight number, the second element in the
other arrays will be extracted and displayed on the CRT screen. Thus,
DENVER from the O%$ array, CHICAGO from the D$ array, and 11:50 AM
from the T3 array are extracted and displayed. Each of these elements is
addressed by using the same subscript as the equal element in the F array.

When an array is searched, there is the possibility that the value being
searched for does not exist. For example, if the computer user entered flight
number 400, an equal condition would not occur because there is no flight 400
in the F array. Therefore, whenever an array search is performed in a pro-
gram, there must always be provision for the case where an equal element in an
array is not found.

The logic to perform the search illustrated in Figure 7-11 is shown by the
flowchart in Figure 7-12. The numbered steps are explained below:

I. The flight number to be found in the array is entered on the keyboard.

2. The search subscript which will be used to examine each element in the
flight number array is set to an initial value of 1. This initial value will
allow the search to begin with the first element in the flight number
array.

3. A decision is made to enter a loop based on two conditions — is the
value in the search subscript greater than the number of elements in the
array, or is the flight number entered by the user equal to the flight
number in the element of the array being examined. If either of these
conditions is true, the loop is not entered. Instead, control passes to
theif-then-else structure at step 4.

If, however, the flight numbers are not equal and the search
subscript is not greater than the number of entries in the array, the
loop is entered. The only statement within the loop is to add the value
I to the search subscript. This processing means that the next time the
value entered by the user is compared to an element in the array, the
next element in the array is examined. Thus, if the first element of the
array is not equal to the flight number entered by the user, after the
search subscript is incremented the next comparison will be to the
second element in the array.

Control is then passed back to the start of the loop where the
flight number entered by the user is compared to the next element in
the array. This looping will continue until cither a flight number is
found in the array which is equal to the flight number entered by the
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user or until the value in the search subscript is greater than the
number of entries in the array,

When the exit from the loop occurs, the next task is to determine why
the exit took place. There are two possible reasons — ecither a flight
number was found in the array which was equal to the flight number
entered by the user, or the value in the search subscript became greater
than the number of elements in the array. If the value in the subscript
is greater than the number of elements in the array, it indicates that the
flight number does not exist in the array because all clements have
been compared and none have been found to be equal.

. When a flight number is not found in the flight number array, the
message FLIGHT NUMBER 400 DOES NOT EXIST is printed. The
flight number in the message is the invalid flight number entered by the
user. Control is then passed to the next portion of the program.

PLEASE ENTER FLIGHT NUMBER: 7

FLIGHT NUMBER 400 DOES NOT EXIST |

Figure 7-12 The six steps
required for the logic of an
array search are shown by
the flowchart, Il an equal
flight number is found in
the flight number array, the
flight number, origination
point, destination point,

and departure time are dis-
played. If an equal flight
number is not found, an

error
displayed.

message 5
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6. If the subscript is not greater than the size of the array, it means a
flight number was found in the array that was equal to the flight
number entered by the user. Therefore, the flight number, origination
point, destination point, and departure time are displayed on the screen.

The steps in the flowchart for the first element in the flight number array
areillustrated in the example in Figure 7-13.

PLEASE ENTER FLIGHT NUMBER: 7264

Search Size of
Subscripl Array

Flight Number Array
¢1 ~ Not
F?u?:hl\“E“”“'D | 148
Set Search | Numbar bl
Subscript L (2} 20
il F@)|:
[ Fdy |-
] {
I8
+Subscript’ > | Add 1
Size ol Array or AL to Search i"
Are Flight Numbars Subscript [ I
i '.‘quu’al?" - ’M!ﬂfdfﬂr =
Y
i L ﬂﬂ!fz’ﬂf/ﬂﬂﬁﬂ T
Figure 7-13 In this exam: In the example above, the user enters flight number 264. The search

ple, flight number 264 is ibser coen ke value 1. It 55 4 . atad ke size of the: drray

entered by the user, This  Subscript is set to the value 1. It is then compared to the size of the array,

flight number is not equal  where it is found the subscript is less than the size of the array. The flight

to the first el tin th ! ; : ”

o irst element In the —\ nber entered by the user is compared to the first element in the flight

flight number array. There- ’

fore, the subscript mustbe  number array. They are not equal. Therefore, the loop must be entered (o

incremented by one, and —inarement the subscript by one and continue the search (Figure 7-14),

the next element in the 5 ; 27

array is compared After the search subscript is incremented by one, control passes back to
the decision statement which again checks if the value in the subscript is
greater than the size of the array. Since it is not, the flight number entered is
compared to the second element of the flight number array. In this case, they
are equal. Therefore, the loop is terminated, and control is passed to the

if-then-else structure.




Add 1
to Search
Subscript

Display Flight,
Origination,
Deslination,
Departure

PLEASEENTERFLIGHT NUMBER: 7 264

FLIGHT: 264
ORIGINATION POINT: DENVER

NOTE: A “17 is added o the
subscrip!

Less
Tnan%

Suzc ol
Array

Search
Subscript

BT e A8 | DS EHOER'X
Number IS £y 264 [0si2)

F(3)| 323 |0$(3)| DALLAS

DENVER

F(4) ATLANTA

NEW YORK

The decision at the entry point to the if-then-else structure tests if the  Figure 7-14 Flight number

subscript is greater than the size of the array. In this example, it is not (2 is not

264 is equal to the flight
number in the second ele-

greater than 3). Therefore, an equal flight number had to be found. As a  ment of the flight number

result, the flight number, origination point, destination point, and departure

array. Therefore, the corres-
ponding elements of the

time are extracted from the arrays and displayed on the CRT screen. The  other arrays are accessed,

subscript value used when the equal flight number was found (2) is used to
reference the elements in the origination, destination, and departure time
arrays.

To summarize the search logic, the value to be found in an array is com-
pared to the first element of the array. If they are equal, the corresponding
elements from the other arrays are extracted and printed, and the search
process is complete. If the value to be found is not equal to the first element in
the array, the subscript is incremented by one. The value is then compared to

on the screen

and the data is displayed
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Coding the
array search

Figure 7-15 The coding for
the array search consists
of two major parts — the
loop to search for an equal
flight number and the f-
then-else structure to deter-
mine the results of the
search,

7.16

the second element in the array. This process will continue until the value to be
found is equal to an element in the array, or all of the elements of the array
have been examined and none is equal to the value. If none is equal, an error
message is displayed. If an equal element is found, the corresponding elements
from the other arrays are printed.

It is important that the programmer thoroughly understand this logic and
processing prior to designing and coding a program which will search an array.

After the logic for the array search has been designed, the coding to implement
the logic must be written. The coding to implement the logic of the flowchart
in Figure 7-12 is illustrated below.

The input statement on line 450 obtains the flight number from the user
which will be used to search the flight number array. This value is stored in the
F1 field. The subscript field, S, is then set to the value 1.

The il statement on line 480 checks il the value in the subscript field, S, is
greater than the size of the array, which is 5. If so, then the entire array has
been searched, and a flight number equal to the one entered by the user has not
been found. If the value in S is greater than 5, control is passed to line 530,
where further checking is done.

If the value in S is not greater than 5, the if statement on line 490 tests if
the value entered by the user is equal to the element in the array addressed by
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the entry F(S). This entry addresses the element in the F array corresponding to
the value in the subscript field, S. If the value in S is one, the first element of
the F array is compared. If the value in S is two, the second element of the F
array is compared, and so on. If the value in FI is equal to the element in the
array being compared, an equal flight number was found. Control is passed to
line 530 for further checking.

If neither of the if statement conditions is true, the statement on line 500
adds | to the subscript field (S) so that the next element of the flight number
array can be compared. The goto statement on line 510 then passes control
back to theif statement at line 480.

On line 530, the value in the subscript field is checked to determine if it is
greater than 5. If so, no equal flight number was found in the array, and con-
trol is passed to line 600, where the error message is printed. If the value in S is
not greater than 5, an equal flight number in the array was found. The value in
S will point to the element which contains the equal flight number. This value
is used to reference the elements in the other arrays to print the origination
point (line 550), the destination point (line 560), and the departure time (line
570).

As will be noted from both the flowchart in Figure 7-12 and the coding in
Figure 7-15, a loop is used to search the array. The if-then-else structure is
then used to determine the results of the array search and take appropriate
action.

The if statements on lines 480 and 490 both pass control to the same point
if they are true. Therefore, it can be asked why the OR logical operator cannot
be used to join these conditions. If either or both of the conditions are true,
line 530 will receive control (Figure 7-16).

i

A

The reason this statement will not work properly is that when the if state-
ment is evaluated, both conditions are examined before it is determined
whether the if statement is true. The value in the subscript S can be greater
than 5; indeed, this is tested in the if statement. If the value in S is greater than
5, however, the entry F(S) is invalid because there are only five elements in the
IF array. The error message SUBSCRIPT OUT OF RANGE will be printed by
the BASIC interpreter if the value in the subscript field is greater than the
number of elements in the array. Therefore, not only must the conditions be
tested separately, the test for the subscript value being greater than the number
of elements in the array must be performed before the comparison to the
element in the array. This is true for all array searches.

ARRAYS

Figure 7-16 Whenever a
subscript is to be used with
an array name, the value in
the subscript must not be
greater than the number of
elements in the array. If it
15, the program will be ter-
minated. Therefore, this if
statement cannot be used
in an array search because
the value in S could be
greater than 5, which is the
number of elements in the
F array,
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Misuse of
for-nextloop

Figure 7-17 A for-next loop
should never be used to
search an array because it
violates the single exit point
rule of the loop logic
structure.

Figure 7-18 This flowchart
illustrates the two exit
points required when the
for-next loop is used to
search an array.

7.18

In some programs, it will be found that the programmer used for-next state-
ments to perform the array search. The typical coding which is used is shown
in Figure 7-17.

From the example above, it can be seen that the for-next loop is used to
increment the subscript by one each pass through the loop. If the loop is com-
pleted by the value in S becoming greater than 5, then the element in the array
is not equal to the value to be found and an error message is written. The if
statement on line 490 compares the value entered (F1) to the element in the
flight number array. If they are equal, control is passed to the statement at line
550 which will print the data from the arrays.

This coding violates the single exit rule of the loop logic structure, as
shown by the flowchart in Figure 7-18. The if statement within the for-next
loop exits from the loop at a second exit point. It passes control to a different
statement from the normal exit of the loop. Because of these violations of the
single exit rule, the for-next loop should never be used for array search. The
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for-next loop is used only when the exit from the loop is controlled by the
value in the counter-variable.

The previous examples have illustrated a sequential array search, where the
first element of the array is examined, and then the second element, and then
the third element, and so on in succession. This type of array search is useful
when the number of elements in the array is relatively small, on the order of
fewer than one hundred. When arrays with a larger number of elements must
be searched, other searching techniques which produce a faster search can be
used. When the elements of the array can be arranged in an ascending or
descending sequence, one of the more widely used techniques is the binary
scarch.

The binary search is used to eliminate portions of an array that do not
contain the value for which a search is being conducted. To illustrate, the
example in Figure 7-19 contains eleven flight numbers that are arranged in
ascending sequence in the flight number array. This means that the flight
number in the first element of the array is less than the flight number in the
second element; the flight number in the second element is less than the flight
number in the third element, and so on. The steps involved in a binary search
of the array are:

1. The flight number to be found in the array (587) is entered from the
keyboard.
2. The middle item in the array (the sixth flight number) is compared to

ARRAYS

Binary
array search

From Terminal

Figure 7-19 When a binary
search is to be used, the
elements within the array
must be in an ascending or
descending sequence. When
the search takes place, por-
tions of the array are elimi-
nated from consideration
until the equal element is
found.
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the flight number to be found. The flight number in the sixth element
of the array (419) is less than the flight number entered by the user
(587). Since the flight numbers in the array are in ascending sequence,
the flight numbers in elements 1 - 5 are also less than the flight number
entered by the user. Therefore, these elements of the array need not be
compared. From this one comparison, then, more than half of the
array has been removed from consideration when attempting to find
an equal flight number.

This step compares the flight number entered by the user to the flight
number in the middle clement of those elements remaining in considera-
tion (elements 7 - 11). The middle element between 7 and 11 is element 9.
Thus, the second comparison compares flight number 587 to flight
number 609, which is found in the ninth element of the array. Flight
number 587 is less than flight number 609. Therefore, since 589 is greater
than the value in the sixth element and less than the value in the ninth ele-
ment, only element 7 or element 8 can contain the equal flight number.
Since there is no single middle element between element 6 and element
9, the lower of 7 and 8 is chosen for the comparison. When flight
number 587 is compared to the flight number in the seventh element of
the array, it is found that the flight numbers are equal. Therefore, the
array search is terminated.

Note in this example that only three comparisons were required to find the

equal flight number, while il a sequential array search were used, seven com-

parisons would have been required. In larger arrays, more savings in time can
be realized. For example, in an array with 1,000 clements, the maximum
number of comparisons using a binary search to ind an equal element is ten.

The logic to perform a binary scarch must calculate which element within the
array is to be compared on each pass through the scarch. The search continues

until either an equal element has been found or until all possible elements have
been examined and found to be not equal. The flowchart of the logic used in a
binary search is shown in Figure 7-20.

The steps to search the array illustrated in Figure 7-19 for flight number

587 using the logic shown in the flowchart are explained below:

I

(o)

The upper limit, which is a numeric value used in the caleulation of the
element to be compared, is set to the value 12 (the size of the array plus
1). The lower limit, another value used in the calculation, is set to zero.

The subscript used for the comparison is calculated by adding the
upper limit and lower limit, and dividing the result by 2. In the
example, the sum of the upper and lower limits is 12, Twelve divided
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by two is six. Therefore, the first element to be compared is 6.

3. The subscript (6) is not equal to the lower limit (0), nor is the user
flight number (587) equal to the flight number in the sixth element
(419). Therefore, a check is made to determine if the user flight
number is less than the array flight number. Flight number 587 is not
less than 419, Therefore, the subscript is moved to the lower limit
field. The lower limit field now contains the value 6.

4. The subscript for the next element in the array to be compared is
calculated by adding the value in the upper limit field (12) to the value
in the lower limit field (6) and dividing the result (18) by 2. From this
calculation, the subscript value 9 will be used for the next comparison.

5. The subscript is not equal to the lower limit, and the flight number
(387) is not equal to the flight number in the ninth element of the array
(609). Therefore, the search loop is entered, and it is found that the
user flight number (587) is less than the array flight number (609). As a
result, the value in the subscript (9) is placed in the upper limit field.

Figure 7-20 The principle
used in a binary search is
the same as that used in a
sequential search — use a
loop to perform the search
and then use the if-then.
else logic structure 10
determine the results of the
search
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6. The new subscript to be used for comparing in the array is determined
by adding the upper and lower limit values and dividing by 2 (9 + 6) / 2).
The integer of the result, which is 7, is used for the next comparison.

7. When the user flight number is compared to the seventh element, they
are equal, The search is complete. The program exits from the loop.

8. The next decision tests if the value in the subscript is equal to the value
in the lower limit field. If so, the entire table has been searched, and no
equal flight number was found. In this example, however, the value in
the subscript field is not equal to the value in the lower limit field.
Therefore, an equal flight number was found, and the value in the
subscript is used to print the data from the arrays.

The logic used for a binary search is somewhat different from the logic
used for a sequential search, but the principle used is the same: search the
elements in the array by looping until either an equal element is found or the
entire array has been searched. After looping, determine whether an equal ele-
ment was found. If so, print the data extracted from other arrays; otherwise,
print an error message.

Codingfora  Thecoding toimplement the logic in Figure 7-20 is shown in Figure 7-21.

binary search
220 LET U i=112
230 LET L = 0
240 LET 8 = INT((U + L) / 2)
250 REM
260 IF § = L THEN 380
270 IF F1 = F(5) THEN 380
280 IF F1 < F(S) THEN 320
290 LET L = S
300 GOTO 350
310 REM
320 LET U = 8§
3IF0 GOTO 350
340 REM
350 LET S = INT((U + L) / 2)
360 GOTO 260
370 REM
380 IF S = L THEN 460
390 CLS
Figure 7-21 The coding for 400 PRINT "FLIGHT NUMBER: "; F1
the binary search reflects 410 PRINT "ORIGINATION POINT: "3 0%$(S)
exactly the logic of the flow- 420 PRINT "DESTINATION POINT: "; D%(S)
chart in Figure 7-20. Note 430 PRINT "DEPARTURE TIME: "; T%$(S)
the use of the integer func- 440 GOTO 490
tion (int) to ensure an inte- 450 REM
ger for the subscript. Num- 460 PRINT "FLIGHT NUMBER"; F1; "DOES NOT EXIST"
bers used as subscripts to 8470 GOTO 490
reference an array cannot 480 REM
contain digits to the right 490

ol the decimal point.
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The coding is straight forward. Since subscripts must be whole numbers,
not real numbers, the calculation of the subscript uses the integer (int) func-
tion. It will be recalled that the integer function returns the next lowest integer
from the number within parentheses.

The binary search is quite a powerful tool when searching larger arrays.
There are other search techniques which can be used as well, depending upon
the nature of the data in the array. The programmer who understands the
sequential search and the binary search, however, will usually be able to
adequately design and write any array searching required in a program.

The arrays which have been examined thus far in this chapter have been single ~ Multi-dimension
dimension arrays; that is, a single subscript is required to determine where in ~ arrays

the array an element is located. In some applications, multi-dimension arrays

are required. A multi-dimension array is one which requires two subscript

values, one for the rows of the array and one for the columns of the array, to

identify an element within the array. The mileage chart below is an example of

a two-dimension array.

ATLANTA CHICAGO NEW YORK

ATLANTA 712 854

CHICAGO

DALLAS

a| miami

NEW YORK

The mileage array in Figure 7-22 consists of rows and columns. To deter- Figure 7-22 This mileage

: : . T R b chart is an example of a

mine the dlsl'fmcc fron:| Dallas to Mldml., ti.':e user of the array would search Gwodlinension. aey He

each row until Dallas is found. Then, within the Dallas row, each column is cause two subscript values

examined until the Miami column is found. At the intersection of the Dallag 2 reauired to locate an ele-

ey i L R ment in the chart. The first

row and the Miami column is the mileage from Dallas to Miami. subscript value specifies

To reference the location where the mileage from Dallas to Miami js  therow the desired element

s . occupies, and the second

found, the row and then the column can be specified. Thus, the location can be subscript value specifies

addressed as row 3, column 4. Two values are required to address the  thecolumn.

location — a row and a column. Therefore, this array is a two-dimensional
array because two identifiers are required to address an element within the array.
A two-dimensional array is defined in BASIC using the dimension state-
ment. The dimension statement which could be used to define the array in

Figure 7-22 is shown in Figure 7-23 on page 7.24.
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Figure 7-23 The dimension
statement is used to define
a two-dimension array. The
first number in parentheses
specifies the number of
rows in the array; the sec-
ond number in parentheses
specifies the number of
caolumns.

Loading a two-
dimension array

Figure 7-24 To load a two-
dimension array, a nested
for-next loop, such as
shown in this example, is
commonly used.
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The format of the dimension statement used for multi-dimension arrays is
the same as that used for one-dimension arrays. The only difference is that
both the number of rows and the number of columns must be specified in the

parentheses following the array name. Thus, in Figure 7-23, the M array will
consist of five rows and six columns.

As with a one-dimension array, the for-next loop provides the best technique
for loading a two-dimension array. However, a nested for-next loop must be
used to load a two-dimension array. The statements to load the array defined
by the dimension statement in Figure 7-23 are illustrated below.
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The dimension statement on line 230 defines the two-dimension array.
The data statements on lines 250 - 290 contain the data which is to be placed in
the array. Note that each data statement contains the data for one row in the
array. As with one-dimension arrays, many different schemes can be used for
loading the arrays. The technique shown here has proved to be easy to use and
easy to understand,

The for statement on line 310 establishes a loop for each of the rows of the
array. Within each row, six columns must be filled with data. The for state-
ment on line 320 establishes a loop for each column within a row. The read
statement on line 330 reads a number from a data statement and places it in the
element of the M array corresponding to the subscripts R and C. The first time
the read statement is executed, the value in R will be one and the value in C
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will be one. Thus, the first number read will be placed in row one, column one
of the M array.

When the read statement is executed the second time, the value in C will
be incremented by 1 by the for statement on line 320, but the value in R will
still be one. Therefore, the second time the read statement is executed, the data
will be placed in the row 1, column 2 element of the M array. The remainder of
row 1 will be filled in this same manner by the for-next loop on lines 320 - 340.
When this loop is completed, control will be passed to the next statement on
line 350 and then to the for statement on line 310, The value in R will be
increased by 1 to 2. The loop on lines 320 - 340 will again be executed in its
entirety, this time for the second row of the array. This processing will
continue for all five rows of the M array.

Once data has been stored in the multi-dimension array, it can be accessed in
much the same manner as one-dimension arrays. To perform an array search
process, the normal procedure is to define a one-dimension array representing
the rows of the two-dimension array and a one-dimension array representing
the columns of the two-dimension array. Each of these one-dimension arrays
is searched to determine the two subscripts required to access the two-
dimension array. This process is illustrated in Figure 7-25.

[oALLAS| : !

From City ToCity
FromCity j ToCity i
Array (Rows) Array (Columns) |
ATLANTA ATLANTA
CHICAGO

Al AS )

| oALeas 1]
MIAMI
NEW YORK

NEW YORK_
SEATTLE

ARRAYS

Multi-dimension
array search

Figure 7-25 To search a
two-dimension array, a com-
mon technique 15 to define
two one-dimension arrays —
one for the rows and one
for the columns of the two-
dimension arrays. By search-
ing each of the onedimension
arrays, the subscripts re-
quired 1o reference ele-
ments in the two-dimension
arrays can be determined.
Here, Dallas is the third ele-
ment in the C18 array, and
Miami is the fourth element
in the C28 array. These sub-
scripts (3, 4) can be used to
reference the two-dimension
mileage array.
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In the example in Figure 7-25, the row array contains all of the city names
in the rows of the multi-dimension array. The column array contains all the
cities in the columns of the multi-dimension array. The row array is scarched
until the from city is found. In the example, the city to be found is Dallas.
Dallas is found in the third element of the row array. Therefore, when the two-
dimension array is accessed, the row subscript will be three.

Similarly, the column array is searched to find the to city, which is Miami
in the example. Miami is found in the fourth clement of the column array.
Thus, when the milcage array is referenced, the column subscript will be 4

To extract the distance from Dallas to Miami, the row subscript and the
column subscript determined in the searches are used. Therefore, the entry
M(3,4) could be used to reference the mileage array. Normally, the subscripts
used to reference the array would be variable names such as in the entry
M(R,C), where R contains the value 3 and C contains the value 4.

Multi-dimension arrays can be quite useful in some applications. The
programmer should be familiar with the techniques used to process them.

The sample program in this chapter uses a flight number entered from a ter-
minal or computer keyboard to search arrays and print the flight number, the
origination point, the destination point, and the departure time of the flight.
The output produced by the program is illustrated in Figure 7-2 on page 7.2.
The input to the program is the flight number entered by the user. The arrays
used by the program 1o store the flight information are shown in Figure 7-6 on
page 7.6.

When the program is executed, the user enters a flight number. If the
flight number is found in the flight number array, the corresponding informa-
tion is displayed on the screen; if the flight number is not found, an error
message is displayed on the screen. The user is then asked if another inquiry is
to be made. If so, the process is repeated. If not, the program is terminated.

The tasks which must be accomplished by the program are specified below.
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The logic for this program is shown by the flowchart in Figures 7-26 and 7-27.
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Figure 7-26 Program flowchart (Page 1 of 2)
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Program coding
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The coding to load the arrays used in the sample program is illustrated in
Figure 7-28. The technique shown is virtually the same as explained in the
chapter. The only difference is that the size of the arrays (five elements each) is
placed in the variable field N in the initialization portion of the program. The
dimension statement on line 440 uses this value when defining the size of the
arrays.

The for-next loop on lines 460 - 480 is used to load the arrays by reading
data and placing it in each of the elements of the arrays. The variable N is also
used in the for statement on line 460 to control the number of times the loop
will be executed. Thus, if the number of elements in the arrays were to be
changed, the only statement which would have to be modified in the program
is the let statement on line 400. The dimension statement and the loop to load
the arrays would not have to be modified. If more elements were added to the
arrays, the data statements would also have to be changed to provide more
data for the arrays.

The coding to search the arrays is shown in Figure 7-29. On line 6350, the
if statement tests whether the value in the search subscript, S2, is greater than
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200 REM x%%x%% DATA TO LOAD ARRAYS RXikx
310 REM
=20 DATA 148, "PHOENIX'", "BOSTON", "9:00 AM"
330 DATA 264, "DENVER", "CHICAGD", *11:50 AM"
340 DATA 323, "DALLAS", "ATLANTA", "1:45 PM"
50 DATA 378, "ATLANTA", "SEATTLE", "3:15 PM!
360 DATA 403, "NEW YORK", "MIAMI", "S5:00 PMY
370 REM
=80 REM **%%%x INITIALIZATION OF VARIABLES *X%k%
390 REM
400 LET N = 5
410 REM
420 REM *%x%xxx DEFINE AND LOAD ARRAYS **XXx
430 REM
440 DIM F(N), D$(N), D$(N), T%N)
450 REM
460 FOR S1 = 1 TO N STEP 1
470  READ F(S1), D$(51), D$(S1), T$(S1)
480 NEXT S1

the number of elements in the array (the value in N). Once again, note that if

the number of elements in the array was changed, this if statement would not
have to be modified. 1f the value in S2 is not greater than the value in N, then
the clement in the array F(S2) is compared to the flight number entered by the

user, F1. If they are equal, control is passed to line 700, where, since 52 is not
greater than N, the flight number, origination point, destination point, and
departure time are printed. This array search processing is the same as that

previously explained in detail in this chapter.

Figure 7-28 Definition and
loading ol program arrays
for sample program

Figure 7-29 Array search
coding from sample program

&30
&40
&50
660
&70
&B0
&90
700
710
720
7Z0
740
750
760
770
780
790
800
810
820

LETIS2li=

IF 82 >
IF F(52)

LET S22
GOTO &50

IF 82 >
CLS
PRINT
PRINT
PRINT
PRINT

1

N THEN 700

F1 THEN 700
S22l

=1

N THEN 780

“FLIGHT: "3 F (S2)
"ORIGINATION FOINT: *
"DESTINATION FPOINT: "
"DEFARTURE TIME:z "3

GOTO 820

PRINT
FRINT

i FLIGHT NUMBER":

GOTO 820

PRINT "

: 0%(52)
; D$(52)

T$(52)

"DOES NOT EXIST"

REM

REM

REM

REM
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Sample program  The complete listing of the sample program is illustrated in Figure 7-30 and
Figure 7-31.

| E'.},I‘a1,},\},‘@:.{\1.;;1‘.1‘-{1}5\1;

Figure 7-30 Sample program (Part 1 of 2)
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1

Figure 7-31 Sample program (Part 2 of 2)
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The following points have been discussed and explained in this chapter.

I. Tables, or arrays as they are called in BASIC programming, are
commonly used to search for information or to extract values for use in
calculations. They play an important role in computer programming.

2. To process data in an array, three steps must be accomplished: Create
the array, load data into the array, and search the array.

3. To create an array, areas in main computer storage must be reserved
for the array. This is accomplished with the dimension statement.

4. In the dimension statement, the array name and the number of
elements within the array must be specified. An element is a single entry in an
array.

5. Numeric and string arrays can be defined by the dimension statement.

6. An element within the array is addressed by specifying the name of
the array and the number of the element within the array in a subscript. For
example, the entry F(2) references the second element in the F array. The
number 2 is called a subscript. A variable name representing a numeric field
can be used as the subscript as well as a numeric literal or an arithmetic expression.

7. After the array has been defined using the dimension statement, the
data must be placed in each element of the array. This is normally accomplished
through the use of a for-next loop and the read and data statements.

8. When the read statement in a for-next loop is used to load data into
an array, the variable specified in the read statement is the name of the
array and a variable name which acts as the subscript. The variable name
which acts as the subscript is normally the same name as the counter-variable
in the for statement.

9. A dimension statement can be used to define more than one array.
The names of each array to be defined are specified, separated by a comma.
The arrays can be string or numeric arrays, and each array can have a different
number of elements if required by the application.

10. A single read statement can be used to load multiple arrays, provided
the data in the data statement is defined in the correct sequence. The read
statement contains multiple array names when this is to occur.

11. Data statements merely define a list of data to be referenced by read
statements. When a read statement is executed, the next entry from the list is
transferred to the variable in the read statement. It does not matter whether
one data statement or many data statements are used — the result is a single
list of data whose members are referenced in sequence by each subsequent read
statement that is executed,

12, The restore statement allows the next executed read statement to
obtain data from the first entry in the list generated by the data statements in a
program.

13. A variety of methods can be used to load an array.
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14. After an array is loaded with data, it can be searched and correspond-
ing data can be extracted from other arrays based on the search. This process
consists of searching an array until a desired value is found. When the value is
found, a corresponding element from another array is extracted and used.

15. When an array is searched, each element in the array is compared to a
value to be found. This process continues until either an equal element in the
array is found or until all elements of the array have been searched and no
equal element is found.

16. When an array is searched, there is the possibility that the value being
searched for does not exist. Therefore, whenever an array search is performed
in a program, there must always be provision for the case where an equal
element in an array is not found.

17. The array search logic is: @) Set the search subscript to 1; b) If the
search subscript is greater than the number of elements in the array or the
value being searched for is found, do not enter a loop. If neither of these con-
ditions is true, enter a loop where the search subscript is incremented by one
and the test for these conditions occurs again; ¢) When the exit from the loop
occeurs, test the value in the search subscript. 1f it is greater than the number of
elements in the array, the loop terminated because an equal element was not
found. In this case, an error message should be written. If the search subscript
is not greater than the number of elements in the array, an equal element was
found, and it can be used in whatever manner is required by the application.

18. To code an array search, the if statement and the goto statement are
used to establish the search loop.

19. An if-then-else structure is used to determine why the search loop was
terminated and to initiate the correct processing based on that reason.

20. The OR logical operator cannot be used when the size of the search
subscript is tested at the start of the search loop because if the subscript is
greater than the size of the array, the test for equality will cause a subscript
error, and the program will be terminated.

21. The for-next loop is not used to search an array because its use
violates the single exit rule for the loop logic structure.

22. When a sequential array search is conducted, the first element of the
array is examined, followed by the second element, the third element, and so on.

23. A binary search eliminates portions of an array which cannot contain
the value being searched for. It is used on larger arrays where the elements of
the array can be arranged in an ascending or descending sequence, based upon
the value being searched for.

24, The basic binary search logic is: a) Examine the middle element in the
array; b) If the value being searched for is greater than the middle element, the
desired element must be in the upper half of the array. If the value being
searched for is less than the middle element, the desired element must be in the
lower half of the array; ¢) Look at the middle element in either the upper or

ARRAYS
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lower half of the array, based upon the results in step b; ¢) Continue splitting
the array in half until either the desired element is found, or all of the possible
elements have been examined, and the desired element is not found.

25. In large arrays, a binary search technique can save a great deal of
time. For example, the maximum number of comparisons to find an element
ina 1,000 element array is 10 when the binary search technique is used.

26. The logic to implement the binary search is somewhat different from
the sequential search, but the principle is the same: search the elements in the
array by looping until either an equal element is found, or the entire array has
been searched. After looping, determine whether an equal element was found.
If so, print the data extracted from other arrays; otherwise, print an error
message.

27. The binary search requires that the search subscript be calculated on
each pass through the loop.

28. A two-dimension array is one which requires two subscript values,
one for the rows of the array and one for the columns of the array, to identify
an element within the array.

29. To define a two-dimension array, the dimension statement is used. It
must contain the number of rows and the number of columns in the array.

30. A two-dimension array can be loaded using nested for-next loops and
the read statement.

31. To perform an array search, the normal procedure is to define a one-
dimension array representing the rows of the two-dimension array and a one-
dimension array representing the columns of the two-dimension array. Each of
these one-dimension arrays is searched to determine the two subscripts
required to access the two-dimension array.
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Chapter 7
QUESTIONS AND EXERCISES

. The steps to process data in an array are: a) Create the array, load data
into the array, and search the array; b) Create the array, search the array,
and calculate the subscript; ¢) Create the array, load data into the array,
and divide the array in half; d) Load data into the array, search the array,
and calculate the subscript.

The ! statement is used to reserve storage for an array.

. An element in an array is addressed by specifying the name of the array

(T or F).

A for-next loop is not used to place data in an array because it violates the
single exit rule for the loop logic structure (T or F).

Data statements: a) Load data into an array; b) Must be used in conjunction
with a for-next loop; ¢) Define a list of data to be referenced by read state-
ments; d) Must be subscripted when being used to define data for an array.,
When an array is searched, it is possible that the value being searched for
does not exist in the array. What steps must be taken in the program to
account for this possibility?

Write the steps used in the sequential array search logic.

. The  statement and the B __statement

are used to establish the search loop.

The OR logical operator cannot be used when the size of the search
subscript is tested at the start of the search loop because: a) It causes a
syntax error; b) It is too complex and violates good program design; ¢) It
may cause a subscript error, and the program will be terminated; d) No
such thing exists in the BASIC language.

A binary search is generally faster than a sequential scarch. The only
requirement for a binary search is: a) The elements must be arranged in
an ascending or descending sequence, based upon the value being searched
for; b) The computer system being used must use binary coding rather
than octal or hexadecimal; ¢) It can be used only for small arrays; its use
for larger arrays requires too much main computer storage and is inefficient;
d) It must be used for large arrays with 1,000 or more elements.

The airline using the sample program in this chapter has requested that the
program be modified to show not only the departure time, but the arrival
time as well. The arrival times for the cities used are: Boston — 3:30 pm;
Chicago — 2:40 pm; Atlanta — 5:45 pm; Seattle — 5:30 pm; Miami —
8:10 pm. Make the required changes in the sample program to accomplish
these modifications.

Four more cities are to be added to the flight schedule used in the sample
program. The information is: Flight #419-Denver — Dallas 4:50 pm;
Flight #587-Atlanta — Miami 2:10 pm; Flight #601-Boston — New York
11:10 am; Flight #609-Memphis — Washington 3:30 pm. Make the
changes in the sample program to add these new flights.




CHAPTER 7.36
SEVEN

Chapter 7
DEBUGGING EXERCISES

The following lines of code contain one or more coding errors. Circle each
of the errors and write the coding to correct the errors.
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Chapter 7
PROGRAM DEBUGGING

The following program was designed and written to process airline infor-
mation in the manner shown in Figure 7-2 on page 7.2. The results from run-
ning the program are shown on page 7.38. Analyze the results to determine if

they are correct. If there is an crror, circle the incorrect statement(s) in the

program and write corrections.
109 REM AIRLINE JANUARY 223 SHELLY /CASHMAN
110 REM

120 REM THIS PROGRAM LOADS AIRLINE ARRAYS CONTAINING FLIGHT
130 REM NUMBERS, ORIGINATION POINTS, DESTINATION POINTS, AND
140 REM DEPARTURE TIMES. THE USER CAN ENTER THE FLIGHT NUMEER
150 REM TO OBTAIN THE OTHER INFORMATION.

160 _ REM
170 REM VARIABLE NAMES:

180 REM  F()...FLIGHT NUMBER ARRAY

190 REM  D$()..0RIGINATION POINT ARRAY

200 REM  D$()..DESTINATION POINT ARRAY

210 REM  T$()..DEPARTURE TIME ARRAY

220 REM  F1....FLIGHT NUMBER FOR INGUIRY

230 REM  Sl....SUBSCRIPT TO LOAD ARRAYS

240 REM  S2....SUBSCRIPT TO SEARCH ARRAY AND REFERENCE ALL
250 REM ARRAYS WHEN SEARCH IS SUCCESSFUL

260 REM | N.....NUMBER OF ENTRIES IN ARRAYS

270 REM | R$....INPUT AREA FOR RESPONSE TO QUESTION

280 REM "DO YOU WISH TO MAKE AN INQUIRY?"

290 REM
S00 REM ¥xxxxx DATA TO LOAD ARRAYS XXxxxx

10 REM

S20 DATA 148, "PHOENIX", "BOSTON", "9:0C AM"
330 DATA 264, "DENVER". "EHICAGO", "11:50 AM"
340 DATA Z2Z, "DALLAS", "ATLANTA", "1:45 PM"
350 DATA I78,  "ATLANTA!, | "SEATTLE!, "3: 1S5 PM"
T60 DATA 403, "NEW YORK". "MIAMI", "5:00 PM"

370 REM
SB0O REM *x¥xxx INITIALIZATION OF VARIABLES *%%%%

390 REM
400 LET M = §

410 REM
420 REM xxii% DEFINE AND LOAD ARRAYS XXXkxx

430 REM
440 DIM F(N), Os(N), D&M}, TH(N)

450 REM

4460 FOR S1 = 1 TO N STEFP 1

470 READ F(S1), 0%(S1), D%(S1). TH(S51)

480 NEXT S1

490 REM




@D

S00 REM xx%x%x PROCESSING #¥¥%x

510 REM
520 CLS

S30 PRINT "DO YOU WISH TO MAKE AN INQUIRY?Z?"

540 INPUT "ENTER YES OR NO: "; R%

550 REM
560 IF R$ = "YES" OR R$ = "NO" THEN &00

970 INFUT " INVALID RESPONSE - PLEASE ENTER YES OR NO: "; R%
580 GOTO 560

590 REM
600 IF R% = "ND" THEN 920

610 CLS

620 INPUT "PLEASE ENTER FLIGHT NUMBER: "; F1

630 LET 82 = 1

640 REM
650 IF 82 > N THEN 700

660 IF F(82) = F1 THEN 700

&70 LET S2 = 82 + 1

&80 GOTO 650

£70 REM
700 IF 82 < N THEN 780

710 CLS

720 PRINT "FLIGHT:"; F(S52)

730 PRINT "ORIGINATION POINT: "3 D%(52)

740 PRINT "DESTINATION POINT: "; D$(S2)

730 PRINT "DEPARTURE TIME: "; T%(52)

760 GOTO 820

770 REM
780 At a0 A

790 PRINT " FLIGHT NUMBER"; F1; "DOES NOT EXIST"

800 GOTO B20

810 REM
820 PRINT " "

830 PRINT "DO YDU WISH TO MAKE ANDTHER INRUIRY?"

840 INFUT "ENTER YES OR NO: "; R%

850 REM
860 IF R$ = "YES" DR R$ = "ND" THEN 900

870 INPUT " INVALID RESPONSE - PLEASE ENTER YES OR NO: "; R$
880 GOTD B&O

870 REM
00 GOTO 600

710 REM
920 PRINT " "

930 PRINT "END OF FLIGHT INFORMATION INQUIRY"

940 END

Program Results

4 3
© DO YOU WISH TO MAKE AN INGUIRY?
ENTER YES OR NO: ? YES

©)

PLEASE ENTER FLIGHT NMUMBER: 7 264
FLIGHT NUMBER 264 DOES NOT EXIST

DO YOU WISH TO MAKE ANDTHER INGUIRY?,
ENTER YES OR NO: 7 YES

I PLEASE ENTER FLIGHT NUMBER: 2 321]

@
( FLIGHT: )

Subscript out of range in 720
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Chapter 7
PROGRAMMING ASSIGNMENT 1

A telephone number inquiry system is to be prepared. Design and code the
BASIC program to implement the inquiry system.

The input consists of telephone inquiries which specify the name of a business.
The user will enter the name of a company lor which the telephone number is
desired.

The data containing the company name, area code, and telephone number is
stored in an array. The data to be used in this program is shown below.

After the name of the company is entered by the user, the area code and tele-
phone number should be displayed. The screens which should be used are
shown below.

The data entered by the user should be checked as follows: The answer to
the question asking if an inquiry is to be made must be yes or no. Any other
entry should generate an error message asking for the correct input. If the
company entered by the user is not in the array, an appropriate error message
should be displayed, and then the user should be asked if there is another
inquiry.

ARRAYS

Instructions

Input

Array data

Output
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Input
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Chapter 7
PROGRAMMING ASSIGNMENT 2

A price quotation system is to be prepared. Design and code the BASIC
program to implement the quotation system.

The input consists of inquiries for price quotations on software products. The
user will enter the name of the company for which the quotation is made, the
product which is to be quoted, and the quantity to be quoted on.

The data containing the software product and the price of the product is
contained in an array. The data to be used in the program is shown below.

Wl sl
s | AR
L M \ §

)

After the inquiry data is entered by the user, a price quotation is to be printed.
The screens to be used in the program are shown below.
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The amount is calculated by multiplving the quantity times the price for the pro-
duct. The following editing should take place. The answer to the question about
whether a price quotation is to be prepared must be yes or no. An error message
should be written for any other response. The value entered for the quantity must
be 1 through 9. If the quantity is not 1 through 9, an appropriate error message
should be written, and the user should reenter the quantity. If the product entered
is not in the array, the message UNKNOWN PRODUCT should be displayed.

Chapter 7
SUPPLEMENTARY PROGRAMMING ASSIGNMENTS

The following programming assignments contain an explanation of the Instructions
problem and list suggested array data. The student should design the output.

An inquiry program should be written which will allow a user to enter the  Program 3
name ol a state and receive back the approved post office abbreviation OR

enter the abbreviation and receive back the name of the state. The array used

should contain at least the following states.

STATE ABBREVIATION STATE ABBREVIATION

ALABAMA AL ARKANSAS AR
ALASKA AK CALIFORNIA CA
ARIZONA AZ COLORADO Cco

An inquiry program should be written which will allow a user to extract the  Program 4
maximum healthy weight for a voung man from an array, compare it to the
current weight of the person, and determine if the man is overweight and by
how much. The array below contains the height of the man and maximum
weight for that height. The user should enter the person’s name, the person’s
height, and the person’s weight. The output should list the person’s name,
height, current weight, and maximum weight. The program will find the maxi-
mum weight based upon the person’s height. If the individual’s current weight
exceeds the maximum specified in the array, the message OVERWEIGHT BY
XX POUNDS should be displayed. Appropriate editing and error messages
should be designed by the programmer.

HEIGHT (INCHES) | MAXIMUM WEIGHT [ HEIGHT (INCHES) | MAXIMUM WEIGHT

66 156 70 174
67 160 71 178
68 166 72 184

69 168
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When computer terminals are used in an interactive mode, the user will often
be able to make inquiries to obtain various types of information. Many times
the type of inquiry available to the user will be displayed on a menu, which is a
listing of those functions that can be performed by a program. The user
chooses the desired function by entering a code from the terminal keyboard.
The use of menus and the manner in which they are programmed will be
explained in this chapter.

The data which is displayed by an inquiry program or by other types of

programs can be arranged in different sequences for presentation to the user.
When the same data is to be made available in varying sequences, the data
must be sorted prior to being displayed. Sorting is the process of placing data
in an ascending or descending sequence based upon one or more values in the
data. A method for programming a sort is shown in this chapter.

A program which performs multiple functions, such as sorting data and
displaying it in various forms, may require the use of subroutines. A
subroutine is a series of instructions which performs a particular function in a
program. The design and use of subroutines is illustrated by the sample
program in this chapter.

A menu lists the functions which can be performed by a program. To illustrate
the use of a menu, the sample program in this chapter accepts and displays
information concerning a baseball team. The menu for the program, which
specifies the functions available, is shown in Figure 8-1.

BASEBALL MENU

CODE FUNCTION

1 - LOAD STARTING PLAYERS

2 — DISPLAY STARTING PLAYERS IN BATTING ORDER
3 - DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE
4 - END PROGRAM

ENTER A NUMBER 1 THROUGH 4:7?

The menu in Figure 8-1 consists of a group ol codes and a group of func-
tions. The four functions are those that the program can perform. Thus, the
user can choose to load the starting players for a baseball team, display the

Introduction

Menus

Figure 8-1 A menu lists the
functions which can be per-
formed by the program. The
user enters a code to select
the function desired.
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Figure B-2 When code 1 is
selected in the sample pro-
gram, the user enters the
starting players in batting
arder,

Figure 8-3 The user enters
the player's name, position,
number of at bats, and
number of hits,

8.2

starting players on the baseball team in batting order, display the players in
alphabetical sequence, or end the program. The user selects which function
will be performed by entering the appropriate code.

When the user wishes to enter the starting baseball players, which should
normally be the first function performed, the value 1 is specified in response to the
menu. The LOAD STARTING PLAYERS screen is then displayed (Figure 8-2).

LOAD STARTING FLAYERS

BATTER NUMBER 1

ENTER PLAYER™S NAME: 7

In response to the message ENTER PLAYER'S NAME, the user would
enter the name of the player. In Figure 8-3, the user entered the name
HANESLEY.

LOAD STARTING PLAYERS
BATTER NUMBER 1

ENTER PLAYER’S NAME: 7?7 HANESLEY

ENTER PLAYER™S PDSITION: ? SECOND BASE
ENTER FLAYER'S AT BATS: ? 100

ENTER PLAYER™S HITS: ? 28

After the name is entered, the user, in response to the prompts, will enter
the player’s position, the number of times the player has batted during the
season, and the number of hits the player has had during the season. These lat-
ter two figures are used to calculate the batting average of the player (the
number of hits divided by the number of times at bat).

In the sample program, this processing will continue until all nine players
have been entered.

After the players have been entered, their names, positions, and batting
averages can be displayed. The sequence in which they are displayed is deter-
mined by the entry made in response to the menu. If code 2 is entered, the
display is in batting order sequence, which is the same sequence in which the
players are entered. If code 3 is entered, the display is in alphabetical sequence
based upon the player’s name (Figure 8-4).

When the user enters code 4, the program will be terminated. Whenever a
menu is used in a program, the user must always be given the option of
terminating the processing whenever desired.
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STARTING FPLAYERS STARTING PLAYERS
BATTING ORDER ALPHABETICAL SEQUENCE
NAME FOSITION AVGE NAME POSITION AVG
HANESLEY SECOND BASE . 280 ALLEN THIRD BASE . 274
BLACKRBURG LEFT FIELD - 263 BLACKRBURG LEFT FIELD . 263
TRAMESHAN FIRST BASE - 333 CRAIYERSON FITCHER .115
wWoobs CATCHER - 341 GRANT SHORTSTOR « 213
WAITENTON CENTER FIELD .245 HANESLEY SECOND BASE . 280
SEREIN RIGHT FIELD . 236 SEREIN RIGHT FIELD . 236
ALLEN THIRD BASE -274 TRAMESMAN FIRST BASE « 333
GRANT SHORTSTOP - 213 WAITENTON CENTER FIELD .245
CRAIYERSON PITCHER .113 WooDS CATCHER - 341
TEAM BATTING AVERAGE .25&6
DEFRESS ENTER DR RETURN KEY DEPRESE ENTER OR RETURN KEY
TO RETURN TO THE MENU: 7 TO RETURN TO THE MENU: 7

Figure 8-4 The two reports from the program print the players in batting order and alphabetical sequence.

A menu is displayed by print statements. The statements which are to display
the menu in the sample program, together with the input statement which
is used to obtain the user response, are shown in Figure 8-5.

Note that the first statement, on line 1050, is used to clear the screen. When
a menu is to be written on a screen, it should normally be the only material on
the screen. Therefore, the screen must be cleared prior to displaying the menu.

The print statements on lines 1060 through 1140 display the menu on the
CRT screen. The input statement on line 1150 obtains the code selection from
the user.

Processing
amenu

Figure 8-5 The menu is dis-
played through the use of
print statements, The re-
sponse by the user must
be edited.

1000

REM

1010 REM XXEEEXKREXKKXRRRXRRXERRRRERXRRERRRRRERRRRRRERERRRRRRRKRR

1020 REM * DISPLAY MENU AND GET SELECTION

x

1030 REM XXX RRKRE KRR R RNk R A KRR KN X AR R R AR R A X

1040

1050 CLS

1060 PRINT "B ASEBALL MENU"
1070 PRINT " "

1080 PRINT "CODE FUNCTION"

1090 PRINT " "
1100 PRINT " 1
1110 PRINT " 2
1120 PRINT " 3
1130 PRINT " 4
1140 PRINT " “
1150 INPUT "ENTER A NUMBER 1 THROUGH 4:"; S
1160

1170 IF § >= 1 AND § <= 4 THEN 1230

1180 FER I N

LOAD STARTING PLAYERS"

END PROGRAM"

1190 PRINT " "; S; "IS INVALID"

1200  INPUT " PLEASE REENTER 1, 2, 3, OR 4: ";
1210 60TO 1170

1220

1230 RETURN

DISPLAY STARTING PLAYERS IN BATTING ORDER"
DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE"

REM

REM

REM
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Case structure

Figure 8-6 The case struc-
ture, a special application
of the il-then-else logic
structure, is used when mul-
tiple operations can occur
based upon the value in a
single field. Here, three dif-
terent actions — Load Start-
ing Players, Display Start-
ing Players in Batting Order,
and Display Players in Alpha-
betical Sequence — can
occur based upon the
value in the code field

Whenever a code is obtained from a menu selection, it should be edited to
ensure that it is valid. In the sample program, the user can enter the codes 1, 2,
3, or 4 10 choose a function to be performed by the program. Therefore, the
coding on lines 1170 - 1210 check to ensure that the code entered by the user is
one of these values. The if statement on line 1170 ensures that the value
entered by the user and stored in the S field is 1, 2, 3, or 4. Note the use of the
logical operator AND in this example. The value in S must be both equal to or
greater than 1 and equal to or less than 4. In comparisons such as this, there
may be a tendency to use the OR logical operator; that is, the thinking by the
programmer is the value must be greater than or equal to 1 OR less than or
equal to 4. This thinking is invalid, however, because any value which is
entered will satisfy the condition. Therefore, the AND logical operator is
required.

If the value entered by the user is not 1, 2, 3, or 4, a loop is entered where
an error message is printed and the user is requested to reenter the value. Note
that the error message informs the user the value entered is in error. It also
specifies what the valid values are. It is important when designing interactive
programs that the communication between the program and the user be as
clear and precise as possible. A message such as used in this program is much
better than one which would say, INVALID CODE — REENTER. This
message tells the user nothing that would help in entering a correct code.

After the code is entered by the user in response to the menu, the program
must determine which code was entered and then perform the requested
function. A flowchart of the processing required is shown in Figure 8-6.

Code Code
y 1 2 ¥ 3

Load Display Starling
Starting Players in Balting
Players Order

Display Players
in Alphabetical
Sequence
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In the flowchart in Figure 8-6, the code is accepted by the program. Based
upon the code entered, the appropriate processing occurs. This type of com-
paring where multiple operations can occur based upon the value in a single
field is called the case structure. The case structure is a special version of the
if-then-else logic structure.

One method for implementing the case structure is the use of nested if-then-
else structures. The coding in Figure 8-7 illustrates the if statements which
could be used for the case structure shown in Figure 8-6.

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Implementing the
case structure —
if statements

290 INPUT S

300 IF 8 = 1 THEN 440
310 IF 8§ = 2 THEN &00
320 IF 8§ = & THEN 770
.
-
440 CLS
450 PRINT "LOAD STARTING PLAYERS"
460 .

oS80 GOTD 220

.
600 CLS
610 PRINT "STARTING PLAYERS"
620 PRINT " BATTING DRDER"
630 .

750 GOTO 920

.
770 CLS
780 PRINT " STARTING PLAYERS"
790 PRINT "ALPHABETICAL ORDER"
800

(R RN]

{00 GOTOD 220
210
20

REM

The if statements on lines 300, 310, and 320 test for the value in the field
identified by the variable S, which is the field used with the input statement to
obtain the menu code. If the code is equal to 1, the routine at line 440 is used.
IT the code is equal to 2, the routine beginning at line 600 is used while if the
code is equal to 3, the routine beginning at line 770 is used. When the processing

Figure 8-7 To implement
the case structure, the BASIC
if statement can be used.
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On goto
statement
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in each of these routines is completed, they pass control to line 920, which is
the common exit point for the nested if-then-else structures. The use of nested
if-then-else structures to implement the case structure will allow any number of
cases to be implemented in the same manner, and the field on which the case
structure depends can be a numeric or string field.

When the value which the case structure checks is numeric, a BASIC statement
called the on goto statement can be used to implement the case structure. The
general format of the on goto statement together with its use to implement the
processing shown in Figure 8-7 is illustrated below.

General Format

arithmetic expression
numeric variable

GOTO line number, line number, . ..

290 INPUT §
300 CN S GOTO 440, 600, 770

310

REM
.

Figure 8-8 The ON GOTO
statement is used in this
example to implement the
case structure. If the value
in S is equal to 1, the state-
ment at line 440 will be given
control. If the value in S is
equal to 2, the statement at
line 600 is given control. If
the value in S is equal to 3,
the statement at line 770 is
given control. If the value
in S is not equal to 1, 2, or,
3, the statement on line
310 will be executed next.

When the on goto statement is executed, the integer portion of the
arithmetic expression or numeric variable specified is evaluated. If the value is
equal to 1, control is transferred to the first line number following the word
GOTO. Thus, in the example, if the value in S is equal to 1, control will be
transferred to line 440, If the value in the variable or arithmetic expression is
equal to 2, control is passed to the second line number following the word
GOTO. In the example, if the value in S is equal to 2, the statement at line
number 600 will be given control. This evaluation by the on goto statement will
continue for the maximum number of line numbers which can be listed, which
on most computer systems is 255 lines.

If the value in the numeric variable or arithmetic expression is equal to
zero or is greater than the number of line numbers specified in the statement,
then the statement immediately following the on goto statement is executed. In
the example in Figure 8-8, if the value in S is zero or is greater than 3, then the
statement on line 310 would be given control. If the value is negative, most
systems will issue an error message, and the program will be terminated.
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When a program becomes larger than several pages, it will many times become  SUBROUTINES
quite difficult to read and understand simply because of its size. In addition, as

programs become larger, the logic may become much more difficult. Generally

in computer programming, largeness leads to complexity.

One way in which programs are kept less complex is to subdivide a large
program into two or more smaller parts called subroutines, or modules. Each
subroutine performs a particular task in the program. The overall program is
simpler becausc it consists of a number of simple, easy to understand
subroutines rather than one large, complex piece of code. In the sample
program, a number of different tasks must be accomplished. One task requires
displaying the menu and obtaining the selection code from the user. This task
can be placed in a subroutine to be executed when desired. The concept of a
subroutineis illustrated in the drawing in Figure 8-9.

CALL MENU SUBROUTINE |
'IF S = 4 THEN 660

Figure 8-9 When a subrou-
! tine is called, control is
----- : i) passed to the first state-

B—H\ ment in the subroutine.
When the subroutine has
completed its processing,
it passes control back to
the statement in the main
program immediately fol-
lowing the staterment which
called it. In this example,
the subroutine is called
from two different places
in the main program. When
its processing is complete,
control is returned to two
different points in the main
program.

-PRINT MENU
ACCEPT CODE

“ .r:hh

| ff.liuin If[U il

= T .[., 1 & /—-ui____. ______ ) .
~ = B Z Hijmﬂ!l{ s ==l
"'1\',‘\1 / fﬂh\{ ST ﬁ{ R m‘z

el .5, I r,:w'rm‘"
i el ﬂfmmmmtf

In the example above, the main program issues a ‘‘call’”’ to the subroutine.
A call means that control is transferred from the main program to the [irst
statement in the subroutine. The statements within the subroutine are then
executed. The last statement in the subroutine is an instruction which returns
control to the statement in the main program immediately following the
statement which called the subroutine.

The sequence for executing a subroutine, then, consists of the following
steps: 1) The subroutine is called; 2) The instructions within the subroutine
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GOSUB statement

Figure 8-10 The GOSUB state-
ment passes control to the
subroutine which begins
at the line number speci-
fled following the word
GOSUB. It also establishes
the linkage which allows
the subroutine to return
control to statement 850.

Figure 8-11 The RETURN
statement, which is the last
statement executed in a
subroutine, returns conltrol
to the statement in the call-
ing program which immedi-
ately follows the gosub
statement that called the
subroutine.

8.8

are executed; 3) The subroutine returns control to the statement immediately
following the statement which called the subroutine.

Note in Figure 8-9 that the menu subroutine is called from two different
points in the main program. In each case, the subroutine must return control
to the statement immediately following the statement which called it.
Therefore, the statement which calls the subroutine must establish linkage
between the calling program and the called subroutine. In most languages, a
special instruction is available to call a subroutine. In BASIC, the GOSUB
statement is used to call a subroutine and establish the linkage between the
calling program and the called subroutine.

The format of the gosub statement and an example of its use are shown in
Figure 8-10.

General Format

linenumber GCOSUB

line number
r!_!_]"
;;!n

’/

As with all BASIC statements, the gosub statement begins with a line
number. The line number is followed by one or more spaces and then the word
GOSUB. The line number following the word GOSUB specifies the first line
number in the subroutine which is being called. When the gosub instruction is
executed, control is passed to the line number following the word GOSUB.

The gosub instruction not only passes control to the specified line
number, it also establishes the linkage which will allow the subroutine to
return control to the statement following the gosub statement. To cause this to
occur, the return statement is used in the subroutine. The format of the return
statement is contained in Figure 8-11.

General Format

line number RETURN

The word RETURN, preceded by a line number, is all that is required for
the subroutine to return control to the statement following the gosub state-
ment which called the subroutine. An example of the implementation of the
posub and return statements is illustrated in Figure 8-12.
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590 GOSUER 1000

600

&10 IF 8 = 4 THEN 660
L]

L]
L]

1000

1010 REM XKRRREEXRRRRERRERRRIREARRERRRRK KA KL R RRIKKAARKRRRRAKN XX

1020 REM x DISPLAY MENU AND GET SELECTION

1030 REM XXEXRXRXXRFRR XX AR RERRRKRRR KR KR RA AR KA KRR AR KX KK KR KA RS

1040
1050 CLS
1060 PRINT "B ASEBALL MIESN S (1
1070 PRINT " "
1080 PRINT "CODE FUNCTION"
L
.

1240 RETURN

REM

REM
b

REM

In the example, the gosub statement on line 590 passes control to the
subroutine beginning on line 1000. The subroutine displays the menu and
obtains a selection from the user. After the subroutine has completed its task,
the return statement on line 1240 will pass control back to the statement on line
600, which is the statement following the gosub that called the subroutine.
Whenever a subroutine is used, control should always be passed back to the
statement following the gosub statement that called it.

Subroutines which are used in a program may correspond to the tasks which
must be performed in a case structure. When this occurs, the ON GOSUB
statement can be used to call subroutines based upon each case. The general
format of the on gosub statement together with an example of its use in the
sample program is shown in Figure 8-13.

General Format

Figure 8-12 In this exam-
ple, the gosub statement
on line 590 passes control
to the first line of the sub-
routine (line 1000). When
the subroutine has com-
pleted processing, the last
statement executed (the
return stalement on line
1240) returns control to
line 600.

ON GOSuUB
statement

{ numeric variable
linenumber ON y ! :
arithmetic expressio

r} GOSUB  line number, line number, . .

o R

Figure 8-13 The ON GOSUB statement calls the subroutines based upon the value in a numeric variable.
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ARRAY
PROCESSING

Loading an array

Figure B-14 This for-next
loop will load the G$ array,
The control-variable J in
the loop determines which
element of the G§ array re-
ceives data when the input
statement is executed,

8.10

The format of the on gosub statement is quite similar to that of the on
goto statement explained previously. The statement begins with a line number
and then the word ON. A numeric variable or arithmetic expression is
specified next. If the value in the numeric variable or arithmetic expression is
one, the subroutine beginning at the first line number following the word
GOSUB is given control. If the value is two, the subroutine at the second line
number is given control, and so on. In the example, if the value in S is equal to
1, the subroutine at line 2000 is passed control; if the value in S is equal to 2,
the subroutine at line 3000 is given control; and if the value in S is equal to 3,
the subroutine at line 4000 will gain control. If the value in the numeric
variable or arithmetic expression is equal to zero or is greater than the number
of line numbers specified, the statement immediately following the on gosub
statement is given control.

When the subroutine has finished processing and issues the return state-
ment, control is passed to the statement immediately following the on gosub
statement in the same manner as the gosub statement.

When the tasks to be performed in a case structure involve more than a
few processing statements, it will many times be found that they should be per-
formed by subroutines. When that is the case, the on gosub statement provides
a convenient mechanism for implementing the subroutines in a case structure
where the controlling field is numeric.

The sample program in Chapter 7 illustrated the use of arrays when array
search was required for the application. Arrays can be used in a number of
other ways in addition to array search. The following sections illustrate some
additional applications of array processing.

As has been illustrated, an array can be loaded using the read and data
statements in a for-next loop. An array can also be loaded from the data
entered by a user from the keyboard through the use of the input statement.
The following coding illustrates the use of the for-next statement and input
statement to load an array.

S

|‘|' I

I
di il
/| .'{"H AL H.";'IIL' il 1

T
/] .'{ ) |"I|'{' J'r i a'{'l' i{'f Il rmJl /| -"Il i

400 FOR J = 1 TO 5

410 INPUT B%(J)

420 NEXT J

In the example above, the for-next loop will be executed five times. On
each pass through the loop, the input statement on line 410 will be executed.
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On the first pass, the value in J will be 1; therefore, when the input state-
ment is executed, the value entered by the user will be stored in the first
element of the GS$ array.

On the second pass of the for-next loop, the data entered by the user in
response to the input statement will be stored in the second element of the G§
array. This processing will continue for the five passes through the loop. When
the for-next loop is complete, the first five elements of the GS array will
contain data entered by the user.

In the sample program, the user enters the player position, the player
name, the number of hits, and the number of times at bat for each of the nine
players on the team. The loop which accomplishes this processing is illustrated
in Figure 8-15.

ST T 1y

“BATTER NUMBER"; S1
*non \ 1 \
T " ENTER PLAYER’S NAME: "; N%(S1)

" (IR 111 \
Piss|

" ENTER PLAYER’S POSITION: ";

AT BATS: "; B(S1)

The processing begins with a for statement that establishes the loop. The
value in the variable E has been initialized to 9. Therefore, the loop will occur
nine times. The subscript to be used to reference the elements in the arrays is
the counter-variable SI. The input statement on line 2110 will place the name
entered by the user into the N§$ array. The element in the NS array to be used is
identified by the value in S1. If the value in S1 is equal to 1, the first element in
the N$ array is used; if the value in S1 is equal to 2, the second element is used.
This continues for all nine passes through the loop.

The same processing occurs for the position array (P18$), the at bats array
(B), and the hits array (H). When the processing within the for-next loop is
completed, all nine elements of the N$, P18, B, and H arrays have been loaded
with data entered by the user in response to the input statement. From this
example, it can be seen that arrays can be dynamically loaded with different
data each time the program is executed rather than with data which is defined
by data statements in the program as was illustrated in Chapter 7.

MENUS, ARRAYS,
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Figure 8-15 In this exam-
ple from the sample pro-
gram, the 51 counter-variable
in the for-next loop serves
as the subscript to refer-
ence the elements within
the arrays where data is to
be loaded. Thus, when the
value in 51 is egual to 1,
the first element of the N$,
P15, B, and H arrays will
receive the data entered by
the user. When the value in
52 is equal to 2, the second
elements of the arrays will
receive data, and so on.
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Adding elements
of arrays

Figure 8-16 The

numeric

fields T1 and T2 are used
to accumulate the values
in the H and B arrays.

In some applications, all the values stored in the elements of an array must be
added together. Such is the case in the sample program, where the batting
average for the entire baseball team is to be calculated and printed when the
team members are printed in alphabetical sequence (see Figure 8-4). To
calculate the team batting average, all of the at bats and all of the hits for the
entire team must be added together. The total hits are then divided by the total
at bats to obtain the team batting average. The coding to perform this
operation is illustrated in Figure 8-16.

4210
4220
4230
4240
4250
4260
4270
4280
4290

LET T1
LET T2

FOR X
LET T1
LET ' Ta

NEXT X

0
0
REM
1 TO E
= T1 + H(X)
= T2 + B(X)
REM

PRINT USING F3%$; T1 / T2

Figure 8-17 ThevalueinT1
is incremented by the value
in each element of the H
array on each pass through

the loop.

First Pass

. rmu

On lines 4210 and 4220, the accumulators T1 and T2 are initialized to the
value zero. The for-next loop on lines 4240 through 4270 is used to accumulate
the total hits and the total at bats. On line 4250, the value in T1 and the value
in H(X) are added together. On the first pass through the loop, the value in T1
is zero. The value in the counter-variable X, which is also used as the subscript
for the hits array, is one. Thus, on the first pass of the loop, the value in the
first element of the H array is added to zero, and the result is stored in T1
(Figurc 8-17).

Second Pass

paersesgen,

-1:‘..,.

LoJ

T

_ Belore Execution
Alter E:ecu:ty
Ll

ffri ﬂr}'f Fq’-f'
= G

H(1)
H(2)
H(3)
H(4)
H(5)
H(6)
H(7)
H(8)
H(9)

,W‘u ar f um—
\ﬂ"*}" 0o S

; St ’W"‘ )
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On the second pass through the loop, the value in T1 is 16. The second ele-
ment of the H array will be added to this value because the counter-variable X
contains the value 2. The same processing which happens for the H array will
also happen for the B array, so that both the hits (H) and the at bats (B) are
being accumulated by the for-next loop.

The looping will continue until the value in X is greater than the value in
E. Control then exits from the loop, and the print statement on line 4290 is
executed. This print statement displays the batting average (T1 / T2).

As can be seen from this example, numeric values in a numeric array can
be accumulated through the use of a for-next loop.

In many applications, the clements within an array must be printed. This
processing is easily accomplished using a for-next loop. The example in
Figure 8-18 illustrates the for-next loop used in the sample program to print
the baseball players in batting order sequence, which is the same sequence in
which they are stored in the array.

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Printing an array

3000

REM

010 REM XXEXXERRERRRERKKNNERERXRKEARKELARRRRERRRERKERRRRKARXRERRNX

3020 REM x DISPLAY PLAYERS IN BATTING ORDER

b 4

S030 REM Skt g s XXXk Rk KRR KRR KRR KR KRR XXX R XX EX

3040

3050 CLS

3060 PRINT " STARTING PLAYERS"

I070 PRINT " BATTING ORDER"

3080 PRINT " "

3090 PRINT " NAME POSITION AVG"

3100

3110 FOR 83 = 1 TO E

3120 PRINT USING F1%; N%$(53), P1%(53), H(583) / B(S83)
3130 NEXT S3

REM

REM

In the example above, the headings for the screen are printed on lines
3050 - 3090. A for-next loop is then entered to print the elements from the N$
and P1$ arravs, and to calculate the batting average for each plaver by
dividing the number of hits (H array) by the number of at bats (B array). The
numeric variable S3 is used as both the counter-variable in the for-next loop
and the subscript which references the elements in the arrays.

On the first pass of the for-next loop, the value in S3 will be one.
Therefore, the first elements of the N$ array and the P1S$ array will be printed.
The first elements of the H array and the B array are used in the calculation of
the player’s batting average, which is also printed. After the first line is
printed, the next statement on line 3130 transfers control to the for statement
on line 3110, where the value in S3 is incremented by one and the loop is

Figure 8-18 The for-next
loop on lines 3110 - 3130
prints the elements from
the four arrays in the sam-
ple program. The control
variable 53 acts as the sub-
script which references the
elements of the arrays.
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Figure 8-19 A “dummy"
input statement allows the
user to view the screen until
a return to the menu is de-
sired. The Z% field will con-
tain no meaningful data, It
is used because a variable
field must be specified with
the input statement.

Summary of array
processing

8.14

executed again. On the second pass, the value in S3 is equal to 2, so the second
element in each of the arrays is printed and used in the calculation.

This processing continues until the value in S3 exceeds the value in the
field identified by the variable name E. The value was set to 9 in the initializa-
tion portion of the program. As a result of this loop, all the elements of the
arrays specified are printed. The elements of any array can normally be printed
through the use of a for-next loop.

After the arrays are printed, the user will normally wish to view the screen
to read the information displayed. Therefore, program execution should be
halted until the user has read the screen and is ready to continue. The method
used in the subroutine which prints the players in batting order sequence
makes use of the input statement (Figure 8-19).

3150 PRINT " "

3160 PRINT "DEPRESS ENTER OR RETURN KEY"
3170 INPUT " TO RETURN TO THE MENU: "; Z%
3180 RETURN

L ]

The print statement and the input statement on lines 3160 - 3170 display a
message to the user and then halt while the user reads the screen. When the
user is ready to return to the menu, the enter or return key is depressed. The
variable field used with the input statement is Z3. This field is used only
because a field must be used with an input statement. The user will enter no
meaningful data in the Z$ field. When the user depresses the enter or return
key, the return statement on line 3180 will be executed and control will return
to the main processing routine, which called this subroutine. The menu will
then be displayed.

The previous examples have illustrated some of the ways in which arrays can
be used within a program. Whenever more than one picce or set of data is to be
processed in the same manner, consideration should be given to storing the
data in an array. As has been seen, data that is stored in an array will normally
be processed within a loop because each element ol the array can be processed
by merely changing the subscript to address the appropriate element. I an
application is found that uses arrays, the programmer should immediately
think in terms of loop when developing the logic for processing the arrays.

The combination of arrays and loops is one of the more powerful tools
available to the programmer. The good programmer should be able to use
them properly whenever the need arises.
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One of the options in the sample program is to print the list of baseball players
in alphabetical sequence by player name. In order to produce this report, the
players’ names must be sorted in alphabetical sequence.

Sorting is the process of placing data in a prescribed sequence based upon
one or more values in the data being sorted. In the sample program, the data
will be placed in alphabetical sequence based upon the names of the players
(Figure 8-20).

In the example above, prior to sorting, the players are stored in batting
order sequence, which is the sequence in which they were entered by the user.
After the sorting process takes place, the players’ names are stored in
alphabetical sequence. The following sections explain the processing required
to sort the players’ names in alphabetical sequence.

An algorithm is a series of steps which can be followed to produce a desired
result. The algorithm used in the sample program to sort the players’ names
into alphabetical sequence is known as the exchange sort because the data
being sorted is exchanged as the algorithm takes place.

The essential idea in an exchange sort is to examine the data to be sorted
with the goal of placing the data with the highest key in the highest position.
The key of the data being sorted is the field or fields on which the sort is taking
place. In the sample program, the key to the data being sorted is the players’
names.

When the sort takes place, the first name in the list of names to be sorted
is compared to the second name in the list of names to be sorted. If the first
name is greater than the second name, the two names are exchanged; that is,
the first name is placed in the second position, and the second name is placed
in the lirst position.

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

SORTING

Figure 8-20 Belore sorting,
the names in this example
are in the order entered by
the user. After sorting, the
names are in alphabetical
sequence,

Sorting algorithm
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Figure 8-21 An exchange
sort requires thal elements
in the array being sorled
are exchanged if the value
in a lower element (s greater
than the value in a higher
element. Here, since
HANESLEY is greater than
BLACKBURG, the names
are exchanged. ALLEN,
however, is not greater than
GRANT, therefore, the ele-
ments are not exchanged.
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If, on the other hand, the first name is not greater than the second name,
the names are not exchanged. This processing is illustrated in Figure 8-21.

In the exchange example above, the first name, HANESLEY, is greater
than the second name, BLACKBURG. Therefore, the names are exchanged,
with BLACKBURG going to the first name position and HANESLEY going
to the second name position. In the no exchange example, the first name,
ALLEN, is not greater than the second name, GRANT. Therefore, no
exchange occurs.

Through the use of exchanges, each pass through the sort loop will place
the highest name in the highest available position of the array containing the
names being sorted. The examples in Figure 8-22 illustrate the first two passes
through the sort loop.

In step 1 of the first pass, the name in the first element of the array
(HANESLEY) is compared to the name in the second element of the array
(BLACKBURG). Since Hanesley is greater than Blackburg, an exchange
occurs, placing Hanesley in the second element of the array. In step 2, the
name in the second element of the array (HANESLEY) is then compared to
the name in the third element of the array (TRAMESMAN). Since Tramesman
is greater than Hanesley, no exchange occurs. Note at this point that the third
element of the array contains the highest name that has been examined. It
should be recalled that the purpose is to place the highest name in the highest
available position on each pass through the loop.

In step 3, the name in the third element (TRAMESMAN) is compared to
the name in the fourth element (WOODS). Since Woods is greater than
Tramesman, no exchange takes place. In step 4, the name in the fourth element
(WOODS) is compared to the name in the fifth element (WAITENTON).
Since Woods is greater than Waitenton, an exchange takes place. Similarly, in
step 5 Woods is greater than Serein, so an exchange occurs. In steps 6 through
8, Woods is also greater than the names found in the array, so exchanges
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FIRST PASS OF LOOP

Step 1 Step 2 Step 8 Step 4

Name 1 | HANESLEY — Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1 | BLACKBURG
Name 2 | BLACKBURG + Name 2 | HANESLEY — Name 2 | HANESLEY Name 2 | HANESLEY
‘Name 3 | TRAMESMAN Name 3 | TRAMESMAN® Name 3 | TRAMESMAN +y Name 3 | TRAMESMAN
Name 4 [WOODS _ Name 4 [ WOODS Name 4/ [ WOODS ¥ Name 4/ [ WOODS —H
Name 5 | WAITENTON Name 5 [ WAITENTON Name 5 [ WAITENTON Name 5 [ WAITENTON #
‘Name B | SEREIN Name 6 | SEREIN Name 6 | SEREIN Name 6 | SEREIN

Name 7| ALLEN Name 7| ALLEN Name 7 | ALLEN Name 7 | ALLEN

Name 8 | GRANT Name 8 | GRANT Name 8| GRANT Name 8 | GRANT

Name 9 [ CRAIYERSON Name 9 [CRAIY ON Name 9 | CRAIYERSON Name 9 [ CRAIYERSON
Step 5 Step 6 Step 7 Step 8

Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1| BLACKBURG
Name 2 | HANESLEY Name 2 [ HANESLEY Name 2 | HANESLEY Name 2 | HANESLEY,
Name 3 | TRAMESMAN Name 3 | TRAMESMAN Name 3 | TRAMESMAN Name 3 | TRAMESMAN
Name 4 | WAITENTON Name 4 | WAITENTON Name 4 | WAITENTON Name 4 | WAITENTON
Name 5 | WOODS —3 Name 5 | SEREIN Name 5 | SEREIN Name 5 | SEREIN

Name 6 | SEREIN 1 Name 6 | WOODS —3_ Name 6 | ALLEN Name 6/| ALLEN

Name 7 [ ALLEN Name 7 | ALLEN 1 Name 7 | WOODS ——p Name 7 | GRANT

Name & | GRANT Name 8 | GRANT Name 8 | GRANT + Name 8 | WOODS ——m
Name 9 | CRAIYERSON Name 9 [ CRAIYERSON Name 9 | CRAIYERSON Name 9 | CRAIYERSON*

After First Pass of Loop

Name 1 | BLACKBURG

Name 2 | HANESLEY

Name 3/ TRAMESMAN

Name 4 | WAITENTON

Name 5 | SEREIN

Name 6 | ALLEN

Name 7 | GRANT

Name 8 { CRAIYERSON

Name 9 | WOODS

SECOND PASS OF LOOP

Step 1 Step 2 Step 3 Step 4

Name 1 | BLACKBURG T1. Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1 [ BLACKBURG
Name 2 | HANESLEY Name 2 | HANESLEY — Name 2 [ HANESLEY Name 2 | HANESLEY
Name 3 | TRAMESMAN Name 3 | TRAMESMAN1 Name 3 | TRAMESMANT Name 3 | TRAMESMAN
Name 4 | WAITENTON Name 4 | WAITENTON Name 4 | WAITENTON # Name 4 | WAITENTON-T
Name 5 | SEREIN Name 5 | SEREIN Name 5 [ SEREIN Name 5 | SEREIN +
‘Name 6 | ALLEN Name 6 | ALLEN Name 6 | ALLEN Name 6 | ALLEN
‘Name 7 | GRANT Name 7 | GRANT Name 7 | GRANT Name 7 | GRANT

Name 8 [CRAIYERSON| Name 8 [ CRAIYERSON Name & | CRAIYERSON Name 8 [[CRAIYERSON
Name 9 | WOODS Name 9 | WOODS Name 9 [ WOODS Name 9/ [ WOODS

Step 5 Step 6 Step 7 After Second Pass of Loop
Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1 | BLACKBURG Name 1 | BLACKBURG
Name 2 | HANESLEY Name 2 | HANESLEY Name 2 { HANESLEY Name 2 | HANESLEY
Name 3 | TRAMESMAN Name 3 | TRAMESMAN Name 3 | TRAMESMAN Name 3 [ TRAMESMAN
Name 4 [ SEREIN Name 4 [ SEREIN Name 4 [SEREIN Name 4 [ SEREIN

Name 5 | WAITENTON 13 Name 5 | ALLEN Name 5 | ALLEN Name 5 | ALLEN

Name 6 | ALLEN - Name 6 | WAITENTON - Name 6 | GRANT Name 6 | GRANT

Name 7 | GRANT Name 7 | GRANT ™ Name 7 [ WAITENTON - Name 7 | CRAIYERSON
Name 8 | CRAIYERSON Name 8 [ CRAIYERSON Name 8 [ CRAIY ERSONI’ Name B | WAITENTON
Name 9 | WOODS Name 9 | WOODS Name 9 [ WOODS ] Name 9 | WOODS

Figure 8-22 This example illustrates the first two passes through the sort lcop which places the names in alphabetical order.
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Figure 8-23 The field M
contains the maximum num-
ber of comparisons which
will have to be made on
any single pass through the
sort loop. Prior to any proc-
essing through the loop,
the field is initialized to the
number of elements to be
sorted less one. The termi-
nation indicator field (T3)
indicates when the sorting
is completed. Il is initialized
to zero so that the sort loop
will be enlered.
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occur. After the first pass through the loop, then, the name WOODS is placed
in the highest position of the array containing the names to be sorted. This, of
course, is the object of the exchange sort.

When the second pass of the sort loop begins, the name in the first ele-
ment of the array (BLACKBURGQ) is again compared to the name in the sec-
ond element of the array (HANESLEY). Since Hanesley is greater than
Blackburg, the names are not exchanged. In step 2, HANESLEY, the name in
the second element, is compared to TRAMESMAN, the name in the third ele-
ment. Since Tramesman is greater than Hanesley, no exchange takes place. No
exchange occurs until step 4, where WAITENTON is greater than SEREIN.
Therefore, these two names are exchanged. In steps 5 through 7, it is found
that Waitenton is greater than the names found in elements 6 through 8, so
names are exchanged. After step 7, Waitenton is in element 8 of the name
array. There is no need to compare Waitenton to the value in element 9
(WOODS) because the first pass through the loop placed the highest name in
the array (WOODS) in the highest element (element 9).

On subsequent passes through the sort loop, the name with the highest
value will be placed in the highest available element of the name array. Thus,
on pass three, the highest name will be placed in element 7 of the array; on pass
4, the highest name will be placed in the sixth element, and so on, until the
names are in alphabetical order. At that time, the sorting is complete.

The flowchart for the exchange sort algorithm is shown in Figure 8-24.
Each of the steps accomplished using the logic in the flowchart will be explained
in the following examples.

The first steps in the flowchart are to set the maximum number of
comparisons to the number of values to be sorted less one, and to set the ter-
mination indicator to the value 0 (Figure 8-23). The maximum number of
comparisons field (M) contains the number of comparisons which will have to
be performed to place the highest value being sorted in the highest position of
the array containing the data. For the sample program, the number of values
to be sorted is nine. Therefore, the value in this field is set to eight. The ter-
mination indicator (T3) is used to identify when the sorting process can be ter-
minated. As will be seen, when this field contains the value 1, the sorting is
complete. This value is initially set to zero so that when it is checked the first
time, the sorting loop will be entered.
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Figure 8-24 The flowchart
for the exchange sort algo-
rithm uses the same con:
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previous programs.

Is
Sort Subscript
< Greater Than
Maximum No!
of Compar@s?

IYCS

Let Maximum Number

|ot comparisons

Termination Indicator
Minus 1

No

NOS

Is
_Element (Sort_
ubscript) > Element
(Sort Subscript
>+ 127
T

Yas

(IR

Place Element
(Sort Subscript)
in Hold Area

¥

Move Element

(Sort Subscript + 1)

to Element (Sort
Subscript)

¥

Move Element in
Hold Area to
Element (Sort
Subscript + 1)

Y

Set Termination
Indicator to
Value of Sort
Subscript

Add 1 to Sort
Subscript

| B




CHAPTER
EIGHT

Figure 8-25 When the ter-
mination indicator contains
the value 1, the sorting has
been completed. Since the
T3 field was initialized with
the value zero, the sort is
not complete. Therefore,
the sorting loop is entered.

Figure 8-26 The sort sub-
script (S2) is set to 1 so
that the first element in the
array being sorted will be
compared. The termination
indicator (T3) is set to 1. If
an exchange takes place in
the course of the loop proc:
essing, the value in the ter-
mination indicator will be
changed to the value of the
subscript  which  refer-
ences the lower element
that was exchanged. If the
fifth and sixth elements
are exchanged, for example,
the termination indicator
will be set to 5. If, however,
no exchanges take place,
or the only exchange which
occurs is between the first
and second elements, then
the value in T3 at the end
of the loop will be one, and
the sort will be complete.
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The next step in the exchange sort logic is to check the value in the ter-
mination indicator (T3) to determine if it is equal to 1. If it is, the sort process-
ing is complete. The value in this field is not equal to one, however, because it
was initialized to the value zero. Therefore, the sorting loop is entered
(Figure 8-23).

The first steps within the sorting loop are to set the sort subscript (S2) to 1
and set the termination indicator (T3) to 1 (Figure 8-26). The data to be sorted
is stored in an array. In the sample program, this data consists of names of the
baseball players. To reference the data being sorted, subscripts must be used.
On each sorting pass, the first element in the array will be compared to the
second element in the array. Therefore, the sort subscript is initially set to the
value 1.

The termination indicator is reset to the value 1 once the loop is entered.
If no exchanges take place in the sorting, the value in this field will not be
changed, indicating that the sorting is completed.

Set Sort
Subscript to 1

Set Termination
Indicator to 1

After setting the sort subscript to | and the termination indicator to 1, the
loop which steps through each of the elements in the array and performs the
exchanges is entered (Figure 8-27). The test to enter the loop is whether the
value of the sort subscript is greater than the maximum number of com-
parisons to be performed. In the example shown, the value of the sort
subscript (S2) is equal to 1, and the value in the maximum number of
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comparisons field (M) is equal to 8. Therefore, the loop is entered.

_lot Comparisons =] |
Termination Indicator |

| Move Eleme

' |(sort Subscript+ 1)
| to Element (Sort

1 Subscript)

| Move Element in | |
Hold Areato |
Element (Sort
Subscript + 1)

Set Termination
Indicator to
Value of Sort
Subscript

Add 1 to Sort
Subscript

Within the loop, the test to determine if an exchange should take place is
conducted. If the element referenced by the value in the sort subscript (S2) is
greater than the element referenced by the value in the sort subscript plus 1 (S2
+ 1), an exchange takes place. If not, no exchange occurs. In the example, the
value in the sort subscript (S2) is 1. Therefore, the first element in the array is
compared to the second element in the array. The first element contains the
name HANESLEY, and the second element contains the name
BLACKBURG. The name in the first element is greater than the name in the
second element. Therefore, an exchange should occur.

To make the exchange, the value in element 1 (HANESLEY) is temporarily

MENUS, ARRAYS,
SUBROUTINES, AND
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Figure 8-27 On the first
pass through the sort loop,
the value in the first ele-
ment (HANESLEY) is great-
er than the value in the sec-
ond element (BLACKBURG).
Therefore, the two names
are exchanged. The termi-
nation indicator is set to
the value in the subscript
of the lower element in the
exchange (1) because an
exchange look place.
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Figure 8-28 When the sec-
ond and third elements in
the array being sorted are
compared, the value in the
second element (HANESLEY)
is less than the value in the
third element (TRAMESMAN).
Therefore, no exchange
takes place. The value in
the termination indicator
(T3) is not changed.
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moved to another area (H$) in computer storage. The value in element 2
(BLACKBURG) is then moved to element 1. Finally, the value in HS is moved
to the second element in the array. As can be seen, the values in these two
elements have been exchanged.

After the exchange takes place, the value of the sort subscript is moved to
the termination indicator field. In the example, the value in S2 (which is 1) is
moved to T3. The value in the subscript field is incremented by 1 so that the
next elements in the array can be compared. Control is then sent back to the
decision which determines if this pass through the sort loop is complete.

To determine if the sort loop pass is complete, the value in the sort
subscript field (S2) is compared to the maximum number of comparisons to be
made on this pass, which is stored in M (Figure 8-28).

| Place Element | |
(Sort Subscript) |

| Move Element in | |

| Hold Areato |
Element (Sort
Subscript + 1)

| Set Termination

| Indicator to
Value of Sort |
Subscript !

|£| +

s2 Constant

Add 1 to Sort
Subscript
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Since the value in S2 is 2 and the value in M is 8, the loop will again be
entered. The first instruction in the loop tests if the value in the second element
(referenced by S2) is greater than the value in the third element (referenced by
S2 + 1). The value in the second element, HANESLEY, is not greater than the
value in the third element, TRAMESMAN. Therefore, an exchange does not
occur. Instead, as shown in Figure 8-28, the sort subscript (52) is incremented
by one, and control is returned to the entry point of the loop.

Several points should be noted from Figure 8-28. First, an exchange did
not occur, meaning that the second and third elements are in the correct
sequence. Secondly, the termination indicator (T3) has not been modified
because no exchange took place. Third, the sort subscript (S2) is incremented
to the value 3 so that the third and fourth elements in the array can be compared.

On the third pass of the loop, the sort subscript is compared to the maxi-
mum number of comparisons to be made to determine if the loop should be
entered again. Since the subscript contains the value 3, the loop will again be
entered. The third element in the array will be compared to the fourth element
in the array. Since the name WOODS is greater than the name
TRAMESMAN, no exchange will take place. The sort subscript is then
incremented to 4. Control is passed to the decision to enter the loop.

This processing will continue until the value in the sort subscript (S2) is
greater than the number of comparisons to be made on the sort pass. At that
time, the maximum number of comparisons field is set to the value in the ter-
minations indicator field less 1. Control is then passed back to determine if the
sort process is complete (Figure 8-29).

Set Sort
Subscript to 1

Set Termination |
Indicator to 1

MENUS, ARRAYS,
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Figure 8-29 After all ele-
ments in the array being
sorted have been compared
one time, the value in the
s0rt subscript is equal to 9.
Since this value is greater
than the value in the maxi-
mum number of compares
field (M = 8), the first pass
of the loop is completed.
MNote at the conclusion of
the first pass that the value
in the termination indicator
(T3) is equal to 8. This is
because the lasl elements
to be exchanged were the
eighth and ninth elements
(see Figure B-22, first pass
of the loop), and the value
in the termination indicator
will always be equal to the
subscript of the lower ele-
ment in an exchange.
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If the value in the termination indicator (T3) is equal to 1, the sorting
process is complete. If the value is not equal to 1, it indicates that at least one
more pass is required to place all of the data in the required sequence. When
another pass is required, the sort subscript is set to 1, and the termination
indicator is set to one. The loop which performs the exchanges is then entered.

The processing just described will continue until all of the elements in the
array being sorted have been placed in the proper sequence. The sort is then
complete. The sort processing is terminated, and the sorted data can be used as
required in the program.

The coding to implement this logic is shown in Figure 8-30.

5000

REM

5010 REM X2k XrEr Rk KRR RN R K AKX
95020 REM * SORT DATA IN N$ ARRAY. ¥
DO30 REM Xk kR Rk R Rk X XXX R AR KKK

5S040 REM
8050 LET M =E - 1

09060 LET T2 = 0

5070 REM
5080 IF T3 = 1 THEN 5280

5090 LET 82 = 1

5100 LET T3 = 1

5110 REM
5120 IF 82 > M THEN 5250

5130 IF N$(52) > N%(82 + 1) THEN 5160

5140 GOTO 5220

5150 REM
5160 LET H$ = N%(52)

5170 LET N$(52) = N$(52 + 1)

5180 LET N$(S2 + 1) = H%$

5190 LET T3 = 82

5200 GOTO 5220

5210 REM
5220 LET 62 = 682 ~ 1

5230 GOTO 5120

5240 REM
5250 LETHM=T3 -1

9260 GOTO S08BO

9270 REM
9280 RETURN

Figure B-30 The coding
shown in this example im-
plements the logic illus-
trated in the previous exam-
ples. The relationship be-
tween the coding and the
sort logic should be care-
fully studied

On line 5050, the value in the maximum number of comparisons field (M)
is set to one less than the number of elements to be sorted (the value in E). The
termination indicator (T3) is initialized to the value zero on line 5060.

The if statement on line 5080 tests if the termination field contains
the value 1. If so, the sort processing is complete. 1f not, the sort subscript (S2)
is initialized to the value 1 on line 5090, and the value 1 is placed in the T3



8.25

field on line 5100.

The exchange loop is entered on line 5120, where the value in the sort
subscript is checked against the value in the maximum number of comparisons
field (M). If the value in S2 is greater than the value in M, the pass through the
loop to place the highest value being sorted in the highest element of the array
is complete. Control is passed to line number 5250, where the value in M is
replaced by the value in T3 less one.

If the value in S2 is not greater than the value in M, then the if statement
on line 5130 determines if an exchange should occur. When the value in the ele-
ment identified by the sort subscript, N$(S2), is greater than the element iden-
tified by the sort subscript plus 1, N$(S2 + 1), then an exchange must take
place. The coding on lines 5160 - 5180 implements the exchange by moving the
element at NS(S2) to HS, moving the element at N$(S2 + 1) to the element
N$(S2), and then moving the data from HS to N$(52 + 1). The value in the
sort subscript is then moved to the termination control indicator (T3).

Regardless of whether an exchange occurred, the statement on line 5220
increments the subscript by one so that the next element in the array can be
examined. The loop from line 5120 through line 5230 will continue until the
value in the subscript is greater than the value in M. At that time, the value in
M is reset by the let statement on line 5250, and control is passed to line 5080,
where the value in T3 is checked. This looping will continue until all data in the
N§ array has been sorted.

The example in Figure 8-30 illustrates the code that could be used to
sort the names contained in the N$ array. It will be recalled, however, that the
N$ array is used to store the players’ names when they are entered by the user
(see Figure 8-15). In addition, the NS array is used to print the players in bat-
ting order sequence (see Figure 8-18). If the sort processing illustrated in
Figure 8-30 took place, the names in the NS array would be permanently placed
in alphabetical sequence, and the listing generated by the coding in Figure 8-18
would not be in batting order sequence.

Together with this is the fact that sorting is a task commonly required in
programs. Tasks which are commonly used can many times be written as a
subroutine and then be included in any program which requires them. For
example, the sort processing shown in Figure 8-30 can be written as a
subroutine. Then, if' the same sort processing is required in another program,
this subroutine can be copied into the other program without requiring that the
subroutine be redesigned and rewritten.

To generalize the sort subroutine and to overcome the problem with the
N$ array, it is necessary to place the data to be sorted in a different array prior
to calling the subroutine. In this way, the data in the N$ array will not be
rearranged, and the sort subroutine will sort whatever data is passed to it,

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Calling the
sort module
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regardless of what that data is.
To cause this to occur, a for-next loop is commonly used. The example in
Figure 8-31 illustrates the coding used in the sample program to load the
names in the N$ array into a sort work array called D$. The sort subroutine
then sorts the data in the DS array.
4110 FOR X = 1 TO E
4120 LET D$(X) = N#%(X)
4130 NEXT X
4140 REM
4150 GOSUEB S000
s
5000 REM

G010 REM RRERXRRRRkE kR ke Rk X KKK KR X KRR KX KRR XK

5020 REM * SORT DATA IN D% ARRAY.

SORTED INDEXES IN I ARRAY. X

SOZ0 REM $EXf st i rr st s st i ssssrXarXseassxxexesessssx

5040

59160
5170

REM

IF 82 > M THEN 5320
IF D$(52) > D$(S2 + 1) THEN 5200

Figure 8-31 The for-next
loop on lines 4110 - 4130
places the elements in the
N§ array into the corres-
ponding elements of the D$
array. When control s
passed to the sort subrou-
tine by the GOSUB state-
ment on line 4150, the data
in the DS array will be sonted.
The if statement on line
5170 compares the elements
in the DS array.

In the example above, the for-next loop on lines 4110 - 4130 places cach
element in the N$ array into a corresponding clement of the D§ array. The
gosub statement on line 4150 passes control to the sort subroutine at line 5000.

Within the sort subroutine, the data in the D$ array is sorted (see Figure
8-30 for the complete sort subroutine). When the sort is complete, the calling
program can use the data in the D$ array as required by the application while
still having access to the data in batting order sequence in the N§ array.

A generalized subroutine is one which can be used in more than one pro-
gram to perform its task. In almost all cases, a generalized subroutine should
be passed data in a work area of some sort, such as the D$ array. This
accomplishes two things: First, the data which is required within the program,
such as the data in N$, is not disturbed by the processing in the subroutine.
Secondly, the subroutine can be used to perform its task regardless of the
variable names in the program which calls it. That is, so long as the data to be
sorted is placed in the D$ array, it does not matter what names or what types
of data are used in the program which calls the sort module. This is very
important when using a generalized subroutine.

A generalized subroutine which performs a commonly required task, such
as sorting, is a very important tool for the programmer. It can save con-
siderable time and effort because new code need not be designed, written, and
tested.

Most generalized subroutines have certain rules which must be followed in
order to use them. For example, when using the sort subroutine, the calling
program will have to place the number of elements to be sorted in the field
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identified by the variable name E, and will have to place the data to be sorted
in the D$ array. The programmer should know how to write a generalized
subroutine and how to use subroutines which might be available.

In the sample program, the sorting takes place on the names of the players.
There is other data stored in arrays in the sample program which is associated
with the players’ names. The positions of each player are stored in the P1$
array, the number of at bats of a player are stored in the B array, and the
number of hits for the player are stored in the H array (see Figure 8-15). When
the names are sorted, the elements in these other arrays should be placed in the
sorted sequence so that they still correspond to the names. Otherwise, the cor-
rect positions, at bats, and hits will not be associated with the correct players.

This problem can be handled in one of two ways. One way is to exchange
the elements in these arrays in the same manner as the names are exchanged
when the sort is taking place. Thus, when one name is exchanged with another,
the positions, at bats, and hits corresponding to the names would also be
exchanged. Since the data in these arrays is required in other parts of the pro-
gram, the positions, at bats, and hits would have to be placed in work arrays in
the same way that the elements of the N$ array are placed in the DS array. As
can be seen, this method requires additional arrays, additional procedures by
the calling program to load the work arrays, and additional exchanging in the
sort module to exchange all of the elements. Moreover, the addition of all
these arrays requires the sort subroutine to specifically process these arrays. It
loses its generality. In summary, then, this approach requires considerably
more processing for both the calling program and the sort subroutine; and, the
sort subroutine is no longer a generalized subroutine. Therefore, it is not
recommended that this approach be used.

A second means to solve this problem is to use elements of an array as
pointers to elements of other arrays. This concept is illustrated in Figure 8-32.

Position Array
(P1$)

Index Array

LEFT FIELD
FIRST BASE
[CATCH
CENTERFIELD
RIGHT FIELD
[THIRD BASE
SHORTSTOP
PITCHER

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Pointers to
array elements

Figure 8-32 The elements
in the index array | contain
values which can be used
as subscripts to reference
the elements in the posi-
tion array. For example,
the first element in the | ar-
ray contains the value 7.
This value can be used as
the subscnpt to reference
the seventh element in the
position array (THIRD BASE).
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Figure B-33 When an index
array is used, only the actual
data being sorted and the
values in the index array
must be exchanged. All
other arrays which must be
referenced in the sorted
sequence can remain with-
out change. Thus, after sort-
ing, the elements in the D$
array have been placed in
sorled sequence, and the
elements in the index array
() have been placed in a se-
quence corresponding to
the sorted sequence. The
other arrays, however, have
have not been altered from
their sequence prior to
sorting.
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In Figure 8-32, the position array contains the player positions in the
sequence in which they were entered by the user. The index array contains
numeric values in each element that correspond to an element in the position
array. Thus, the value in the first element of the index array, 7, is used to point
to the seventh element in the position array. The value in the second element of
the index array, 2, is used to point to the second element in the position array.
The value in the third element of the index array, 9, is used to point to the
ninth element in the position array. Elements in the index array can be used as
subscripts to reference the elements in the position array.

This principle can be used in the sort subroutine by placing the original
subscripts of the sorted data in a sorted sequence in the index array (Figure
8-33).

Before sorting

D$ | N$ P1$ B H
HANESLEY 1 HANESLEY SECOND BASE 100 28
BLACKBURG 2 BLACKBURG LEFT FIELD 76 20
TRAMESMAN 3 TRAMESMAN FIRST BASE 15 25
WOODS 4 WOQDS CATCHER 82 28
WAITENTON 5 WAITENTON CENTER FIELD 98 24
SEREIN 6 SEREIN RIGHT FIELD 110 26
ALLEN 7 ALLEN THIRD BASE 62 17
GRANT 8 GRANT SHORTSTOP 94 20
CRAIYERSON 9 CRAIYERSON PITCHER 26 3
After sorting . . it
D§ | N$ P1% B H
ALLEN 7 HANESLEY SECOND BASE 100 28
BLACKBURG 2 BLACKBURG LEFT FIELD 76 20
CRAIYERSON 9 TRAMESMAN FIRST BASE 75 25
GRANT 8 WOQODS CATCHER 82 28
HANESLEY 1 WAITENTON CENTER FIELD 98 24
SEREIN 6 SEREIN RIGHT FIELD 110 26
TRAMESMAN 3 ALLEN THIRD BASE 62 17
WAITENTON 5 GRANT SHORTSTOP 94 20
WOODS 4 CRAIYERSON PITCHER 26 3

The illustration in Figure 8-33 shows the arrays involved in the baseball
program before sorting and after sorting. Before sorting, note that the
elements in the D$ array are in the same sequence as the elements in the N§
array. The DS array is loaded by the coding shown previously in Figure 8-31.
In addition, the elements in the P1$, B, and H arrays are in the same sequence
as the players’ names in the N$ array. Thus, Hanesley (the first element in the
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NS$ array), plays second base (the first element in the P1S array), has 100 at
bats (the first element in the B array), and has 28 hits (the first element in the H
array).
Prior to the sort, each element in the index array (1) contains a value cor-
responding to the position of the element in the array. The first element
contains the value 1, the second element contains the value 2, and so on.
After sorting, there has been no change to the N$, P1S, B, or H arrays.
They are in the same sequence as before the sort. The elements in the D$ array,
however, have been placed in alphabetical sequence because the DS array is
used in the exchange of elements in the sorting subroutine. The values in the
elements of the I array have also been placed in the sorted sequence. The name
Allen, which is the first name in the sorted data, was the seventh name in the
unsorted data. Therefore, the value in the first element of the I array is seven.
This value can be used as the subscript to reference the name Allen in the NS
array, the position third base in the P1$ array, the number of at bats Allen has
(62) in the B array, and the number of hits Allen has (17) in the H array.
Similarly, the value in the second element of the I array, 2, can be used to
reference the information for the second player in the sorted sequence. The  Figure 8-34 To use the ele-
p v, b i ments in an index array as
player is Blackburg, who plays left field, has 76 at bats, and 20 hits. The value g ,pscripis. a gouble sub.
in the third element of the I array is 9. The player Craiyerson is the ninth  script is required. In this
player in the batting order but the third player in alphabetical order. ﬁ::gféei";::t;i"\fh'lzr?:l;‘"‘_
The value in each of the elements of the I array, then, can be used to  mentin the | array is to be
reference the elements of the other arrays. To accomplish this, a double 'é'érenced. The element in

==l 5 3 : i the | array acts as the sub-
subscript is used in the statement which references the arrays (Figure 8-34). script for the N§ array,

[ 4170 FOR 84 = 1 TO E
4180  PRINT USING F2%; N$(I(S4)), P1$(I(S4)), H(I(S4)) / B(I(54))
\ 4190 NEXT sS4
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In the print using statement in Figure 8-34, the first data to be printed is
specified as N$(1(S4)). The data is to be taken from the N$ array. The
subscript used to reference the N$ array is specified as 1(S4). This subscript is
taken from the I array. The element in the I array to be used is identified by the
value in S4, which acts as the subscript for the I array.

To obtain an element from the NS array, then, the value in S4 is used to
specify an element in the I array. The value in the I array element is used as the
subscript for the N$ array. For example, if the value in S4 is 1, the value in the
first element of the I array (7) is used as the subscript to reference the N§ array;
if the value in S4 is 2, the value in the second element in the I array (2) is used;
and so on. Therefore, in the print using statement in Figure 8-34, when the
value in S4 is equal to 1, the value in the seventh element in the NS array
(ALLEN) will be printed.

This methodology is used to reference elements in the P1$, H, and B
arrays as well. A major advantage is that the data in these arrays need not be
disturbed when the sorting takes place.

The sort subroutine illustrated in Figure 8-30 and Figure 8-31 must be
modified slightly to initialize the index array (I) and to exchange the elements
in the I array when the sort is taking place. The actual sort subroutine used in
the sample program is shown in Figure 8-35. The for-next loop on lines
5050 - 5070 initialize the I array. The counter-variable X is used to control the
loop. On each pass through the loop, the let statement on line 5060 places the
value of X in the Xth element of the array. For example, when the value in X is
equal to 1, one is placed in the first element of the I array. When the value in X
is equal to 2, the value 2 is placed in the second element of the I array, and so
on. When the for-next loop is completed, the 1 array will contain the data
shown in the before sorting portion of Figure 8-33.

When the index array is used, the elements in it must be exchanged in the
same manner as the elements in the DS array which are actually being sorted.
In the sort subroutine in the sample program (Figure 8-35), the exchange takes
place on lines 5200 - 5220. The data in the element in the I array identified by
the value in the S2 subscript is temporarily moved to a hold area, H. The data
in the element identified by the subscript S2 + 1 is then moved to the element
identified by the subscript S2. The last step in the exchange is to move the data
in the hold area H to the element identified by S2 + 1. This exchange follows
the same logic as that used to exchange the elements in D$ which are actually
being sorted. With the use of an index array, these are the only two exchanges
which must be made regardless of the number of arrays which will be referenced
by the values in the index array.

The prime advantage in the use of an index array in the sort subroutine is that
the subroutine becomes able to sort any string array and allows other arrays



5000

REM

SO10 REM Rx 3 r kR kX Rk Rk R Rk X R R R R KRRk AR R XX
5020 REM * SORT DATA IN D% ARRAY. SORTED INDEXES IN I ARRAY. L3
SO0 REM ¥ ¥R Xk d kX r Rk R R KRR kX R X R XK X
5040 REM
5050 FOR X = 1 TO E

S060 LET I(X) = X

5070 NEXT X

5080 REM
SOF0LET M = E\= 1

5100 LET T3 = O

5110 REM
5120 IF T3 = 1 THEN 5350

5130 LET &2 = 1

5140 LET T3 = 1

5150 REM
5160 IF 82 > M THEN 5320

5170 IF D$(52) > D$(S2Z + 1) THEN 35200

S51B0O GOTO 5290

5190 REM
5200 LET H = I(S2)

5210 LET I(S2) = I(82 + 1)

5220 LETID S =

5230 LET H$ = D% (52)

S240 LET D$(52) = D$(52 + 1)

5250 LET D$(52 + 1) = H%

5260 LET T3 = 62

S270 GOTOD 5290

5280 REM
5290 BERIS2 =gl

5300 GOTO 5160

5310 REM
5320 LET /M =/ T3 ~ 1

9330 GOTOD 5120

9340 REM

5350 RETURN

Figure 8-35 The sort subroutine used in the sample program initializes the elements in the index array (I) and then exchanges the
elements in the index array at the same time the elements in the array being sorted, D§, are exchanged.

to be referenced in the sorted sequence. For example, although it is not a part
of the sample program in this chapter, assume that a report was to be
generated in alphabetical sequence by position. That is, the first line on the
report should be catcher, followed by center field, first base, and so on. The
sort subroutine illustrated in Figure 8-35 can be used to sort the position array
in this manner. The only requirement is that the position array be loaded into
the DS array, as shown in Figure 8-36. When control is passed to the sort
subroutine, the data in D$ is sorted, and the subscripts for the sorted data are
placed in the I array. The values in the I array can be used as subscripts to
reference any other arrays in the program.

2730 FOR X = 1 TO E

2740 LET D$(X) = P1$(X)

2750 NEXT X

2760 REM
2770 GOSUB 5000

Figure B-36 Since the sort
subroutine shown in Figure
8-35 is a generalized sub-
routine, it can be used to
sort any string data. Here,
elements from the P18 ar-
ray are placed in the DS ar-
ray. Control is then passed
to the sort subroutine at hine
5000, where the data in the
D$ array is sorted
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The sort subroutine illustrated in Figure 8-35 can also be used to sort data
stored in numeric arrays provided the values in the arrays are all positive. The
only requirement is that when the data is moved to the D$ array, a special
instruction called STR$ is used to change the data from numeric to string. The
use of this instruction is described in detail in Chapter 9.

It is important that consideration be given to making subroutines as
generalized as possible. The sort subroutine in Figure 8-35 is an example of a
subroutine that can be used in any program to sort data in a string array.

The sample program in this chapter is used to load the starting line-up of a
baseball team and then create reports in batting order sequence and
alphabetical sequence by player name. The reports generated are shown in
Figure 8-4 on page 8.3. The input data is entered by the user, as shown in
Figure 8-15 on page 8.11. The user selects the processing to be done by
responding to a menu (see Figure 8-1 on page 8.1).

As with previous programs, the program design begins by specifying the program
tasks to be accomplished. The tasks for the sample program are listed below.,

Program Tasks

*1. Display the menu and obtain a user selection.
2. Determine the selection to be performed.

*3. Load the starting players.

*4, Display the players in batting order.

*5. Display the players in alphabetical sequence.

As programs become larger, they generally become more complex. As
noted previously in this chapter, one way to keep the complexity of a program
to a minimum is to subdivide the program into a series of smaller subroutines.
The program then consists of a number of relatively simple subroutines rather
than one large, complex piece of code. The preferred method for decomposing
the program into a series of subroutines, or modules, is to analyze the program
tasks. Any program task that performs a specific function and appears to
require more than 10 - 15 BASIC statements can be placed in a subroutine.

In the sample program, five tasks are specified. The first task, display the
menu and obtain a user selection, performs a specific task and seems to require
more than 10 - 15 programming statements. Therefore, it will be a subroutine
in the sample program. The asterisk specified beside the program task
indicates that the task will be performed by a subroutine.
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The second task, determine the selection to be performed, will probably
require fewer than 10 statements, so it will not be a subroutine in the program.
It should be noted here that the judgment about how many statements will be
required does not have to be 100% accurate. It is only an estimate to aid in
decomposing the program into a series of subroutines. The primary reason for
breaking a program into a series of subroutines is to simplify the program. If a
routine within the program consists of a large number of statements, it will
probably be a difficult routine to understand. Therefore, in most cases, it
should be subdivided into smaller subroutines.

The third task, load the starting players, is estimated to require more than
10 - 15 statements. Therefore, it will also be a separate subroutine. The same
analysis holds for the fourth task and the fifth task. Thus, after the analysis of
the tasks to be performed in the program, it is found that four tasks will be
subroutines in the program.

When a program is to consist of a series of subroutines, the relationships
of the subroutines in the program will normally be shown through the use of a
hierarchy chart. The hierarchy chart derived from the analysis of the tasks in
the sample program is shown in Figure 8-37.

Accept and Display
Baseball Team

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Figure 8-37 The hierarchy
chart is used to show the
relationships of subrou-
tines and tasks within the
program. The tasks speci
fied within the rectangles
will be performed in sub-
routines. The task below
the horizontal line will not
be performed in a subroutine.

Infermation
| | | [ |
Determine the
Display the Menu Selection to be Load the Display the Players %?ﬂgrystﬂ.a
and Obfain a Performed Starting Players in Batting Alphabetical
User Selection Order Sequence

The rectangles each represent a separate module or subroutine in the pro-
gram. The tasks to be performed by each module are specified within the
rectangle. The top module’s task is to accept and display baseball team infor-
mation, which is the task of the entire program. The top module in a hierarchy
chart will normally specify the role of the program itself.

The second level of the hierarchy chart contains those tasks which were
identified on page 8.32. The tasks which are to be subroutines in the program
are placed in rectangles. The task which is not to be done in a subroutine is
placed under a horizontal line. Thus, from viewing the hierarchy chart, a
programmer can see which tasks will be performed in subroutine and which
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will not be performed in a subroutine.

When a program will contain one or more subroutines, the subroutines
themselves should be analyzed to determine if they should utilize subroutines.
Therefore, the programming tasks in each of the subroutines must be defined.
In Figure 8-38, the tasks for the subroutine which displays the menu and
obtains a user selection are listed.

Accept and Display
Baseball Team
Information

Display the Menu
and Obtain a
User Selection

Figure 8-38 The subrou-
tines used in a program
must themselves be ana-
lyzed to determine the pro-
gram tasks they must accom-
plish. Here, the program
lasks for the module which
displays the menu and ob-
tains a user selection are
specified. Each of these
tasks must be examined lo
determine if it is lengthy
or complex. If so, the task
should be performed in a
separate module. In this
case, none of the tasks will
be performed by a subroutine.

Determine the
Selection to be Load the Display the Players Dl:ra‘f:gs l|r.'-:n
Performed Starting Players Ing:é;':‘g l Alphabelical
Sequence

Program Tasks

1. Display the menu.
2. Obtain the user’s selection.
3. Ensure the user’s selection is valid.

When the tasks are identified for a subroutine, the same analysis on these
tasks takes place as on the tasks identified for the top-level module. Any task
which performs a specific function and appears to require more than 10-15
BASIC statements can be placed in a subroutine. In the tasks specified above,
none of the three seems to be either large or complex. Therefore, none of them
will be a subroutine, or a separate module, in the program.

This same process must be performed for the module which loads the
starting players (Figure 8-39). The five tasks — Display the screen headings,
Obtain the players’ names, Obtain the players’ positions, Obtain the players’
at bats, and Obtain the players’ hits — seem to be neither large nor complex.
Therefore, they will not be subroutines.

The tasks for the subroutine which displays the players in batting order
are shown in Figure 8-40. None of the three tasks — Display the screen
headings, Display the lines on the report, and Obtain a response (o return to
the menu — appears to be either large or complex. Therefore, none ol them
will be a subroutine.

Note from the hierarchy chart in Figure 8-40 that the structure of the pro-
gram is apparent. Each task which is performed in the program and where it is
performed can be casily seen. If, at some future time, the program must be
modified in some manner, the hierarchy chart provides a map to where each
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|
| | | I I

Determine the Im i | | Display the
Display the Menu |  Selection to be Load the spi:"h:"n L) sy Players in
and Obtain a Performed Starting Players 9 Alphabetical
User Selection Order Sequence

) VAR

Display Obtain  Ensure
the User's Valid
Menu Response Seleclion

Program Tasks

Display the screen headings.
Obtain the players’ names.
Obtain the players’ positions.
Obtain the players’ at bats.
Obtain the players’ hits.

R S

Figure 8-39 The analysis of the tasks to be performed by the module which loads the starting players reveals that none of the tasks
should be accomplished in a separate subroutine because none of them appears to be large or complex,

Accept and Display,
Baseball Team
Information

[ | I |

Determine the I 1 Display th
Display the Menu |  Selection to be Load the DlspliayathierPlayars Pi"nr.;:fs ina
and Obtain_ a Performed Starting Players Ll Alphabetical
User Selection Order Sequence

| | | | | ]

Display  Oblain Ensure Display Obtain Obtain Obtain Obtain
the User's Valid Screen  Players' Players' Players' Players'
Menu Response Selection Headings Names Positions Al Bats Hits

Program Tasks
1. Display the screen headings.

2. Display the lines on the report.
3. Obtain a response to return to the menu.

Figure 8-40 Displaying the players in batting order involves three program tasks. These tasks are performed within the module.
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The last module on the second level to analyze is the module whose task is
to display the players in alphabetical sequence. The program tasks for this
module are shown in Figure 8-41.
Accept and Display,
Baseball Team
Information
Determine the
Display the Menu |  Selection to be Load the Display the Players Drji';?:rsllrr.\e
and Obtain a Performed Starting Players In Batting Alphabetical
User Selection Order Sequence
e | | | | | L V|
Display  Obtain Ensure Display Obtain  Obtain Obtain Obtain Display Display Obtain
the User's Valid Screen  Players’ Players’ Players’ Players’ Screen Lineson Menu
Menu Response Selection Headings Names Positions At Bats Hits Headings Report Response

Figure 8-41 Six identifiable
tasks must be accomplished
by the module which dis-
plays the players in alpha-
betical sequence. The task
ol sorting the players into
alphabetical sequence ap-
pears 10 be reasonably large
and perhaps complex. There-
fore, as indicated by the
asterisk, this task will be
performed in a subroutine.

Program Tasks

1. Display the screen headings.
*2, Sort players into alphabetical sequence by name.
3. Display the lines on the report.

4. Calculate the team batting average.

5. Print the team batting average.

6. Obtain a response to return to the menu.

The six program tasks for the module are analyzed in the same manner as
discussed previously. Task number 2, sort the players into alphabetical
sequence by name, requires more than ten statements and is reasonably com-
plex (see Figure 8-35). Therefore, a separate module will be used for the sort
task. The hierarchy chart resulting from this analysis is shown in Figure 8-42.
Note that the task which will sort the players is specified within a rectangle,
indicating a subroutine will be used.

The program tasks for the sort subroutine are also shown in Figure 8-42.
These tasks are analyzed in the same manner as previous subroutines. Since
none of the three tasks appears to be either large or complex, they will not
require subroutines.

The final hierarchy chart for the sample program is shown in Figure 8-43.
Each of the tasks which is to be performed in the program is specified in the
hierarchy chart. Those tasks which are large (10 - 15 statements or more) are
separate modules, or subroutines, in the program. They are indicated by rec-
tangles. Those tasks which are not separate modules are described under the



8.37 MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

Accep! and Display,
Baseball Team
Information

| ] 1 |

|
Determine the ) | Display the
Display the Menu |  Selection to ba Load the Display the Players Players in
and Obtain a Performed Starting Players in Batling Alphabetical
User Selection Order Sequence
I | 1
| | | | ] ] [ ]
Displ Obtain  Ensure Display  Obtain  Obtain  Obtain  Obtain  Display  Display  Obtain
tha User's Valid Screen  Players' Players' Players'  Players' Screen Lines on  Menu
Menu R iR iy Alztgh)

p b gs MNames Positions Al Bals Hits  Headings Report Response

I | I I I I

Display Display Calculate  Print  Oblain
Screen ! I5°". Players | jnes on  Team Team  Menu
Headings 4 into Alf

Report  Batting  Balling Response

Sequence by Nam Average  Average

Program Tasks

1. Sort by given string array.
2. Initialize index array.
3. Exchangeindex array.

Figure 8-42 Sorting involves three programming tasks, none of which will be performed in a separate module.

Accept and Display,
Baseball Team
Information

. Determine the = Display the
Display the Menu Selection 1o be Load the Display the Players Players in

and Obtain a Perlormed Starting Players in Batting Alphabetical
User Selection Order Sequence

I"“—‘I"'—1 [ [ i

|
| ] | | |
Display Obtain  Ensure Display  Obtain  Obtain  Obtaln  Obtain Display Display Obiain
th User's Valid Screen  Players' Players' Players' Players’ Screen Lineson = Menu
Menu  Resp Selecti Headings Names Positions Al Bals Hils  Headings Report Response
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Figure B-43 From the final hierarchy chart for the sample program in this chapter, it is clear

‘hat tasks are being performed by the
program and where in the program these lasks are being performed. The hierarchy chart acts as a map lo the program
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horizontal lines. By reviewing the hierarchy chart of a program, a programmer
can immediately identify what tasks are accomplished by a program and where
in the program the tasks are performed.

The methodology shown in this sample program to decompose a program
into modules should always be used on programs which contain large or com-
plex program tasks. In this way, complexity is reduced because the program
consists of small simple subroutines rather than a large, complex piece of code.
The ability to analyze and decompose a program into modules is a very
important skill for the accomplished programmer.,

The flowcharts for each of the modules in the sample program are shown
below and on the following pages. The logic in each of the modules should be
well understood by the programmer.

Accepl and Display
Basoball Toam

Infermation
Initialize I
Variables = I T I 1
Determine the I Display the
{, Display the Menu |  Selection to be Load the 0'5"'.:73'2;.:“’“‘ Players in
and Obtain a Performed Starting Players L o ing Alphabetical
Display User Selection et Sequence
Menu and
Get
Selection
| B

Selection =
4?7

Display
Ending

Code

Code

1

Figure 8-44 The logic in the
top-level module involves
using the case structure lo
determine the processing
requested by the user in re-
sponse to the menu. The

Massnge L 3 rectangle with vertical lines
(iaad tha Display Display at each side is used tp indi-
Starting Players in Players in cate that a subroutine is
Players Batting Alphabetical used to perform the task

Order Sequence specified in the rectangle.
Thus, from the flowchart
note thal displaying the
menu and getting a selec-
tion, loading the starting

\I/- players, displaying the

players in batting order,

and displaying the players

MT:S‘::,, in alphabetic sequence will

Get each be accomplished in a
Selection subroutine.
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Sequence
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l_[—| | | } |

]

Display  Obtain Ensure Display  Obtain  Obtain  Obtain Obtain
the User's Valid Screen  Players' Players' Players' Playors'
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Display Menu and Obtain a User Selection

Obtain
User's
Selection

Print
Error
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Obtain
User's
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| Return '

Figure B-45 The logic lor displaying the menu and obtaining a user selection,
and for loading the starting players involves a simple loop logic structure. The
loop for displaying a menu is used in editing the selection from the user. The
loop for loading the starting players is terminated when all nine players have
been entered by the user,

Load the Starting Players
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Loop
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I
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All Players Screen
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‘ Return |
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Obtain
Player's
Position

Obtain
Player's
At Bats

Increment
Loop Counter

| S



CHAPTER 8.40
EIGHT
ccept and Display,
Baseball Team
Intormation
Datermine the i
Display the Menu Selection to be Load the Display the Players Tra‘:l;rsl:‘n.
and Obtain a Perlormed Starting Players in Batting Alphabetical
User Selection Order Sagusnce
Display Display  Oblain
Screen Lineson  Menu
Headings Report Response

Display Players in Batting Order

Display
Screen
Headings

Initialize
Loop
Counter

Have
All Lines
Been Displayed

Yes

Display a
Line on the
Report

(Ltain Response
to Return
to Menu

Increment
Loop
Counter

pru

Figure 8-46 A simple loop is used to print the players in batting order sequence.
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Figure 8-47 When the play-
ers are displayed in alpha-
betical sequence, they must
be sorted first. Therefore,
this module loads the sort
array with the names to be
sorted and then passes con-
trol to the sort subroutine.
The sort subroutine is iden-
tified by the rectangle with
vertical lines inside each
side. After the names are
sorted, a loop is used to
print them. The total hits
and at bats are then accumu-
lated using a loop so that
\he team batting average
can be printed.
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Alphabetical Sequence by Name

(Page 1)
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Loop
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Figure 8-48 Sort logic (Page 1 of 2)
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Sample program  The complete listing for the sample program is shown below and on the
following pages.
100 REM BASEBALL FEBRUARY 10 SHELLY /CASHMAN
110 REM
120 REM THIS FROGRAM ALLOWS THE STARTING PLAYERS ON A BASEBALL
130 REM TEAM TO BE LOADED INTO AN ARRAY. THEN, A LISTING OF
140 REM THESE PLAYERS IN LINE-UF OR ALPHABETICAL SERUENCE CAN BE
150 REM PRODUCED. THIS HAFPPENS BY RESFPONDING TO A MENU.
160 REM
170 REM VARIABLE NAMES:
180 REM N$()..PLAYER NAME ARRAY
190 REM B()...NUMBER OF AT BATS ARRAY
200 REM H{)...NUMBER OF HITS ARRAY
210 REM I()...ARRAY OF SUBSCRIPTS OF SORTED DATA
220 REM D$()..ARRAY IN WHICH DATA TO BE SORTED IS PASSED
230 REM TO THE SORT MODULE
240 REM P1$() .POSITIONS OF STARTING PLAYERS ARRAY
250 REM FP%....PLAYER FPOSITION ENTERED BY USER
260 REM E.....NUMBER OF ENTRIES IN BASEBALL ARRAYS
270 REM Xewoo o dUTILITY COUNTER VARIABLE FOR FOR-NEXT LOOPS
280 REM S.....MAIN MENU SELECTION - ENTERED BY USER
290 REM S1....SUBSCRIPT TO LOAD FLAYERS
300 REM S2....5UBSCRIPT FOR SORT MODULE
Z10 REM S53....LINE-UP DISPLAY SUBSCRIPT
320 REM S4....5UBSCRIPT TO PRINT IN ALPHABETICAL ORDER
330 REM F1%...PRINT USING FORMAT
Z40 REM F2%...PRINT USING FORMAT
350 REM F3%...PRINT USING FORMAT
Z60 REM Ti....TOTAL AREA FOR NUMBER OF HITS BY TEAM
370 REM T2....TOTAL AREA FOR NUMBER OF AT BATS BY TEAM
Z80 REM M.....MAXIMUM NUMBER OF FASSES REQUIRED FOR SORT
390 REM T3....50RT TERMINATION INDICATOR
400 REM H.....HOLD AREA FOR SUBSCRIPTS - USED BY SORT MODULE
410 REM H%....HOLD AREA FOR SORT CONTROL FIELDS — USED BY
420 REM THE SORT MODULE
430 REM Z%....WORK AREA FOR ENTER OR RETURN KEY
440 REM
450 REM Sk kxR kR ko kR R X R AR R R R R R AR KRR A Rk kK kX
450 REM * INITIALIZATION OF VARIABLES E S
470 REM XXXk kR kXX b kKX IR R XX KRN R R XA K KKK R KA A X R KRR AR X
480 REM
490 LET E = 9
500 LET F1% = "\ S sS N L HEEY
S0 EETE2E =il iy AR N L HEEY
520 LET F3$ = "  TEAM BATTING AVERAGE .###"
S3Z0 DIM N$(E), B(E), H(E), P1$(E), L(E), D$(E), I(E)
540 REM




550
860
570
580
590
600
610
620
630
&40
&50
660
670
680

REM XXkt kKRR RN R R R AR R AR KRR XXX
REM % MAIN PROCESSING MODULE %
REM EXSffssfdd KXtk XXr X SRR ARRLERLXXXXXXLTRL
REM
GOSUBR 1000
REM
IF S = 4 THEN 660
ON § GOSUB 2000, 3000, 4000
GOSUE 1000
GOTO 610
REM
PRINT " "
PRINT “END OF BASEBALL PROGRAM"
END

1000 REM
1010 REM X3 RAk kbbb k R Rk KRR R Rk kKA AR R R R KRR R R Rk kXK XXX
1020 REM x DISFLAY MENU AND GET SELECTION ®
1030 REM Xtk ik kR kA R R R R R R AR AR XXX XX
1040 REM
1050 CLS

1060 PRINT "B ASEBALL MENU"

1070 PRINT " "

1080 FRINT "CODE FUNCTION"

1090 PRINT " "

1100 PRINT " 1
1110 PRINT " 2
1120 PRINT " =
1130 PRINT " 4

LOAD STARTING PLAYERS"

DISPLAY STARTING PLAYERS IN BATTING ORDER"
DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE"
END PROGRAM"

1140 PRINT "

1150 INPUT "ENTER A NUMBER 1 THROUGH 4:"; S

1160 REM
1170 IF S >= 1 AND § <= 4 THEN 1230

1180
1190

PRINT " *
PRINT " "; S; "IS INVALID"

1200 INPUT * PLEASE REENTER 1, 2, 3, OR 4: "; S

1210 GOTO 1170

1220 REM
1230 RETURN

2000 REM
2010 REM XXXk kXXX KRR R R R R R R R R X A XXX RS RN R XA AR R XXX R XK KK KRR
2020 REM ¥ LOAD STARTING PLAYERS ¥
2030 REMEXXEXXIXKEI XK KRR KA KA XX IR R R R AR AR LR AR XXX XXX R
2040 REM
2050 FOR S1 =1 TO E

2060 CLS

2070 PRINT "LOAD STARTING PLAYERS"

2080 BRINT ' !

2090 PRINT "BATTER NUMBER"; 51

2100 PRINT " "

2110 INPUT * ENTER PLAYER®S NAME: "3; N%(S1)

2120 PRI N

2130 INPUT " ENTER PLAYER’S POSITION: "; P1%(51)

2140
2150
2160
2170
2180
2190
2200

PRINT "
INPUT "  ENTER PLAYER’S AT BATS: "; B(S1)
PRTINTH
INPUT "  ENTER PLAYER’S HITS: "; H(S1)
NEXT S1

REM
RETURN
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J000
3010
3020
J0Z0
040
050
3060
J0O70
=080
090
3100
2110
3120
3130
3140
3150
F160
3170
3180
4000
4010
4020
4030
4040
4050
40460
4070
4080
4090
4100
4110
4120
4130
4140
4150
4160
4170
4180
4190
4200
4210
4220
4230
4240
4250
4260
4270
4280
4290
4300
43510
4320

REM
REM XX 8K K KRR KRR XXX KR XA XA XA R R R R R XA KRR R R AR XX
REM * DISPLAY PLAYERS IN BATTING ORDER x
REM KRS S KK KRR O KRR XX KRR KKK R AR XX XA AR R R R RN R R AR Y
REM
cLS
PRINT " STARTING PLAYERS"
PRINT " BATTING ORDER"
PRINT " *
PRINT "  NAME POSITION AVG"
REM
FOR 83 = 1| TO E
PRINT USING F1$; N$(S3), P1$(S3), H(S3) / B(SI)
NEXT S3
REM
PRINT " "
PRINT "DEPRESS ENTER OR RETURN KEY"
INPUT " TO RETURN TO THE MENU: "; Z$%
RETURN
REM
REM XXXXXXX KRR XA KRR XXX ARA XN XX R R R R R R KRR R R R
REM * DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE *
REM XKXKXKXXXRXXXKRAXRXXXLIARAREXLERRRRRXXLERRERRRRRRRRRRAR
REM
CLS
PRINT " STARTING PLAYERS"
PRINT " ALPHABETICAL SEQUENCE"
PRINT " "
PRINT "  NAME POSITION AVG"
REM
FOR X = 1 TO E
LET D$(X) = N$(X)
NEXT X
REM
GOSUB 5000
REM
FOR S4 = 1 TO E
PRINT USING F2%; N$(I(S4)), P1$(I(S4)), H(I(S4)) / B(I(S4))
NEXT S4
REM
LET T1 = 0
LET T2 = 0
REM
FOR X = 1 TO E
LET T1 = T1 + H(X)
LET T2 = T2 + B(X)
NEXT X
REM
PRINT USING F3$; T1 / T2

PRINT "DEPRESS ENTER OR RETURN KEY"
INPUT " TO RETURN TO THE MENU: "j; Z%
RETURN
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5000 REM
SO10 REM S rfx ks XXXttt KRR E XA XA RRAXIRRARRAALLR
5020 REM * SORT DATA IN D$ ARRAY. SORTED INDEXES IN I ARRAY. X
S0ZT0 REM XXy r st X kXX R Ry R e AN XX R IR A XXX XRREALRN
5040 REM
9050 FOR X = 1 TO E

S060 LET I({X) = X

S070 NEXT X

5080 REM
HOFONEETaMi=aEi=iit

5100 LET T3 = O

5110 REM
5120 IF T2 = 1 THEN S350

5130 EETRSZi=i1

5140 LET 7= = 1

5150 REM
D160 IF 52 > M THEN 5320

5170 IF D$(S2) > D$(52 + 1) THEN 5200

5180 GOTO 5290

5190 REM
5200 LET H = 1(82)

5210 EETRECS2 3= T E2 0] )

5220 LET EiS52 &1 1) i="H

5230 LET H$ = D%$(S2)

5240 LET D$(52) = D$(52 + 1)

5250 LET D$(S2 + 1) = H$

5260 LET T3 = 82

5270 GOTO 5290

5280 REM
5290 EEFESZ = 52201

5300 GOTO 5160

S310 REM

5320 LET M = T& — 1

5330 60TO S120

5340 REM
5350 RETURN
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The following points have been discussed and explained in this chapter.

I. A menu is a listing of those functions that can be performed by a
program. The user chooses the function by entering a code from the keyboard.

2. Sorting is the process of placing data in an ascending or descending
sequence based upon one or more values in the data.

3. A subroutine is a series of instructions which performs a particular
function in a program.

4. Whenever a menu is used in a program, the user must always be given
the option of terminating the processing whenever desired.

5. A menuis normally displayed by print statements.

6. When a menu is to be written on a screen, it should normally be the
only material on the screen. Therefore, the screen must be cleared prior to
displaying the menu.

7. Whenever a code is obtained from a menu selection, it should be
edited to ensure that it is valid.

8. When if statements are written to edit input data, the differences
between the AND logical operator and the OR logical operator should be
carefully evaluated.

9. When designing interactive programs, the communication between
the program and the user should be as clear and precise as possible.

10. The type of comparing where multiple operations can occur based
upon the valuc in a single field is called a case structure.

1. The case structure can be implemented through the use of nested
if-then-clse structures.

12. The use of nested if-then-else structures to implement the case struc-
ture will allow any number of cases to be implemented in the same manner,
and the field on which the case structure depends can be a numeric or string
field.

13. When the value which the case structure checks is numeric, the on
goto statement can be used to implement the case structure.

14. When the on goto statement is executed, the integer portion of the
specified arithmetic expression or numeric variable is evaluated. If the value is
equal to 1, control is transferred to the first line number following the word
GOTO. If the value in the variable or arithmetic expression is equal to 2, con-
trol is passed to the second line number following the word GOTO, and so on.

15. If the value in the numeric variable or arithmetic expression evaluated
by the on goto statement is equal to zero or is greater than the number of line
numbers specified in the statement, then the statement immediately following
the on goto statement is executed.

16. As programs become larger, the logic may become more complex.
Generally in computer programming, largeness leads to complexity.

17. One way in which programs are kept less complex is to subdivide a
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large program into two or more smaller parts called subroutines, or modules.
Each subroutine performs a particular task in the program. The overall pro-
gram is simpler because it consists of a number of simple, easy to understand
subroutines rather than one large, complex piece of code,

18. A call to a subroutine means that control is transferred from the main
program (i.e., the calling program) to the first statement in the subroutine.

19. The last statement in a subroutine returns control to the statement in
the calling program immediately following the statement which called the
subroutine.

20. The sequence for executing a subroutine consists of the following:
a) The subroutine is called; b) The instructions within the subroutine are
executed; ¢) The subroutine returns control to the statement immediately
following the statement which called the subroutine.

21. The statement which calls the subroutine establishes a linkage
between the calling program and the subroutine. In BASIC, the gosub state-
ment is used to call a subroutine and establish the linkage between the calling
program and the called subroutine.

22. The gosub statement consists of a line number, the word GOSUB,
and the line number of the first statement in the subroutine which will receive
control.

23. The return statement returns control from a subroutine to the state-
ment following the gosub statement in the calling program. It consists of a line
number and the word RETURN.

24. The on gosub statement can be used to call subroutines based upon
the value in a numeric variable or arithmetic expression.

25. The format of the on gosub statement is the same as the on goto state-
ment except that the line numbers specified after the words ON GOSUB are
the beginning lines of a subroutine.

26. When a subroutine is called using the on gosub statement and the
subroutine issues the return statement, control is passed from the subroutine
to the statement following the on gosub statement.

27. An array can be loaded from data entered by a user from the
keyboard through the use of the input statement. The variable specified for the
input statement is the name of the array together with the subscript.

28. To add the values in array elements, a for-next loop can be used.

29. A for-next loop can be used to print the elements in an array.

30. When a report is displayed on the CRT screen, the input statement
can be used to temporarily halt processing while the user views the report.
When finished viewing, the user should depress the return or enter key to
return to the menu.

31. Whenever more than one piece or set of data is to be processed in the
same manner, consideration should be given to storing the data in an array.
Data that is stored in an array will normally be processed in a loop because

MENUS, ARRAYS,
SUBROUTINES, AND
SORTING



CHAPTER
EIGHT

8.50

cach element of the array can be processed by merely changing the subscript to
address the appropriate element.

32, If an application is found that uses arrays, the programmer should
immediately think in terms of loops when developing the logic for processing
the arrays.

33. An algorithm is a series of steps which can be followed to produce a
desired result.

34. The essential idea in an exchange sort is to examine the data to be
sorted with the goal of placing the data with the highest key in the highest position.

35. The key of the data being sorted is the field or fields on which the sort
is taking place.

36. When an exchange sort takes place, the elements of the array being
sorted are exchanged if an element in a lower position has a key greater than an
element in a higher position.

37. Tasks which are commonly used can many times be written as a
subroutine and then be included in any program which requires them. For
example, a sort subroutine can be written and then be used by any program
which requires sorting.

38. When a generalized subroutine which will be used by many programs
is written, the data which it will process should be passed to it in areas dif ferent
from those used in the program so that the program data is not disturbed. In
addition, this allows the subroutine to always use the same variable names
regardless of the variable names used in the program which calls it.

39. A generalized subroutine which performs a commonly required task,
such as sorting, is a very important tool for the programmer. It can save con-
siderable time and effort because new code need not be designed, written, and
tested.

40. Most generalized subroutines have certain rules which must be
followed in order to use them.

41. The programmer should know how to write a generalized subroutine
and how to use subroutines which might be available.

42. When the elements within multiple arrays must be placed in the same
sequence as the data being sorted, there are two methods which can be used.
First, the data in the other arrays can be exchanged in the same manner as the
data being sorted. This creates more work, more arrays, and can cause the sort
subroutine to lose its generality. This approach is not recommended. A second
means to solve this problem is to use elements of an array as pointers (o
clements of other arrays.

43. The clements of an index array contain values which are used as
subscripts to reference elements in other arrays. A double subscript consisting
of the following is required: a) A subscript to reference the element in the
index array; b) The element in the index array which acts as the subscript (o
actually reference the other array.
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44. A maijor advantage of using an index array is that the arrays being
referenced by the index array need not be disturbed.

45. The prime advantage in the use of an index array in a sort subroutine
is that the subroutine becomes able to sort any array and allows other arrays to
be referenced in the sorted sequence.

46. As programs become larger, they generally become more complex.
One way to keep the complexity of a program to a minimum is to subdivide the
program into a series of smaller subroutines. The program then consists of a
number of relatively simple subroutines rather than one large, complex piece
of code.

47. The preferred method for decomposing the program into a series of
subroutines, or modules, is to analyze the program tasks. Any program task
that performs a specific function and appears to require more than 10 - 15
BASIC statements should be placed in a subroutine.

48. The judgment about how many statements will be required for a pro-
gram task does not have to be 100% accurate. It is only an estimate to aid in
decomposing the program into a series of subroutines.

49. The primary reason for breaking a program into a series of
subroutines is to simplify the program.

50. When a program is to consist of a series of subroutines, the relation-
ships of the subroutines in the program will normally be shown through the
use of a hierarchy chart.

51. When a program will contain one or more subroutines, the
subroutines themselves should be analyzed to determine if they should utilize
subroutines.

52. The hierarchy chart of the program shows the structure of the pro-
gram. Each task which is performed and where within the program it is per-
formed can easily be seen. If, at some future time, the program must be
modified in some manner, the hierarchy chart provides a map to where each
task is performed.

53. The ability to analyze and decompose a program into modules is a
very important skill for the accomplished programmer.

MENUS, ARRAYS,
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Chapter 8
QUESTIONS AND EXERCISES

. What is a menu? What is it used for?
. The case structure can be implemented using which of the following

BASIC statements: a) ON SUB statement; b) ON GO statement; ¢) 1F
statement; d) All of the above.

. Generally in computer programming, largeness leads to simplicity (T or F).
- A subroutine is a series of programming statements that performs a given

task within a program (T or F),

- The last statement in a subroutine: a) Terminates the program;

b) Returns control to the start of the program; ¢) Returns control to the
start of the subroutine; d) Returns control to the statement immediately
following the statement which called the subroutine.

. The sequence for executing a subroutine is: a) :
b) 3iE) :
A loop can be used to print the elements of an array.

Data that is stored in an array will normally be processed: a) By a
subroutine; b) In a loop; ¢) Through the use of the ON GOTO and
RETURN statements; d) Without the benefit of certain BASIC instructions
because array elements cannot be used in all BASIC statements.

What is an algorithm? What is its value?

. The key of the data being sorted is the field or fields on which the sort is

taking place (T or F).

. What is an exchange sort? Describe the processing that takes place in an

exchange sort.

. A generalized subroutine is one which: a) Performs many functions which

can be chosen by the user when the program is written: b) Performs one
function and can be used by any program which requires that function to
be done; ¢) Must always begin with the same line number in every BASIC
program in which it is used so that it can be called from anywhere in the
program; d) Must normally be written in a language other than BASIC.
The primary reason for breaking a program into a series of subroutines:
a) Is to make the program execute faster; b) Is to make the program
require less main computer storage; ¢) Is to simplify the program; d) Is to
develop a hicrarchy chart to show the structure of the program.

The baseball manager who uses the sample program in this chapter has
found that in many instances the player who is originally entered for a
position does not start the game at that position because of last minute
decisions. Therefore, the manager has requested that a change be made o
the program. The request is that the manager can enter the position,
name, at bats, and hits of a new player to replace the player currently in
the line-up at the position entered. The batting order does not change.
Make the appropriate changes to the sample program to accomplish this.
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Chapter8
DEBUGGING EXERCISES

The following lines of code contain one or more coding errors, Circle each
of the errors and write the coding to correct the errors.

I.[ 610 IF S = 4 THEN &40
620 ON GOSUB 2000, 3000, 4000
630  GOSUR 1000
640 GOTO 610

1150 INPUT "ENTER A NUMBER 1 THROUGH 4:"; S

1160 REM
1170 IF 8 >= 1 AND § <= 4 THEN 1230

1180 PRINT " "

1190 PRINT " "; S; "IS INVALID"

1200 PRINT " PLEASE REENTER 1, 2, 3, OR 4: "3 ©

1210 GOTO 1170

3.[ 4110 FOR X = 1 TO E
4120 LET D$(X) = N$(X)
4130 NEXT E

4140 REM
4150 GOSUB 3000
4160 REM

4170 FOR S4 = 1 TO E

4180 PRINT USING F2%; N$(I(S4), P1%$(I(S54)), H((I(S4)) / B((54)
4190 NEXT S4

4200 REM
4210 LET T1
4220 LET T2
4220 REM
4240 FOR X = 1 TO E

4250 EETTL T1 + H(E)

4260 LET T2 T2 + B(E)

4270 NEXT X

o0

nu
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EIGHT
Chapter8
PROGRAM DEBUGGING
The following program was designed and written to process the baseball
team information using the same players, positions, at bats, and hits as shown
in Figure 8-4 on page 8.3. The results obtained from the program are
illustrated on page 8.57. Analyze the results to determine if they are correct. If
they are in error, circle the errors in the program and write corrections.
100 REM BASEBALL FEBRUARY 10 SHELLY/CASHMAN
110 REM
120 REM THIS PROGRAM ALLOWS THE STARTING PLAYERS ON A BASEBALL
130 REM TEAM TO BE LOADED INTO AN ARRAY. THEN, A LISTING OF
140 REM THESE PLAYERS IN LINE-UP OR ALPHABETICAL SERUENCE CAN BE
150 REM PRODUCED. THIS HAPPENS BY RESPONDING TO A MENU.
160 REM
170 REM VARIABLE NAMES:
180 REM N% (). .PLAYER NAME ARRAY
190 REM B()...NUMBER OF AT BATS ARRAY
200 REM H()...NUMBER OF HITS ARRAY
210 REM I1()...ARRAY OF SUBSCRIPTS OF SORTED DATA
220 REM D$ () ..ARRAY IN WHICH DATA TO BE SORTED IS PASSED
230 REM TO THE SORT MODULE
240 REM P1%() .POSITIONS OF STARTING PLAYERS ARRAY
250 REM P$....PLAYER POSITION ENTERED BY USER
260 REM E.....NUMBER OF ENTRIES IN BASEBALL ARRAYS
270 REM X.ea.. UTILITY COUNTER VARIABLE FOR FOR-NEXT LOOPS
280 REM S.....MAIN MENU SELECTION - ENTERED BY USER
290 REM S1....SUBSCRIPT TO LOAD PLAYERS
00 REM 52....SUBSCRIPT FOR SORT MODULE
310 REM S§3....LINE-UP DISFLAY SUBSCRIPT
320 REM S4....8SUBSCRIPT TO PRINT IN ALPHABETICAL ORDER
230 REM F1%...PRINT USING FORMAT
340 REM F2%...PRINT USING FORMAT
350 REM F3%...PRINT USING FORMAT
360 REM Tl....TOTAL AREA FOR NUMBER OF HITS BY TEAM
370 REM T2....TOTAL AREA FOR NUMBER OF AT BATS BY TEAM
80 REM M.....MAXIMUM NUMBER OF PASSES REQUIRED FOR SORT
390 REM T3....50RT TERMINATION INDICATOR
400 REM H.....HOLD AREA FOR SUBSCRIPTS - USED BY SORT MODULE
410 REM H$....HOLD AREA FOR SORT CONTROL FIELDS - USED BRY
420 REM THE SORT MODULE
430 REM Z%....WORK AREA FOR ENTER OR RETURN KEY
440 REM
450 REM XXX SRR R R R R XN R R AR AR X RN XN RS SRR R K%Y
460 REM ¥ INITIALIZATION OF VARIABLES
470 REM XXXt Rtk r R R RN R R R A R R R R R R A AR R X SR E R AR R XX R T ERE
480 REM
490 LET E = 9
9500 LET F1% = "\ NN N S HER"
S10 LET F2% = "\ N1 \ . HEET
520 LET F3% = " TEAM BATTING AVERAGE .###"
530 DIM N%(E), B(E), H(E), P1$(E), L(E), D$(E), I(E)
5940 REM
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o550
560

REM RXXfRag Xy sy XX sRXs ks X RN RRRXRXRRLERRKRXRRARRARRX
REM * MAIN PROCESSING MODULE &

570 REM XXX RRRXsdXssdRR s ess s s X s X R asXaRXRRRRRRRRRERRREE

580
590
600
610
620
630

REM
GOSUB 1000
REM
IF 8§ = 4 THEN 660
ON S GOSuUB 2000, 3000, 4000
GOSUB 1000

640 GOTO 610

650
660

REM
PRINT * "

670 PRINT "END OF BASEBALL PROGRAM"
680 END

1000
1010
1020
1030
1040
1050
1060
1070
1080
1090
1100
1110
1120
1130
1140
1150
1160
1170
1180
1190
1200
1210
1220
1230
2000
2010
2020
2030
2040
2050
2060
2070
2080
2090
2100
2110
2120
2130
2140
2150
2160
2170
2180
2190
2200

REM
o T2 8202022232 222220800280338 0333832333233 8322822222R 2R
REM % DISPLAY MENU AND GET SELECTION ES
REM XESRXfR stk X SR e R R X aER R R ARXNRARERRAXXRARAERRER

REM

CLS
PRINT "B ASEBALL M E N U"
PRINT " "
PRINT "CODE FUNCTION"
PRINT " "
PRINT " 1 - LOAD STARTING PLAYERS"
PRINT " 2 DISPLAY STARTING PLAYERS IN BATTING ORDER"
PRINT " & DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE"
PRINT " 4 - END PROGRAM"
PRINT " "
INPUT "ENTER A NUMBER 1 THROUGH 4:"; S

REM
IF 8 >= 1 AND S <= 4 THEN 1230
PRINT * *
PRINT " "; S; "IS INVALID"
INPUT " PLEASE REENTER 1, 2, 3, OR 4: "; S
BOTO 1170
REM
RETURN
REM
REM $RRRRXsXsss st fitssssXRassssasasassssss s ssasaassaasss
REM % LOAD STARTING PLAYERS *
REMEXERXEEXREEEEEXXXRRRRRRRRRRRRRRREREETXRRELARTRRXIIRRARRR
REM
FOR 81 = 1 TO E
CLS
PRINT "LOAD STARTING PLAYERS"
PRINT " "
PRINT "BATTER NUMBER"; St
PRINT " *
INPUT "  ENTER PLAYER’S NAME: "; N$(S1)
PRINT " "
INPUT "  ENTER PLAYER’S POSITION: "; P1%(S1)
PRINT " "
INPUT " ENTER PLAYER’S AT BATS: “; B(S1)
PRINT " *
INPUT "  ENTER PLAYER’S HITS: "; H(S1)
NEXT §1
REM
RETURN

AND
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3000 REM
3010 REM RX8ffXXsitd s s s aas s tiiaXRssssssstssasssssasssesaasL
3020 REM % DISPLAY PLAYERS IN BATTING ORDER ¥
3030 REM $XX ¥ s s s ttr st aa R RXsR e ttsssassssssssssssss
3040 REM
3050 CLS
3060 PRINT " STARTING PLAYERS"
3070 PRINT " BATTING ORDER"
3080 PRINT " *
3090 PRINT "  NAME POSITION AVG"
3100 REM

3110 FOR 83 = 1 TO E

3120 PRINT USING F1%; N$(S3), P1$(S3), H(S3) / B(S3)

3130 NEXT S3

3140 REM
3150 PRINT " "

3160 PRINT "DEPRESS ENTER OR RETURN KEY"

3170 INPUT " TO RETURN TO THE MENU: "; ZI%

3180 RETURN

4000 REM
4010 REM ltl!!!llt!lt!!l!l*ltltltt!l!!ttlll!ll!!l!l!!*l*llll‘*t*
4020 REM ¥ DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE

4030 REM ttitt!ttt**!t!*ttt*tt!!!!t*t!!!tl!ll!ttl**lt!l!llllt.i!
4040 REM
4050 CLS

4060 PRINT " STARTING PLAYERS"

4070 PRINT * ALPHABETICAL SERUENCE"

4080 PRINT " "

4C90 PRINT * NAME POSITION AVG"

4100 REM
4110 FOR X = 1 TO E

4120 LET D$(X) = N$(X)

4130 NEXT X

4140 REM
4150 GOSUB S000

4160 REM

4170 FOR 54 = 1 TO E

4180 PRINT USING F2%; N$(I(S4)), P1$(I(S4)), H(I(S4)) / B(I(S3))
4190 NEXT S4

4200 REM
4210 LET T1
4220 LET T2
4230 REM
4240 FOR X = 1 TO E

4250 LET T1 = T1 + H(X)

nu

o0

4260 LET T2 T2 + B(X)
4270 NEXT X
4280 REM

4290 PRINT USING F3%; T1 / T2

4300 PRINT "DEPRESS ENTER OR RETURN KEY"
4310 INPUT " TO RETURN TO THE MENU: "; Z%
4320 RETURN
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5000 REM
S010 REM XXSERRXEfd Xt XXX R X RR e Xk R XX REXXREXNEE XXX RRRARRE
5020 REM * SORT DATA IN D$ ARRAY. SORTED INDEXES IN I ARRAY. ks
5030 REM SRERRRRRKXEX RS Rf XXX ARRRRRRRRRRRRRERRRRRXXXXLR AR RARAARERX
5040 REM
5050 FOR X = 1 TO E
5060 LET I(X) = X
5070 NEXT X
5080 REM
5090 LET M = E - 1
5100 LET T3 = 0O
5110 REM
5120 IF T3 = 1 THEN 5350
5130 LET 62 = 1
5140 LET T3 = 1
5150 REM
5160 IF 82 > M THEN 5320
5170 IF D$(S2) > D$(S2 + 1) THEN 5200
5180 GOTO 5290
5190 REM
5200 LET H = I1(S2)
5210 LET I(S2) = I(S2 + 1)
5220 LET I(82 + 1) = I(52)
5230 LET H$ = D$(52)
5240 LET D%(52) = D$(S2 + 1)
5250 LET D$(52 + 1) = H$
5260 LET T3 = 82
5270 GOTO 5290
5280 REM
9290 LET 82 = 62 + 1}
5300 60TO 5160
5310 REM

5320 LETM=T3 - 1

5330 GOTO 5120

5340 REM
5350 RETURN

Output
STARTING PLAYERS
BASEBALL HMENU ALPHABETICAL SEQUENCE

CODE FUNCTION NAME POSITION AVG
DB .27
1 - LOAD STARTING PLAYERS gttE: i:ign 9235 _272
2 — DISPLAY STARTING PLAYERS IN BATTING ORDER| [GrAivERSON PITCHER (o

% — DISPLAY PLAYERS IN ALPHABETICAL SEQUENCE 2 '
A= (i CRAIYERSON P ITCHER 115
S CRAIYERSON PITCHER 115
i CRAIYERSON PITCHER L1115
ENTER A NUMBER 1 THROUGH 4:? 3 T ERasR I R e
CRAIYERSON PITCHER L1115
CRAIYERSON PITCHER 115

TEAM BATTING AVERAGE .251
DEPRESS ENTER OR RETURN KEY
TO RETURN TO THE MENU: 7
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Chapter8
PROGRAMMING ASSIGNMENT 1

Bookstore listings of books are to be prepared. A program should be designed
and coded in BASIC to produce the listings.

When the program in this programming assignment is tested, it may
become tedious to enter the information required each time the program is
executed. For testing purposes only, therefore, it is allowable to define the
input data by data statements and use the read statement to load the arrays
necessary for sorting and creating the reports. It must be noted, however, that
the portion of the program which accepts the input data from the keyboard
and edits that data must be tested and be part of the program when the
program is completed.

The program utilizes a menu which is illustrated below.

The four functions which can be performed by the program allow the user
to enter book information, list the books entered in alphabetical sequence by title,
list the books entered in alphabetical sequence by author, and end the program,

The following screen should be developed when book information is entered.
For this program, six books should be entered by the user. The book information
is shown on the reports on page 8.59.




8.59  MENUS, ARRAYS,
SUBROUTINES, AND
SORTING

The following report should be prepared when the user selects menu code 2. Book report
by title

Note that the report is in alphabetical sequence by book title. The total
quantity of books is obtained by adding the quantity for each of the books.
The total value of the books is obtained by multiplying the quantity of each
book by the price for each book and adding the results.

The following report should be prepared when the user selects menu code 3. Bookreport
by author

The book report by author is in alphabetical sequence by author.

Appropriate editing and error messages should be designed by the program- Input editing
mer. It is store policy that the maximum quantity of any title is fifty books. No
book should be priced under $1.00 or more than $49.95.
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Chapter8
PROGRAMMING ASSIGNMENT 2

Class listings for a school are to be prepared. A program should be designed
and coded in BASIC to produce the listings.

For testing purposes only, it is allowable to define the input data by data
statements and use the read statement to load the arrays necessary for sorting
and creating the reports. It must be noted, however, that the portion of the
program which accepts the input data from the keyboard and edits that data
must be tested and be part of the program when the program is completed.

The program utilizes a menu (page 8.61). The five functions which can be per-
formed by the program allow the user to enter class information, display the
classes in alphabetical sequence by class name, display the classes in
alphabetical sequence by teacher name, and perform an inquiry to obtain the
teacher name and class enrollment based upon the name of the class.

The screen on page 8.61 should be developed when class information is entered
(menu code 1). For this program, six classes and the corresponding data
should be entered. The class information is shown on the reports.

The report on page 8.61 should be prepared when the user selects menu code 2.
It is in alphabetical sequence by class name. The total enrollment for all classes
is calculated by adding the enrollments for each of the classes.

The class listing in alphabetical sequence by teacher name (page 8.61) should
be prepared when the user selects menu code 3.

When the user chooses code 4 from the menu, an inquiry should be performed
to obtain the teacher name and class enrollment from the class name entered
by the user (see page 8.61). The user should enter the class name. In response,
the program should print the teacher name and the class enrollment.

Appropriate editing and error messages should be designed by the program-
mer. No class is allowed to contain more than 600 or fewer than 10 students.



CLASS

CODE

UBHWN =

ENTER 1,

FUNCTION

2, 35 44

MENU

— ENTER CLASS INFORMATION

- DISPLAY IN CLASS NAME SEQUENCE

— DISPLAY IN TEACHER NAME SEQUENCE

— DBTAIN TEACHER NAME AND ENROLLMENT
- END PROGRAM

OR S TO MAKE SELECTION:

ENTER CLASS INFORMATION

CLASS NUMBER 1

ENTER CLASS NAME:
ENTER TEACHER NAME:
ENTER ENROLLMENT:

CLASS LIST

ING

CLASS SEQUENCE

CLASS TEACHER ENROLL.
BUS 231 HARRELSON 128
BUS 429 ABROTT 32
CHE 112 CHEMONTE 359
CHE 213 ZUNDERREY 21
PHY 101 NOMMERREI 573
S0OC 219 BERRET 45
TOTAL ENROLLMENT 1,158
DEPRESS ENTER OR RETURN KEY

TO RETURN TO THE MENU:

CLASS LISTING
TEACHER SERUENCE

ENROLL.

BUS 429 32
s0C 219 45

CLASS
TEACHER NAME

ABBOTT

BERRET

CHEMONTE CHE 112
HARRELSON BUS 231
NOMMERRE I PHY 101
ZUNDERREY CHE 213

DEPRESS ENTER OR RETURN KEY

359
128
8573

21

TO RETURN TO THE MENU:

i
(
(
<

OBTAIN TEACHER
ENTER CLABES

TEACHER:
ENROLLMENT :

DEPRESS ENTER OR RETURN KEY

NAME :

NAME AND ENROLLMENT

TO RETURN TO THE MENU:

J>
>
)
>

Menu

Code 1 - Enter
Class Information

Code 2 - Class
Listing in Class
Name Sequence

Code 3 - Class
Listingin Teacher
Name Sequence

Code 4 - Obtain
Teacher Name
and Enrollment
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OBJECTIVES:

An understanding of the process used to create a
personalized letter using the string functions

The ability to edit input data using the string functions

The ability to use the string functions available with most
BASIC interpreters

The ability to search strings for delimiters and substrings

An understanding of the design process for a program
requiring numerous modules




CHAPTER STRING
PROCESSING

NINE




Many applications require the manipulation of string data. In word processing
applications, for example, it is often necessary to place names and addresses at
various points within letters or other correspondence. Information retrieval
applications may require the text to be searched for the occurence of certain
words, characters, or phrases. In addition, when interactive or transaction-
oriented processing is taking place, the alphabetic or alphanumeric data
entered by the user may have to be edited to ensure that valid data is entered in
the prescribed format.

For applications of this type, BASIC provides a specific set of string func-
tions which allows string data to be easily manipulated. This chapter illustrates
the use of many of the string functions available with most BASIC
interpreters.

The sample program in this chapter produces a personalized sales letter to be
sent to selected individuals. The user enters the title (Mr. or Ms.), the first and
last name of the individual to receive the letter, their address, their city and
state, and their zip code. The program then generates a letter with their name
and address printed in various places within the letter. The program also prints
mailing labels for the people receiving the letters.

The program is menu-driven. The menu used in the program is shown in
Figure 9-1.

INETILIRTIY ST T T ' ""'I"""‘_"'_"ll.! i r-.-_w--ll ----- .-_1-:!I"1i1II1I1_I_H|'| T A S LT OTITT
.| :i;l Ill:|:4:|:|:1:|:1:\:-:|I.‘1‘|‘.‘;'|||',‘,‘,'I'I‘Ii| LR |]| I E-fzfnl|I.{ifirl_llf1l_|ft|||1_~_i||||.llln_lnlulﬂi'\tslulllq wr i l@‘. ) ;‘I','le_l'_ll!ﬂ lfl!l‘l!l‘_ Ei_ll.ll |] |’1||I1| |{ |’llllrI lilll ||||1‘|ir'.-' i A ',',';-, ‘!'I‘_I‘!' llll|1‘-il.lllllilill||||I'|i-l||||| bl i Il'l,:lll, Illll ,'I_.:,Ill:l:l:,:
SALES LETTER MENU {it

W

CODE FUNCTION i

i

1 — DISPLAY INSTRUCTIONS h

2 - CREATE SALES LETTER

I - CREATE MAILING LABELS i

4 — EMD PROGRAM l-lnl.lll-‘.l.l

LT

ENTER A NUMBER 1 THROUGH 4: 7 “liiiil'llﬂ

— AT

,||H'[”H.|H”| - .|||n_I TITITTITI ..|_...mf!'l'|']'m|“| T LU TR
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H_ul!ml|i_EiIl1|Ii'|'1t'|'|'|‘ff|'|'lmllllli‘1bIHHlillI||||||||'u
AT

When the user selects code I, detailed instructions specifying how to use
the program are printed. In many applications, the user will never have used
the program or will not have used the program for a long period of time. In
addition, since the data entered by the user is edited, the user may want some

Introduction

Sample program

Figure 9-1 The sales letter
menu allows instructions
for using the program to be
displayed, the sales letter
lo be created, the mailing
labels to be created, and
the program to be terminated,
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Instructions
to the user

9.2

help when entering data. Therefore, it is common for a selection on the menu
to provide for printing instructions on how to use the program.

The instructions which are printed when code 1 is selected from the
menu are illustrated in Figure 9-2,

Figure 9-2 When code 1is
selected from the menu,
instructions lor using the
program are displayed.

Creating the
personalized
letter

The instructions state what the program does and how the user can imple-
ment its functions. If, when using the program, there are any questions, the
user can refer to these instructions for guidance.

When code 2 is selected, the sales letter is created. The data is entered by the
user, and the letter is printed. The user is first directed to enter the title and
first and last name of the person to receive the letter. Next, prompts direct that
their address, city and state, and zip code be entered. The screen used for this
purpose is shown in Figure 9-3.

The prompts request each of the entries. The user must enter the data
according to the format requirements of the program (see page 9.4 for a
detailed explanation).

After the user has entered the data, the personalized letter is produced.
The letter contains standard wording with the information entered by the user
inserted at certain locations. The letter generated rom the information entered
in Figure 9-3 is shown in Figure 9-4.

The letter begins with the name, address, city and state, and zip code
entered by the user. The salutation then uses the title and the last name entered
(that is, Dear Mr. Whitley). The last name is inserted in the first sentence of
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2 GRANITE FALLS UT

STRING
PROCESSING

the letter (The Whitley family). The city entered is used in the third sentence
(from your home in Granite Falls to Hawaii). Finally, the title and last name
are used in the fourth sentence.

The data which is entered by the user is inserted in the letter through the
use of special string functions available with most BASIC interpreters and
compilers. Note that several different types of activities are performed. First,
the title and name entered by the user must be searched to find and isolate the
last name. Similarly, the title must be separated from the name. The city name
must also be separated from the city and state which is entered. Finally, all this
data must be inserted into the text of the letter at the appropriate places.

It is the purpose of this chapter to illustrate how this and other processing
can be accomplished using string data.

MR. JAMES WHITLEY
23421 HURON DRIVE
GRANITE FALLS, UT 76598

¢ MR. WHITLEY:z
WHITLEY

N
GRANITE FALLS

' MR. WHITLE

Figure 9-4 After the information is entered, a letter is written using the information
entered by the user, The name and city are inserted into the text of the letter.

Figure 9-3 When code 2 is
selected, the user is first
asked to enter name and
address infarmation for the
person to receive the lel-
ter. When the information
is entered, an exact format
must be followed.
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Creating the
mailing labels

Figure 9-5 When the user
selects code 3 from the
menu, the mailing labels
for those people who have
received a letter are printed.

Editing input data

9.4

Selection 3 from the menu will cause mailing labels to be printed for those
letters which have already been created. A sample of these mailing labels for
the data entered in Figure 9-3 as well as another individual is illustrated in
Figure 9-5.

As can be seen, the mailing labels consist of the information entered by
the user. Up to twenty letters can be printed before the mailing labels are
printed.

In previous sample programs, some ol the data entered by the user has been
edited to ensure that it is valid. For example, in response to a question, the user
was required to answer yes or no. No other answer was accepted.

In most interactive programs, a great deal more editing is required. The
editing attempts to ensure that valid data is being entered. In the sample
program, the data must conform to the following formats and values:

1. The code entered by the user in response to the menu must be 1, 2, 3,
or 4. No other value is valid.

2. The name title must be MR. or MS., including the periods. No other
title is valid.

3. A single space must separate the title from the first name. More than
one space or no space is not valid.

4. A single space must separate the first name from the last name. More
than one space or no space is not valid.

5. The minimum number of characters for the title and name entry is
seven (MS. F L).

6. The address is an optional entry. If no street address is required, the
user should merely hit the enter or return key. If no address is entered
by the user, the city and state should be printed on the line directly
below the name. A blank line should not be printed on the letter or on
the mailing labels.
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7. The city and state entries must be separated by a single space. A
comma is not to be specified in the city-state entry.

8. The state entry must be one of the following two-character codes: AZ,
CA, ID, NV, OR, UT, or WA. Any other entry for the state is invalid.

9. The minimum number of characters for the city-state entry is four
(C WA).

10. The zip code must consist of five digits or nine digits. Any other
number of digits is invalid.

Each time the user enters data, the data will be edited against the criteria
specified above. If any of the data entered violates these rules, an appropriate
message will be displayed, and the user will be asked to enter correct data. The
letter will be displayed only after valid data has been entered.

It should be noted that it is not possible for a program to determine that
all entries made by a user are correct. For example, if a person’s last name is
spelled SMITH and the user enters SMYTH, the program has no way of deter-
mining that the name entered is invalid. The user, therefore, must examine the
data that is entered to ensure that it is correct. The fact that the program will
edit input data does not relieve the user of the responsibility for checking
entries made on the keyboard.

To obtain user responses and edit the data, string functions are used. The
following sections explain string functions that are commonly available with
most BASIC interpreters.

In previous programs, the input statement has been used to obtain data from
keyboard entries by the user. When a single character is to be entered from the
kevboard, such as when the user chooses a selection from the menu, the
INKEY$ function can be used. An example of the INKEY$ function is
illustrated in Figure 9-6.

General Format

STRING
PROCESSING

STRING
FUNCTIONS

INKEY$S
function

Figure 9-6 The INKEYS func-
tion allows a single charac-
ler to be entered by the user.
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In Figure 9-6, the prompt printed on line 1150 is followed by the let state-
ment on line 1160 that contains the INKEY$ function. The INKEYS$ function
checks the keyboard to determine if a key has been struck. If a key has been
depressed on the keyboard, the character entered is returned by the INKEY$
function. The let statement then places this character in the field identified by
the string variable to the left of the equal sign. On line 1160, if a key on the
keyvboard has been depressed, the value entered will be stored in the RS
variable field by the let statement.

The INKEYS function, unlike the input statement, does not cause the pro-
gram to halt until the user enters a value and then depresses the enter or return
key. Instead, if a key has not been depressed, a null character is returned, and
control passes to the statement immediately following the let statement which
contains the INKEYS function. A null character signifies that no entry has
been made from the keyboard. It is tested for through the use of double quota-
tion marks with no space between the quotation marks. The if statement on
line 1180 in Figure 9-6 tests if a null character has been returned.

Since the INKEYS$ function does not halt to wait for a user response, the
normal method for using this function is to place the program in a loop to
await the response. The loop on lines 1180-1200 performs this task. The if
statement on line 1180 tests for a null character. If the field identified by the
variable name R$ does not contain a null character, then a character has been
entered, and control is passed to line 1220. If the value in R$ is a null
character, then a character has not yet been entered from the keyboard and the
loop is entered. The only statement within the loop is a let statement contain-
ing the INKEY$ function. If a key on the keyboard has been depressed, the
value entered will be placed in R$. Otherwise a null character is returned. The
goto statement on line 1200 passes control back to the if statement on line
1180. This loop will continue until a key is depressed on the keyboard. When a
kev is depressed, the value which has been entered and stored in RS can be
displayed, compared, or used in any way required by the program.

A major reason the INKEYS function finds use is that the return or enter
key need not be depressed to enter data into main computer storage from the
keyboard. Therefore, when only a single character must be entered, it is much
faster to depress a single key and cause the desired processing to occur instead
of depressing two keys (the key desired and the return or enter key).

An additional benefit of the INKEYS function is that the operation of the
program need not be interrupted while awaiting a response from the keyboard.
This feature finds application in games which are played on a computer system
where the user must depress a key to affect the playing of the game. To
illustrate this feature of the INKEY$ function, the coding in Figure 9-7 will
print the character entered from the keyboard across the screen. When a
character is entered from the keyboard, that character is immediately printed
across the screen. The character just entered will be printed until another
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character is entered, at which time the new character will be printed. This will
continue until the value E is entered, at which time the program is terminated.

The loop on lines 120 - 140 waits until a key is depressed for the first time
before any printing takes place. Once a key is depressed, the value returned by
the INKEYS$ function that was stored in P$ by the let statement on line 130 is
placed in the C$ field by the let statement on line 160. If the value entered is E,
the processing is terminated. Otherwise, the value is printed, and the INKEY$
function is performed again (line 200). If a key has been depressed, the new
value is placed in the C$ field (line 220). Otherwise, no change is made to the
C$ field, and it is printed on the next pass of the loop.

The INKEYS function is also used in the sample program to halt the
processing while the user views the CRT screen. The coding to accomplish this
is shown in Figure 9-8.

The user is given the prompt to depress any key to continue by the print
statement on line 2210. The let statement on line 2220 and the loop on lines
2240 to 2260 will wait until the user depresses a key. The value of the key is not
checked. When any key is depressed, control exits from the loop, and the
return statement on line 2280 is exccuted.

Figure 9-7 In this example,
the loop on lines 180 - 250
will continually print a char-
acleracross the screen, Al
though this particular appli-
cation would not normally
be used, the ability to dy-
namically enter data that
alters the processing with-
out requiring the program
to halt can be mandatory in
some applications,

Figure 9-8 The INKEYS func-
tion is used here to allow
the user to depress any
key and continue with pro-
gram execution. On some
computer systems, the
INKEY$ function is not avail-
able. Instead, the GET com-
mand may be used; or the
computer system may not
have the capability of the
INKEY$ function.
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VAL function

Data which is stored in a string field cannot be used in calculations or other

instructions where numeric fields are required. For example, the on gosub
statement requires that the field specified be a numeric field. A string field
cannot be used with the on gosub statement.

It often occurs, however, that a string field can contain numeric data
which will have to be used in a statement which requires a numeric field. In the
sample program, the INKEYS function is used to obtain the menu selection
from the user (see Figure 9-6). The value entered is stored in a string variable,
as required by the INKEYS$ function. To use this value in an on gosub state-
ment, it must be allowed to be used as a numeric value. This can be
accomplished by the VAL function, as illustrated in Figure 9-9.
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Figure 9-9 The VAL func-
tion is used to allow the val-
ue in a string field to be
used in a statement that re-
quires a numeric field. In
this example, the VAL func-
tion allows the numeric val-
ue in R$ to be used with the
on gosub statement.
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The VAL function allows the data contained in the string variable field or
string constant contained in the parentheses following the word VAL to be
used in BASIC statements which require numeric fields or constants. In Figure
9-9, the value in RS is between 1 and 4, as ensured by the editing of the menu
selection entered by the user. If it is equal to 4, control is passed from the loop,
and the program is terminated. If, however, the value in RS is not equal to 4,
the on gosub statement on line 640 is executed to send control to the

appropriate subroutine. The VAL function with the R$ variable name in
parentheses allows the value in RS to be treated as a numeric value. Therefore,
it can be used in the on gosub statement.

When a string contains one or more numeric values followed by
alphanumeric characters, the leading number is referenced when using the
VAL function and the alphanumeric data remaining in the field is ignored.
This is illustrated in Figure 9-10.

Note that the string constant contains a number followed by alphabetic
data. The VAL function utilizes the numeric data at the beginning of the
constant and ignores the remaining data.
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Program

If the string constant or variable field contains no numeric data when the
VAL function is executed, the VAL function will return the value zero.

The LEN function is used to determine the number of characters in a string
constant or variable. The general format of the function, together with an
example of its use, is shown in Figure 9-11.

Program

To utilize the function, the word LEN is followed by a string variable or
constant enclosed within parentheses. Upon execution of the function, the
length of the string is returned. Thus, when the print statement on line 5320 is
executed, the number of characters in the constant contained within the paren-
theses is printed. The LEN function can be specified in any BASIC statement
where a numeric value is allowed, as in the let statement on line 5310.

In the sample program in this chapter, the editing criteria specifies that
the zip code must be five or nine digits in length. The coding from the sample
program to input the zip code and check its length is illustrated in Figure 9-12,

STRING
PROCESSING

Figure 9-10 The leading
numeric value is extracled
from the constant and is
printed. Note that the value
returned by the VAL func-
lion is numeric and is printed
according to the rules for
numeric values; that is,
when the numeric value is
positive, the first position
is printed as a blank,

LEN function

Figure 9-11 The LEN func-
tion returns a numeric value
that is the number of char-
acters in a string constant
or variable. Here, the string
constant contains 18 char-
acters, The value returned
by the LEN function is nu-
meric, so it is printed accord-
ing to the rules for numeric
values,

Figure 9-12 The LEN func-
tion is used to edit the num-
ber of characters entered
for the zip code. An element
of a string array is used with
the LEN function. Any string
field or constant can be used.
Note that the values 5 and 9
in the comparison are speci-
field as numeric rather than
string constants because the
value returned by the LEN
function is numeric,
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STRS function

Figure 9-13 The STRS func-
tion allows a numeric field
or constant to be referenced
as a string field or constant,
When the STRS function is
executed, if the number is
positive, a blank precedes
the first digit in the string
field returned. If the num-
ber is negative, a negative
sign is placed in the first
position of the string field.
In this example, since the
quantity is positive, the
string field will contain a
blank in the first position.
Therefore, if the number en-
tered by the user is greater
than three digits, the input
statement on line 4350 will
be executed.

LEFTS function

9.10

The input statement on line 3140 will place the zip code entered by the
user in the I'" element of the Z$ array. The if statement on line 3160 then tests
if the length of the value entered is equal to 5 or 9. 1f so, control is passed Lo
the statement at line 3220, If the number of digits entered is not equal to 5 or 9,
then an error message is written, and the user is requested to reenter the zip
code. This editing checks the number of digits entered but does not check that
the correct zip code was entered. Therefore, this editing is to ensure that the
correct format is used when entering the input data.

The variable name specified for the LEN function must be a string variable
name. A numeric variable name or constant cannot be used for the LEN function.

In some applications, it may be necessary to determine the length of a numeric
field. Since the LEN function requires a string variable, the numeric variable
must be referenced as a string variable. This is accomplished through the use
of the STRS function (Figure 9-13).

Genera! Format

1,

//;T e f-'f.ff%-f?@gfﬁ? 'f*;fi?//'; .

T ".”””””‘I -"frr.r T
’é@ i 0 A
‘,Tf[i'rG!?U r I 'I I'
J}”JﬁuI}J"I"J"In’llﬂllhjl' il .ll.llllnl JII

The STR$ function allows the numeric constant or variable field specified
within the parentheses to be treated as a string field. The entry STR$ (numeric
variable name) can be used in any BASIC statement which requires or allows a
string variable. On line 4330 of the example above, an inventory quantity is
entered and stored in the field identified by the numeric variable name Q. The
number of digits entered is checked by the if statement on line 4340. The LEN
function requires a string variable. Therefore, the STRS function is used to
allow the numeric variable Q to be used with the LEN function.

The LEFT$ function is used to make available a specified number of
characters from a string starting with the leftmost position. The general
format and an example of the LEFTS function is shown in Figure 9-14. The
word LEFTS$ must be specified as shown. The first entry within the paren-
theses is the string constant or string variable from which the characters are to
be extracted. This entry must be followed by a comma.

The second entry specifies the number of digits beginning with the left-
most position that are to be extracted. In the example, the entry contains the



General Format

value five. Therefore, the five leftmost characters in the string constant
(BASIC) are printed. The LEFTS$ function can be used in any statement that
requires or allows a string variable.

In the sample program, one editing requirement is that the title entered be
either MR. or MS. The LEFTS function is used when the title and name field is
edited, as illustrated in Figure 9-15.

Figure 9-14 The LEFTS func-
tion in this example extracts
the leftmost five characters
of the string constant.

The title, first name, and last name are stored in the string field identified
by the variable name NS$. The LEFTS$ function in the if statement on line 5470
specifies that the leftmost three characters in the NS field are to be compared
to the constant MR. and the constant MS. If either of the comparisons is true,
the data is valid, and control is passed to the statement on line 5520. If the left-
most three characters in the N$ field are not equal to MR. or MS., then an
error message is written, and an indicator (E1S) is set to indicate that there is
an error in the name entered by the user,

String functions can be combined in a single statement. The print statement
in Figure 9-16 illustrates the LEN and LEFTS functions in the same statement.

Program

Output

Figure 9-15 The LEFTS func-
tion extracts the three left-
most characters in the NS
field tor comparison to the
constants MR, and MS.

Figure 9-16 Any string field,
including an element from
a string array, can be used
with the LEFTS function.
Here, elements from the
C$ array are used.
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RIGHTS function

Figure 9-17 In this exam-
ple, the two rightmost char-
acters in an element of the
C#% array are extracted and
printed,

9.12

The print statement in Figure 9-16 makes use of both the LEN and the
LEFTS functions. The LEFTS$ function is used to specify that the leftmost
characters in the C$(X) element will be printed. The LEN function is used to
help determine how many characters will be printed. When the statement is
executed, the LEN function will determine the length of the element contain-
ing the data to be printed. In the example, since the value in X is equal to 4, the
element containing HARDROCK UT is to be used in the print statement. The
length of the value in this element is 11 characters. Therefore, the value 11 will
be returned by the entry LEN(CS$(X)). Three is subtracted from this value to
determine how many characters are to be printed. After the subtraction, it is
found that the eight leftmost characters are to be printed. In the output, these
eight characters are printed, followed by a comma. The comma follows
immediately because it is separated from the LEFTS entry by a semicolon.

Particular attention should be paid in this example to the sets of paren-
theses which are used. The entire entry used with the LEFTS function is
contained within parentheses. The subscript, X, which is used to reference a
particular element in the C$ array, is contained within parentheses. Finally, the
array element specified with the LEN function is contained within parentheses.
The programmer must be extremely careful and thorough when using multiple
string functions in a single statement, particularly when array elements are used
as well, to ensure that no syntax errors are made in the use of parentheses.

The RIGHTS$ function performs the same task for the rightmost characters in
a string variable or constant field as the LEFTS function does for the leftmost
characters. In Figure 9-16, the city and a comma were printed for the city-state
portion of the letter address in the sample program. The print statement in
Figure 9-17 uses the RIGHTS function to print the state code and the zip code.

GeneralFormat

b A

In the general format, the word RIGHTS is followed immediately by a left
parenthesis and then the string variable field or constant from which the
rightmost characters will be taken. In the print statement on line 4130, the Xth
element of the C$ array will be the field used. The field entry is followed
by a comma. A numeric value, in the form of a numeric constant, a numeric
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variable, or an arithmetic expression that specifies the number of characters to
be extracted, follows the comma. In the example, the numeric constant 2 is
specified. Therefore, the two rightmost characters in the C$(X) element will be
printed. The zip code is printed following a blank character.

The MID$ function can extract for use characters at any location within a
string variable field or string constant. The programmer must specify the
string field or constant from which the data is to be extracted, the beginning
location of the data to be extracted, and the number of characters to be
extracted. The example below illustrates the general format of the MID$ func-
tion, together with the coding required to extract the telephone area code from
a string constant containing an entire telephone number.

General Format _

Program
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The let statement on line 6540 places the constant in the T$ field. The
print statement on line 6550 prints the constant AREA CODE and the area
code from the value in TS. The first entry in the MIDS function is the string
variable or string constant containing the data from which the characters
(sometimes called the substring) are to be extracted. The second entry specifies
the beginning point, relative to one, where the substring begins. This entry
must be numeric and can be expressed as a constant, a numeric variable, or an
arithmetic expression. The third entry specifies how many characters are to be
extracted. It too must be a numeric value. When the MID$ function is
executed, the substring identified by the beginning point and the number of
characters specified is returned. The MID$ function can be included in any
BASIC statement that allows or requires a string variable or constant.

As with the LEFTS and the RIGHTS functions, the MIDS function can be
used to edit data entered by the user. It will be recalled that the city and state
are entered by the user in the sample program. The format that is supposed to be

STRING
PROCESSING

MIDS$ function

Figure 9-18 The MIDS$ func-
tion is used to extract three
characters from the string
field TS. The first character
o be extracted is the 20th
character in the field (7). The
second character to be ex-
tracted is the twenty-first
character in the field (1),
and the third character ex-
tracted Is the 22nd charac-
ter (4).

Editing with the
MIDS$ function
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followed is the city name, a single space, and then the two-character state
code. The MIDS function is used to ensure that this format is followed. The
coding in Figure 9-19 illustrates the method used in the sample program.

Figure 9-19 The MIDS func-
tion is used to edit string
data when it is entered by
the user. Here, the MIDS
function is used to identify
where a space should be in
the city-state data entered
by the user.

Figure 9-20 The calculation
of where the space should
be is based upon the
length of the data entered
by the user. This length (16)
is stored in the L2 numeric
field. Since the state code
is two characters in length,
the calculation L2 - 2 iden-
lities the position where a
space should appear. The
position L2 - 3 should not
contain a space.

The element from the C$ array which contains the entry to be edited is
placed in the C$ field. This is done only to simplify the entries in the subse-
quent string functions and is not required. An element in an array can be used
in the same manner as any string variable is used with the string functions.

The length of the entry in C$ is placed in the numeric variable L2 by the
let statement on line 6560. Again, this is done merely to simplify the entries in
the subsequent string functions. The entry LEN(C$) can be used as well.

The if statement on line 6570 checks if the length of the entry by the user is
less than four characters. If so, the entry is in error because it must be at least
four characters in length (i.e., a one-character city name, a blank, and a two-
character state code). When the entry by the user is at least four characters, the
if statement on line 6580 determines if the proper format was used. The last
two characters in the city-state entry should be the state code. A single space
should precede the state code.

To verify this condition, the first MID$ function identifies the position
which should contain a space. The data and the manner of calculating which
positions in the field are being referenced are illustrated in Figure 9-20.

/ e
f:

i

I

The value in the L2 numeric field is 16, which is the length of the data
in CS. To reference the space preceding the state code (UT), the arithmetic
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expression L2 -2 can be used. This expression is specified in the second entry
of the MID$ function to identify where the substring begins in C$. The third
entry in the first MID$ function contains the value I, which indicates that one
character will be used. Therefore, the effect of the first portion of the if state-
ment on line 6580 is to compare one character in the C$ field to the character
blank.

The second MIDS function references the character in the field identified
by the variable name C$ found at the L2 -3 location. From the drawing in
Figure 9-20, note that the location referenced by L2 -3 should contain a non-
blank character. If this location contains a blank, then the format specified
has not been followed. The second portion of the if statement on line 6580,
then, checks that this location does not contain a space. If both the conditions
tested are true, the city and state have been entered in the proper format, and
control is passed to the statement at line 6630 for further editing. If the city
and state have not been entered in the proper format, an error message is
printed, an error indicator is set to indicate that an error has occurred, and
control is passed to the statement at line 6870.

Through the use of the string functions, text material can be searched for a
delimiter. A delimiter is a value in a string of data that indicates the beginning
or end of words, sentences, phrases, or paragraphs. Once the delimiter is
found, portions of the text material can be extracted, moved, or otherwise
processed as required by the application.

To illustrate this processing, the sample program requires that the last
name be extracted from the title and name entered by the user so that it can be
used in the salutation and elsewhere in the letter (see Figure 9-4). The method
used to extract the last name is to search the title and name entry, beginning at
the rightmost position, until a blank is found. When the blank is found, the
characters to the right constitute the last name (Figure 9-21).

Blank
pLast Mame

e eay
[MR. JAMES WHITLEY]|
NS

The blank space preceding the last name is the delimiter which is searched
for. When it is found, the characters to the right are the last name. If a blank
space is not found, an error message must be written because the name has
been entered in the wrong format. Whenever a string is searched, provision
must be made for not finding the delimiter.

The essential process to search a string is to do the following: a) Establish
the beginning point of the search; b) Determine the criteria which will end the

STRING
PROCESSING

Searching using
the MIDS$ function

Figure 9-21 The last name
of the individual can be found
in the N§ field by beginning
with the rightmost charac-
ter and searching to the left
for a blank. When the blank
is found, all characters to
the right constitute the last
name,
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Figure 9-22 This logic and
coding will search the data
in the N$ field for the first
blank to the left of the right-
most character. When it is
found, the last name is ex-
tracted by the let statement
on line 5710. If a blank is
not found prior to the right-
most position of the title
(L = 3), then the entry is in
error, and the appropriate
error message is printed,

9.16

search (usually finding the delimiter or searching the string without linding the
delimiter); ¢) Establish the loop which will search the string text until the
criteria in b is satisfied.

The flowchart and coding used in the sample program to search the title
and name field for a space are shown in Figure 9-22. The beginning point of
the search is the last character entered by the user. The search continues until a
space is found, or, if a space is not found, to the point where the title MR. or

LET L = LEN(N%)
LET L1 = LEN(N%)
REM
IF L =3 OR MID$(N$, L, 1) = " " THEN 56350
eI =i Dl
GOTO 5610
REM
IF MID#(N%, L, 1) = " " AND MID$(N$, L-1, 1) <> " "THEN 5710
PRINT " ERROR — ENTRY MUST BE: MR. FIRSTNAME LASTNAME"
PRINT " OR MS. FIRSTMAME LASTNAME"
LET Ei1% = "ERROR IN NAME"
GOTO 5930 i
REM
LET L$ = MID$(N%, L + 1, L1 = L)
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MS., should end (the third position beginning with the leftmost character). If a
space is not found, the data has not been entered in the proper format.

The first two statements place the length of the title and name entry into
the L and L1 fields. The value in the L field is used as the pointer to examine
each character in the text, while the value in the L1 field is used in the calcula-
tion to determine the length of the last name. The search for a space begins in
the coding on line 5610, where the value in L is compared to 3, and the
character identified by the entry MIDS$(NS, L, 1) is compared to a space. If the
value in L is equal to 3, the search should be terminated because the value in L
points to the rightmost position of the title.

If the value in L is not equal to 3, then it is used to point to the character
in the NS field which will be examined for a space. It will be recalled that the
length of NS is loaded into L prior to beginning this search. Therefore, the first
time this comparison occurs, the rightmost character in the N$ field will be
examined (Figure 9-23).

l 5610 T 3 OR HID&{NS, L, 1) =" " THEN 356350 J

:.l.

|[MR. JAMES WHITLEY|
N$

L

The value in L, 17, is the number of characters in the title and name
entered by the user. When used in the MIDS$ function, it specifies the last
character in the data entered by the user. From both the flowchart and the
coding, it can be seen that if the value in L is not equal to 3 and the character
compared is not equal to a space, the value in L is decreased by 1 (line 5620),
and control is passed back to the if statement. On the second pass through the
loop, the character in the 16th position of the N$ field will be compared to a
space. If, as in the example in Figure 9-23, the character is not equal to a
space, the value in L will again be decreased by one, and control is passed back
to the if statement on line 5610.

When either a space is found or the value in L equals 3, an exit from the
loop occurs, and control is passed to the if statement on line 5650. This state-
ment first checks if the reason for exiting the loop was because a space was
found. It also checks if the position to the left of the space (identified by L -1)
contains a non-blank character. If both conditions are not true, then an error
message is displayed by the print statements on lines 5660 and 5670, an error
indicator is set by the let statement on line 5680, and control is passed to the
statement at line number 5930.

If, however, the name was entered in the proper format, control is passed
to the statement at line number 5710. The let statement extracts the last name

STRING
PROCESSING

Figure 9-23 The entry
MIDS(NS, L, 1) identifies the
character to be examined
in the N$ field. When the
value in L is equal to 17, the
rightmost character is com-
pared to a blank.
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Figure 9-24 When a blank
is found in the NS field, the
numeric value in L will iden-
tify the position in N§ con-
taining the blank, The arith-
metic expression L + 1 will
identify the first letter of
the last name. The arithme-
tic expression L1 - L iden-
tifies the number of char-
acters in the last name.

Searching for
a substring

Figure 9-25 The value en-
tered by the user is used to
search a paragraph. In this
example, the user entered
the value BASIC. When the
value is found in the para-
graph, a message to that
effect is printed and then
the paragraph is printed.
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from the string that was searched and places it in the field identified by the
variable name L$ (Figure 9-24).

5710 LET L$ = MID$(N$, L + 1, L1 - L)
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The value in L indicates the position of the blank character preceding the
last name in the N$ field. Therefore, the arithmetic expression L. + 1 points to
the first character of the last name. The arithmetic expression L1 - L equals
the number of characters in the last name that should be extracted by the
MIDS function. This is calculated as follows: The value in L1 is the number of
characters in the N$ field. The value in L is the position in the field that con-
tains the blank preceding the last name. The difference between these two
values is the number of characters in the last name. In the example in Figure
9-24, the value in L1 is 17, and the value in L is 10. The difference between
these two numbers, 7, is the number ol characters in the last name
(WHITLEY).

From this example, it can be seen how a string field can be scarched for a

delimiter. The delimiter can be any character or set of characters defined in the
application. When the dclimiter is found, the program can extract the

appropriate data.

There are many applications in which it is required to search a string, such as a
sentence or a paragraph, to find a substring within the string. For example, in
an information retrieval application in a library, it might be desirable for a
user to enter one or more words on a computer terminal to determine if the
word or words are contained in a paragraph. The example in Figure 9-25
illustrates this concept.

ENTER ONE OR MORE WORDS TO BEGIN THE SEARCH: 7 BASIC
—-BASIC- 1S CONTAINED WITHIN THE PARAGRAFH.
THE PARAGRAFH FOLLOWS:

IN 1965, BASIC WAS DEVELOPED AT DARTMOUTH COLLEGE.
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In the example, the word BASIC is entered by the user. The program
searches the paragraph (o determine if this substring is contained within the
paragraph. In this example, the message from the program indicates that the
word BASIC was found in the paragraph. The paragraph is then displayed.

If a word is entered that is not contained within the paragraph, a message
is printed indicating that the word or phrase entered was not found in the
paragraph (Figure 9-26).

ENTER ONE OR MORE WORDS TO BEGIN THE SEARCH: 7 FORTRAN

—FORTRAN-= IS NOT CONTAINED WITHIN THE PARAGRAFH.

When the user entered the word FORTRAN, the paragraph was searched
for this combination of letters. When they were not found, the program
indicated this with the message.

The process of searching a string for a substring involves comparing the
word or words entered by the user to an equal number of characters at the start
of the paragraph (Figure 9-27). If an equal condition is found, then the word
or words entered by the user are in the paragraph.

If an unequal condition is found, then the characters entered by the user
are not the first word or words in the paragraph (A in Figure 9-27). Therefore,
the data entered is compared to an equal number of characters in the
paragraph, beginning with the second character in the paragraph (B in Figure
9-27). If an equal condition is not found, the data entered is compared to an
equal number of characters in the paragraph beginning with the third
character in the paragraph. This process continues until an equal condition
occurs or until the entire paragraph has been searched (C in Figure 9-27).

Note: Word BASIC
compared to first
5 characters

BASIC

=

Note: Word BASIC
ERSLG compared, starting
with second character

[IN' 1965, BASIC WAS DEVELOPED....| 4

STRING
PROCESSING

Figure 9-26 If the value en-
tered by the user is nol
found in the paragraph being
searched, a message noti-
fying the user of this fact
is displayed.

Figure 9-27 The search for
the substring is conducted
one character at a time. The
number of characters com.
pared is equal to the num:
ber of characters entered
by the user. The search ter-
minates when an equal con-
dition is found (such as in
this example) or when the
entire paragraph has been
searched and an equal sub-
string has not been found
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Figure 9-28 The logic to
perform a string search |s
virtually identical to that
used when an array IS
searched. A loop is used to
perform the actual search
and then the if-then-else
structure is used to deter-
mine the results of the
search.
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In Figure 9-27, the user entered the word BASIC as the value to be found
in the paragraph. In example A, BASIC is compared to the first five characters
of the paragraph (IN 19). Since these are not cqual, and since the entire
paragraph has not yet been examined, the word entered by the user will be
compared to the paragraph beginning with the second character. Thus, the
characters examined in the second comparison are N 196. Since these are not
equal, the next comparison would compare the word entered to five characters
in the paragraph beginning with the third character. This comparison con-
tinues until, as in the example, an equal condition is found; or until the entire
paragraph has been compared and no equal condition is found,

The logic for conducting this search for a substring is shown in the
flowchart in Figure 9-28.
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The paragraph to be searched must be placed in a string field. The length
of the paragraph is then placed in a numeric variable. This value will be used to
aid in determining il the entire paragraph has been searched without
finding the desired substring. The CRT screen is then cleared, and the sub-
string is obtained from the user. The length of the substring is placed in a
numeric field.

The loop which performs the actual search is then implemented. The
search variable is initialized to the value 1. This variable is used to identify the
position in the paragraph that is the beginning point for the comparison. The
loop then checks if the substring entered is in the paragraph or if the entire
paragraph has been examined. If not, the search variable is incremented by 1,
and the comparison takes place again. If so, control is passed to the next deci-
sion which asks if the substring was found in the paragraph. If so, a message to
that effect is printed and then the paragraph is printed. If not, a message is
printed stating the substring was not found. It should be noted that the logic
used for this string search is virtually identical to that used for array searches
in Chapter 7.

The coding to implement this logic is shown in Figure 9-29. As noted, the
structure of the logic and, therefore, the structure of the code, is similar to that
used for array lookups. Several statements, however, should be explained

STRING
PROCESSING

Figure 9-29 The coding
which implements the string
search utilizes the string
functions to perform the
actual search and also to
determine the values used
to calculate when the search
has been completed with-
out finding the substring
entered by the user.




CHAPTER
NINE

9.22

because they are unique. The if statement on line 2130 is used to determine that
the entire paragraph has been examined for the substring, and the substring
does not exist in the paragraph.

The field C contains the search variable. The field P1 contains the length
of the paragraph, and the field W1 contains the length of the substring entered
by the user. The calculation P1 - (W1 - 2) used in the if statement identifies the
point in the paragraph at which the substring cannot be found. For example,
the paragraph contains 50 characters. If the substring is 5 characters in length,
the calculation will vield the value 47 (50 - (5 = 2)). Il the 47th character is 1o be
the first character in the comparison to the paragraph, the substring cannot be
in the paragraph because only four characters remain in the paragraph for
comparison (characters 47, 48, 49, and 50). Therefore, when the value in C is
equal to 47, the loop should be terminated because the substring does not exist
in the paragraph. The if statement on line 2130 will transfer control to
statement 2180 when this condition occurs.

The if statement on line 2140 compares the substring stored in W$ 1o the
paragraph. The MIDS$ function is used to identify those characters in the
paragraph which are to be used in the comparison on each pass through the
loop. The first entry for the MIDS function is P$, which is the field where the
entire paragraph is stored. The second entry, C, identifies the first character to
be used in the comparison. As noted previously, the value in C will be initial-
ized to 1 and then will be incremented by 1 each time through the loop until
either an equal string is found or until the substring is not found in the
paragraph.

The value in W1, which is the length of the substring entered by the user,
determines how many characters will be compared. For example, if the length
of the substring is equal to 5, then each time the if statement is executed, five
characters from the P$ field will be compared. If the substring is not equal to
the characters from the PS$ field, then the value in C is incremented by one (line
2150), and control is passed back to the if statement on line 2130, If the
substring is equal to the characters in the paragraph, control is passed 1o
line 2180.

In a manner similar to that used for array lookup, the if statement on line
2180 determines if a substring was found. If so, control is passed to the state-
ment on line 2230, where a message is printed and then the paragraph is
displayed. If a substring was not found, a message indicating that is printed by
the statements on lines 2190 and 2200,

The ability to search a string of data for a substring is important in some
applications. The technique illustrated can be used whenever this ability is
required.
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The data which is entered by the user and is edited using the techniques
illustrated previously is used in the creation of the letter printed by the
program. The letter which is created is shown in Figure 9-4 on page 9.3. The
coding to create the letter is shown below.

STRING
PROCESSING

Printing the letter
with string
functions

The print statement on line 7060 displays the entire title and name entered
by the user. The if statement on line 7070 checks the length of the address
entry. If no street address was entered, that is, the length of AS(I) is equal to
zero, then control is passed to statement 7110, and no address is printed in the
salutation of the letter. If the length is not zero, the address is printed by the
print statement on line 7080.

The print statements on lines 7110 and 7120 print the city, a comma, the
state code, and the zip code. The LEFTS function in statement 7110 will print
all except the rightmost three characters of the field identified as C$(1). This
clement contains the city and state entered by the user. The rightmost three
characters are not printed because they are a blank followed by the state code.
In the print statement, the LEFTS function is followed by a semicolon and
then a string literal consisting of a comma and space. Therefore, the line will
print as CITY,. The literal is followed by a semicolon, meaning that the data
printed by the print statement on line 7120 will appear on the same line as the
city name.

The RIGHTS function in the print statement on line 7120 is used to
extract the state code from the C$(I) element. The code is followed by a space
and then the zip code — Z$(I).

Figure 9-30 The string func-
tions are used to insert
data within the text of the
letter, The technique shown
here can be used to person-
alize letters and other cor-
respondence,
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Concatenation
of data

Figure 9-31 The addition
arithmelic operator (+) is
used to cause concatena-
tion to occur. Here, the val-
ue in the D$ field is concat-
enated with the value in
the BS field. Concatenation
can take place only on
string constants or varia-
bles. Numeric constants or
variables cannot be used,

Figure 9-32 The string fune-
tions can be used to identi-
fy substrings which will be
concatenated, such as in
this example where the
slashes are inserted be-
tween the month and the
day and between the day
and the year,

Program
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The print statement on line 7140 prints the word DEAR, the title (iden-
tified by the LEFTS$ function), the last name, and a colon. The remainder of
the letter is then printed, with various pieces of data entered by the user
inserted in portions of the letter. As can be seen from this example, the string

functions can be used to insert data into text as well as extract data from text as
shown in previous examples.

Concatenation is the process of joining together one or more picces of data.
String data may be concatenated using the addition arithmetic operator (+).
The following example illustrates an application in which an employee number
is generated from data which consists of the department number to which the
employee is assigned and the employee’s date of birth.

Program
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In Figure 9-31, the department number (10) is stored in the field identified
by the string variable D$, and the birthdate of the employee (122243) is stored
in the field identified by the string variable name BS. Concatenation can take
place only on string fields. Therefore, D$ and B$ must be string fields.

When the print statement on line 3190 is executed, the data in D$ is con-
catenated with the data in BS to form the employee number. Note that when
two string fields are concatenated, they are joined with no intervening spaces
and become a single field,

Any string fields, including string constants, can be concatenated. The
example in Figure 9-32 illustrates concatenating the month, day, and year in
the BS field from Figure 9-31 so that the birthdate prints month/day/year.
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The let statement on line 4230 in Figure 9-32 places the birthdate into the
field identified by the string variable name BS. The print statement on line
4240 uses the LEFTS, the MID$, and the RIGHTS functions to extract the
month, day, and year from the BS field. The month, day, and year which are
extracted from BS are concatenated with the character slash (/) to form the
birthdate in month/day/year format (12/22/43). Concatenation is a powerful
tool when the application requires joining pieces of string data.

All of the string functions discussed thus far require string variable names or ~ Mixing numeric
string literals. Numerous applications arise where string and numeric data  and string data
must be interchanged so that the requirements of the particular instructions

being used are satisfied. To illustrate this, the following steps illustrate the

processing which must occur to take a list of numeric digits, insert a decimal

point, and edit the result as dollars and cents using the print using statement.

Step 1: Numeric digits are entered and stored in a numeric field.
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Note: No decimal point
is entered in the
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|12345) + -] + [67] =

Dollars  Constant Cents Dollars and Cents, |

Step 4: The dollars and cents are edited and printed.
l”}:mﬂu;m AL ey m’;;mmmﬂ
R R fﬂw ;

| 12345.67 |
Dollars and Cents

In step 1, the data is entered by the user and is stored in the field identified
by the numeric variable C. Note that the data is a single list of numeric digits
without a decimal point. Thercfore, it is treated as a whole number.
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Figure 9-33 The data en-
lered by the user and stored
in the numeric field C is
subsequently used as both
string data and numeric
data in order to produce
the output. It should be
noted that there are many
ways in which the check
amount could be entered
by the user or processed
by the program to avoid the
complex print statement
shown here. For example,
the user could place a deci-
mal point in the number; or
the program could divide
the value entered by 100.
This example illustrates a
general technigue which
can be used for any data
which is entered in any
manner or format,
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In step 2, the two rightmost digits are separated from the remaining digits.
A period is then inserted between the dollars and cents in step 3, and the
numeric field with the decimal point in the proper position is printed in a
dollars and cents format.

As noted, the data is first stored in a numeric field in step 1. In order for
the processing of step 2 to occur, however, the data must be referenced as
string data, since the string functions which separate these digits can only
operate on string data. The third step involves concatenating the dollars and
the cents with a period. This step again requires that the data be referenced as
string data, Finally, in step 4, the data must be referenced as numeric data so
that it can be edited in a dollars and cents format.

In summary, the data is entered as numeric data, must be referenced as
string data to be placed in a dollars and cents format with a decimal point, and
then referenced as numeric data to be edited by the print using statement.

The changes from numeric data to string data and back to numeric data
are accomplished through the use of the STR$ and VAL functions. These
functions, together with the MIDS$, LEN, and RIGHTS$ functions, are com-
bined in a print using statement to convert this string of numbers into an edited
dollars and cents field on the CRT screen. The coding to accomplish this is
shown in Figure 9-33, together with the screen produced from the coding.
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The print using statement should be examined in detail to understand the
use ol the STR$ function and the VAL function in the statement. The MID$
function extracts the dollars and the RIGHTS function extracts the cents. The
MIDS function begins with the second character of the field STRS(C) because
the STRS function always returns a blank in the first position of the string field
when the numeric value is positive. For the same reason, the number of
characters extracted by the MIDS function is the length of STR$(C) minus 3.
rather than STRS$(C) -2 as might be expected.

It should be noted from this example that the data stored in the field iden-
tified by the numeric variable C is used as string data, and then the resultant
string data is converted back to numeric by the VAL function so that it can be
edited as a dollars and cents field. Whenever multiple string functions are used
in a single statement, such as in Figure 9-33, precision must be used to ensure
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that parentheses are in the proper positions, and that the data has been
specified in the proper form for the function.

The STRINGS function makes available a string of characters of any length
from 1 to 255. The general format of the STRINGS function and an example
of its use are illustrated below.

General Format

ny
CTR

STRING
PROCESSING

STRINGS function

Program A it
e

The STRING$ function returns a string of the character specified. The
string contains the number of characters specified. In the example, therefore,
sixty-four asterisks are returned by the STRINGS function. They are printed
by the print statement.

On many computer systems each number, letter of the alphabet, or special
character entered into main computer storage is recorded as a series of seven
electronic impulses called bits. A bit (BInary Digit) may be considered cither
on’ or “‘off.”" A combination of seven bits being on or off determines what
character is stored in a position of memory.

The ASCII (American Standard Code for Information Interchange) code
is widely used to represent data in main computer storage. It specifies what
combination of seven bits represents any given character. For example, when
the digit 1 is entered from the keyboard and is stored in main computer
storage, it will be stored using a unique combination of bits on and bits off
(Figure 9-35).

[

A

ENTER VALUE: 1

Figure 9-34 In this exam-
ple, the STRINGS function
returns sixty-lour asterisks.
These are printed by the
print statement.

The ASCII code

Figure 9-35 When the ASCII
code is used, numbers, let-
ters of the alphabet, and
special characters are
stored through a combina-
tion of seven bits being on
and off. Here, the number
one is represented by the
combination of the first bit
off, the next two bits on,
the next three bits off, and
the last bit on.
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Figure 9-36 Each bit posi-
tion in a storage location is
qiven a place position based
upon the binary number-
ing system, When a bit is
on, the place value of that
bit is added to a total
which represents the deci-
mal value of the character.
In this example, the place
values of 32 + 16 + 1 are
added to determine a deci-
mal value 49 which repre-
sents the number 1 in the
ASCII code.

Figure 9-37 This chart shows
all the commonly found let-
ters, numbers, and special
characters and their re-
spective ASCIl codes.
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In the example in Figure 9-35, the O represents the bits that are off, and
the @ represents the bits that are on. The 1's above the @ also represent bits
that are on, while the zeros above the O represent bits that are off. Therefore,
when using the ASCII code, the number | can symbolically be represented as
0110001,

Expressing decimal values using two symbols (the zero and one) is called
the binary numbering system. Each position in the binary numbering system is
assigned a place value based upon a power of 2. The place values of a binary
number, beginning at the right and moving to the left, are 1, 2, 4, 8, 16, 32,
and 64 (Figure 9-36),

32+16
0110001

10,000,000

\6432\16\8 {4121

Decimal 49

+1 =

As can be seen from the example above, the ASCII bit combination which
represents the number 1 in main computer storage has a binary numbering
system value of decimal 49 (32 + 16 + 1). When characters are stored in main
computer storage using the ASCII representation, each will have a unique
decimal value code based upon the bits which are on and the bits which are off.
The chart in Figure 9-37 illustrates characters which can be stored in main
computer storage and the related decimal value codes,

Code Character | Code Character | Code Character | Code Character |Code Character
32 Space 52 4 72 H 92 jor] 112 p
33 ! 93 5 73 | a3 -— 113 q
34 W 54 6 74 J 94 o 114 r
35 # 55 7 75 K 95 — 115 s
36 $ 56 8 76 L 96 @ 116 !
37 % 57 9 77 M 97 a 117 u
38 & 58 5 78 N 98 b 118 v
39 : 59 : 79 0 99 c 119 w
40 ( 60 < 80 P 100 d 120 X
41 ) 61 = 81 Q 101 e 121 y
42 T 62 > 82 R 102 f 122 Z
43 + 63 ? 83 S 103 g 123
44 , 64 @ 84 T 104 h 124
45 - 65 A 85 U 105 i 125
46 y 66 B 86 Vv 106 j 126
47 ! 67 C a7 w 107 k
48 0 68 D 88 X 108 | 127
T 69 E 89 Y 109 m
50 2 70 B 90 Z 110 n
51 3 71 G 91 por [ 111 0
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From the chart, it can be seen that each character that can be stored in
main computer storage is represented by a unigque decimal value code.

The CHRS function allows the programmer to reference these decimal codes
(called ASCII codes) in a BASIC statement. The following example illustrates
the general format of the CHRS function and an example of its use.

General Format

Program
—

R .| A 1‘l'l.nh'l"|.1|‘l ".1'1"1\ l\\\‘ \
AN

R RRRRRRA

The value within the parentheses following the word CHRS is the ASCII
code of the character to be processed. In the example, ASCII code 36 is
specified. As a result, the print statement will print a dollar sign because a
dollar sign is represented by ASCII code 36 (see Figure 9-37).

The value of this capability is that some computer systems do not have
certain characters on the keyboard. Therefore, the only way to print these
characters is through the use of the ASCII code for the character in conjunc-
tion with the CHR$ function. The CHRS function can be specified in any
statement or function that requires or allows a single string character.

The CHRS function can be used to perform tasks that are not possible using
standard BASIC statements. For example, to include quotation marks within a
string constant requires the use of the CHRS function because quotation
marks are used as delimiters for string constants. The following example
illustrates the use of the CHRS$ function to allow quotation marks to be
included within a string constant.

Program
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STRING
PROCESSING

The CHRS$
function

Figure 9-38 The numeric
value placed in parentheses
with the CHRS function is
the ASCIl code represent-
ing a character. The CHR$
function returns the corres-
ponding character. In this
example, the numeric value
36 corresponds to the
ASCIl code for a dollar
sign. Therefare, when the
function is executed, a dol-
lar sign is returned and
then is printed by the print
statement.

Special uses of
the CHRS function

Figure 9-39 The CHRS func-
tion is used here to repre-
sent quotation marks thal
are to be printed by the
print statement even though
the quotation marks are
delimiters for string con-
stants. If a character can-
not appear in a BASIC
statement, the CHR$ func-
tion can be used to repre-
senlt the character.
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Figure 9-40 A variable val-
ue in the STRINGS function
can allow a variable number
of characters to be printed
each time the function Is
executed. When the user
enters a numeric value via
the input statement on line
4240, that value is used to
determine the number of
characters which will be
returned by the STRINGS
function. The actual char-
acter that will be printed is
the character whose ASCII
code is entered by the user,

ASC function
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In the example in Figure 9-39, quotation marks must appear around the
word HELLO. Since, however, quotation marks are used as the delimiter iden-
tifying the beginning and ending of a string constant, the BASIC interpreter
cannot distinguish when the quotes are used as delimiters and when the quotes
are supposed to appear in the constant. Therefore, most BASIC interpreters
use the double quotation marks strictly as a delimiter and, if quotes are to be
included in the constant, the CHRS function must be used.

In the print statement on line 2190, the ASCII code for double quotation
marks, 34, is specified within the CHRS function. This will cause double
quotation marks to be printed (see output). Through the use of the CHRS
function, any character available on the computer system can be displayed on
the CRT screen even if the character cannot be keyed on the kevboard.

A numeric variable can be specified with the CHRS function. In this way,
the character printed can be varied each time the print statement is executed.
To illustrate this, and to show the use of a variable field with the STRINGS
function, the example in Figure 9-40 will print the character corresponding to
the numeric value entered by the user. In addition, the character will be printed
the number of times corresponding to its ASCII code.

Program

The input statement on line 4240 obtains a numeric value from the user at
the keyboard. The print statement on line 4250 prints a string of characters.
The number of characters to be printed is equal to the value entered by the
user. The character printed is the one whose ASCII code is equal to the
number entered by the user. In the sample output, the value 49 was entered by
the user. Therefore, the character corresponding to the ASCII code 49 (the
number 1) is printed 49 times. Although this particular coding would not be
widely used, it should be noted that variables can be used for both the
STRINGS function and the CHRS function. This may have particular applica-
tion in graphing, where the number of characters to be printed and the
character to be printed could depend upon a calculation made in the program.

The ASC function returns the ASCII code for the first or only character in a
string (Figure 9-41),
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In the example above, the word ASC is followed in parentheses by the
character whose code is to be returned. Thus, when the dollar sign is specified,
the number value 36 is returned by the ASC function. This value is then
printed. The ASC function can be used whenever a single numeric character is
allowed or required in a BASIC statement.

Since the value returned by the ASC function is numeric, it can be used in
a calculation. The example in Figure 9-42 illustrates its use to print the lower
case representation of a letter for which the upper case ASCII code is known.

Program

When the input statement on line 5480 is exccuted, the user will enter an
upper case letter, which is stored in the field identified by the string variable CS.
The let statement on line 5490 obtains the ASCII code for the letter entered,
adds 32 to the code, and stores the result in the numeric field identified by the
variable name C. This calculated value is the ASC1I code for the lower case letter
which was entered because the ASCII code for a lower case letter is always 32
greater than the ASCII code for the upper case letter (see Figure 9-37).

The print statement on line 5500 prints the character corresponding to the
value in C by using the CHRS$ function. Note on the output that the lower case
letter is printed by this print statement.

Figure 9-41 The ASC func:
tion will return the ASCI
code of the number, letter,
or special character en-
closed within parentheses.
Here, the ASCII code of a
dollar sign is returned by
the ASC function.

Figure 9-42 The ASCII code
for a lower case letter is
always 32 greater than the
representation of the up-
per case letter. When the
user enters a letter in re-
sponse to the input state-
ment on line 5480, the ASC
function is used to return
the numeric code for the
upper case letter. The let
statement on line 5480
then adds that value to the
constant 32, giving the nu-
meric code for the lower
case letter. The CHRS$ func-
tion in the print statement
on line 5500 then returns
the lower case letter for
the value contained in the
numeric field C,
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Summary of
string functions

PROGRAM
DESIGN
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The string functions available with most BASIC interpreters and compilers
provide the ability to search and manipulate both numeric and string data.
When they are used properly, any data manipulation requirement in an
application should be able to be solved.

The design of the sample program is shown on this and the following pages.
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Figure 9-44 No separate modules are required to display the menu and obtain a user selection.
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STRING
PROCESSING

Frmessees ] srmsrioes
Determine the
clion to be
Parlormed

Display Obtain Ensure
the User's Valid
Menu  Seloction Selection

Figure 9-45 Two tasks are required to display the instructions, neither of which is large or complex.

EITIIEIE [
Determine the
Seloction to be

Parformed

Display Obtain Ensure Print Obtain
the User's Valid the Menu
Menu Selection Selection Instructions Response

Figure 9-46 Of the six tasks required to prepare and print the letter, three require separate modules.
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Figure 9-48 To obtain a valid title and name, the title and name must be obtained, and it must be edited.
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Figure 9-49 Editing the city and state will require a separate module while obtaining the data from the user will not.
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Figure 9-50 The four tasks required to print the letter will all be performed in the same module.
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Figure 9-52 Editing the city and state requires four tasks, but none of them will be performed in a separate module.
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Program  The flowcharts for each of the modules in the sample program are shown
flowcharts  below and on the following pages. The logic in each of the modules should be
well understood by the programmer.

Determine the
Selection to b
Performed

n

I
!

i

D Produce Letters

Figure 8-54 The module
which produces the letters
uses the case structure to
determine what tasks will
be performed by the program.
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Display Obtain Ensure
the User's Valid
Menu Selection Selection

Display the Menu and
Obtain a User Selection

Display the Instructions

Figure 9-55 In both these
flowcharts, a loop is estab-
lished to ask has the user
responded. This loop is re-
quired because the INKEYS
function is used to obtain
both the user's menu selec-
tion and to allow the user
to return to the menu after
viewing the instructions,



Obtain
Manu
|lesponse

Prepare and
Print the Letter

------ / Figure 9-56 In the flowchart for preparing and printing the letter,

” the rectangles with vertical lines inside them represent
subroutines, The processing specified within these symbols will
be accomplished in a subroutine.
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Figure 8-57 The logic for obtaining a valid title and name and for obtaining a valid city and state is virtually identical.
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Print the Letter

Obtain Ensure Print Obtain
Zip Valid the Menu
Code Zip Labels Response
Code

|
bl
AL

Obtain Print Obtain
City Salutation Body o Menu
and Letter Response

State

Figure 9-58 The logic for
printing the letter is simple,
involving only one if-then-
else structure and one loop-
ing structure. The logic,
however, does not show
the use of string functions
to accomplish this process-
ing (see Figure 9-30).
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Figure 8-59 Editing logic (Part 1 of 2)
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Title Format  Message Number of Format State  Message
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Edit City and State (Part 1 of 2)




Edit Title and Name (Part 2 of 2) Edit City and State (Part 2 of 2)

Figure 9-60 Editing logic
(Part 2 of 2). This logic in-
volves the use of nested if-
then-else structlures and
nested loops. The struc-
tures and logic involved here
should be well-understood
by the programmer prior to
designing and writing a
comparable program,
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The complete listing for the sample program is shown below and on the Sample program
following pages.

100 REM LETTER MARCH 16 SHELLY/CASHMAN
110 REM
120 REM THIS FROGRAM PREPARES SALES LETTERS FOR INDIVIDUALS.

130 REM MAILING LABELS CAN ALSO BE PREPARED.

140 REM
150 REM VARIABLE NAMES:

160 REM N% () . . NAME ARRAY

170 REM N#%....NAME WORK AREA FOR EDITING

180 REM A% () . . ADDRESS ARRAY

190 REM Cs()..CITY-STATE ARRAY

200 REM S%....CITY-STATE WORK AREA FOR EDITING

210 REM Z%()..ZIF CODE ARRAY

220 REM S$()..VALID STATE CODE ARRAY

230 REM I.....COUNTER FOR NUMBER OF LETTERS WRITTEN -

240 REM USED TO REFERENCE ARRAYS WHEN ENTERING DATA
250 REM M.....MAXIMUM NUMBER OF ELEMENTS IN ARRAYS

260 REM N.....NUMBER OF STATES IN VALID STATE ARRAY

270 REM R%$....RESPONSE FOR MENU SELECTION - ENTERED BY USER
280 REM X.....UTILITY COUNTER-VARIABLE FOR FOR-NEXT LOOPS
290 REM X$....UTILITY INPUT AREA FOR INKEY$ FUNCTION

300 REM L$....LAST NAME OF PERSON RECEIVING LETTER

210 REM El%...ERROR INDICATOR FOR TITLE AND NAME
320 REM E2%...ERROR INDICATOR FOR CITY-STATE

330 REM  L.....WORK AREA FOR LENGTH OF TITLE AND NAME ENTRY
340 REM  L1....WORK AREA FOR LENGTH OF TITLE AND NAME ENTRY

350 REM  L2....WORK AREA FOR LENBTH OF CITY AND STATE

360 REM ||| (J.. .l COUNTER AND SUBSCRIPT TO EDIT STATE CODE

370 i
T80 REM XXKEKERRERRREXEXAXXXXKKK R R KRR KRR R RR KA KA AKX KK KKRRRRRRRR
390 REM ¥ DATA TO LOAD ARRAY x
400 REM XXEXKEERRERRAXXXXXXXXXKKKRRERRERRRERRRRRKKRKRRKRRRRRRARRS
410 REM
420 DATA llnz (f’ '.CAII s I!IDII ’ I'NVII 5 IIURII 5 IIUTII Y IINQOI

4z0 REM
440 REM XX XXX ¥ it iR dF R a XAk kXK KK KRR KRR R R XX XXX AKX KRR R AR
450 REM ¥ INITIALIZATION OF VARIABLES AND ARRAYS *
460 REM EXXEXRRRERX Xtk Rt bRk R R R KRR AR AR AR KKK R R R XX
470 REM
480 LET I = 0

490 LET M = 20

500 LET N = 7

510 DIM N$(M), A$(M), CH(M), Z$(M), S$(N)

520 REM

530 FOR X = 1 TO N

040 READ S%(X)

550 NEXT X

D60 REM

Figure 9-61 Sample program (Part 10r7)
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HAPTER  0.46
NINE

570

580

090

600

610

620

&0

640

650

660

670

680

670

700

1000
1010
1020
1030
1040
1050
10460
1070
1080
1090
1100
1110
1120
1130
1140
1150
1140
1170
1180
1190
1200
1210
1220
1230
1240
1250
1260
1270
1280
1290
1200
1210
1320
1330
1340
1350
1360
1370

REM $EXXEXERFXEXEEXXOOOKKEROO R KRR KRR R E R XXX XXX
REM % MAIN PROCESSING MODULE X
REM 0K KR XK KKK KKK KKK OO0OOOOOOOO OO KRR R KRR XK KX XK K
REM
GOSUB 1000
REM
IF R$ = "4" THEN 680
ON VAL (R$) GOSUB 2000, 3000, 4000
GOSUB 1000
GOTO 630
REM
PRINT " "
PRINT "END OF SALES LETTER PROGRAM"
END
REM
REM XXXOO0KKEXXEEE KRR KRR AKX R XX XX R X KRR R XXX
REM ¥ DISPLAY MENU AND GET SELECTION *
REM ¥XXXXKXKEEERERRERRRRRCKXRRRXXOOOERRR KR XEXXRTRRXRRRRRR X
REM
CLS
PRINT "'SALES LETTER MENU"
PRINT " "
PRINT " CODE FUNCTION"
PRINT " "
PRINT " 1 - DISPLAY INSTRUCTIONS"
PRINT " 2 - CREATE SALES LETTER"
PRINT " I — CREATE MAILING LABELS"
PRINT " 4 — END PROGRAM"
PRINT " "
PRINT "ENTER A NUMBER 1 THROUGH 4: 7";
LET R$ = INKEY$
REM
IF R$ <> "" THEN 122
LET R$ = INKEY$
GOTO 1180
REM
FRINT R$
REM
IF R$ >= “1" AND R$ <= "4" THEN 1370
PRINT " ERROR - "; R$; " IS AN INVALID ENTRY"
PRINT " "
PRINT " PLEASE REENTER 1, 2, 3, OR 4: ?";
LET R$ = INKEYS
REM
IF R$ <> "" THEN 1340
LET R$ = INKEY$
50TO 1300
REM
PRINT R$
GOTO 1240
REM
RETURN

Figure 9-62 Sample program (Part2or7)
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2000 REM
2010 REM XXk Rk Rk KRRk X KR AR KRR KRR R R kKRR XK KX
2020 REM ¥ DISPLAY INSTRUCTIONS X
2030 REM XXk RR KX IR R KR R KRR R Rk KRR KRR KRR KA KRN KRR KK XX
2040 REM
2050 CLS

2060 PRINT " THIS PROGRAM PREPARES PERSONALIZED LETTERS. WHEN"

2070 PRINT "CODE 2 IS SELECTED FROM THE MENU, THE USER IS"

2080 PRINT "PROMFTED TO ENTER THE TITLE OF THE PERSON TO RECEIVE"
2090 PRINT "THE LETTER (MR. OR MS.), THE PERSON’S FIRST AND LAST"
2100 PRINT "NAME, THEIR ADDRESS, CITY, STATE, AND ZIP CODE (NOTE:"
2110 PRINT "A SINGLE BLANK SHOULD SEPARATE THE CITY AND STATE)."
2120 PRINT "VALID ENTRIES FOR THE STATE ARE AZ, CA, ID, NV, OR,"
2130 PRINT "UT, AND WA. AFTER THE DATA IS ENTERED, A PERSONALIZED"
2140 PRINT "LETTER IS PRINTED."

2150 PRINT " WHEN CODE F IS SELECTED, MAILING LABELS FOR ALL"
2160 PRINT "LETTERS WILL BE PRINTED. A MAXIMUM OF 20 LETTERS MAY"
2170 PRINT "BE PRINTED BEFORE MAILING LABELS ARE PRINTED. AFTER"
2180 PRINT "THE MAILING LABRELS ARE PRINTED, THE NAMES AND"

2190 PRINT "ADDRESSES ARE REMOVED FROM THE LIST OF LABELS TO PRINT."
2200 PRINT " "

2210 PRINT "DEPRESS ANY KEY TO RETURN TO THE MENU: 2";

2220 LET X$ = INKEY%

223 REM
2240 IF X% <> "" THEN 2280

2250 LET X% = INEEY%

2260 GOTO 2240

2270 REM
2280 RETURN

3000 REM
J010 REM XEARXEXk Rk Rk R XA R R R KRR AR R R KR KKK AR A XA X X
3020 REM ¥ PREPARE AND PRINT LETTER b 3
SO30 REM RR Xk koo kbR R Rk kR R AR KR X KRR RO KRRk X F KKK RN KK
040 REM
3050 CLS

J060 LET I =1 + 1
3070 PRINT "OBTAIN NAME AND ADDRESS"

3080 PRINT " "

3090 GOSUB 5000

3100 PRINT " "

3110 INPUT "ENTER ADDRESS: "j; A$(I)

3120 GOSUB &000
3130 PRINT "

"

3140 INPUT "ENTER ZIP CODE: "; Z%(I)

3150 REM
3160 IF LEN(Z$(I)) = 5 OR LEN({(Z%$(I)) = 9 THEN 3220

3170 PRINT " ERROR - ZIP CODE MUST BE 5 OR 9 DIGITS"

3180 PRINT " "

3190 INPUT " PLEASE REENTER ZIP CODE: "; Z%(I)

3200 GOTO =160

3210 REM

2220 GOSUB 7000
F230 RETURN

Figure 9-63 Sample program (Part3or7)




4000
4010
4020
4030
4040
4050
4060
4070
4080
4090
4100
4110
4120
4130
4140
4150
4160
4170
4180
4190
4200
4210
4220
4230
4240
4250
4260
SO00
S010
5020
5030
5040
SG50
S040
S070
S080
S090
5100
5110
5120
5130
5140
5150
5160
5170
5180
5190
5200
5210
S400
5410
5420
5430
5440
5450
S460
5470
5480
5490
5500
5510

REM
REM  50350000k0k0k k00RO 0K X000 30K KO0 KKK KO R OO R ROk R R Xk R X X X

REM ¥ PRINT MAILING LARBELS ¥
REM 50K 300000 R0 K000 80Kk K00 50000k BOOOKOK RO R R OO O R X R Rk R X kX Xk

REM
CLS

FOR X = 1 TO I STEF 1
PRINT N%(X)
IF LEN(A$ (X)) = O THEN 4120
PRINT A% (X)

BOTO 4120
REM
PRINT LEFT$(C$(X), LEN(C$(X)) - 35 ", ";
PRINT RIGHT$(C$(X), 2); " "; Z$(X)
PRINT " "
PRINT * *
NEXT X
REM
PRINT “DEPRESS ANY KEY TO RETURN TO THE MENU: ?";
LET X% = INKEY$
REM
IF X$ <> "" THEN 4250
LET X% = INKEY%
GOTO 4210
REM
LET I =0
RETURN
REM
REM XEEXKRARKRRE RN KR Ok R R R Rk R o kKX
REM ¥ OBTAIN VALID TITLE AND NAME X
REM ¥¥XRHENEEEREEXEOOK OO KK OO R XK OO R XX
REM
LET E1% = " "
INFUT "ENTER TITLE, FIRST NAME AND LAST NAME: "; N%(I)
REM
IF EI$ = "NAME IS VALID" THEN 5210
GOSUB 5400
IF E1$ = "ERROR IN NAME" THEN 5140
LET E1$ = "NAME IS VALID"
60TO 5190
REM
EETE LS
PRINT " "
INPUT " PLEASE REENTER TITLE, FIRST NAME AND LAST NAME:
GOTO 5190
REM
GOTO 5080
REM
RETURN
REM
REM ¥k ki kA R XK KX XXX Rk
REM % EDIT TITLE AND NAME ENTRY x
REM ARk kxR R KRR R KRR XA R KA X Rk XAk L
REM
LET N$ = N$(I)
IF LEN(N$) < 7 THEN 5840
IF LEFT$#(N%, 3) = "MR." OR LEFT$(N$, ) = "MS." THEN 5520
PRINT " ERROR — TITLE MUST BE MR. OR MS."
LET E1$ = "ERROR IN NAME"
GOTO 5520
REM

"

N$ (1)

Figure 9-64 Sample program (Part 4 or7)
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5520
5530
5540
9550
5060
9570
5580
5590
5600
5610
5620
5620
S640
5650
5660
9670
5680
5670
5700
5710
5720
5730
5740
5750
5760
5770
5780
5790
5800
o810
S820
SB30
5840
5850
5860
5870
5880
5820
S700
5910
5920
5930
6000
6010
&020
&5030
6040
4050
6060
L5070
&£080
&090
&100
6110
6120
6130
6140

IF MID$(N%, 4, 1) = " " AND MID$(N$, S, 1) <> " " THEN 5580
PRINT " ERROR - ENTRY MUST BE: MR. FIRSTNAME LASTNAME"
PRINT " OR MS. FIRSTNAME LASTNAME"

LET E1% = "ERROR IN NAME"
GOTO 5930
REM
LET L = LEN(N%)
LET L1 = LEN(N$)
REM
IF L = 3 OR MID$(N$, L, 1) = " " THEN 5650
GETE L =]
GOTO S610
REM
IF MID$(N$, L, 1) = " " AND MID$(N$, L-1, 1) <> " “THEN 5710
PRINT *  ERROR — ENTRY MUST BE: MR. FIRSTNAME LASTNAME"
PRINT " OR MS. FIRSTNAME LASTNAME"
LET E1% = "ERROR IN NAME"
GOTO 5930
REM
LET L$ = MID®(N$, L + 1, L1 - L)
LET L =L — 1
REM
IF L = 2 OR MID${(N%, L, 1) = " " THEN 5780
LET L =L -1
GOTO 5740
REM
IF MID$(N$%, L, 1) = " " AND MID$(N$, L-1, 1) <> " " THEN 5930
PRINT " ERROR - ENTRY MUST BE: MR. FIRSTNAME LASTNAME"
PRINT * CR MS. FIRSTNAME LASTNAME"
LET Ei1$ = "ERROR IN NAME"
GOTO 5930
REM

LET E1% = "ERRDOR IN NAME"

IF LEN(N$) = 0 THEN S900
FRINT "  ERROR - ENTRY MUST BE: MR. FIRSTNAME LASTNAME"
PRINT " OR MS. FIRSTNAME LASTNAME"

GOTO 5930
REM
PRINT " ERROR — NO TITLE AND NAME ENTERED"
GOTO 5930
REM
RETURN
REM
REM 222Xk XAk bk kb kA A R A KRR R AR KRR LR R R XX XXX
REM % OBTAIN VALID CITY AND STATE x
REM 2k kX RNk R R R e e ek ke x
REM
LET\EZ2%! =it
PRINT "t &
INFUT "ENTER CITY AND STATE: "; C%(I)
REM
IF E2% = "STATE IS VALID" THEN 6220

GOSUR 6500

IF E2% = "ERROR IN STATE CODE" THEN &150
LET E2% = "STATE IS VALID"

GOTO 6200
REM

Figure 9-65 Sample program(Part5or7)
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6150 LET E2% = "
6160 PRINT " "
6170 INPUT " PLEASE REENTER CITY AND STATE: "; C%(I)
6180 GOTO 6200
6190 REM
6200 GOTO 6090
6210 REM
6220 RETURN
6500 REM
6510 REM XX3XX0KF KKKk KX KRERR XX KR KRR O R R KKK OR K K KRR R XX KX
6520 REM % EDIT CITY AND STATE X
6530 REM KXXXXKKK KKK KR KKK OO OO OO KR X KRR KRR X KRR X KKK K
6540 REM
6550 LET C$ = C$(I)
6560 LET L2 = LEN(C$)

6570 IF L2 < 4 THEN 6830

6580 IF MID$(C$, L2-2, 1) = " " AND MID$(C$, L2-3, 1) <> " " THEN 6630
6590 PRINT " ERROR - ENTRY MUST BE: CITY STATECODE"

6600 LET E2% = "ERROR IN STATE CODE"

6610 GOTO 6870

6620 REM
6630 LET J =1

6640 REM
6650 IF J > N THEN 6700

6660 IF RIGHT$(C$, 2) = S$(J) THEN 6700

6670 LET J = J + 1

6680 BOTO 6650

6690 REM
6700 IF J > N THEN 6730

6710 GOTO 6870

6720 REM
6730 PRINT " ERROR - STATE MUST BE: ";

6740 REM
6750 FOR X = 1 TON - 1

6760 PRINT S$(X); ", ";

6770 NEXT X

6780 REM
6790 PRINT "OR "; S$(X)

6800 LET E2% = "ERROR IN STATE CODE"

6810 GOTO 6870

6820 REM
6830 PRINT " ERROR - ENTRY MUST BE: CITY STATECODE"

6840 LET E2% = “ERROR IN STATE CODE"

6850  GOTO 6870

6860 REM
6870 RETURN

7000 REM
7010 REM KXXXXXXEKXEEREKERXREREKEKRRRRERRKRRRERXRX KX KR RRKRKRXRLRN
7020 REM % PRINT LETTER X
7030 REM EX¥XXXEX RN EXEXRERERERRKR KR KR KK RERE KX KX KR KR NRKKRAREK
7040 REM
7050 CLS

7060 PRINT N$(I)

7070 IF LEN(A$(I)) = O THEN 7110

7080 PRINT A%(I)
7090 GOTO 7110
7100 REM

Figure 9-66 Sample program (Part6or7)
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7110 PRINT LEFT$(C$(I), LEN(C#$(I)) — 3); ", "3
7120 PRINT RIGHT$(C%(I), 2); " "3 Z%(I)
Z1SO U PRINT M
7140 PRINT "DEAR "; LEFT$(N$(I), 3); " "; L#%; ":"
7150 PRINT " *
7160 PRINT " THE "; L%; " FAMILY HAS BECOME"
7170 PRINT "ELIGIBLE TO RECEIVE AN EXPENSE-FAID TRIP"
7180 PRINT "FROM YOUR HOME IN "; LEFT$(C$(I), LEN(C%(I)) - 3);
7190 PRINT " TO HAWAII."
7200 PRINT " ":; LEFTH(N$(I), Z); " "3 L%; ", PLEASE RETURN THE"
7210 PRINT "ENCLOSED CARD TO DETERMINE IF YOU HAVE"
7220 PRINT "WON YOUR FREE TRIP TO HAWAII."
7230 PRINT " "
7240 FPRINT " REAL ESTATE TIMESHARING"
7250 PRINT " "
7260 PRINT "DEPRESS ANY KEY TO RETURN TO THE MENU: 72";
7270 LET X% = INKEY#%
7280 REM
7290 IF X% <> "" THEN 7330
7300 LET X% = INKEY$
7310 BOTO 7290
7320 REM
7330 RETURN

Figure 9-67 Sample program (Part 7 or7)




CHAPTER
NINE

SUMMARY

9.52

The following points have been discussed and explained in this chapter.

1. BASIC provides a specific set of string functions which allow string
data to be casily manipulated.

2. It is common for one selection on a menu to provide for printing
instructions on how to use a program.

3. In most interactive programs, the data entered by the user will be
edited against a criteria to attempt to ensure that the data entered is accurate.
If the data entered is in error, the user will normally be asked to reenter the
data.

4. It is not possible for a program to determine that all data entered is
valid. Therefore, the user must examine the data entered to ensure it is correct.
The fact that the program will edit input data does not relieve the user of the
responsibility for checking entries made on the keyboard.

5. The INKEYS$ function allows the user to enter a single character from
the keyboard without requiring that the enter or return key be depressed.

6. The INKEYS function checks the keyboard to determine if a key has
been depressed. If so, the character is returned by the function. If not, a null
character is returned by the function.

7. A null character is tested for through the use of the if statement and
double quotation marks with no space between the quotation marks.

8. Since the INKEYS function does not halt for a user response, the nor-
mal method for using this function is to place the program in a loop to await
the response. If the variable field to the left of the equal sign in the let state-
ment which contains the INKEYS function contains a character, then a
character has been entered. If the field contains a null character, a key has not
been depressed on the keyboard.

9. The use of the INKEYS function can allow single characters to be
entered faster because only one key need be depressed. In addition, it can
dynamically allow input to a program without requiring that the program halt
while the user enters data.

10. Data which is stored in a string field cannot be used in calculations or
other instructions where numeric fields are required. It often occurs, however,
that a string field can contain numeric data which will have to be used in a
statement which requires a numeric field. Allowing a string field to be used
where a numeric field is required can be accomplished through the use of the
VAL function.

11. When a string contains one or more numeric values followed by
alphanumeric characters, the leading number is referenced when using the
VAL function. If there is no leading numeric value in a field, the value zero is
returned by the VAL function.

12. The LEN function is used to determine the number of characters in a
string constant or field identified by a string variable. To utilize the function,
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the word LEN is followed by a string variable or string constant enclosed
within parentheses. The LEN function can be specified in any BASIC
statement where a numeric value is required or allowed.

13. The variable name specified for the LEN function must be a string
variable name. A numeric variable name or constant cannot be used for the
LEN function.

14. The STRS function allows a numeric constant or numeric variable
field to be used in statements requiring a string constant or variable field. The
entry STRS$ (numeric variable name) can be used in any BASIC statement that
requires or allows a string variable.

15. The STRS function returns a string value. If the number in the
numeric variable or constant is positive, a space is returned in the first posi-
tion. If the value is negative, a minus sign is returned in the first position.

16. The LEFTS$ function is used to make available a specified number of
characters from a string starting with the leftmost position. The word LEFT$
is followed in parentheses by the string constant or the name of the string
variable field from which the characters are to be made available and the
number of characters to be made available. The LEFTS function can be used
in any statement that requires or allows a string variable.

17. String functions can be combined in a single statement. An important
aspect is to identify which functions require string variables and which
functions require numeric variables.

18. Particular attention must be paid to the sets of parentheses which are
required when multiple functions are used in a single BASIC statement.

19. The RIGHTS$ function makes available a specified number of
characters from a string starting with the rightmost character and moving to
the left. The word RIGHTS is followed in parentheses by the string constant or
the name of the string variable field from which the characters are to be made
available and the number of characters to be made available. The RIGHTS
function can be used in any statement that requires or allows a string variable.

20. The MIDS$ function can extract any number of characters from any
position within a string constant or variable string field. The programmer must
specify the string constant or the variable name of the string field from which
the data is to be taken, the beginning location of the data to be extracted, and
the number of characters to be extracted.

21. The MIDS, LEFTS, and RIGHTS functions can be used to extract for
editing data entered by a user.

22. The characters extracted from a string of data through the use of the
MID$, RIGHTS, and LEFTS$ functions are sometimes called a substring.

23. A delimiter is a value in a string of data that indicates the beginning or
end of words, sentences, phrases, or paragraphs. String data can be scarched
for delimiters using string functions. Once the delimiter is found, portions of
text material can be extracted, moved, or otherwise processed.

STRING
PROCESSING
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24. The essential process to search a string is to do the following:
a) Establish the beginning point of the search; b) Determine the criteria which
will end the search; ¢) Establish the loop which will search the string text until
the criteria is satisfied.

25. A string search can be used to find a substring consisting of a word or
words from a sentence or paragraph.

26. The process of searching a string for a substring involves comparing
the word or words entered by the user to an equal number of characters at the
start of the paragraph. If an equal condition is found, then the word or words
entered by the user are in the paragraph. If an unequal condition is found, the
data entered by the user is compared to the paragraph beginning with the next
character. This process continues until an equal condition occurs or until the
entire paragraph has been searched.

27. Concatenation is the process of joining together two or more picces
of data. String data may be concatenated using the addition arithmetic
operator (+).

28. Concatenation can take place only on string fields. Any string fields,
including constants, can be concatenated.

29. The STRINGS function makes available a string of characters of any
length from 1 to 255. The number of repetitions of the character desired and
the specific character are specified in parentheses following the word STRINGS.

30. On many computer systems, each number, letter of the alphabet, or
special character is stored in main computer storage as a series of seven elec-
tronic impulses called bits. The combination of seven bits being on or off
determines the character stored.

31. The American Standard Code for Information Interchange (ASCII)
code is widely used to represent data in main computer storage. It specifies
what combination of seven bits represents any given character.

32. Expressing decimal values using two symbols (the zero and one) is
called the binary numbering system. Each position in a binary numbering
system is assigned a place value based upon a power of 2. The place values of a
binary number, beginning at the right and moving to the left, are 1, 2, 4, 8, 16,
32, and 64.

33. The CHRS function allows the programmer to specily ASCII codes
to identify characters. The value within the parentheses following the word
CHRS represents the ASCII code of a particular character. This [eature allows
some characters which are not represented on a keyboard or which cannot
legally be specified in a BASIC statement to be used with that statement.

34. The ASC function returns the ASCII code for the first or only
character in a string. Since the value returned by the ASCII function is
numeric, it can be used in calculations.
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QUESTIONS AND EXERCISES

. The function allows the user to enter

character(s) from the keyboard without depressing the
or key.

. A null character is tested for using the if statement and double quotation

marks with no space between the quotation marks (T or F).

. Data which is stored in a string field: a) Can be used in a calculation;

b) Cannot be used in a calculation; ¢) Cannot contain numbers; d) Can
be used in a calculation only if the variable name of the field is used with
the STRS function.

. The function is used to determine the number of

characters in a string constant or field identified by a string variable.

. Which function allows a numeric constant or numeric variable field to be

used in statements requiring a string constant or variable: a) STRINGS;
b) VAL; c¢) STRS; d) CHRS.

. The LEFTS function is used to make available a specified number of

characters from a string starting from the leftmost position (T or F).

. The RIGHTS function can be used in any statement that requires or allows

a numeric variable (T or F).

. The three values which must be specified with the MID$ function are:

a) The position of the first character, the position of the last character,
and the number of characters to be extracted; b) The name of the field or
the string constant from which the data is to be extracted, the position of
the first character to be extracted, and the number of characters to be
extracted; ¢) The number of characters to be extracted, the name of the
field or the constant from which the data is to be extracted, and the posi-
tion of the last character to be extracted; d) The name of the field or
constant and the number of characters to be extracted.

. A is a value in a string of data that indicates the begin-

ning or end of words, sentences, phrases, or paragraphs.

. The logic for searching a string is virtually the same as the logic for the

exchange sort (T or F).

. Concatenation is the process of joining together: a) Two numeric fields;

b) Two string fields or constants; ¢) Two numeric constants; d) Two or
more BASIC statements.

. ASCII stands for: a) Association for Standardization of Computer Infor-

mation and Intelligence; b) American System Computer Information
Institute; ¢) Association for Standard Computer Information Inter-
change; d) American Standard Code for Information Interchange.

. The real estate company using the letter in the sample program in this

chapter has determined that the letter is more effective if the first name is
used in the salutation (DEAR JAMES:) rather than the title and last
name. Make the changes in the sample program to cause this to happen.
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Chapter 9
DEBUGGING EXERCISES

The following lines of code contain one or more coding errors. Circle each
of the errors and write the coding to correct the errors.
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Chapter 9
PROGRAMMING ASSIGNMENT 1

A credit collection letter that is sent to customers at least ten days late in
paying their bills is to be prepared. In addition, a listing of customers who are
late is to be prepared, and mailing labels are to be prepared for those
customers receiving the letter. Design and code the BASIC program to
produce this material.

The program utilizes a menu which is illustrated below.

The four functions which can be performed by the program allow the user
to create the collection letter, print a listing of those customers receiving a
collection letter, print mailing labels, and terminate the program.

When code 1 is selected from the menu, the screen to create the collection
letter should be displayed, as shown below.

The user should enter the title, first, and last name; the street address; the
city and state; the zip code; the number of days past due; and the amount past
due. The title and name entry must follow the same format as the sample pro-
gram in this chapter. The street address can be omitted if there is none. The
city and state entry must follow the same format and contain the same states as
the sample program in this chapter. The number of days past due must be a
minimum of 10 and a maximum of 120. The amount past due must be a
minimum of 10.00 and a maximum of 5,000.00.

STRING
PROCESSING

Instructions

Menu

Create collection
letter
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Print listing
of customers

Mailing labels

Data editing
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After the data has been entered, the letter should be printed, as shown below.

When code two is selected from the menu, a listing of those people who
have been entered should be printed, as illustrated below.

When code 3 is selected, mailing labels containing the title, first name and last
name, address, city and state, and zip code should be printed. The format of
mailing labels is the same as those in the sample program in this chapter.

Data entered by the user should be edited by the program. For those fields
not identified specifically in this assignment, the programmer should develop
appropriate editing criteria and incorporate it into the program.
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Chapter 9
PROGRAMMING ASSIGNMENT 2

A record store maintains a list of current best-selling records. This list is
accessible from a computer. Design and write a BASIC program to access the
list using a menu.

The format of the menu is shown below.

The user can choose to print all the best selling songs, perform an inquiry,
or terminate the program.

When selection one is chosen from the menu, the songs should be listed in the
following format.

To make an inquiry, the user selects menu code 2. When the screen on
page 9.60 appears, the user should enter one or more words or phrases which
might be found in the title of the song. The program should then search each
song title and, if the word or phrase entered by the user is found in the song
title, the entire song title should be printed.

STRING
PROCESSING

Instructions

Menu

Printing the songs

Inquiries
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If the word or phrase entered by the user does not appear in any of the
current best-selling song titles, the message ‘‘—word entered by user— DOES
NOT APPEAR IN ANY SONG TITLE"” should be displayed.

For testing purposes, the song titles shown in the listing above should be
used. The following words and phrases should be entered by the user: D1
LOVE; 2) COWBOY; 3) EVER; 4) OKLAHOMA; 5) TEXAS:; 6) LOVE.
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In previous chapters, the data to be processed has been included in data  Introduction
statements or has been entered directly by the user in an interactive mode. In
many applications, it is advantageous to permanently store data on an aux-
iliary storage device such as a floppy disk. When this is done, the data can be
read from the floppy disk into main computer storage and be processed as
required. Storing data on a floppy disk allows many programs to reference the
same set of data. The statements to record data on a disk and the statements to
read the data stored on a disk are explained in this chapter. In addition, a variety
of other statements common to most BASIC interpreters are also discussed.
The diagram in Figure 10-1 illustrates the concept of storing data on a disk.

\xmmmmmmm ,

STOCK PURCHASE AGREEMENTS | STOCK PURCHASE

AGREEMENT
ENTER DATE: 01/05

ENTER COMPANY NAME: MICROTEC
ENTER NUMBER OF SHARES: 100 | DATE _01/05_
ENTER COST PER SHARE: 2.50 |

, STOCK _MICROTEC

SHARES _ 100

COSTPERSHARE _2.50

______ q = TIe :m; “"'tll!

“ . l”

Write onﬁisk

|01/05| |MICROTEC|  [100
DATE COMPANY NUMBEROF
SHARES

In the example, data from a stock purchase agreement is entered into  Figure 10-1 The steps in
storing data from a source

main computer storage from a computer terminal. After the data has been  gocument include: 1) Key-
entered into storage, the data is then written on a floppy disk. ing the data from the source
i d 4 document; 2) Storing the

After the data from the first stock purchase agreement is entered into .o o comouter stor-
storage and recorded on disk, the data from the next stock purchase agreement  age as it is keyed; 3) Stor-
would be entered into storage via the computer terminal. This data would then "9 the data on a disk after

e ; i it has been keyed,
be recorded on the disk immediately after the previous set of data.
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Sequential files

Figure 10-2 When data is
read from a disk file, it is
read one record at a time
into main computer storage
When the record in this ex-
ample is read, the date, com-
pany name, number of
shares, and cosl per share
are placed in fields. The
data in these fields can
then be used for whatever
processing is required,
such as creating the report
shown,

10.2

Each stock purchase agreement is considered a record. The collection of
records, that is, all of the stock purchase agreements considered as a unit, is
called a file. When records are stored on a disk one after the other, the collec-
tion of records on the disk is called a sequential file. Although records can be
stored on the disk in any sequence, they are normally arranged in some
sequence based upon a field in each record called a key. In the example on the
previous page, the stock purchase agreements are recorded on the disk in date
sequence. The date field, therefore, is the key or control field for the stock
purchase file.

Records which are organized sequentially are usually retrieved sequen-
tially. This means that when the records are read from the disk into main com-
puter storage, they will be read one after the other in the same sequence as they
are stored on the disk.

The diagram below illustrates reading data from a disk into main com-
puter storage and preparing a report from the data in main computer storage.

SLINEAITIRLE

u’mrr-l:rrrm.’” TP

U

|01/05] [MICROTEC]

100
DATE

COMPANY  NUMBEROF  COST
~ SHARES i

[
STOCK REP
P ORT
| DATE COMPANY SHARES  COST VALUE
® | 01/05 MIcROTEC 100 2.50 $250. 00
| FASTDISK 200 4.20 $840. 00
® ! TOTAL FOR 01/05  $1,090.00

When data is read from a disk, the data is read a record at a time into
main computer storage. To indicate the end of the file, an end of file indicator
is recorded on the disk when the data is originally recorded. In the example
above, the letters EOF are recorded in the date field to indicate end of file.
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When data is stored on disk under the control of a BASIC program, the data
to be written is moved from the individual fields to a reserved area of main
computer storage called a buffer. The record formed in the buffer area is then
written on the disk (Figure 10-3).

. Write adiskrecord

lo1/05] [MicROTEG|  [100]
| DATE  COMPANY NUMBER

1| M[CF!OTEG 1000250]
{ Buffer Area il

2.50|

In the example above, the data from the individual fields is moved to the
buffer area. The record is then written on the disk from the buffer area. Each
file to be read or written in a program must have a buffer assigned to it. If
there is one file in the program, then one buffer is required. If there are two
files, then two buffers are required, and so on. These buffers are numbered by
the BASIC interpreter. Most computer systems allow up to fifteen buffer
areas. The instructions which cause a record to be written or read must refer to
the proper buffer number.

When processing a sequential file using disk, the program must specify
whether data is being recorded on the disk .an output file) or data is being read
into main computer storage from a file already on the disk (an input file). In
addition, the buffer to be used must be identified and a name must be assigned
to the file. These tasks are accomplished by the OPEN statement.

The format of the open statement and an example of its use are illustrated
below.

GeneraIFormat

ﬂ JJ T Hfhl"fp[':!r\! If ;.
I- [||I| “ Ffjf”ff /lr}."rlrjﬂlixl',f!rfrr %}. -|

-. i Jlr IIJ || 1] [} 'IH|| ||r!|||||Jn

Program

FILES,
REPORT GENERATION,
AND FUNCTIONS

Storing data
ondisk

Figure 10-3 A buffer area
is used for both input and
output disk files. The disk
record is formed in the buf-
fer area from the individual
fields in the program and
then is written when the
file is an output file. When
an input file is processed,
the entire record is placed
in the butfer area when it is
read and then it is sepa-
rated into each field.

The
OPEN statement

Figure 10-4 The open state-
ment must be executed be-
fore any inputfoutput opera-
tions occur with a disk file.
The same filename used
when the file is created as
an output file must be used
in the open statement that
opens the file as an input
file,
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statement

General Format
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An open statement is required before a file on the disk can be referenced
or accessed. The first entry following the word OPEN is the file type. For a
sequential file, the entry may be the letter of the alphabet O, or the letter of the
alphabet I. The entry must be included in quotation marks. The letter O
signifies that an output file is to be recorded on the disk. The letter I indicates
that an input file will be read from the disk. In the example in Figure 10-4, the
open statement contains the letter O, signifying an output file.

Following the file type entry is a comma and then a buffer number. Buffer
numbers normally begin with 1. In the example, buffer number 1 is specified.
Each file defined by an open statement must have a unique buffer,

The last entry is a file name. The file name must be enclosed in quotation
marks, and, for most systems, can consist of from 1 - 8 characters, the first of
which must be alphabetic. In the example, the file name selected is STOCK.

The print # statement is used to sequentially write data in a file on a disk. The
format of the print # statement and an example of its use for storing numeric
data on disk is illustrated below.

e

Example 1:

IlhlL‘L‘c “l_' Wikl

o

Figure 10-5 The print #
statement is used to write
data in a disk tile, The print
# statement cannot be exe-
cuted until an open state-
ment for the same buffer
number has been executed.

TR
it mmll‘lH 111'11. i

Example 2:

1

il u."LI..I.L

\‘\

il

A

The print # statement writes data sequentially on a disk. The first entry
following the print # entry is a buffer number. In the example above, buffer
number 1 is specified. The buffer number is followed by a comma and then the
variable names of the fields to be recorded.

A print # statement creates a disk image very similar to the screen image
created by a print statement. Therefore, the punctuation in the print # state-
ment is very important. In example 1 in Figure 10-5, the comma separating the
names would cause blank spaces on the disk between the value referenced by N
and the value referenced by A just the same as the spacing that would occur on
the CRT. This is wasteful of disk storage. Therefore, semicolons should nor-
mally be placed between numeric variable names as illustrated in example 2.
When semicolons are used to separate data names in a print # statement, the
values are stored on disk with one blank space after the first number and
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one blank space before the next number. The effect is to separate each field so
that the numeric fields may be referenced individually.

To store two or more adjacent string fields on a disk, the print # statement is
used, followed by the buffer number, a comma, and the variable names
referencing the fields to be stored on disk. It is important to note that each
string field must be separated by a comma contained within quotation marks.

This technique results in a comma being recorded on the disk to separate
the string fields so that they may be accessed.

The following example illustrates portions of a program to accept data
from the user and record the data onto disk.

In the example in Figure 10-7, after the open statement is specified, input
statements are used to obtain stock data. The print # statement, when
executed, stores the specified fields on the disk.

In the example in Figure 10-7, the last statement is the close statement, fol-
lowed by a buffer number. The close statement terminates access to a file
through the specified buffer. After a file has been opened and data has been
processed, the file should always be closed prior to removing the disk from the
system. Closing the file will ensure that all data is written on the disk.

The input # statement is used to read data from the disk into main computer
storage. The data is read one record at a time in the same sequence in which it
is stored. The format of the input # statement and an example of its use are
illustrated in Figure 10-8.

FILES,
REPORT GENERATION,
AND FUNCTIONS

Storing string
data on disk

Figure 10-6 When writing
string data in a disk file,
the string fields should
physically be separated by
a comma. Generally, as in
this example, a string con-
stant containing a comma
will be used.

Figure 10-7 The general
sequence for storing data
in a file on disk is to open
the file as an output file,
obtain the data which will
be written on the file, and
write the data on the file.
The file is opened only one
time. Usually, however, the
processing to obtain data
and write it on the file will
be placed in a loop until all
data has been written, At
that time, the close state-
ment for the file is executed.

The close
statement

Reading data
from disk
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Figure 10-8 The INPUT #
statement is used to read
data from a disk file. The
buffer number specified
must be the same buffer
number specified in the
open statement for the file
to be read.

Figure 10-9 The sequence
for accessing data from a
file is first open the file and
then read data from the file
by using the input # state-
ment. After all records have
been read and processed,
the file should be closed
with the close statement
(line 3250),

Additional BASIC
functions
and statements

RND function

10.6

General Format
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When the input # statement in Figure 10-8 is executed, four fields from
the file using buffer #1 are read into the storage locations identified by the
variable names DS, C$, N, and P. This data may be processed in any manner
required by the program.

The following segment of code illustrates the entries to read data from the
disk and display the data on a CRT screen.

Y |I|;I}l‘1H \
il ,"“‘"w “‘ !

A \ \ il
\ |1|'|‘]l ALl \ |I I'l T \4 H||
..”.Ill\'.'.nwnll.'.”.".\mn Ui I,”lIIH“I'}':lI'“ Wui\ |
|l || n |IIllIl i \ ||I||

|1|I|H' I'I (1
.."“l'”l'“”

il AL I

The open statement on line 3130 allows access to the sequential disk file
named STOCK using buffer number 1. The entry I enclosed in quotation
marks signifies that the file being accessed is an input file. The input # state-
ment on line 3150 reads data from the disk and stores the data in main
computer storage in the areas referenced by DS, C$, N, and P.

The print statement on line 3190 displays the data on the CRT screen.

There are a number of additional functions and statements that are available
with most BASIC interpreters. Some of these are explained on the following

pages.

The RND function generates random numbers. These numbers can be used for
simulations, games, or any application in which an unknown random number
must be used. The format of the RND function and the manner in which it
operates varies considerably from computer system to computer system. The
two most commonly found formats of the RND function are illustrated in
Figure 10-10 to generate a series of random numbers between 0 and 1.

In format 1, the value zero is specified within the parentheses following
the word RND. In format 2, any positive integer can be specified. Some com-
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Program — Format 2
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Program - Format 1
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Output

. 7655695 . 3598607 - 3742327 . 1388798
.8231488 9232107 .1019188 .5166124
. 2575781 7670416 . 9790686 . 3092352

puter systems use format | and some computer systems use format 2. The user
should check the programming manual for the particular computer system to
determine which format is applicable.

In many applications where the random function will be used, there is a
need to generate a range of integer values. For example, to simulate the roll of
a pair of dice, the numbers 1 through 6 are desired. The routines in Figure
10-11 could be used to obtain these values.

Program - Format 2

Program Format1

FILES,
REPORT GENERATION,
AND FUNCTIONS

Figure 10-10 The random
function (RND) is shown
here in two formats that
will return a random value
between zero and one. The
exact format and exact rules
for the RND function should
be checked in the BASIC
programming manual for
the computer system being
used.

For both format 1 and format 2, the value between zero and one returned
by the RND function is multiplied by six, and the value 1 is added to the result.
The integer of that answer is then printed. This technique ensures that the
value printed is a number 1 through 6. It will never be less than 1 because even
if the value zero is returned by the random function, the one added to the value
returned will cause a 1 to be printed. The value printed will never be greater
than 6 because even if the maximum value (.9999999) returned is multiplied by
six (9999999 x 6 = 5.999999) and then a one is added (5.999999 + 1 =
6.999999), the integer function will return the next lowest integer (6). This
technique can be used to generate random numbers within any given range by
changing the six to the highest number greater than the lowest number in the
range and replacing the one with the lowest number in the range of numbers.

The RND function will normally return the same sequence of random
numbers each time a program is executed unless it is ‘‘seeded’ with a new
value each time. Some computer systems use a RANDOM function, while
others use a RANDOMIZE function, and still others use different means to

Figure 10-11 In these exam-
ples, a value between zero
and one will be returned by
the RND function. The cal-
culation, together with the
integer function, then pro-
duces an integer between
the values 1 through 6. This
technique can be used for
any application which re-
quires random values be-
tween given boundaries.
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SQR function

Figure 10-12 The SQR func-
tion returns the square root
of the value placed in par-
entheses. In the print state-
ment on line 1010, the func-
tion is used to return the
square root of an altitude
entered by the user in re-
sponse to the input state-
ment on line 1000. The
square root is multiplied by
1.22 to determine the num-
ber of miles that can be
seen,

Program

TR

Output
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seed the RND function. If it is important to ensure an unpredictable sequence
of random numbers, the programmer should consult the programming guide
for the particular computer system being used to determine the method for
sceding the RND function with a new sequence each time the program is
executed.

The square of a number is the value that results when a number is multiplied
by itself. The square root of a number is a number which when multiplied by
itself gives the original number. A square root is used in mathematical
formulas for many applications.

The SQR function computes the square root of a number. To calculate
the square root, the entry SQR, followed by a positive number, numeric
variable, or expression enclosed in parentheses, is included in a BASIC state-
ment. The following example illustrates the use of the SQR function to print
the number of miles that can be seen from an airplane on a clear day. To per-
form this calculation, the square root of the altitude in feet is multiplied by
122

General Format

( ENTER THE ALTITUDE:

YOU CAN SEE B86.26702 MILES FROM S000 FEET

? 5000 )

SGN function

The SQR(A) entry returns the square root of the value in the numeric field A.
The value in A must be positive. The SQR function can be used wherever a
numeric value is required or allowed in a BASIC statement.

The SGN function may be used to indicate the sign of a numeric value. To use
the function, the entry SGN is included in a statement followed by a number,
numeric variable, or expression in parentheses whose sign is to be determined.
When included in a statement, the SGN function returns a -1 if the value is
negative, a zero if the value is zero, and a + 1 if the value is positive. The follow-
ing example illustrates the use of the SGN function in an on gosub statement.



10.9

Ganaral Formal

In the example in Figure 10-13, if the sign of the value in the field iden-
tified by the variable name X is negative, the entry SGN(X) will return the
value -1. If the value in X is equal to zero, a zero is returned by SGN(X), while
if the value in X is positive, the value + 1 is returned. Therefore, the arithmetic
expression SGN(X) + 2 will compute a value of 1, 2, or 3, depending on
whether the value is negative, zero, or positive. As a result, if the value in X is
negative, the subroutine at line 1000 will be given control by the on gosub
statement. If the value in X is zero, the subroutine on line 2000 will receive
control; and if the value in X is positive, the subroutine beginning at line 3000
will be executed.

The BASIC language is frequently used for engineering, mathematical, and
scientific applications. When certain values are required, these functions can
be used to calculate the values. The table in Figure 10-14 lists the most
frequently used functions.

» To determine radians, muitlply degrees by PI/180, where Pl = 3.141593.

FILES,
REPORT GENERATION,
AND FUNCTIONS

Figure 10-13 The SGN func-
tion returns a minus 1 if
the numeric value in paren-
theses is negative, a zero if
the numeric value in paren-
theses is zero, and a plus 1
if the value is positive. By
adding the results of the
SGN function to the con-
stant 2, avalue of 1,2, or 3
can be derived. This num-
ber is used to determine
which subroutine is passed
control.

Math and
trigonometry
functions

Figure 10-14 The math and
trig functions shown here
are to be used in math, sci-
entific, and engineering ap-
plications. For several of
the functions (COS, SIN,
and TAN), the angle must
be expressed in radians,
not degrees. To calculate
radians from degrees, the
number of degrees is multi-
plied by the value PI/180
where Pl is equal to
3.141593.
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The DEFFN
function

Figure 10-15 The DEF FN
function allows a program-
mer to define a one-line func-
tion that can be called by
using the name FNvarlable-
name, where the variable
name is a numeric or string
variable name. In this exam-
ple, the variable name cho-
sen is R, so the function is
called using the name
FNR. The value(s) placed in
the parentheses following
the name of the function
are used in the processing
performed by the function.
When the function is called,
the variables or constants
specified by the program-
mer are substituted for the
variable names in the defi-
nition of the function.
Here, on line 230, M is sub-
stituted for V; and on line
250, P is substituted for V.

Peek statement

10.10

BASIC programmers can define their own one line functions using the
DEF FN function. Through the use of this function, the repetition of
coding complex statements can be avoided. An example of the use of the DEF
FN function to code a general rounding function for use in a program is shown
in Figure 10-15.

Program
-'_200 DEF FNR V)

-

The DEF FN function consists of a line number, the entry DEF, the entry
FN, a numeric or variable name which serves to name the function, a variable
name or names in parentheses, and the expression which constitutes the
processing to take place. In the sample coding (line 200), the name of the func-
tion is FNR. R is a numeric variable name chosen by the programmer. If this
variable name were a string variable name, then the function would process
string data. The variable name in parentheses (V) represents the variable which
will actually be used with the function. On the right side of the equal sign, the
formula for rounding numeric values to dollars and cents is specified (sce
Figure 3-21 for an explanation of this formula).

The function is defined on line 200 and is used on lines 230 and 250. On
line 220, the numeric value 250.255 is placed in the field identified by the
numeric variable name M. On line 230, this value is rounded by the FNR func-
tion and is printed by the print statement. In this statement, the value in the
field M is substituted for every occurrence of the field V as defined in the func-
tion (line 200). Similarly, on line 250, the value in P will be used in the formula
at every occurrence of V.

Multiple variable names can be specified in the parentheses following the
DEF FN entry. These variable names would then be substituted for by the
values and variable names placed in parentheses when the function is used.

The DEF FN function can be useful when complex processing that is
required at more than one point in the program is specified in a single statement.

The PEEK statement returns the ASCII code value of the character stored
in computer storage at the address specified. The address must be in decimal
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form. For example, the following statement prints the contents of storage
location 1.

Program

e

To use the Peek, the address must be enclosed in parentheses following
the entry Peek. In the example, storage location 1 contained the ASCII code
value 49.

The POKE statement places a value into a specified address in computer
storage. It requires two entries — an address in decimal form and a value.

The use of the Peek and Poke are very machine dependent. Their use will
vary from computer system to computer system because the uses of various
memory locations in each computer are different. With the Radio Shack

TRS-80 computer, memory location (address) 15360 is the first position in
storage used to store data that is displayed on the screen. This position
represents the upper left corner of the screen. To cause a rectangular box to
appear on the screen in the upper left hand corner, the following entries could
be used. The ASCII code 191 represents the rectangular box.

i H“R\\\\\"‘- —

£ i\ \

.

TRS-80
GRAPHIC CODE
CODE | DISPLAY
s e

In the example in Figure 10-17, the graphic code 191 is “‘poked’ into

address 15360. The statement on line 120 causes the poke entry to be repeated.
Therefore, the box appears permanently on the screen.

FILES,
REPORT GENERATION,
AND FUNCTIONS

Figure 10-16 The PEEK
statement returns the ASCII
code value found at the ad-
dress specified in the state-
ment. Here, the ASCII code
49 is found at storage loca-
tion 1,

Poke statement

Figure10-17 The POKE
statemenl! places a value at
the location specified in
the statement. In this exam-
ple, the character corres-
ponding to ASCIl code 191
is placed at main computer
storage location 15360.
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Figure 10-18 In this exam-
ple, the POKE statement is
used together with the RND
function to randomly place
the character correspond-
ing to ASCII code 191 in
positions of main compu-
ter storage beginning with
15360 and extending for
1024 positions. This will
randomly place rectangular
boxes at all positions of
the CRT screen on a Radio
Shack TRS-B0 computer
system.

Control break
logic

Figure 10-19 On the stock
report, when the value in
the date field changes from
one record to the next, a
control break has occurred,
and a total for the day is
printed.

10.12

The program below illustrates a special graphic effect that may be
obtained using the poke and the RND function to cause the box to appear on
the screen at random, filling the screen with rectangular boxes.

B et

Fyrr WL"F"‘? ’;rT ] . I J:u;{}{hﬂlll{l}l}f;’;}h‘gIirf”.}n
r

--._,__

”“ POKE [‘fﬁ SND (O i if E;”}y?_; z fh“llllllul PJ
AL i} .' T f [
}J ‘;Hfﬂf//m'}.’”}ﬂ{/ Z hﬂlﬂl’a J U'il HJ{“JIIJI' R m‘“ ‘! iJIIJIHLHIJJHIUh';';

For additional details concerning the use of graphics, the peek and the
poke, refer to the reference manual for the computer system being used.

When sequential files are read from disk, the application may require a report
of the data on the file. A common format for a report involves control breaks.
A control break occurs when the data in a given field in an input record
changes from the value found in the same field in the previous record. For
example, in the report shown in Figure 10-19, all of the stock transactions for
a given day are grouped together. When the day changes, a control break has
occurred, and a total of the stock purchased for that day is printed.

STOCK REPORT

DATE COMPANY SHARES COST VALUE
01/05 MICROTEC 100 2.50 $250.00
FASTDISK 200 4.20 $840.00
TOTAL FOR 01/05 $1,090.00
01/19 FASTDISK 50 5.00 $250.00
MICROTEC 25 3.00 $75.00
ABACUS, INC. 100 1.90 $190.00
TOTAL FOR 01/19 $515.00
TOTAL FOR ALL STOCKS $1,605.00

The logic to create a control break report is shown in Figure 10-20. The
key to this logic is saving the control field (in this application, the date) in a
compare area so that it can be compared to subsequent records that are read
(see inset, Figure 10-20). When a subsequent record is read and the date in the
new record is equal to the date in the compare area, no control break has




Control Break
Logic

|01I’O5|

Compare Area

The date from the first record read must be moved to the date
compare area. The date stored in the compare area will be
compared to the date in each subsequent record which is
read. When the date in the record is different from the date in
the compare area, a control break has occurred. As part of
the processing of the control break, the new date will be
moved to the compare area.

Figure 10-20 The logic for
the control break report
uses a loop which checks
for end of file. The if-then-
else structure tests for a
control break. If the date
read is equal to the date in
the compare area, then a
control break has not oc-
curred, If the date read is
not equal to the date in the
compare area, a control
break has occurred. When
a control break occurs, the
date total is printed, the
date total accumulator is
set to zero so that it can
accumulate starting from
zero the total for the next
date, and the date from the
record just read is placed
in the compare area for com-
parisons to subsequent
records.

occurred, so the calculations for the record are performed, and the data is
written on the report.

When the date in the record is different from the date in the compare
area, a control break has occurred. The total for the previous date is printed,
and the new date is moved to the compare area. This processing occurs until all
records have been read and processed. A final total is then printed.
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Instructions

Menu

Entering stock
purchases
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Chapter 10
PROGRAMMING ASSIGNMENT 1

A program should be designed and coded in BASIC which provides for
the entering of data concerning the stock purchases of an individual. The data
should be stored on disk. After all stock purchase data has been entered, it
should be possible to generate two types of reports. The first report should
prepare a list of stocks purchased by date. The second report should provide a
stock summary. Entering the data and preparing the reports should be under
the control of a menu.

The menu which should be utilized is illustrated below.
TV m1 T “."ll'lll‘l‘ TR
il “\ il Iﬁ\ﬁ AR Nﬁﬁ LA
\ '| '|

A

|I.II'|I'I'[||!:I'|III t |I|| |

i\ '.I:L_ISI,II,LW,\.MI. !'l. il Ill
|
il

The menu selection should be edited to assure that an entry of 1, 2, 3, or 4
is made.

The screen for entering the stock purchase data is shown at the top of
page 10.15. After all data has been entered and verified by the operator, it
should be written on a disk file. The date of purchase should be a four-digit
number consisting of a 2-digit month number and a 2-digit day number. For
example, the date January 5 should be entered as 0105. The month number
must be a valid number (01-12). The day entered should not be less than one
nor more than the number of days in the month. For example, if the month
entered is April, the maximum value of the day field is 30.

The number of shares purchased cannot be less than ten nor more than
1,000. The cost per share should not be less than $1.00 nor more than $500.00.
After all entries have been entered, provision should be made for the operator
to visually inspect all of the entries for accuracy. If the operator makes a NO
response to the question HAS ALL DATA BEEN ENTERED CORRECTLY,
the data should not be recorded on disk. Instead, the data entry should begin
again with the date of purchase.
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When menu code 2 is selected by the user, a listing of the stocks by date of  List of stocks by
purchase is to be created. Note that the date is printed with a slash between the  date of purchase
month and the day. When the date changes (i.c., a control break occurs), a

total is to be printed of the total stock purchases for that day. After all records

have been printed, the final total of all purchases should be printed.

The stock summary report, illustrated below, should be prepared when the  Stock summary
user selects menu code 3. report
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Test data

10.16

This report is in alphabetical sequence by company name. Therefore, the
records on the disk will have to be read into main computer storage and be
sorted by company name. This report is also a control break report; that is,
when there is a change in company name, the total number of shares of stock
owned and the total cost of those shares should be printed. After all company
totals have been printed, the total value of all stocks should be printed.

The following data should be entered to test the program.
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Chapter 10
PROGRAMMING ASSIGNMENT 2

A program which registers people at a one-day computer conference should be
designed and coded in BASIC. As registration data is entered, it should be
stored on a disk file. Two classes are offered at the conference. A class in
BASIC costs $150.00 to attend. A class in COBOL costs $100.00 to attend.
After all people are registered, the user can select the processing from a menu.

The menu used in the program is shown on the following page. The selections
entered by the user should be edited to ensure they are valid.

The screen for code 1 from the menu is shown on page 10.18. The name
should be entered in a first name-last name format. The course entered must
be either BASIC or COBOL. Any other entry is invalid.

When the user selects code 2, a list of the individuals registered should be
created (next page). The report is in alphabetical sequence by name, with the
last name first and the first name last. After all records have been printed, the
total enrollment and total registration fees are printed.

When the user selects code 3, a report in alphabetical sequence by class is pro-
duced (see following page). This report lists each person enrolled in the classes.
When the class changes, the total enrollment in the class is printed,

When the user requests code 4, an inquiry by last name should be performed to
determine if the person is registered. The last name is entered, All persons with
that last name should be listed (see next page).

The following test data should be used for this program.

-g- fﬂ‘fﬂ
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e
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Instructions

Menu

Conference
registration

List of individuals

registered

Report by class

Registrant inquiry

Test data



Code 1 —
Conference
Registration

Code 2 —
Individuals
Registered

Code 3 —
Report by Class

Code 4 —
Registrant Inquiry
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ABS FUNCTION  5.18
ACCUMULATOR  3.29
ADDING, ELEMENTS OF ARRAY  8.12
ADDITION  1.12,3.2,3.7,6.19
ALGORITHM, SORTING 8.15
AND LOGICAL OPERATOR 5.12,5.11, 84
ARITHMETIC OPERATIONS, BASIC  1.12, 3.2
ARITHMETIC OPERATORS 3.2
ARITHMETIC RESULTS 3.4
ARRAY 7.3
ADDING ELEMENTS OF  8.12
COLUMN 7,23

ELEMENT 73,827 9.1
INDEX  B.30
LOADING 7.4,76,7.9,7.24 810

MULTI-DIMENSION  7.23
MULTIPLE 7.5
NUMERIC  8.32

PROCESSING  8.10, 9.30
ROW 7.23
SEARCH  7.11,7.12,7.16, 7.18, 7.19, 7.25

STRING  8.30
ARRAY ELEMENTS, POINTERS TO  8.27
ASC FUNCTION  9.30
ASCENDING SEQUENCE  7.19
ASCII CODE 4.9, 9.27, 9.29, 10.11
ASTERISK, DOUBLE  3.15
ASTERISK FILL CHARACTERS  3.15
AUXILIARY STORAGE  1.5,1.23
AVERAGING VALUES 8.12

BACKWARD SLASH  3.16

BASIC LANGUAGE 1.20

BINARY ARRAY SEARCH  7.19
BINARY DIGIT  9.27

BINARY NUMBERING SYSTEM  9.28
BINARY SEARCH, LOGIC FOR  7.20
BIT 927

BLANK LINE  3.26, 4.12

BUFFER 103, 10.4

o,

CLS 6.26
CPU 16,19, 1.24
CRT 1.9, 1.10
CALL 87
SORT MODULE  8.25
SUBROUTINE 8.8
CASE STRUCTURE 8.4, 85
CASSETTE TAPES 15,19
CENTRAL PROCESSING UNIT
CHANGES, PROGRAM 417
CHART, HIERARCHY  B8.33
CHECK, DATA  6.25
CHR$ FUNCTION  9.29
CLARITY, PROGRAM  4.12
CLEAR SCREEN INSTRUCTION  6.26
CLOSE STATEMENT 105
CODE
ASCIl 49,927,929, 10.11
DECIMAL VALUE 9.28

1.6,1.9, 124

INDEX

MENU 8.4
SEARCH 9.1
CODING

ARRAY SEARCH  7.16
PROGRAM  1.20
SORT B8.24
CODING TIPS
GENERAL PROGRAM
IF STATEMENT 5,26
INPUT, LOOPS, SCREEN MESSAGES
COLLATING SEQUENCE  4.10 - 4,12
COLUMN  3.26,7.23
COMMAND MODE 517
COMMENTS, PROGRAM  1.25
COMPARING 4.1, 51
CONSTANTS 4.7
EQUAL CONDITION 1,14
GREATER THAN CONDITION  1.16
INTEGERS  5.20
LESS THAN CONDITION  1.15
LOGIC STRUCTURE 4.1
NUMERIC CONSTANTS 4.8
NUMERIC VARIABLES 4.7, 4.8
NUMERIC FIELDS 5.7
OPERATIONS  1.14
REAL NUMBERS 5.18
STRING CONSTANTS  4.11
STRING VALUES 4.9
STRING VARIABLES 4.7, 411
VALUES 26,29, 4.7, 7.15,7.20
WHOLE NUMBERS  5.20
COMPILER, BASIC  1.24
COMPILING PROGRAM  1.24
COMPLEX LOGIC  5.14
COMPLEX PROGRAM 8.7
COMPUTER 1.1,19
MAIN STORAGE
OPERATIONS 14,189
PROGRAM 15,19
CONCATENATION OF DATA  0.24
CONCEPTS, BASIC PROCESSING 1.9
CONDITION

2.26, 3.30

1.6, 10.5

FALSE 5.2
TESTING 4.4
TRUE 5.2

CONNECTOR 6.23
CONSTANT  3.20
COMPARING 47
NUMERIC 4.8
STRING 411
FORMAT  3.18
NUMERIC 2.7
PRINT USING 318
STRING 2.17,6.4,9.29
CONSTANT VALUE 33
CONT INSTRUCTION  5.16

CONTROL

PROGRAM 4.6

RETURN 8.8
CONTROL BREAK LOGIC  10.13
CONTROL VARIABLE 6.8 ~ 6.10

CORRECTION, PROGRAM 1.1
COUNTER  3.28

COUNTER-VARIABLE 6.16

CYCLE, PROGRAM DEVELOPMENT 117

6.29



INDEX 1.2

—D—

DATA
CHECK  6.25
CONCATENATION  9.24
EDITING INPUT 9.4
ENSURE CORRECT 9.5
JOINING  9.24
MIXING NUMERIC, STRING  9.25
PROCESSING  3.24
STRING 9.1,9.3
STORAGE 7.1, 10.1
DATA KEY 8.5

DATA STATEMENT 2,16, 2,19, 3.24, 4.16,7.7, 7.8

DECIMAL

ALIGNMENT 3.4

NUMBER  10.11

POINT  3.12, 3.13, 517

VALUE CODE 9.28
DECISION STATEMENT 4.2
DECOMPOSE PROGRAM 838
DEF FN FUNCTION  10.11
DELIMITER  9.15,9.18, 9.29
DESCENDING SEQUENCE  7.19
DETAIL LINE  3.29
DEVELOPMENT CYCLE, PROGRAM  1.17
DIMENSION STATEMENT 7.3-75,7.23
DIRECT MODE  5.17
DISK, FLOPPY 1.5, 1.9, 101
DIVISION  1.12,35
DOCUMENTATION  1.25, 2.15, 2.16, 3.24, 4.16
DOLLAR SIGN  3.14
DOUBLE SUBSCRIPT  B.29

—E—

EDITING
FOR REASONABLENESS  6.25
INPUT  6.24,9.4
MID$ FUNCTION 913
NUMERIC 3.2

REPORT 3.1
STRING 3.15
ELEMENT

ADDING ARRAY B.12
ARRAY 7.3, 827 9.1
ELEMENTS, POINTERS TO ARRAY  8.27
END OF FILE 2.9, 2.20, 2.21, 3.27, 6.10, 10.2
END STATEMENT  2.25
ENSURE CORRECT DATA 9.5
ENSURING FORMAT 9,14
ENTERING PROGRAM  1.22
ENTRY POINT, SINGLE  4.2,5.2,6.15
ENTRY RULE, SINGLE  6.21
EOF 10.1
EQUAL CONDITION, COMPARING 114
ERROR MESSAGE 6.7, 8.4
ERRORS
INPUT STATEMENT 6.4
PROGRAM  1.21,1.25
EXCHANGE, COMPARING  8.16
EXCHANGE LOOP  B8.25
EXCLAMATION POINT  3.16
EXIT LOOP 6.9,7.13
EXIT POINT, SINGLE  4.2,5.2, 5.7, 6.15
EXIT RULE, SINGLE  6.21,7.18
EXPONENTIATION 3.6, 3.7
EXTRACTING CHARACTERS  9.10,9.12

=

FALSE CONDITION 52
FIELD 2.2, 9.8, 9.10

FIELDS

COMPARING NUMERIC

NUMERIC  3.17
PRINTING BETWEEN
STRING  3.17

FILE 10.2, 10.3

FILE, END OF

517

21

2.9, 220, 2.21,6.10

FILL CHARACTERS, ASTERISK  3.15
FINAL TOTALS  3.25, 3.29

FLOPPY DISK

FLOWCHART 1.18
MENT  6.12, 6.15, 6.28, 7.24

FOR STATE

FOR-NEXT LOOP

8.10, 8.13,B.26

FOR-NEXT STATEMENT
FORMAT, ENSURING
FORMAT CONSTANT

GOSUB STATEMENT 8.8

GOTO STATEMENT

HEADINGS

COLUMN  3.26
PRINTING  3.26

REPOR

1.5, 1.9, 10.1

6.12, 6.13, 6.19, 6.27, 7.4, 7.7, 7.18, 7.24,

6.14, B.10
9.14
3.8

—G—
2.24,6.12
—H=—
T 3.26, 417

HIERARCHY CHART  8.33
HIERARCHY OF OPERATIONS 3.7
HOME  6.27

IDENTIFIER

IF STATEMENT

BASIC

P
7.23

5.6

CODING TIPS 5.26

COMPARING NUMBERS

DEBUG

TESTIN
WRITIN

2.20,46,4.7,612,6.24, 7.16, 85

5.18

GING  5.14,5.20
EVALUATION  5.13
EXECUTION 412
INDENTATION 412

G 717
G 412

IF-THEN-ELSE LOGIC STRUCTURE 4.1, 44,52, 55, 56,59

6.11,6.25, 717, 7.21, 8.5

IF-THEN-ELSE STATEMENT
IMMEDIATE-EXECUTION MODE 517

INCREMENTING, STEP

INDEX ARRAY  8.30

INITIALIZE
CONTR

OL VARIABLE

VARIABLE 4,17, 3.256
INKEYS FUNCTION 9.5

INPUT

22,414,103

413

6.16 - 6.18

6.8, 6.10



INPUT

EDITING 9.4, 6.24

OPERATIONS  1.10

READING RECORD 25, 2.8, 2.12, 3.26

STATEMENT 6.3, 8.10, 9.6

ERRORS 6.4
FORMAT 6.4

UNITS 1.4,16, 1.9

VARIABLES (MULTIPLE) 6.6
INPUT # STATEMENT  10.5
INPUT/QUTPUT PROGRAMMING 2.1
INSTRUCTIONS, COMPUTER 1.9
INSTRUCTIONS, USER 9.2
INT FUNCTION  3.10, 7.22
INTEGERS, COMPARING  5.20
INTERACTIVE

PROCESSING 6.1

PROGRAMS 6.2, 9.4
INTERPRETER  1.24, 1.25, 10.1
INVALID LOGIC STRUCTURE 45

—

JOINING DATA  9.24

=l

KEMENY, DR. JOHN  1.20
KEY OF DATA  8.15, 10.2
KEYBOARD 1.10

KURTZ, DR. THOMAS  1.20

—_L—

LANGUAGE

BASIC  1.20

MACHINE  1.24

PROGRAMMING  1.20
LEFT$ FUNCTION  9.10
LEN FUNCTION 99
LET STATEMENT 3.2

LINE
BLANK  3.26, 4.12
DETAIL 3.29
NUMBER 2.20
OUTPUT 3.22
POSITION  3.20
PRINT 3.16
REPORT  3.16
LITERAL 3.3, 3.12,6.19
LOADING
ARRAY 7.4,76,7.9, 724,810
LOGIC

ARRAY SEARCH  7.12
BINARY SEARCH  7.20
COMPLEX 5.14
CONTROL BREAK  10.13
PROGRAM 25, 3.26, 4.5, 6.25
LOGIC STRUCTURE
COMPARING 4.1
IF-THEN-ELSE  6.11, 6.25, 7.21
INVALID 45
LOOP 6.1
LOGICAL OPERATIONS  1.12
LOGICAL OPERATOR  5.11,7.17, 8.4

1.3 INDEX

LooP
EXCHANGE B.25
EXIT 69,6713
FOR-NEXT  6.12,6.13,6.27, 7.4, 7.7, .10, 813, 8.26
MISUSE OF  7.18
INNER/OUTER  6.21
LOGIC STRUCTURE  6.11
MAIN PROCESSING  3.27
NESTED FOR-NEXT 6.19
SEARCH 9.16,9.21
STATEMENTS 6.9
LOOPING 2.9, 2.10, 2.20, 6.1, 6.8, 6.24, 6.25, 7.22

MACHINE LANGUAGE  1.24
MAIN COMPUTER STORAGE 1.6, 105
MATH FUNCTIONS  10.10
MENU 8.1,83,84, 88
MENU-DRIVEN PROGRAM 9.1
MICROCOMPUTER 11,19
MID$ FUNCTION 913, 9.15
MINUS SIGN  3.13, 3.15, 3.21
MIXING NUMERIC AND STRING DATA  9.25
MODE
COMMAND 517

DIRECT  5.17
IMMEDIATE EXECUTION  5.17
MODIFY

CONTROL VARIABLE 6.9

PROGRAM STATEMENTS  7.28
MODULE 8.7, 8.25,8.38
MULTI-DIMENSION ARRAYS  7.23 - 7.25, 7.28
MULTIPLE ARRAYS 75,76
MULTIPLE

INPUT VARIABLES 6.6

OPERATIONS 36

STATEMENTS 4.4

STRING FUNCTIONS 9.1

TAB FUNCTIONS  3.20

VARIABLE NAMES  3.18
MULTIPLICATION 1,12, 3.5, 3.7

—N—

NAME
VARIABLE 2.16, 2.19
NEGATIVE
NUMBER 3.11,3.13,108
STEP INCREMENT  6.17
VALUE 3.21
NESTED
FOR-NEXT LOOP  6.19, 7.24
IF-THEN-ELSE STRUCTURE  5.2,55, 5.6, 5.9, 8.5
NEXT STATEMENT  6.12, 6.15, 6.28
NOT LOGICAL OPERATOR  5.13
NOTATION, SCIENTIFIC  5.20
NULL CHARACTER 96
NUMBERS
AND DECIMAL POINT  3.12
CHARACTERS (STRING VARIABLE/CONSTANT) 9.9
COLUMN  3.19
COMPARING WHOLE  5.20
LINE 220
NEGATIVE  3.11,3.13
PRINTING  5.20
ROUNDING POSITIVE 3.1



INDEX .4

REAL 5.18
STATEMENT 214
STORING 517
WHOLE 520
NUMBER SIGN  3.12
NUMBERING SYSTEM, BINARY  9.28
NUMERIC
ARRAYS 8.32
COMPARISON 48
CONSTANT 217,48
DATA (MIXING STRING)  9.25
EDITING 3.12
FIELD 3.17,5.17, 9.8, 9.10
VARIABLE  2.19,3.25,4.7, 4.8, 9.30

Y,

OBJECT PROGRAM  1.25
ON GOSUB STATEMENT 89,98
ON GOTO STATEMENT 86
ON-PAGE CONNECTOR  6.23
OPEN STATEMENT 103
OPERATIONS
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