O Pascal pode aprender-se sem mestre.

E uma linguagem de computador concebida
para promover um modo légico e simples
de abordar a programagéao.

Até ha pouco, esta linguagem util apenas
equipava grandes computadores e alguns
microcomputadores mais caros.

Hoje, contudo, existem muitas versoes
disponiveis na maior parte dos pequenos
microcomputadores, tais como o «ZX Spectrumn».

Este livro mostra quando é preferivel usar Pascal
em vez de BASIC e como avaliar as diversas
versoes da linguagem. Explica o que é
«programagao estruturada» e as ideias que estao
por detrds do Pascal. Mostra também como
programar nesta linguagem - com bastantes
exemplos praticos e com particular incidéncia

na versao mais vulgarizada em
microcomputadores:

o Pascal UCSD.

Todos os programas deste livro

foram verificados e testados
pelo Gabinete Verbo de Informaética.
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Prefacio

Pensamentos clevados pedem linguagem clevada,
As Ras, de Aristdfanes

Os principais objectivos deste livro sio: primeiro, dar nogbes
gerais de Pascal ao leitor que ndo conhega esta linguagem;
segundo, dar ao leitor experiente uma compreensao mais pro-
funda da programagéio em Pascal.

Estes objectivos nao séo, de modo algum, incompativeis. Para
que um novato compreenda Pascal adequad: £ mecessdrio
que apreenda as suas linhas gerais e os motivos que estio por
detrds do seu desenvolvimento. Este tipo de compreensao falta,
muitas vezes, naqueles que aprenderam Pascal através de técni-
cas tradicionais.

O Pascal, enquanto linguagem, tenta encorajar uma aborda-
gem si ica da p io- a abordagem «estr da» da
claboragio de prog normal usando o método cha-
mado fop down («de cima para baixo» ou «do fim para o
principios). Na abordagem rop dewn comegamos por uma ideia
geral daquilo que pretendemos e, & medida que se desenvolve o
programa, vamos pensando nos detalhes.

A programagao top down € como planear uma viagem. Antes
de mais, necessitamos de um mapa com indicagdes gerais das
estradas, para determinarmos os pontos por onde devemos
passar.

Para planear a viagem entre 05 pontos determinados ji serao
necessérios mapas mais pormenorizados. Comegar com estes
mapas & uma receita para a confusdo; salta-se de mapa para mapa
inutilmente, & procura das indicagdes para tragar o plano de
viagem. Se examinarmos a maioria dos textos sobre Pascal,
vemos que a li gem & ap da de baixo (declaragdes e

mecanismos de comando) para cima {procedimentos e fungdes).
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Muitos textos sobre Pascal comegam por dizer como imprimir
«Ola» e s6 depois do meio do texto comegam a estudar os

procedimentos.
Apesar do empolamento dado & abordagem top down, 05 textos
sobre Pascal sao normal orientados da primeira forma (ou

seja, bottom up), sendo assim também para muitos cursos sobre
Pascal: conhecemos, por exemplo, um curso ndo superior que
apenas comega a estudar procedimentos ap0s o primeiro pericdo.

Receio que um dos motivos por que se divulga a abordagem
estruturada (rop down) é o ser moda «académica» nos meios
informaticos; outro motivo € o supor-sc que, se um aluno estuda a
abordagem estruturada, vird a desenvolver um pensamento es-
truturado. Por vezes somos levados a pensar que as verdadeiras
consequénciag da abordagem cstruturada ainda nio chegaram aos
professores, pois ndo ensinam de maneira fop down.

Tulgamos ser o método sistemitico (e fop down} 6 que faz mais
sentido para a programagio pritica; e também o que faz mais
sentido para entender linguagens. Este é, por isso, um trabalho
top down. ;

Este livro deve ser lido do inicio até ao fim, e saltar paginas ou
capitulos niio resulta. NAQ FACAM ISSO.

Ser-se adepto do rop down niao significa que se esquega o outro
método e, posteriormente, abordaremos muitas das particularida-
des do Pascal, quer no texto quar nos apéndices (a0 «peritos,
alguns dos exemplos parecerdo quase triviais). O material dos
apéndices ¢ bastante variado; no entanto, gostarfamos de chamar
a atengdo para os apéndices A e¢ D, que julgamos muito
importantes. :

O apéndice A consiste na exposigho breve da linguagem
Modula-2, que é um descendente do Pascal; a informagio contida
neste apéndice ndo se encontra facilmente em qualquer outro
lado. O apéndice D comém uma descrigio do Pascal P ¢ do
maguina P, informacao i quando se p i h
© Pascal UCSD (uma variante bastante popular do Pascal).
Também neste caso ndo serd facil obter esta informagao noutro
lado.

No texto, a falha mais notével reside na brevidade do estudo de

ficheiros e estruturas compactas (packed). Ignordmo-las quase na
medida em que tio largamente dependem do computador usado.
Também prestimos pouca atengho aos registos (records) de
dados VARIANT, uma vez que julgamos terem pouca aplicagio
prética.

O impacte da sintaxe (regras de linguagem) e semintica
(significado da linguagem) é de grande evidéncia no Pascal. pelo
que introduzimos uma nova maneira de descrever a sintaxe das
linguagens. O formalismo Allan (AF) foi desenvolvido longe de
outras influéncias (exceptuande a de Javaid Qureshi), acabando
por ficar parecida com a Notagio Backus-Naur {BNF).

Pessoalmente, julgamos que o nosso método é melhor, mas
haverd quem pense o contrério.

Gostaria de agradecer a Brendon Gore, antigo editor da
publicagio Popular Computing Weekly, a sua permisséc para
usar 0 exemplo EGYPT, e também a David Link, da Hisoft, pela
sua ajuda e permiss@o para usar o seu exemplo na descrigio de
€ITOS.

Samuel Johnson disse que os diciondrios sao como relogios,
pois um reldgio defeituoso era melhor do que nenhum, e mesmo
o melhor dos relégios por vezes falha. Com os livros de Pascal
sucede o mesmo...

Boris Allan



Introducao

Originalmente, o Pascal tinha o fim pedagogico de ensinar
«bons» métodos de programagdo. A aceitagio do Pascal excedeu,
no entanto, essa aplicagio particular. Teve tanto €xito que é
talvez, a scguir a0 BASIC, a linguagem mais vsada em micro-
computadores.

O Pascal, baseado em nogdes de programagio «estmturadas
primeiramente expostas por Edger Dijkstra, foi inventado por
Nicklaug Wirth, professor no Instituto Técnico de Zurique. Havia

é tempo que Wirth se preocupava com o desenvolvimento de
igens mais eficazes, 1 para ensinar p
¢ao de uma maneira mais coerente.

Antes de vermos porque & que Wirth desenvolveu o Pascal,
serd vantajoso ver como se desenvolveram inicialmente outras
linguagens. Por exemplo, porque é que existem tantas lingua-
gens?

PRIMEIRAS LINGUAGENS DE PROGRAMAGAO
Os computadores, para efectuarem célculos (ou acgdes, de um
modo genérico), usam um conjunto especial de instrugbes de
primdria, designadas por «cédigo méquina». A progra-
magio nestas instrugdes mostra-se complicada e, portanto, fasti-
diosa. Para programar um determinado conjunto de acgbes em
c6digo maquina, devemos colocar valores bindrios em posigbes
de memoéria, dado que sdo esses padrdes bindrios (bits e bytes)
que o computador entende para realizar acgbes basicas.

Para combater em parte o tédio de escrever programas em
c6digo maquina foi i oA bler. A partir de entdo,
ficou-se com a possibilidade de escrever programas em codigo
maquina de um modo mais simples, dado que assim podemos
associar nomes () icas) a acgbes € a posigoes de methéria.
Essas mneménicas, no entanto, variam de fabricante para fabri-
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cante, pois o chdigo miquina varia de computador para comp
dor.
Em vez de introduzir a sequéncia binaria que representa a
acgao «colocar o acumulador a zeros, introduz-se

LDA #0
com o mesmo significado nesta linguagem assembly (imaging-
ria). Em cédige miquina esta acgéo corresponde & sequéncia
bindria

11011000 00000000
que deveria ser colocada em sucessivas posigoes de memdria,
Esta operagio pode ser bastante cansativa, embora o uso de
«assembladores» (programas que traduzem as mnemonicas para as

quéncias bindrias P ) acelere muito o Processo.

Na década de 50, a IBM encontrou um método mais expedito,
a que chamou FORTRAN [, provavelmente a primeira lingua-
gem que nao requeria conhecimentos profundos do funciona-
mento do computador.

Por exemplo, a multiplicagio de dois nimeros em cédigo

| exige rotinas iplexa: q em FORTRAN I a
multiplicagao de 2 por 3 (por exemplo} é representada escrevendo
2#3. 0 FORTRAN, cujo nome vem de FORmula TRANslation, &
uma linguagem altamente vocacionada para célculo cientifico,
técnico & numérico,

Na IBM cedo se modificou o FORTRAN 1, e a linguagem
comegou a aparecer em outros fabricantes. & emprego crescente
de FORTRAN forneceu o- balango para a introdugio do FOR-
TRAN II ¢ do FORTRAN [V, forma que se manteve até hoje.
Em 1977 foi anunciada uma versdo modificada de FORTRAN, o
FORTRAN 77. Existe ainda uma versdo de FORTRAN denomi-
nada FORTRAN V na série 1100 da SPERRY-UNIVAC.

Embora a versio FORTRAN 77 tenha ganho alguma populari-
dade, os cientistas continuam a usar FORTRAN IV, que &
melhor para célculo numético. A linguagem interactiva BASIC
(Beginners’ All-Purpose Symbelic Instruction Code), empregada
na maior parte dos microcomputadores, baseia-se, em alguns
aspectos, no FORTRAN IV.

Pouce depois do inicio do desenvolvimento do FORTRAN,
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diversas organizagbes cientificas ligadas a informética iniciaram
uma colaboragio visando o desenvolvimento de uma nova
linguagem. Pretendia-se que fosse compi ind d

da méquina, isto &, que um programa desenvolvido num compu-
tador pudesse ser do em qual outro computador, sem
modificagbes.

Sentiu-se que 0 FORTRAN era muito dependente da méquina,
dado que cada tipo de computador necessita de uma versio
diferente de FORTRAN (¢ por vezes mais do que uma versio). A
nova linguagem devia rectificar essa falha. O modo como o
programa controla dentro deste a sua execugio foi também
clonsiderada primitiva, ¢ pouco Gtil no FORTRAN. A nova
linguagem deveria, pois, ultrapassar este ponto,

A nova linguagem, chamada ALGOL 60, foi primeiramente
anunciada em 1958, e o manual-relatério inicial foi publicado em
1960. O nome «ALGOL» era a abreviagio de ALGOrithmic
Language; entende-se por «algoritmo» o modo como se trata
um problema, isto &, as «regras» para resolver um problema.
Para ajudar a L a tornar-se independ, da i
nio se mencionava o modo como o programa comunicaria com o
«exterior» (ou seja, informagio sobre entradafsaida — im-
putfoutpur).

O ALGOL 60 foi um fracasse, uma vez que nunca foi bem
aceite fora dos circulos académicos das ciéncias da informatica,
Fora destes era muito mais corrente o uso do FORTRAN Iv,
lz‘ngquam 2 qual modificavam muitas vezes para se ajustar a uma
méquina em particular, e que era rapido, tinha boas vantagens de
imputfoutput ¢ numéricas que Faltavam ao ALGOL 60 (por
exemplo, aritmética de dupla precisio).

A forma como se p tomar indep a lin
levou a que 0 ALGOL 60 se transformasse numa linguagem que
era um grande ideal mas uma péssima realidade pratica. Foi uma
mfch“cidade. pois 0 ALGOL 60 introduzia muitas ideias agora

lassificadas como «pro, c30 estruturadan .

. «Programagdo estruturada» é um termo de escasso conteddo,
significando normalmente que, ao escrever-se um programa, se
tenta produzir um esquema Iimpido, facil de seguir, Estes
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programas serdo escritos com facilidade se a linguagem possuir
de controle mais evoluidas.

Diversos interessados escreveram numerosas versoes destina-
das a maximizar os beneficios «pensados» pelo ALGOL 60.
Uma das versGes modificadas de maior éxito foi 0 ALGOL-W
(onde «W» vem de Wirth). A versio de Wirth usava muitas das
nogdes basicas do ALGOL 60, mas arrumou mais o input foutput
e melhorou a capacidade da ling de emp . tipos
complexos de dados. Um grupo tomou uma direcgo diferente na
preparagho da linguagem que ficou conhecida por ALGOL 68.

O ALGOL 68 era completamente diverso do ALGOL 60, e ao
mesino lempo em muitos aspectos 0 ALGOL 68 era «realmente»
um ALGOL. As duas ideias mais importantes do ALGOL 68
eram: 1) a linguagem baseava-se na nogéo de «clausulas», cada
uma com comego ¢ fim claramente definidos, e cada clausula,
quando ¢ Ja, produzia um Ttado; 2) existia a nogio de
«ortogonalidades , significando que, enquanto os tipos de dados
fossem adequados. qualquer operagio podia ser aplicada a
qualquer clusula.

De certo mode, como sucedera com o ALGOL 60, a influén-
cia do ALGOL 68 foi muito maior do que seria de esperar,
partindo do niimero de pessoas que a empregavam. Detecta-se a
influéncia do ALGOL 68, por exemplo, no FORTRAN 77 e no
SUPERBASIC do QL. Mais interessante é ainda verificar que a
influéncia do ALGOL 68 é também bastante ¢lara no Modula-2
(apéndice A). Lo

0 Modula-2 foi concebido por Wirth para suceder ao Pascal, e
a influéncia do ALGOL 68 & bastante interessante, dado que
Wirth introduziu o Pascal em oposigio ao ALGOL 68. Wirth
sentiu que o ALGOL 68 era d d iad

iado grande e ¢ o
complexo e que as linguagens deviam ser simples e directas.

No desenvolvimento do Pascal, Wirth empregou a sua expe-
riéncia com o ALGOL-W e ideias de tipos de dados imaginados
por C. A. R. Hoare (agora professor de Computagao na Univer-
sidade de Oxford). O ALGOL-W era um melhoramento do
ALGOL 60, ¢ o Pascal pretencia remediar erros no desenho
original do ALGOL 60,

14

O Pascal foi original (1970) i > UM computa-
dor mainframe de grande porte e grande capacidade de armaze-
namento, tanto de meméria central como de meméria periférica,
—o CDC 6600 — e tinha por fim aproveitar a vasta meméria e a
ra:pniez do processador do 6600. Note-se qQue estas caracleristicas
$80 opostas 4s dos microc /| que [ memdria
relativamente pequena e processadores lentos.

Pumo se veré adiante, o Pascal nio & uma linguagem tnica,
F.xlstindn, isso sim, muitas «variedadess. As duas de que nos
remos ocupar sao o Pascal standard e o Pascal UCSD, O pri-
meiro ¢ uma versio de Pascal especificada pelas instituigdes de
estandardizagio da Inglaterra e da América e cuja estrutura
examinaremos nos apéndices B ¢ C. O Pascal UCSD, variante
desenvolvida na Universidade da Califérnia, em S. Diego, é uma
lverséo destinada a micr putadores; uma das possibilidades
introduzidas no Pascal UCDS & a «tartaruga grificas (turtie

graphies), de que falaremos adiante.

UM «PUZZLE» PASCAL
Apesar de, inicialmente, ter tido fraca divuigacio, o Pascal
aparece agora nos lugares mais surpreendentes Ppara uma lingua-
gem «a sériow, incluindo a secgio de puzzies da publicagio
Popular Computing Weekdy.

O puzzle nGmero 83 (Popular Computing Weekly de 24 de
Novembro de 1983) apresentava um problema a resolver através
de um programa. Consistia em encantrar os valores das letras de
A atlé I (os valores por elas representados), na multiplicagio
seguinte:

ABCDE

X 3
F3GH1

(no original, as letras apareciam como simbolos hieroglificos).

N? estudo da solugio (Popular Computing Weekly, 5 de
Janeiro de 1984) notava-se que & letra A apenas podiam orres-
ponder os valores I ou 2, ¢ que 4 letra B apenas se podia atribuir 0
ou 1. Esta informagéo simplifica até certa Ponto o programa que
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vai enconirar a solugiio, mas nao & essencial para a solugio
programada.

A solugdo foi apresentada sob a forma de um longo programa
BASIC, que parecia baseado no «dialecto» Sinclair de BASIC,
provavelmente — dado que as declaragdes apareciam em linhas
separadas — para um ZX 8/.

THEWM GO T2 27

OR D=C

OR E=C OR E=C

i@@@+Cxled

5 B
THEH GO

THEN GO TO =2

THEN =0 TO &

Este programa, disseram-nos, fomece a tnica solugao possi-
vel: 17694 x3=53082.

Examinando este programa para verificar como foi construidt;,
observamos que & algo complexo. Mesmo para quem esteja
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muito habituado ao BASIC o programa apresenta dificuldades de

anilise, particularmente se s tratar de pessoa habituada a um

computador diferente do ZX 8/ ou do ZX Spectrum. Parte da

programagdo € bastante «opaca» & Tequer um nivel elevado de
di da arte do prog dor

A competigao foi, no entanto, ganha por um programa escrito
em Pascal (isto é, Pascal 4T da Hisoft para o Spectrum de 48 k).
Esta versio da Hisoft ¢ mais uma versao de Pascal disponivel em
microcomputadores. O Pascal da Hisoft ¢ uma versio bastante
completa embora, tal como o Pascal UCSD, ligeiramente nio
standard, O Pascal da Hisoft também dispde de tartaruga grifica,
como o Pascal UCSD.

Infelizmente, apesar de o programa em BASIC ser um tante ou
quanto rudimentar, o programa vencedor — em Pascal — nio &
ainda o resumo mais apurado da arte de programar. Apesar disso,
€ mais simples de entender pelo iniciado (que desconheca quer
BASIC quer Pascal), a partir do momento em que se perceba que
X MOD 10 dé as unidades do nimero representado por X. e
X DIV 10 dé as dezenas.

Apresenta-se a seguir o programa vencedor, intitulado
EGYPT:

F.G,H,I

moomn

Cnpounnng
[eleieleleToTe
B4 OO0




Nao é nossa i Gao examinar mini este p
neste momento. Valerd mais a pena prestar-lhe alam;an mais
adiante, depois de se ter avangado na leitura deste livro.

[¢] programa, nio pumcul:mnente bem escrito, faz certas coisas
de modo d y iplicado, cemo, por plo, todas as
verificagdes para determinar se um valor se encontra dentro (IN)
de um conjunto de valores. Mesmo assim, s6 necessitou de 30
segundos para encontrar a solugao, num ZX Spectrum.

Num Spectriim, o programz BASIC apresentado demorou 177
segundos para encontrar a solugio, o que representa cerca de seis
vezes mais tempo.

Voltande ao programa em BASIC: nao serd executado correc-
tamente no Commodore 64, por exemplo. Em determinadas
linhas do programa BASIC (por exemplo, na linha 210) existe
um salto (GOTO) para fora de um ciclo. Apesar de estes saltos

serem permitidos em algumas versdes de BASIC, a maior parte
nao admite tal situagio.

‘Existem bastantes mais diferengas, tais como o MID$ (ver
adiante), que podem gerar alguma confusdo durante a execugio
do programa.

Fazendo estas concessbes, convertemos o programa para
correr num microcomputador BBC, e a solugao, em BASIC do
BBC, apareceu apés 67 segundos. O BASIC do BBC é bem
conhecido pela sua rapidez, e de facto é perto de duas vezes mais
rdpido que o BASIC do Spectrum, para este problema especifico.
O BASIC do BBC, no entanto, demora mais do dobro do tempo
de que necessita o Pascal da Hisoft do Spectrum «<mais lentos.

PASCAL «STANDARD»
Qualquer pessoa que tenha aprendido Pascal seri capaz de
preender o programa ap ), dado que o Pascal é uma
linguagem com regras standard que, com pequenas variagdes,
s0 comuns a todas as versdes. Quando o Pascal foi ideado,
teve-se como um dos principais requisitos a estandardizagio da
linguagem (apesar de s6 recentemente se ter estabelecido um
standard oficial).

Dado que o Pascal foi ideado por uma pessoa apenas, Nicklaus
Wirth, tem uma coeréncia que falta em outras linguagens que
foram ideadas por equipas )

Enquanto do BASIC existem muitas versoes, cada uma com a
sua visdo da linguagem, existe apenas efectivamente um Pascal
(embora obviamente existam algumas diferengas). Um grande
subconjunto desta linguagem é o Pascal P (a base do Pascal
UCSD, entre outros), razio por que damos nota do Pascal P e do
codigo maquina P no apéndice D.

Considere-se esta linha do programa BASIC anterior:

150 IF P5(M)=P$(N) THEN GOTO 250-

que significa «se o Meésime cardcter da cadeia (string) P$ for igual
ap Nésimo cardcter, vA para a linha 250s. Para a grande maioria
dos BASICs, isto significaria «se a Mésima cadeia da matriz de
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cadeias P§ for igual & Nésima cadeia, va para a linha 250, . Existe
aqui uma grande & importante diferenga.

Em muitos BASICs, a linha 150 apresentaria o seguinte
aspecto:

150 IF MID$(P$,M.1) =MID$(P$,N, 1) THEN 250

(por exemplo, muitos BASICs do estilo Microsoft, o BASIC do
BBC para 0 modelo B ou o Electron.)

Uma das principais vantagens do uso de Pascal, para o
utilizador vulgar de mi , € a velocidade de
execugio dos programas em Pascal. O programa Pascal exposto
nio esti escrito da forma mais eficiente, mas no entanto ¢
bastante mais rapido que o seu equivalente em BASIC.

No entanto, escrever um programa em Pascal ndo ¢ mais dificil
que escrevé-lo em BASIC, e mesmo a execugdo de um programa
«pobre» (mal escrito) em Pascal € muito mais répida que a do
programa em BASIC. Neste caso, ¢ mais dificil escrever o
programa em BASIC, dado que o Pascal tem aspectos Gteis,
como a construgio IN.

Uma outra vantagem bastante divulgada do Pascal é que ele
encoraja o desenvolvimento de «melhores» estilos de programa-
¢io. Esses melhores estilos sdo geralmente conhecidos sob o
titulo de «programagao estruturadas, como ji se disse, mas
sentimos que ¢ mais fécil uma programagae pobre e ineficaz em
Pascal que noutras linguagens.

De facto, como o Pascal € em alguns sentido uma linguagem
mais poderosa, existe grande tentagio de usar o poder da
linguagem para disfargar raciocinios desastrados. Temos um
exemplo bastante bom no programa EGYPT, que apresenta
diversas pequenas falhas. A melhor maneira de resolver o puzzfe
ndo ¢ abordada nem pelo programa em BASIC nem pelo
programa em Pascal; de facto, o programa Pascal ajusta-se quase
perfeitamente ao programa BASIC.

Voltaremos a usar ¢ exemplo deste problema, empregando o
Pascal para o solucionar. A medida que progredirmos mostrare-
mos como nos podemos servir do Pascal para produzir respostas
concisas a este pequeno mas interessante puzzle.
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Capitulo 1
Linhas gerais do Pascal

Um lugar para cada coisa e cada coisa em seu lugar,

The Book of Howsehold Management, de 1. M. Beeton

.
Eis o programa Pascal mais simples que se pode escrever:

¢ este programa contém tudo sobre Pascal.

Na primeira linha d4-se ao programa o nome SIMPLES
(também conhecido por «identificador»). A seguir ac nome do
programa, estdo mais dois identificadores (entre parénteses) que
teferem os nomes dos ficheiros de entrada e saida que o programa
vai usar. A linha termina com +;», que, em Pascal, é o modo
normal de terminar uma secgio do programa.

PROGRAM ¢ uma palavra reservada em Pascal, e serve
apenas para indicar o nome do programa. Em alguns textos, as
palavras reservadas — ou «palavras chave» — sdo apresentadas
em mailsculas e em impresséo reforgada para as distinguir dos
identificadores vulgares.

Uma vez que frequentemente os sistemas para programagao
em Pascal nio dispoem de meios de distingao entre maitisculas e
mindsculas, pode ser confuso mostrar as palavras reservadas em
maidsculas.

Neste livro, apresentamos em maitsculas quer as palavras
reservadas quer os identificadores vulgares. Devemos lembrar,
no entanto, que apesar de alguns sistemas necessitarem do texto
todo em maitisculas ou mindsculas, existem sistemas que aceitam
os dois tipos. s

Logo a seguir ao identificador do nome do programa vém os
identificadores dos nomes dos ficheiros de entrada/saida de
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dados. Em algumas versdes de Pascal estes identificadores nao
380 necessd-'os, usando-se por omissao os ficheiros de input e
output estandardizados (geralmente o terminal de video, mas
também a impressora para ouspwt, leitura de cartdes para input,
etc.; note-se, por exemplo, que o programa EGYPT niio tem
estes identificadores).

Em algumas versdes mais antigas do sistema Pascal UCSD, os
parimetros «nome de ficheiro: eram proibidos, embora a inten-
gio fosse a de vir a usar nomes de ficheiros mais tarde. Na versio
Apple do UCSD pode ser dada uma lista de pardmetros com
nomes de ficheiros a seguir an nome do programa, mas o sisterna
ignora-los-4 (UCSD ¢ o acrénime de University of California at
San Diege, onde se desenvolveu esta versio de Pascal para
microcomputadores).

Uma vez que pretendemos essencialmente usar uma versio
aplicivel de um modo geral da linguagem de programagio
Pascal, usaremos o Pascal standard (BS 6192/1SO 7185)1.

No Pascal standard, os identificadores dos ficheiros nao
apresentam opgdes, € por isso os colocamos neste programa. No
entanto, num programa sem entrada de dados e apenas com
saida, basta declarar o ficheiro QUTPUT.

Na segunda linha do programa estd a palavra BEGIN (palavra
reservada) que indica o inicio de um segmento discreto no
programa. O nome dado a um segmento discreto é «blocor. Um
bloco € uma porgio de programa com as suas proprias (e
facultativas) declaracoes de varidveis e linhas de instrugdes,
compreendidas entre-as palavras reservadas BEGIN ¢ END. No
caso do bloco do programa anterior, nio existem declaragdes de
Variavels.

A terceira linha do programa termina o bloco com END e, uma
vez que € aqui lambém o fim do programa, temos igualmente o
terminador «_». Juntam-se os dois (<END» e «.») para dar
«END.», terminando-se assim o bloco e o programa principal.

' ALS.O. (1 Standard O ion) ¢ uma izagio interna-
cional com a fungio de redigir normas, que na realidade sio conselhos aos
fabricantes. (N. do T.)
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Dentro da norima BS 6192, define-se a estrutura de um
programa como uma sequéncia do tipo:

(a) cabegalho do programa (program heading)

(b) «»

(c) bloco do programa

) <«

Maior complexidade
Podemos aumentar a extensao de estrutura simples do programa,
fazendo-se por exemplo.

Relativamente & sequéncia indicada pela BS 6192, o cabegalho
do programa e «;» estao contidos na primeira linha, o bloco do
programa vai desde a segunda linha (que comega com VAR) até &
dltima linha (END) e coloca-se o terminador «.» junto do
«END .

A segunda linha & uma declaragio de variavel. Declara-se que
a varidvel NUMERO ¢ inteira (isto ¢, NUMERO s6 pode conter
valores inteiros).

A porgao de programa cntre BEGIN ¢ END usa varidveis
anteriormente declaradas (neste caso apenas uma, NUMERO).
A varidvel inteira NUMERO ¢ atribuido (feito conter) o valor 2.
A declaragio de atribuigio segue-se «3», 0 que significa «fim de
uma declaragdo Pascal, passemos & seguintes.

A declaragdo (statement) seguinte escreve o valor contide em
NUMERG (que & 2). Nao se especifica nenhum ficheiro na
instrugio WRITELN, pelo que, por omissio, a saida ¢ feita no
ficheiro OUTPUT (que pode ser um écran de video, uma
impressora ou um ficheiro em disco, o que dependerd da
implementagio). O valor que a instrugho WRITELN vai escrever
ocupa um comprimento de trés caracteres (embora nem Todos
sejam usados neste caso. O nimero 2 ¢ escrito precedido por dois
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espagos).

A declaragio WRITELN nio ¢ completada com «;» uma vez
que o identificador seguinte ndo € um identificador vulgar, mas
sim «END» (contudo, um «;» a mais nio faz mal nenhum).

O programa seguinte estd incorrecto:

Py

WRI
ERD .

Nio funciona porque o sistema Pascal nio foi informado
quanto a varidvel NUMERO antes que esta fosse usada. A menos
que o Pascal seja informado da existéncia e natureza de um
identificador (nome da variavel, nome do ficheiro, ou o que for)
nao aceita o identificador e gera uma mensagem de erro.

A linha que continha a declaragio de varidvel contém agora
uma linha de comentirio, que pode ser escrita das seguintes
Maneiras;

Muitos dispositivos de entrada nao dispbem de chavetas —
2ntre eles, por exemplo, a maior parte dos teclados de computa-
dor —, pelo que, em seu lugar, & possivel usar (* para comegar o
comentdrio e *) para o terminar.

Por exemplo, as duas declaragdes:

oae:

sio consideradas equivalentes pelo sistema Pascal. Os comenté-
Tios apenas estdo presentes para ajudar & compreensao; nio se
encontram ali para orientar a execugio do programa. Contraria-
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mente a0 BASIC (por molivos que avaliaremos mais tarde) o wso
de comentdrios em Pascal ndo alrasa a execugio do programa,

DIAGRAMAS SINTACTICOS

Demos atrds a forma correcta de um programa Pascal (ou seja:
cabecalho, «;», bloco de programa e «.») e observa-se este
formato no d inado «di intactico do Pascal {ow, por
vezes, “diagrama de estados+). Os diagramas sinticticos sio
apresentados na totalidade no apéndice B mas, por agora,
examinemos a figura 1.1,

Comecemos pelo lado esquerdo, pela palavra PROGRAM.
Vemos esta palavra dentro de uma linha fechada com cantos
arredondados, para dar énfase ao facto de «<PROGRAM~ ser uma
palavra reservada. A palavra PROGRAM aparece tal como a
vemos no diagrama. A seguir ao «invélucro» de PROGRAM,
seguem-se as linhas nas direcgdes ¢ sentidos indicados pelas
setas. Assim, e apés PROGRAM, espera-se por um «identifica-
dors, que dard o nome do programa. O «identificador» & um
conceito de Pascal, que recebe uma definicio inequivoca dentro
da linguagem. O conceito de «identificador» aparece dentro de
um rectdngulo para salientar a ideia importante de que 0 nome do
identificador pode variar; programas diferentes serdo identifica-
dos por nomes diferentes.

Imediatamente a seguir ao identificador estd um paréntese
esquerdo «(» dentro de um circulo, o que indica que aparece
como o0 vemos. A seguir, temos outro identificador: a primeira
das designagdes de ficheiros,

Deixando o rectangulo do identificador ¢ indo para a direita, hd
dois caminhos possiveis: um deles é um ciclo; o outrg, um
paréntese direito «}». Se existe mais do que uma designagio de
ficheira, seguimos pelo ciclo. Se o fizermos, encontraremos o
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simbolo «,», indicando que deve existir uma virgula entre cada
dois identificadores.

Caso existam mais do que dois identificadores, o ciclo repe-
te-se até se processar o Gltimo, prosseguindo depois para o
parentese direito. Yemos, pois, que as designagoes de ficheiros
se encontram entre parénteses ¢ separadas por virgulas.

Apés o paréntese direito, temos o cardcter «;» dentro de um
circulo, antes de se encontrar a entidade conceptual denominada
«bloco», que vemos dentro de um rectingulo. Finalmente,
aparece o terminador « ».

Atribui-se a estes diagramas o nome de «sintacticoss porque
dao as regras para a construgao correcta de «frases» em Pascal. A
sintaxe é um outro nome de «gramaticas, ¢ os diagramas
sintdcticos indicam o modo como se verificam as declaragdes em
Pascal relativamente 2 correegio gramatical.

A figura 1.2 mostra a sintaxe diferente no Pascal UCSD.
Como se observa, nao h ciclos ou complexidades para a versio
UCDS (e menor estandardizagio?)

Figura 1.2. Um programa de Pascal [ICSD.

SINTAXE E SEMANTICA

Muitas pessoas que falam linguagens vulgares pmdnzs_m ex-
pressdes gramaticalmente incorrectas, mMas MESMO assim as
outras pessoas compreendem-nas, Em linguagens de programa-
¢ao, havendo uma expressio (digamos, uma linha de programa)
gramaticalmente incorrecta, o computador ago entenderd o sig-
nificado dessa linha.

Entre «significado» ¢ «gramitica» existe uma distingéo crucial
para linguagens de computador, mas nao tao importante para
linguagens de comunicagio verbal vulgares. Por vezes, nestas
linguagens, a diferenga entre sintaxe e seméntica € o clemento
fundamental de certo tipo de humor. Um trocadilho, um jogo de
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palavras & certas anedotas dependem da habilidade para extrair
mais de um significado de uma mesma expressao.

O estudo do significado de uma expressao num discurso vulgar
e do significado de uma linha num programa de computador
recebe 0 nome de «semintica». Assim, o estudo de uma
linguagem de computador & o conjunto do estudo da sua sintaxe e
da sua semantica,

Podemos considerar «naturais» as lingoagens faladas, vulga-
res. Com linguagens naturais, as regras nem sempre 530 explici-
tas (como o sdo no Pascal) e nio existe uma forma obrigatéria de
inglés, por exemplo. As linguagens naturais nio sio planeadas
(como as linguagens de computador) e evoluem. Uma das poucas
linguagens humanas que teve de ser planeada (em vez de evoluir,
simplesmente) foi o esperanto. A sintaxe do esperanto & tao
regular ¢ fixa que esta é talvez a inica linguagem humana
facilmente computorizavel. Nao se considera 0 esperanto uma
boa linguagem, quanto a flexibilidad~ de significados, ¢ isto
possivelmente devido  sua rigida sintaxe.

Muitos programas para computador sao mal escritos porque o
programador usa bastantes vezes na escrita de programas as
formulas que emprega ao falar a sua lingua nativa. E notério que
a habilidade para «inventar» ¢ a falta de precisdo, aceitdveis
numa linguagem oral, ja ndo o sio lanto para programar um
computador.

Dado que o estudo da gramitica se estd a tornar cada vez
menos importante no ensino actual das linguas, indmeras vezes
os programadores novatos, iniciados, nao compreendem a im-
portincia da sintaxe na sua prépria linguagem falada, quanto
mais numa linguagem de programagio. Na fala é possivel usar a
linguagem de modo impreciso (facto especialmente notivel na
lingua inglesa} ¢, mesmo assim, ser entendido, mas isto ji nio
acontece com um computador.

Existem, pelo menos, cinco razdes principais para que um
[ dor tenha dificuldades em der uma linguag
natural, e cada uma destas razdes explica porque é gye as
linguagens de computador, para serem eficazes, devem ser tao
diferentes. As cinco razdes também explicam porque nao é
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factivel a programagio de um computador em «inglés> (e
também noutras linguas humanas) e porque é gue as linguagens
de computador que sejam do tipo da lingua inglesa estdo,
provavelmente, condenadas ao fracasso.

Razao 1. O problema do tamanho e complexidade da sintaxe
das linguagens naturais (assumindo que conhecemos essa
sintaxe).

Razao 2. O problema da ambiguidade, j& mencionado.
Razio 3. A necessidade de possuir uma grande dose de «senso
comums» para entender mesmo o mais simples dos textos. Cada
pedago do texto deve ser colocado num dado contexto, embora
alguns ramos da critica literdria digam que isso nao & necesséd-
rio. Valerd a pena consicerar a quantidade de «senso comums
necesséria para entender uma historia contada por uma crianga.
Razao 4. O problema de nimero de frases que podem ser
analisadas cm termos do «significados de partes da frase e,
mais ainda, como instruir o computador para entender o
significado dos «significados», Esta razde é importante, por
isso lembremo-nos dela.

Razdo 5. O problema de tempo ¢ memdria. Para que um
computador entenda o conteddo e arranjo mesmo do pardgrafo
mais pequeno que se refira A razdo 4, & preciso grande
quantidade de meméria ¢ muito (empo para esclever O pro-
grama que o vai fazer. £ muito dificil de escrever um programa
de computador para desempenhar cstas tarefas, dado que
requer técnicas de pesquisa e codi bastante plicad

e inteligentes.

A APROXIMAGAO DO PASCAL A SINTAXE

A sintaxe assume uma importncia suprema em Pascal. E crenga
geral que, se a sintaxe de um programa estiver correcta, € maior a
probabilidade de que a semantica também esteja correcta — ou
seja, o programa fara aquilo que se pretende. Em Pascal, a escrita
incorrecta de nomes de varidveis (quer por erro quer por falha na
escrita) tém menor probabilidade de causar consequéncias desas-
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trosas, dado que o verificador de sintaxe ndo a admitird.

Depois de se examinar de perto um programa em Pascal,
tornar-se-4 evidente que Nicklaus Wirth ideou esta linguagem de
programagio para que a méaquina ultrapasse os cinco problemas
de tradugio de qualquer linguagem citados na secgio anterior.

Antes, contudo, veja-se como o Pascal é completamente
diferenui do BASIC no tocante ao fim e 4 orientagho. Conside-
re-se, por exemplo, o seguinte programa em BASIC:

1@ INPUT
20 FRINT

onde fazemos entrada de uwm valor que serd armazenado na
varidvel COLOUR, e imprimimos o valor contido pela varidvel
_‘COLOR, De acordo com a versdo de BASIC utilizada, teremos a
}mpwsm (escrita) de um zero (), o valor que introduzimos ou a
informagao de erro, que indica a existéncia de uma «varidvel nao
definida»

Em Pascal, este programa teria de ser escrito na forma
sintacticamente incorrecta:

FROGRAM CRRO_CE_E ITRII?
TEuTy _CE_ESCRITR IN
VAR COLOUR INTEGER;
BEGIN

READLM (D

URITELM |
END .

Antes de podermos executar este programa, ele devia ser
corrigido para se obter a sintaxe correcta. A sintaxe nio estd
correcta devido & existéncia da linha

WRITELN (COLOR)

que inclui a varidvel COLOR, nao indicada ao sistema através de
uma declaragho VAR (ou seja, o identificador ndo foi «decla-
rado}. Vale a pena salieritar que o programa em BASIG tem
apenas 3 linhas (duas, sem o END), enquanto o equivalente em
Pascal tem seis entidades distintas. Usamos o termo «entidade»
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para cobrir termos dispares tais como «BEGIN» ¢ «VAR CO-
LOUR : INTEGER=.

Escrever um programa em Pascal é mais complexo do que
escrever um programa em BASIC: como recompensa, quando o
programa corre correctamente, ¢ mais provdvel a execugido
correcta do que se pretende. Neste ponto passa a ser importante a
distingdo entre sintaxe e szméntica. Se bem que um programa
parega (¢ esteja) sintacticamente correcto, perque nio sio indica-
dos erros, o significado do programa (a semintica) pode estar
incorrecto.

O programa BASIC anterior ndo produziria erros em muitas
versdes desta linguagem (ou seja, a sintaxe pareceria correcta),
mas 0 programa néo seria executado correctamente {ou s¢ja, a
operagio desempenhada pelo programa nao seria a pretendida).
Um erro comum em BASIC é colocar a letra «L» mindscula em
vez do nimero 1: em Pascal isto serd normalmente indicado
©omo um erro antes de o programa ser executado.

O BASIC estd, de certo modo, mais perte de uma linguagem
natural, dado que a sua sintaxe é menos rigida. E muito possivel
que o autor de uma expressdo incorrecta numa linguagem natural
diga algo que ndo pretendia dizer ¢ até talvez gere confusio.
também possivel que uma pessoa nio queira dizer o que disse e
mesmo assim outra pesson entenda aguilo que na realidade ela
pretendia dizer.

E mais ou menos ficil produzir uma linguagem de computador
que possa «dizer aquilo que nao se queria dizer» (por exemplo, o
programa com a troca COLOR/COLOUR) mas € mais dificil
produzir um sistema que corrija os erros de significado. Uma
sintaxe vaga produzird seménticas disparatadas. O computador
nio pode interpretar ambiguidades, dado que deve seguir uma
via, e essas ambiguidades serdo ignoradas.

A razio 2 diz que ¢ muito dificil a um computador lidar com
ambiguidades numa linguagem de programagio. O necessério €,
pois, uma linguagem de computador que limite a zero o nivel de
ambiguidade, reduzindo ao nivel mais baixo possivel a probabili-
dade de ser executade um programa incorrecto.

Obviamente, o computador deve possuir um programa, nor-
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no caso do Pascal, para tradu-
zir o s:gmﬁmdo de um progra.ma escrito numa linguagem de
para uma linguagem que o propric computador

cnzcnd'a.
Usaremos o termo genérico <tradutor» para referir um pro-
grama de computador com a fungéic de traduzir um programa

escrite puma dada li para a li gem da méq)
(vulgarmente chamada «cédigo mécquinas ).
A idade de reduzir o ¢ a complexidade da

sintaxe de uma linguagem, antes de o computador «enfrentar» a
tradugiio, € muito importante no exame das razdes que estdo por
detrds do desenho do Pascal (ver razio 1). Ha nacesmdade da
maior comp e licidade da sintaxe, i do uma
relativa resr.n;au no alcance da linguagem, para que seja facil a
tradugao para codigo maquina por parte do computador.

Usando diagramas sinticticos e outras formas de verificar a
geragdo de erros d hecidos pelo prog dor {por pl
a roca COLOR/COLOUR), espera-se que os programas em
Pascal sejam mais capazes de produzir os efeitos desejados (ou
seja, é mais provével que resulte uma seméntica correctay.

PRODUGAO DE UM PROGRAMA EM PASCAL
Normalmente, para executar um programa em BASIC, introdu-
Zimos no computador o programa {cédigo fonte) e de s:guu!a
digi RUN. Se o programa nao & cor

(se produz, por exemplu. um tipo qualquer de erro), pesquisare-
mos a origem da falha. Por vezes, o programa corre mas nio faz
aquilo que se pretendia e, nesse caso, o que estd errado e deve ser
revisto € a l6gica do programa.

Noutras ocasides, ainda, no € a légica do programa que esta
errada; em vez disso, terd havido falhas na digitagio do pro-
grama, tal como aconteceu ao ndo se escrever correctamente
COLOUR. Com certos BASICs ndo podemos empregar algumas
palavras como varidveis (COLOUR, por exemplo), e o programa
apenas reconhece as duas primeiras letras do nome da variavel.
Nesse o caso, surpreendentemente, o programa incorrecto passa a
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estar correcto dado que o sistema BASIC — mais primitivo —
interpreta COLOUR e COLOR como CO.

Se estivermos restringidos apenas a duas letras (0 que é pouco
util), sera muito dificil, ac corrigirmos o programa, estabelecer
onde ocorreram os erros. Sucede demasiadas vezes que mesmo
quem escreveu o programa tem dificuldade em compreender
porque ¢ que o programa funcionou ou nao.

O Pascal torna muito mais dificil a criagao de um programa ad
hoc. Efectivamente, o programa em BASIC é escrito num
determinado environment', enquanto que um programa em Pas-
cal passa, normalmente, por um conjunto de estdgios antes de,
por fim, poder ser executado.

Em primeiro lugar, devemos introduzir o cédigo fonte e,
durante a produgao de um programa sintacticamente correcte, o
processo de organizagéo j4 estd presente. Uma vez que no Pascal
se deve informar da existéncia de todos os identificadores antes
do seu uso, haverd grande volume de trabalho j& efectuado (e
revisto) no papel, antes da produgdo do programa.

Em segundo lugar, devemos guardar num ficheiro esse codigo
fonte, para mais tarde o retomarmos para correcgdes.

Em terceiro lugar, o programa em cddigo fonte deve ser
tomado e convertido em instrugdes que o computador entenda
(por outras palavras, 0 processo de tradugdo). Num processo
chamado «compilagios, verifica-se quanto & correcgio a sintaxe
do programaa e, se estiver correcta, traduzem-se para codigo
méquina as instrugbes do programa, gerando o programa em
«e6digo objecto». O codigo objecto é normalmente armazenado
como ficheiro do computador.

Como passo final pegamos no ficheiro com o cédigo objecto e
executamo-lo, H4 maiores probabilidades de que o programa
execute aquilo que se.pretendia: pnimeiro, devido ao rigoreso

1 Este termo € muito diffcil de traduzir em poucas palavras, por referir todo
um conceito, No entanto podesd dizer-se gue emvironment (ambiente) diz
respeito is condigbes de trabalho do pmgramadm ¢ do funcionamento dos

no que toca 4o ia, entao, o sistema operativo,
editor do texto, tradutor, et¢. (V do i" )]
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traballio requerido inicialmente, ao escrevermos o programa;
segundo, devido ao rigoroso controle do tradutor Pascal, antes
que 0 executemos.

Vemos esta sequéncia na figura 1.3, tendo nés usado o sistema
UCSD do Apple If como exemplo:

=

Repare-se que, de modo geral, para os sistemas UCSD os
estigios podem ter nomes diferentes, mas o significado global é o
mesmo. No Apple I existem certos comandos (no NPC, nivel
principal de comandos, em inglés OCL — Ouwtermost Command
Level) que gerem o uso de ficheiros e da execugfo de programas.

Esses comandos s&o:

E(DIT Preminde E no NPC (nivel principal de comandos)
carrega-se em memoria o programa editor. E no sistema editor
que se cria o programa fonte,

F(ILE Premindo F no NPC faz-se correr o programa «Filer», que
permite a manipulagao de ficheiros em disco (ou diskerse),
incluindo o werkfife' que resulta do uso do editor.

C(OMP Usar C no NPC indica a pretensio de usar o compilador
de Pascal. Converte-se um ficheiro fonte em instrugdes de codigo
méquina, e coloca-se num ficheire de c6digo objecto. Detectan-
do-se erros durante a compilagio, estes sao indicados e nio se

“gera 0 c6digo objecto.

! Workfife: ficheiro de trabalho; em UCSD, o workfile contém, em prigeipio,

a lltima edigdo do texto efectuada. Ao fazer E(DIT, os sistemas comegam por
verificar s¢ existe workfile; se existir, camega-o. (N. do T.}
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X(ECUTE) O comando X no NPC vai buscar um ficheiro
especial de c6digo e executar as instrugdes em cddigo méquina
que ele contém; nao deve ser confundido com ¢ comando
seguinte.

R(UN Este comando do NPC executa, em sequéncia, 05 coman-
dos C(OMP e X(ECUTE. Temos, pois, que o uso deste comando
faz com que um ficheiro fonte determinado (especificado por
no6s) seja compilado e, se ndo existirem erros de compilagio, seja
executado o codigo objecto respectivo.

Existem outros comandos, mas descrevemos os basicos para a
execugdo de programas simples em Pascal (programas que nio
usem segmentos em codige méquina e nao usem rotinas especiais
da «livraria» do sistema).

Vale ainda a pena salientar que a diferenga entre sintaxe,
semintica e desenho do programa, a que o Pascal atribui maior
importdncia, estd bem patente no Sinclair OL, no Spectrum, no
ZX 81 ou no ZX80, dado que cada linha do programa introduzido
¢ verificada a nivel sintictico antes de ser aceite.

Se a linha estd correcta, € a0 pro-
grama; se estd incorrecta, é rejeitada, sendo dada indicagio de
erro. Se existir um programa em BASIC num ficheiro do Sinclair
QL {SuperBASIC), a sintaxe estd verificada, dado que cada linha
& introduzida com a propria maquina. Se estd incorrecta, &
inserida a palavra MISTAKE entre o nimero da linha e o
conteddo desta.

Se bem que possam existir apenas linhas sintacticamente
comectas num programa, por exemplo, do Spectrum, & muito
ficil que falhe. Os programas falham quer porque as varidveis
1m os seus nomes erradamente escritos ou, mais provavelmente,
porque o desenhoe do programa estd completamente errado. Um
outre fim do Pascal (e talvez o mais importante) ¢ ajudar a
escrever programas que funcionem, dado que o desenho do
programa ¢ ajudado pelo estilo da linguagem.

0 USO DE UM INTERPRETADOR

O Pascal é uma linguagem compilada, sendo por isso de
execughio ripida. O BASIC € uma linguagem interpretada,
correndo os programas mais vagarosamente. Quando se faz RUN
num sistema BASIC, o efeito é completamente diferente do
efeito no sistema Apple Pascal.

Num programa BASIC, o interpretador BASIC comega na
primeira linha do cédigo fonte, convertendo essa linha em
instrugoes de codigo méquina. Se a linha ndo constitui uma
declaragao BASIC vélida, gera-se uma mensagem de erro de
sintaxe.

Quando o c6digo méaquina respeitante a essa linha tiver sido
executado, o interprétador BASIC passa para a proxima linha do
programa’ (entrando em linha de conta com instrugdes GOTO ou
similares), esquecendo a linha que acabou de traduzir. No
programa BASIC, de cada vez que o interpretador de BASIC se

FOR TO lgde
20 PRIN z”
3@ MEXT I
4@ 3TOR

encontrar na linha 20, as instrugdes BASIC dessa linha sao
convertidas nas correspondentes instrugdes em c6digo méquina.
A tradugao da linha BASIC em c6digo méaquina nio &€ memori-
zada ao passar de linha para linha.

O que sucede com o interpretador BASIC é que a primeira
linha do programa ¢ examinada (vé-se seguida de +~ a linha
para a qual o interpretador faz uma conversio para cédigo
miaquina).

! Os BASIC 53 np & partir da linha com mais
baixe nbmero, ¢ em ordem erescente deste, com RUN. Existe normalmgpte a
possibilidade de comrer um programa a partir da linha N, fazendo RUN N.
(N.doT.)
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TO i90@ EN
oo

FOR
PRINT
32 NERT I
io 5TOF

€, assim que essa linha € traduzida, guardard informagio acerca
de fim do ciclo, o tamanho do ~passe-' & o nome da varigvel do
ciclo, num trogo de meméria denominado stack (pilha).

A linha do programa a executar a seguir é entdo traduzida para
c6digo méquina, esquecendo-se o conteido da linha anterior
(meste caso a linha 19), 4 parte a informagao guardada na pilha.

1ea8

xT
=Tas

L
LYY T

A tradugio da linha 20 significa que os dois caracteres ()

e LR
[l elay

Embora esta seja, pelo menos, a segunda vez que se estd a
executar a linha 24, a tradugdo deve mesmo ser efectunda antes
de se obedecer & instrugdo. A tradugao anterior dessa linha néo é
lembrada.

Ao encontrar de novo a linha 3@, o contador do ciclo é
novamente incrementado, e o controle volta & linha 26, Se o novo
valor do contador do ciclo, também denominado «varifvel de
iterag@os , for superior ao limite do ciclo, o comando passa para a
linha seguinte a nivel fisico — a linha 4 — e o programa acaba.

Um interpretador pode ser definide como wm tradutor de
linguagem que traduz e executa uma instrugic de cada vez,

devem ser escritos (no écran ou em qualquer outro dispositivo).
O interpretador BASIC traduz entéo a linha seguinte, ou seja, a
linha 3¢.

12 FOR TO 1929

2@ PRIMNT —nu

S@ NEXT I %"
49 STOR

Na linha 3¢ a instrugdo BASIC indica que se deve fazer
‘NEXTI'.

Esta instrugio BASIC ¢ raduzida para c6digo maquina, o qual
se refere & informagdo guardada na pilha para encontrar o valor
corrente de L. A referéncia ¢ tal que o valor do contador do ciclo
possa ser incrementado do valor do passo (também guardado na
pilha). Se o valor de I nae for superior ac limite do ciclo, o
comando do programa passa para a primeira linha a seguir ao
inicio da ciclo {ou seja, o controle passa para a linha 24). A linha
seguinte do programa ndo €, pois, a linha seguinte em termos.
fisicos.

! Passo = siep — i dois valores do ciclo FOR.
Em termos standard, por omissao é +1. (V. do T.)
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sem guardar o cédigo objecto.

Note-se que, mesmo com um interpretador, parte da informa-
¢do deve ser retida (por exemplo, nomes de contadores do ciclo,
limites do ciclo e passos).

Um equivalente Pascal do programa BASIC que acabamos de
ver serd

PROGRAM
URR :
EEGIN
FOR I:
5
END .

¢, apesar de o programa em BASIC ser muito mais facil de
introduzir, vemos como se reduz & possibilidade de erro.
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Capitulo 2
O Pascal ao alcance da méao

Devagar & sabiamente;
trapegam aqueles que correm depressa,

Romeu e Julieta, de Wiliam Shakespeare

Nicklaus Wirth ideou o Pascal para ensinar estudantes, com o fim
de inculcar conceitos de «boa» pritica de progrdmagdo (enten-
dendo-se por «boa», normalmente, «estruturadas). Dado que a

se destil ace ensino de € ia ser introdu-
zida num comp T inf usando prc em
bateh', uma maqum.a da série CDC 6000, tinha-se também_em
vista outro objective, o de simplificar a escrita ¢ o teste de
pmgramas.

O desejo de ajudar no processo de aprendizagem tem muitos
aspectos benéficos ¢ levou o Pascal a ser uma linguagem de facil
uso. Outro ponto positive a favor do Pascal foi uma agradével
atengio & importincia de ter 0s programas certos a primeira, ou
com o minimo possivel de complicagdes. O desenho da lingua-
gem de programagio Pascal tenta seguir a frase citada de
Shakespeare: os programas func;onam melhnr quando a sua
escrita ¢ preparagho sio bem | dos, ¢ i a
pressa no computador (l:c-ma por vezes sucede com o BASIC)
normalmente implica que o programa «tropece» ¢ nio funcione
devidamente.

Comegaremos por estucar um programa errado de Pascal.

! Batch: processamento em «bichar. Os virios pm:emagua(damnuml fila
de espera para serem em rime
sharing (tempo partilhado) em que o computador dumhm a sua atengho pelos
vérios processos simultaneamente. (N. do T.)
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UM PROGRAMA COM ERROS

No manual do programador que acompanha a versio 47 do
Pascal Hisoft para o ZX Specrrum, aparece um exemplo muito
bom das possibilidades de existéncia de erros. Os erros sio
intencionais, para mostrar como pequenas e imperceptiveis
alteragbes podem causar problemas. Apresentamos agui o exem-
plo sem alteragbes; mas primeiro é necessdrio explicar o que se
pretende do programa.

O programa BUBBLESORT otd:na valores inteiros que se
encontram num vector de nome «NUMEROS» . Comparam-se os
dois valores de modo a fazer-se uma ordenagao em cada par de
elementos sucessivos. Se estiverem na ordem errada, sao troca-
dos (neste caso, a ordenagio € crescente).

A troca efectua-se armazenando o valor de um dos elementos
numa variével temporaria, aqui chamada «TEMP:, atribuindo o
segundo elemento ao primeiro, e finalmente atribuindo o con-
tefido de TEMP ao segundo elemento. Considera-se agora o
seguinte par de elementos, que contém um elemento do par
anterior, depois de se ter (ou nao) feito a troca, e este processo
continua até se atingir o Gltimo par de elementos.

Neste momento & verificada wma varidvel aqui chamada
«noswaps»! para ver se houve pelo menos uma troca durante a
tiltima vez que a lista de nimeros foi percorrida, e se néo houve
ntenhuma troca, o programa acaba.

Eis o programa:

s
1 As varidveis usadas para este fim séo normalmente designadas pela palavra
inglesa flag (bandeira). (M. do T.)
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RE

20 &
19@ F
1i@ H
1z2 I
" 1
b
1

.

Neste programa existemn certos erros propositados, e vamos
identificar esses erros usando os nimeros das linhas onde eles se
encontram. Estes ndmeros de linha destinam-se apenas a referen-
ciar a sequéncia de linhas ¢ nac podem ser usados para saltar de
uma linha para outra no programa (como s¢ pode fazer no
BASIC, por exemplo).

Linha 10 Falta o cardcter «;».

Linha 30 Nao é realm.ente um erro, mas suponhamos que sb
hi 100 elementos para ordenar?

Linha 50 O vector é declarado com o nome «Nlimeros» , mas
depois todas as referéncias sio feitas a «Nimero».

Linha 65 A varifivel <noswaps- deve ser declarada como
BOOLEAN.

Linha 100 «Tamanho» devia ser «tamanho —1».

Linha 110 Esta instrugéo devia estar entre as linhas %0 e 100.

Linha 190 «Noswapsse devia ser «noswaps».

Os tipos dos erros deste pmgrama dividem-se em trés titulos, a
que chamaremos:

Erros de sintaxe: produzidos por construgdes ndo admitidas pela
linguagem (por exemplo ¢ «;» que falta).

Erros de semdntica: produzidos por erros na escrita dos nomes de
varidveis (por exemplo, O €mo a0 escrever «noswapss» na linha
190)
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Erros de estrutura: p pelo desenho i de
programa (por exemplo o erre na colocagéo da linha 110).

Em iiltima anélise, o pior tipe de erro é o estru:ural na medida

ein que estes eITos Naoc sio, normal jeitados por g
cradumr de linguagem. Os erros estruturais podem no entanto ser
dos, tendo uma | com ¢Oes que impos-

sibilitemn a existéncia de certos desses erros.

Por exemplo, o uso abundante de procedimentos e varidveis
locais ajudam a conter a contaminagio entre varidveis nos casos
em que, inadvertidamente, o programador dé o mesmo nome a
duas varidveis diferentes.

Os erros de sintaxe produzirdo sempre erros, o mesmo aconte-
«<endo, normalmente, com os erros de seméntica. Ao compilar o
programa anlerior, surgirio mensagens de erro claramente iden-
tificdveis. Para compreender a razio do Pascal € o motivo da
existéncia de testes tdo restritivos para emos de sintaxe e
seméntica, d considerar a importincia do pro
em barch do desenvolvimento do Pascal.

Voltaremos a este programa mais tarde, para mostrar como
porqué ele poderia ser alterado.

PROCESSAMENTO EM «BATCH»

Para quem s6 tem experiéncia de microcomputadores cu sistemas
interactivos usando BASIC, o conceito deste tipe de processa-
mento é completamente novo.

A «investida» de sistemnas interactivos foi uma grande liberta-
o para aqueles cujos p de di em informa
tica eram controlados por processamento em batch.

Este conceito diz respeito ao processamento de «pacotes»
(conjuntos) de cartdes, como entrada, sendo a saida normalmente
produzida sob a forma de «pacotes» para Uma impressora de
linhas. .

Vale a pena falar sobre os diversos estagios da produgio Je um
programa por eslte processamento:
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1. Comego da construgio do programa.
2. Enquanto o programz nao cofTer com sucesso no computa-
dor, executar as seguintes acgdes:

a) Modificar o programa onde for necessdrio;

b) Transferir o programa para cartes perfurados (o cédigo
fonte);

c) Ler o conjunto de cartdes contendo o programa;

d) Compilar o programa, obtendo o cédigo objecto (por
transformagao nesse codigo das instrugdes do cédigo
fonte);

¢) Se a compilagio nao indicar erros, executar o programa
em codigo objecto;

f) Examinar as linhas da listagem de resultados, para
verificar se a execugao do programa gerou os resultados
pretendidos.

3. Analisar os resultades do programa.

Muilas vezes o estigio 3 serd o menos importante para o
exercicio de um estudante {ou seja, ver quais sio os resultados),
sendo o estigio | o mais importante, com o Za) quase tio
importante.

Quando se ensina, a partz mais importante da programagio & a
escrita de programas que funcionem. Em muitos casos, os
resultados de programas que funcionam sao muito menos impor-
tantes. E normal que os resultados sejam conhecidos, sendo o
problema o desenvolvimento de um programa que obtenha os
mesmos resultados, que servirdo depois para controlar a exacti-
dao do programa.

Os estagios 2¢) e 2e) eram normalmente realizados neste tipo
de processamento por uma instrugdo chamada RUN, EXECUTE
ou similar. Wirth preocupava-se com o facto de que, com certas
linguagens como FORTRAN ou BASIC, era muito ficil que um
programa incorrectamente construido fosse compilado com su-
cesso (estagio 2d). Isto significava que o programa, quando fosse
executado (estigio 2¢), seria capaz de pregar todo o tipo de
partidas que desperdigam o valioso (e caro) tempo do computa-
dor.
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O Pascal foi imaginado com o propésito de facilitar a escrita de
programas correctos (estigios 1 e 2a), de modo a que poucos
programas atinjam o estégio de execugao, produzindo resultados.
emrados. A linguagem de programagdo Pascal, pelo seu estilo &
natureza, foi, pois, imaginada para evitar que aparegam erros
desnecessrios a0 eSCTEVETMOS © Programa.

Se estudarmos a sequéncia de estagios {passos) ao preparar um
programa em Pascal no Appie I (usando Pascal UCSD), encon-
traremos as correspondéncias que se véem na figura 2.1.

Estégio batch  Comando do

Pascal UCSD
2a) E(DIT
2b) F(ILE
2c), 2d) C(OMP
2e) X(EXECUTE

2c), 2d), 2¢) R{UN

Figura 2.1. Estdgios de um processamento batch,

Esta separagao em comandos e a relagio com os estégios barch
£ tipica da maior parte dos sistemas interactivos em computado-
res, Os comandos poderio varar de nome ¢ possivelmente
também de estilo, mas o resultado pretendido ¢ o mesmo.

O impacte do pr em barch ( situagao) da
maior énfase & necessidade de estilos eficientes de programagio.
Com mi putadores, o BASIC tr: bastante sedutor,
no que toca — por exemplo — & facilidade de emendar erros

. (depois de o0s encontrar). Um programador de BASIC, a menos

que seja excepcional, gastara grande parte do seu tempo a corrigir
€ITos pequenos (como a confusio entre COLOR ¢ COLOUR,
mencionada no capitulo 1}. "

Por muito simples que seja a correcgao de erros, antes de mais
¢ preciso encontri-los. Como confessard qualquer prograador
de BASIC, procurar esses erros é uma tarefa bastante magadora
para um programa BASIC de um tamanho razodvel.
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0S5 FINS DO ESQUEMA DO PASCAL
O ensino de estudantes ndo deve ser a tnica intengdo da
concepgio do esquema de uma linguagem. No Pascal encontra-se
essa «oulra intengo»: em certa medida foi a reacgdo a uma
linguagem chamada ALGOL 68, que Wirth sentiu possuir, na
sua maior parte, caracteristicas que nao devem associar-se a uma
linguagem de programagio.

Se voltarmos aos cinco problemas de tradugéo computorizada
de dados no capitulo 1:

. Tamanho ¢ complexidade

. Ambiguidade

. Conhecimento de sentido vulgar
. Seméntica

. Tempo e memdria

[T N

parece que o ALGOL 68 agravou muitos destes problemas. O
ALGOL 68 era uma linguagem muito poderosa, mas havia
muitos simbolos capazes de gerar ambiguidades, aos quais se
devia aplicar um «sentide vulgar» de computador.

O simples simbolo «C» tanto significava que se seguia uma
expressdo aritmética, como representava uma abreviatura das
palavras chave IF, CASE, BEGIN, etc. Paralelamente, o parén-
tese direito «)» tanto podia terminar uma expressio aritmética,
como representar FI, ESAC, END, ete. O sngmﬁcndo de «(- —
ou seja, a sua ica — tem de ser di um
«sentido vulgar ALGOL 63» a0 texto do programa, em conjun-
¢do com uma apreciagio da sintaxe correcta.

Tal como com uma linguagem vulgar, esta complexidade
rendeu elevada poténcia, 4 custa de ter de se dispor de sistemas
tradutores. piladores) grandes e complicados. Muitas vezes a
tradugdo do cadigo fonte (o texto do programa) para cédigo
objeclo requeria um grande intervalo de tempo e um grande
computador.

Para estabelecer o significado de «(» exigia-se que o tradutor
percorresse virias vezes ¢ programa, para clarificar possiveis
ambiguidades.
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De cada vez que o compiladarftradutor percorre o texto do
programa tem-se um «passos, tendo existido diversas e interes-
santes discussdes sobre o menor ndmero possivel de passos
necessdrios & tradugdo de um programa escrito numa versio
completa de ALGOL 68. Especialmente para processar um
elevado nimero de trabalhos de estudantes 0 ALGOL 68 mostra-
va-se demasiado ganancioso em relagio aos recursos do compu-
tador. Este ¢ o motivo por que se verificaram tantas versdes de
ALGOL 68 com «cortess.

O ALGOL 68 tinha bastantes ideias inovadoras (por exemplo,
a modularidade da li a escrita de dentro de
parénteses). Até certo ponto, o ALGOL 68 «cand.ldatuu-se» aser
a primeira linguagem para todos os fins mas, devido  generali-
dade mencionada, era muito dificil a implementagio de um
tradutor de ALGOL 68 num computador pequeno.

Bm termos retrospectivos, os propésitos do esquema do Pascal
aparecem-nos Agora assim:

1. Pretendia-se uma linguagem ampla ¢ simples (ficil de
aprender e de eficiente tradugio);

. Pretendia-se uma linguagem parz fins gerais (mas nao para
rodos os. fins);

3. Pretendia-se um veiculo para a tradugo de sofrware portitil
(ou seja, sofrware que pudesse ser implementado com o
minimo de dificuldade no méximo de computadores);

4. Pretendia-se uma ferramenta para pmgra.mm;&o sistemética
{e que fosse adequada para ensinar ¢ para escrita de
software de confianga);

. Devia possuir o maximo de eficiéncia no tocante a recursos
do computador (¢ por este motivo que existem tantas
versdes para microcomputadores, cada uma bastante com-
pleta para os fins em vista).

e

[

Wirth descobriu que a chave para atingir todos estes fins era a
ideia de que o Pascal devia possuir um compilador de um s6
passo. Ao contritio do que acontecia com o ALGOL 68 ou
muitos dos compiladores de¢ FORTRAN, ¢ tradutor devia per-
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correr o texto uma vez, ¢ uma vez apenas. Para ser capaz de
executar esta tarefa de tradugdo num s6 passo, o tradutor devia
estar numa posigao tal que (em cada estigio do processo de
tradugdo) nao existissem ambiguidades ou factos desconhecidos
pelo compilador.

A linguagem de programagdo Pascal foi, assim, concebida
para fazer face a estes cinco problemas de tradugio computori-
zada, negando-os a todos.

O Pascal foi concebido de modo a:

. Possuir um tradutor tio pequenc e compacto quanto possi-
vel;

Comegaremos pela primeira linha;
10 PROGRAM BUBBLESORT

Descobriremos no livro de regras que os programas em Pascal
comegam com a palavra PROGRAM, seguida por um identifica-
dor (sequéncia de letras efou digitos, comegada por uma letra).
No Pascal Hisoft estar4 a seguir um «;», mas aqui ele nio existe
porque a linha seguinte &

20 CONST

2. Ter uma sintaxe claramente definida, para evitar p
de ambiguidade;

Nio ter «construgbes frasicass, sem significado claro
quando encontradas pela primeira vez;

Assegurar que cada parcela da linguagem introduzida no
programa (digamos, um nome de varidvel} estivesse clara-
mente definida antes que fosse empregada pelo programa.

Produzir um meio de tradugao répido e um programa em
codigo objecto compacto em termos de utilizagio de
‘memoria e lesto na execugao.

Ers

~

@

Ao satisfazer estes critérios, satisfaziam-se igualmente os fins
da concepgdo do Pascal e o impacte desses critérios pode ser
ilustrado pelo programa «Bubblesost», jd referido.

ASSENTAR IDEIAS SOBRE O «BUBBLESORT»
Imaginemos estar na situagao do computador que procura tradu-
zir o programa «Bubblescrts, Apenas dispomos de um manual
com regras para ajudar na tradugio ¢ de um livro de apontamen-
tos para escrever novas palavras ou sequéncias 3 medida que vao
aparecendo. Se encontramos qualquer coisa que ndo consta do
livro de regras e que ndo escrevemos no livro de apontamentos,
temos de parar.
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Assinalamos, pois, um erro da forma « <;> esperado na linha
10~ e nio fazemos a tradugao para c6digo objecto.

Pedir-nos-ao, pois, que, em vez de continuar com a tradugio,
voltemos a ler o livro de regras ¢ o livro de apontamentos, para
verificar se o resto do programa estd certo. Escreveremos
«Bubblesort» no livro de apontamentos e, junto a ele, o «identifi-
cador do programas .

A linha 20 comega com a palavra CONST, pelo que (de acordo
com o livro de regras) esperaremos um identificador a seguir, um
sinal de igual e um valor constante. Nio hi nada mais nessa
linha, pelo que se passa 2 seguinte, que &

30 TAMANHO = 2000;

No livro de ap 5 ES5C ho- e, junto dele,
«identificador de constantes, Q smxl de igual estd no Jocal
adequado, tal como o valor da constante (ou seja, 2000) ¢ a
sequéncia termina com «;», No livro de apontamentos anotare-
mos o valor da constante, 2000, Esta parte do programa estava
correcta, mas estas linhas néo séo traduzidas para cédigo objecto,
dado que se detectou um erro antes.

A linha seguinte é

40 VAR
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pelo que, segundo o livre de regras, esperamos identificadores,
seguidos por «:» ¢ uma descrigao do tipo das varidveis associadas
a esses identificadores. A linha 50 &

50 NUMEROS : ARRAY [1.. TAMANHO] OF INTEGER;

comegando com o identificador «numeros» {que deve ser escrito
no livro de apontamentos) e, depois de «i», uma deserigio do tipd
de variavel a que «numeros» se refere. Define-se «numeros»
como uma matriz de inteiros, sendo a sua gama de indices um
conjunto de valores entre um ¢ o contetido de «tamanhos. No
livro de ap 0§ encontramos €OMO uma cons-
tante igual a 2000, pelo que, junto a «nUMEros-, €SCTEVEMOS
«matriz de inteiros cujos limites sio 1 e 2000..

Apbs «;», 0 livro de regras diz que devemos esperar por uma
palavra chave {como BEGIN) ou entao por um novo identifica-
dor. Se for este o caso, devera existir a seguir uma nova definigio
de tipo:

60 I, TEMP : INTEGER;

Como & linha ndo comega com uma palavra chave, esperamos
por mais identificadores definidos: no livro de apontamentos
escreveremos «[» ¢ «tempn, juntando-lhes «inteiros». A linha
termina com «;» e a linha seguinte comega com uma palavra
chave

70 BEGIN
pelo que terminaram as declaragbes de varidveis, ¢ comegou o
bloco do programa principal.
Agora que se completaram as declaragbes, ndo consideraremos
o programa inteiro, mas apenas as linhas 80, 110 ¢ 190:

&0 FOR I:=1 TO Size DO

MU BE T D =RANDOM;
iia Mo Z TRUE ;
ig0 unT I &8
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No livro de regras encontramos, em relagio 4 linha 80, aquilo

. que devemos esperar quando usamos «FOR». No livro de

‘apontamentos verificaremos que «I» € um inteiro, e que «lama-
nhox ¢ igual a 2000. No entanto, no mesmo livro nao encontra-
remos o identificador «Nimero- (¢ um engano; devia ser

| «niimeros»); e assinala-se outro ero.

Enconiramos «noswaps», mas ndo existem vestigios de um

L identificador com esse nome, dado que devia existir outra linka

55 Moswaps:BOOLEAN;

que indica que «noswaps» & uma varidvel booleana — ou seja,
apenas admite os valores TRUE ou FALSE. Contudo, esta linha

i .ndo ajudaria a linha 190, dado que «noswapss» é um erro na
- escrita.

Este tipo de exame rigoroso ajuda a evitar erros graves devidos

. aenganos na introdugio do programa. Em FORTRAN e BASIC,

por exemplo, «noswapss» seria apznas encarado como um nome
diferente. de varidvel, nao se tomando isto como erro'. O Pascal,

. forgando o programador a’declarar a natureza de todos os

identificadores, protege o descuidado de uma catastrofe.

‘ ANALISE DE UM PROGRAMA EM PASCAL

O contedido do resto deste capitulo ¢ um pouco mais complexo e
pode ser omitido na primeira leitura. Para compreender a fundo
como funciona o Pascal, contudo, deverd vir a ser dominado.
Este estudo é também para uma comp geral de
linguagens de computador ¢ dos meios através dos quais os
programas em c6digo fonte séo raduzidos para cédigo objecto.

Se pensarmos de novo nos diagramas sintcticos da forma de

¥ No entanto, em FORTRAN, a varidveis BOOLEAN do Pascal #m um

- substituto, o LOGICAL, e deve cxistir uma declaraglo prévie & uilizag3o de

varitvel. Falhar essa declaragio pode originar eras. (N. do 7
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um programa Pascal, veremos que usam uma superficie bidimen-
sional (a pagina deste livio) para ilustrar a situagio. Um
computador ndo possui uma visio bidimensional, e na realidade &
apenas capaz de um funci de tipo ial (¢ este € 0
motivo por que se espera que os computadores da 5.* geragao
sejam capazes de funcionar de modo ndo sequencial).

Os diagramas sinticticos sdc uma ajuda para o leitor humano,
mas de modo algum o sao para o programa tradutor do computa-
dor, que usa as regras sintdcticas do Pascal para determinar se o
programa est4 correcto. Era, pois, necessério um método sequen-
cial («linear») para mostrar a sintaxe.

Uma forma de apresentagao linear da sintaxe ¢ a notagao BNF
(Backus Naur Form), desenvolvida para descrever a sintaxe de
uma linguagem antiga, 0 ALGOL 60. O método que usamos aqui
€ afim do do BNF, mas utiliza mais parénteses, estando mais de
acordo com os diagramas sinticticos usados no Pascal {(ver
apéndice B) e mantém mais facilmente uma abordagem modular
{ver apéndice C}).

No Formalismo Allan (AF), que foi desenvolvido expressa-
mente para este livio, como método de analisar sintaxes, a
definigio da estrutura de um programa serd:

[programa] —>
<PROGRAM > [identificador] [pardmetros do
programa]<; >
[bloco]< .>

havendo correspondéncia directa entre os elementos dos diagra-
mas sintdcticos ¢ a definigio em AF (ver o apéndice B para mais
pormenores sobre diagramas sinticticos, e o apéndice C para
aplicagbes minuci de AF). Se exami a definigdo agora
dada de um programa, os simbolos especiais sdo usados do
seguinte modo:

1. Palavras entre [] em AF sao equivalentes a palavras dentro
de rectingulos, em diagramas sintdcticos.
Simbolos entre <> em AF sao equivalentes a simbolos

dentro de elipses «achatadass ou circulos nos diagramas
sintacticos.
. O simbolo / em AF corresponde a uma escolha entre
caminhos alternativos.
4. O que estiver dentro de () deve ser tratado como uma
unidade, para fins de definigdo.
O que estiver entre {} & facultativo, podendo ser repetido se
o desejarmos, correspondendo aos ciclos dos diagramas
sinticticos.

w

b

Por outras palavras, o AF di uma representagio linear dos
diagramas sinticticos, nac lineares. O que se pretende definir
estd seguido de uma seta, parm lembrar que aquele nome
<apontas para uma definigéio, & para dar énfase a uma equivalén-
cia on igualdade.

Para dar mais um exemplo de AF, eis a definigio de um
identificador:

[identificador] —>
[letra] {[letra)/[digito]}

que indica que um identificador comegara por qualquer letra,
podendo esta ser seguida, facultativamente, por uma sucessao de
letras e digitos, ou s& por estes.

Voltemos agora ao programa «Bubblesort, desta vez apre-
sentando-o ligeiramente modificado, com a adigho de comenta-
rios para aumentar a clareza da estrutura sintictica.

RQGRFIH EUBBLESORT

Fim do cab&ceiho do prog
ma, 1nicio dc bloco T
nicic das declarscoes

Fubags

ELL

[T

e

I
i
CONST
Size = Z00@;
VAR §
MNumbers : ARRPAY i
1 0OF INTEGEH.

T

o §= L R >
EEEDE W DR
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Integer;

eclaracoes, ini
T

=1 TO 3ize DO Numb
ANEOH ;

TO 'Size DO
=TRUE;

pers= 2
iber [IT sHumbe s [T+

pr= Numper [I];
number [IT:=Mumpe’ [

Mumber {T+13 : =T

waps: =FALSE

Podemos comparar a estrutura deste programa e a da definigao
de um programa. Primeiro, existe a palavra (simbolo Pascal}
PROGRAM, mais um identificador (ou seja, BUBBLESORT), ¢
no Pascal standard haveria os parimetros do programa. O Pascal
Hisoft (tal como o Pascal UCSD) nao usa pardmetros do
programa, pelo que a definigao pode ser alterada para

[programa UCSD/Hisoft] —>
<PROGRAM> [identificador] <;> [bloco] <.>

que indica que, apos o identificador, deve existir «;». Esse
caracter ndo estd presente, pelo que havera erro de compilaggo.

De acorde com a definizio de programa, apds o «;» tem-se o
bloco, pelo que devemos definir o que é um bloco:

[bloco] — =
{[declaragio —de —ctiquetas]} {[declaragio —de—;
constantes]} 4
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{[declaragio —de —tipos]} {[declaragdes —de —
varidveis] }

{[declaragbes —de —rotinas]}

<BEGIN {[instrugio]} {<;>[instrugio]} <END>

A interpretagdo desta definigio & que um bloco ¢ uma
sequéncia de declaragbes seguida por um conjunto de instrugdes
entre BEGIN ¢ END.

Em AF, a seq {[declarago de 1} significa que
podem existir zero ou mais ocorréncias de itens conhecidos por
«declaragdes de etiquetas», do mesmo modo que podem ocofrer
ou niio as declafagdes de constantes, tipos, varidveis € rotinas. As
declaragbes, contudo, quando existam devem estar presentes pela
ordem dada. No nosso caso, o programa «Bubblesort» contém
apenas declaragdes de constantes e de varidveis, nomeadamente

m
aE 9

(. 420

ol
(=)

o

Existem, claro, definigdes dentro do Pascal das declarages de
constantes & de varidveis, que em AF serdo

[declaragdo —de —constantes] —>
<CONST>> [identificador] <=>> [constame] <;>
{[identificador] <=2 [constanie] <;>]}
[declaragio —de — varidveis] —>
<VAR> [indicagio —de —varidvel ]
{[indicagio —de — varisvel |} N
[indicagio —de —varidvel] — =
[identificador] {<,> (identificador]} <>
[indicador —de —tipo]

-
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Temos agora necessidade de definir «indicador —de —tipos,
dado ser o Unico item nao definido. Existem muitos indicadores
de tipo:

[indicador —de —tipo] —>
[tipo —ordinal —novo] / [tipo —estruturade —novo] /
[identificador —de —tipo] / <"> [identificador—
de —tipo]

ou sgja, quer um «tipo—ordinal —novor, um «tipo—estrutura-
do —novo», um «identificador —de —tipo» ou um ponteiro (poin-
ter) — o simbolo * indica um ponteiro — para um identificador
de tipo. Os significados destes termos serdo claros mais adiante,
pelo que apenas daremos um exemple de um indicador de tipo, a
«declaragao —de —matrizs:

[declaragio —de —matriz] — >
<ARRAY> <[> [tipo—ordinal] {<,> [tipo —ordinal]}
<]><OF> [indicador —de —tipo]

Note-se que na definigao de declaragio de matriz (que & uma
forma de indicagio de tipo) existe a referéncia a «indicador—
de —tipo». Na definigic de «indicador —de —tipo~ existe uma
referéncia implicita a «indicador —de —tipo» pelo que, em tltima
andlise, o «indicador —de —tipo» ¢ definido em fungfio dele
préprio.

A isto ct definigio « ivar, da qual é um exemplo
mais claro ¢ directo a nova definigho de identificador:

[identificador —versdo 2] —>>
[letra] {[digito] / [identificador —versdo —2]}

que diz que um identificador € uma letra, facultativamente
seguida por um digito ou um identificador, sende o digito ou o
identificador possivelmente repetidos.

Considere-se, por exemplo, o identificador

A2CDS5

1 que comega por uma letra, ficando 2CD3. O resto comega &_:nu"au
" com um digito, 2, deixando CD35, e CD5 & ja em si um

identificador. Pode entio ser analisado em termos do esquema de

. definigio.

O formato do Formalismo Allan, com ponteiros para defini-
gdes, corresponde de perto ac modo segundo o qual muitos
tradutores analisam texto em c6digo fonte, para traduzir progra-
mas para cGdigo objecto.
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Capitulo 3
As rotinas em Pascal

Trabalhe, sobretudo, com ¢ propésito de simplificar ¢ melhorar a sua
declaragio de objectivos. Catio reduziu-a a trés palavras — e através da
sua constante repetigio. eliminou finalmente o adversdrio,

Up the Organisarion, de Robert Townsend

As ugs palavras que Catio usou de modo téo eficiente foram
Delenda est Cartago, que significam: «Cartago deve ser des-
truida.»

Catio acrescentou estas palavras a tudo o que disse ou
escreveu sobre quaisquer assuntos.

Q equivalente para o Pascal seria «A confusio deve ser
destruida» . Neste capitulo estudaremos o modo como o Pascal
procura destruir a confusao.

A IDEIA DE UM PROCEDIMENTO
Ji vimos como Wirth tentou tornar o Pascal numa linguagem o
mais simples possivel, sendo um dos modos principais para
produzir tal simplicidade um raciocinio claro. O Pascal procura
alcangar esse objectivo através do uso de procedimentos.

©O apéndice B mostra o diagrama sintictico de um procedi-
mento. Na sua esséncia, a sintaxe de um programa ¢ a sintaxe de
um procedimento tém muitas semelhangas. Uma maneira de
pensar num programa ¢ consideré-lo como uma forma superior de
procedimento: ou seja, o procedimento de maior nivel hierdr-
quica.

Voltemos ac mais simples dos programas, escrito em Pascal
UCSD, para ndo existirem parimetros de programa,
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- ‘endempo da meméria do <

O procedimento mais simples ¢

PROGRAM MARIS_SIMP_ES:
BEGIN
END .

- & o procedimento MAIS —SIMPLES ndo faz nada, tal como o

programa MAIS _ SIMPLES. Tomemos um programa mais com-
plexo.
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que também ndo faz nada. Consideremos agora a estrutura desle
filtimo programa SIMPLES.

O programa tem o nome SIMPLES, ¢ de scguida define-se vm
procedimento de nome MAIS —SIMPLES, cujo conteddo é

que ndo faz nada. O «;» indica o fim do procedimento (dado que
o terminador « .» di o fim do programa). O corpo do programa
principal comega com BEGIN. O tradutor sabe que este € o
comego do programa, caso contririo haveria outra definigdo de

. PROCEDURE ou FUNCTION.

O corpo do programa principal é, entio

BEGIN
MAIS_SIMPLES -
END.

| 0 que significa que, a0 encontrar-se o identificador MAIS —SIM-
| PLES, se deve pesquisar no «livro de apontamentos». O gome

MAIS —SIMPLES ¢ encontrado, e junto a ele a informagao do
lor onde o procedi y
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comega, dado que 0 nome MAIS _SIMPLES € um ponteiro para
esse enderego.

Na altura de executar o programa, activa-se o procedimento
MAIS — SIMPLES; copiam-se pormenores do MAIS — SIMPLES

mento anterior, € por isso o sistema sabe qual a acg@o a tomar. A
acgio & guardar informagdes sobre o inicio do procedimento
MAIS _SIMPLES.

Acabando as declaragbes de rotinas, comega o programa
ipal. O programa principal {nivel 3) faz uma chamada ao

para uma porgao da meméria (néo a rotina ipleta, s6 asp

di SIMPLES, ja definido (nfvel 2), que por sua vez

relevantes), e entio o MAIS _SIMPLES & do. E:
MAIS —SIMPLES ¢ nao fazer nada.

O nosso programa SIMPLES pode ser refinado para um
programa que ji nao € tao simples.

Este continua a ser um programa que ndo faz nada, mas que ja
demora mais para ndc fazer nada. A razio por que ele demora
mais ¢ que ha mais coisas que ndo fazem nada.

Consideremos 0 que acontece quando o tradutor Pascal per-
corre ¢ programa, O primeiro procedimento chama-se MAIS —
SIMPLES e junto desse nome ji consta a informagao de que, a
partir de determinado enderego da memoéria do computador, estio

ar dos diversos p lativos a ele. Nio existem
mais identificadores relevantes, pelo que ndo hé mais complica-
gbes.

Examina-se o procedimento seguinte, SIMPLES, e guar-
dam-se 0s pormenores relevantes: onde comega o cédigo e quais
os parimetros identificadores.

Faz parte do corpo do procedimento SIMPLES o identificador
MAIS —SIMPLES. Este identificador nio & novo, na medida em
que j4 foi anunciado ao sistema na declaragdo de um procedi-
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mn:ém uma chamada a0 procedimento’ MAIS —SIMPLES
também j4 definido (nivel 1). E como se existisse a sequéncia.

MAIS _SIMPLES

SIMPLES — > MAIS — SIMPLES

MENOS —SIMPLES __> SIMPLES
SIMPLES

—> MAIS

.. Antes de ter acesso ao procedimento MAIS —SIMPLES, o
identificador relevante deve ser declarado ao sistema, o mesmo
acontecendo com SIMPLES.

A IMPORTANCIA DA ORDEM

O programa seguinte ndo € legitimo, sendo destinade a mostrar a
importincia da ordem (¢ interessante notar que a ordem das
~ declaragoes é também crucial para a linguagem de programagio
' FORTH).

FROGRAH ERRADD_MOUVAMENTE;
- 2°F
FROCED I

BEGL

HA

END;
£ 1.2
FROCEDUF

BEGIN

END;
{: 3" F
BEGIN

SIMPL N
END.

"' 0 tradutor encontra o proced:mmlo SIMPLES ¢ armazena essa
ao. Dentro do p o tradutor encontra o
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identificador MAIS _SIMPLES, e nac consegue encontrar in-
formagdo sobre ele, nem no livro de regras', nem no livro de
apontamentos (ou seja, no analisador de sintaxe e nas listas de
identificadores): ¢ produzido um erro.

Usando fook ahead (processo onde, face a uma divida num
Jocal do texto, se procede a uma pesquisa dai para a frente,
memorizando o sitio de onde se partiu), sabemos que seriam
dados os pormenofes, s¢ o tradutor pudesse esperar. Mas o
tradutor n3o pode e ndo vai esperar. O tradutor estd concebido
para percorrer rapidamente o texto do programa, pelo que o
programador se deve acomodar & ordem necesséria.

E impossivel obter tradugdes que sejam, simultaneamente,
répidas e precisas, e ainda ter uma sintaxe elaborada, a nao ser
que o computador com que trabalhamos tenha uma grande
capacidade e seja muito ripido. Os microcomputadores sio
relativamente pequenos ¢ lentos; se for necessiria uma computa-
géio rdpida (o que nem sempre sucede), o Pascal pode ajudar.

A ordem pela qual os identificadores se encontram declarados
& importante, dada a diminuigio de velocidade no caso de existir
uma segunda passagem pelos dados. E claro, é sempre possivel
«fazer um pouco de batota»:

GRAM CERTIHHD;

CEDURE SIMFLES; FORUARD

1 Aqui, o tradutor iria procurar algo jé definido (por exemplo um procedi-
mento «utilitério=) pela prépris linguagem. (N. do T.)
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As declaragdes FORWARD séo o modo de que o programador
dispée para indicar ao tradutor que deve pesquisar mais & frente.
O tradutor chega ao procedimento SIMPLES e descobre que,
nesse ponto, nAo ha i¢ao do do do p di
O identificador &, no entanto, memorizado junto com informagio

1 acerca de is p (que neste caso nido
existem), mas nao é ajustado qualquer ponteiro para codigo
objecto (que ainda néo foi gerado).

A esta rotina segue-se outra onde a situagho & idéntica, ou seja,
MAIS —SIMPLES. Existem pois, neste ponto, dois identifica-
dores «a procura» de definigdes.

A decl inte a um p

dimento ¢ a declaragho de

¢ 8
i SIMPLES, que j4 foi identificado junto do tradutor. SIMPLES

. serd entdo traduzido para cdigo objecto, e ficard com um
| ponteiro associado ao inicio do seu cdigo (enderego).

Como parte da definigao de SIMPLES, existe uma referéncia

. a0 identificador MAIS _SIMPLES. Ora, este identificador ja ¢
. conhecido do tradutor (compare-se com o programa) devido 4
. declaragio FORWARD no infcio. Fard entdo parte do codigo de
' SIMPLES uma chamada ac ponteino para MAIS _SIMPLES, que
. por enquanto ainda nio referencia o respectivo cédigo objecto.

Quando a definigio de MAIS _SIMPLES for traduzida, ajus-
ta-se 0 ponteiro respectivo para o enderego do inicio do cédigo
deste procedimento, para que o cédigo objecto de SIMPLES
saiba a partir de onde deve executar ¢ c6digo de MAIS — SIM-

. PLES (através de um ponteiro para outro ponteiro para cédigo

objecto).
O que acabamos de explicar é usualmente considerado um

| tanto esotérico, e muitas vezes o ignoram ou deixam de lado até
~ ser demasiado tarde no ensino e exame de Pascal. A necessidade

de FORWARD & uma das caracteristicas mais importantes do
Pascal, dado que, com esta declaragdo, se pode ver claramiente

. como funciona o tradutor: (A) o tradutor funciona numa ordem
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estrita e (B) o tradutor funciona usando ponteiros tanto quanto

seja possivel.
Este assunto ficard ainda mais esclarecido quando examinar-
mos procedimentos com pardmetros.

PROGRAMAS E PARAMETROS TIPO «FICHEIRO»
A distingao entre cabegalhos em Pascal standard e Pascal UCSD
¢ a distingdo entre cabegalhos com ¢ sem p de pro-
grama.

Temos, nomeadamente, que em Pascal standard devemos
escrever (por exempla)

FASCAL _STANDARD [IH

uT]
enquanto que em algumas versoes seria
FROGRAM MICRI_PASCAL;

As diferengas estao no uso de parimetros no Pascal standard
{neste caso, 0s canais de dades INPUT e OUTPUT). O modo
como as versbes diferem entre si pode ver-se''melhor pela
operagio do tradutor.

No Pascal standard o tradutor armazena identificadores para
STANDAR —PASCAL, INPUT e OUTPUT, enquanto na versao
normal para microcomputador apenas € necessirio anotar o
identificador MICRO —PASCAL. Na versao «micro —pascal> o
wadutor j4 dispde de pormenores sobre os canais standard
INPUT ¢ OUTPUT.

E sempre possivel em Pascal standard ter cabegalhos de
programas que ndo incluem INPUT ou OUTPUT mas, uma vez
que este facto varia de impler a0 para impl &
mais seguro inciui-los.

Quando se usam comandos de entrada (input) e salda {output)
num programa em Pascal standard, ou seja, comandos como
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WRITE (X1 ;
WRITELM (X
RERD (X1 ;
READLN X1 ;

: eles sdo idénticos a

WRITE (OUTAUT,
WRITELN (OU \TPUT )(! H
REARD (INPUT, X! ;
RERDLN EINDUT »(‘:

onde INPUT e OUTPUT séo os ficheiros para entrada e safda de
dados standard. O comande WRITE(OUTPUT,X) éscreve o
valor corrente do identificador X no ficheiro conhecido como
OUTPUT, enquanto no comando WRITE(X) o ficheiro OUT-
PUT & assumido pelo tradutor, dado que o primeiro identificador
da lista (emtenda-se por lista o conjunto de nomes de varidveis
| que se encontram entre parénteses) diz respeito a uma varidvel e
néio a um ficheiro,

WRITE diferencia-se do WRITELN porque, com o primeiro,
apbs a escrita dos valores que constam da lista de variaveis, nio
hé passagem para o inicio da proxima linha l6gica, a0 contrério
| do que ocorre quando empregamos WRITELN. A diferenga entre

READ ¢ READLN ¢ similar!.

Se o cabegalho do programa for, por exemplo,

PROGRAM MAIS _ FICHEIROS(INPUT,
OQUTPUT,FICH —1,FICH_2);

erdo usados {ou pelo menos conhecidos) quatro ficheiros, pelo
programa MAIS _FICHEIROS. Eles sio conhecidos como fi-

! O uso de READLN obriga a que a Bsta de varidveis a ler termine com a
tecla ENTER (RETURN), para uma leitora do tecladps ¢ o uso de READ
ina a leitura com a filtima varisvel lida para dentro da lista. Para leituras de
os ficheiros, ¢ nio o teclado, READLN terminaré com o cardcter «CAR-
GE RETURN:, que pode ser o cardcter de cédigos 10 ou 13 do Codigo
o, normalmente o ASCIL (V. do T.)
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cheiros «externos», sendo INPUT e OUTPUT os ficheiros
extemnos standard . Os ficheiros externos sdo aqueles que perma-
necem apss a execugio do programa terminar, aqueles de que o
sistema, de um modo geral, tem conhecimento.

Antes de serem usados dentro do programa, os ficheiros
FICH_1 ¢ FICH -2 devem ser declarados, por exemplo como
ficheiros de texto (textfiles); as implementagdes variario even-
tualmente no modo como isto é feito. Por exemplo:

Um ficheiro de texto & aquele que se comporta como se
estivesse «disposto» linha a linha, como num écran. Os ficheiros
podem niio ser necessérios como ficheiros de texto (caso em que
READLN e WRITELN nao fazem sentido, dado que assumem
«linhas»), podendo ser definidos, por iplo, do segui
modo

O FICHEIRQ — INTERNO ¢ um ficheiro «local» ou «internos,
€ apenas existe para ¢ que o programa se proponha fazer. Os
ficheiros internos emp para fins «i a gio do
progi (por plo, armazenar ltados intermédios) e
ndo #m uso quando o programa estiver concluido.

O «alcance» dos ficheiros difere entre eles. O alcance de um
ficheiro externo é global ac computador, como um todo, en-
quanto o alcance de um ficheiro intero € local ao programa (nao
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“tem efeitos fora deste, sendo um ficheiro temporério)'. Esta ¢
‘uma caracteristica importante do Pascal ¢ de muitas outras
'ﬁngungens. Num diagrama sintactico, onde existir um «blocos,
quaisquer varidveis declaradas dentro desse «blocos (e um
ficheiro é um tipo de varidvel) sio locais a esse bloco — o seu
efeito é-lhe restrito.

Se, dentro do bloco, existirem outros blocos (com as suas
proprias declaragbes), o alcance das variaveis do bloco circun-
dante é «global aos blocos interiores. As duas formas mais
‘comuns de blocos sdo © programa, come um todo, € os
| procedimentos e fungdes.

FOR I: TO DOWNTO 1 DO

{ SEGUNDD CRSD >

BEGPE I#1@; URITELM:(T
sl EN

ird valores & varidvel «I» desde 1 até 10, com incrementos
1. De cada vez que se activa o ciclo, o valor corrente do
tador de ciclo (1) € escrito no dispositivo de saida por defeito,
‘sem mudar de linha. O resultado serd entéo

12345678910

! As versdes UCSD < Pascal MT/ — podem manipular ficheiros em meméria
massa (por exemplo diskette), sendo esses ficheiros posteriormente recohhe-
s fora da execugio do programa (como a pestio de uma agenda de
lefones). (N. do T}
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O «ciclor em Pascal surge de duas formas, mas em cada uma
delas a alteragio do contador do ciclo é unitdria. O contador pode
ser incrementado (como sucede no primeiro caso) ou decremen-
tado {segundo caso) de uma umdade

Se, por plo, p um de ciclo que tenha
incrementos de 10 unidades, temos de empregar um artificio,
como fizemos no segundo caso, onde a saida serd

SN WAL d®e D

40
30
20
10

correspondendo a coluna da esquerda aos valores da varidvel «I»,
entre 10 e 1, & a coluna da direita aos valores da varidvel J, que &
igual a 10 vezes o valor de I. O ciclo FOR em Pascal & assim
estritamente definido, o que ajuda ¢ processo de tradugao.

Se escrevemos um ciclo do seguinte modo:

FOR I:=1 TO 10 DO A_PROCEDURE; -{LINHA DE
PROGRAMA }

o procedimento faré dez vezes a mesma acgéo. Se, no entanto, o
procedimento for definido como

DPOLEDURE [l PROCEDURE,
BE : INTEGER;

O WRIT
HH DD PPGEEDIﬁE

0 que aconteceu? Poderao eventualmente surgir dividas quanto
25 duas linhas comentadas; existe uma linha de programa que
contém um ciclo, ¢ uma linha do procedimento quase idéntica.
- Tomemos o seguinte programa:

PRDBPHM
INPUT
AR 1

jUERLRPﬁINC_LDDF
Uti;

INTEGER

DPDLEDUDE A PPDLEUU

nde observamos o problema com maior clareza.

Existem as duas linhas de programa (identificadas com {1} e
2}) que usam o mesmo contador de ciclo, 1. A varifivel I estd
‘declarada por duas vezes (ou seja, nas linhas {3} e {4}). O

' facto néo existe — fazendo o papel de tradutor.
O tradutor [€ a primeira linha e verifica que se vao empregar os
icheiros standard INPUT e OUTPUT, e que o identificador do

pontamentos. A linha seguinte identifica um inteire de nome
| «I», informagio esta que vai para o livro de apontamentos, e
unto a ele escreve-se «o alcance & o de OVERLAPPING —LO-
PSs.

O procedimento ¢ identificado como A _PROCEDURE, e
junto do identificador anota-se <dentro do alcance de OVER-
LAPPING —LOOPS-: ou seja o procedimento estd embebido no
alcance mais geral do programa. A primeira linha do procedi-
mento identifica um inteiro que serd conhecido por I, e junto a
ste escrever-se-i «alcance de A _PROCEDURE». A Jinha
guinte (sem contar com BEGIN) usa I num ciclo: voltando atrds
0 livro de apontamentos, encontramos o identificador I, € junto
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a ele a informagdo de que o seu alcance € o do procedimento
A _FROCEDURE.

O tradutor verifica se I estd declarado em A _PROCEDURE!
sendo este o 1 a usar, ¢ nfo o primeiro I (cujo alcance é o do
programa, e cujos efeitos sdo mascarados por este I).

Quando se encontra uma referéncia ao I do programa principal,
andando para trds no livra de apontamentos, descobrimos pri-
meiro o identificado 1 de A ~PROCEDURE; o [ pretendido nao
estd dentro do procedimento, pelo que a busca continua. Encon-
tramos outro 1, e junto a ele a informagho «dentrc do alcance do
OVERLAFPING — LOOPS=; &, pois, este 1 que se vai usar.

Se bem que exista mais de uma referéncia a um identificador
chamado I, e dado o conceito de «alcance» definido para
identificadores, estas varidveis diferentes (que 8m o mesmo
nome) sao tratadas de forma diferente (em diferentes partes do
programa, ou diferentes alcances).

O «I» do programa principal ¢ diferente do «I» do procedi-
mento.

O resultado «saida» destz programa é

12345678910
12345678910
12345678910
12345678910
12345678910
12345678910
12345678910
12345678910

ou seja, existem & linhas ¢ em cada uma delas 10 nimeros. Uma

' E caracteristica do Pascal gue este tipo de varidveis, também chamadas
wvaridveis de iteragaon , devam ser locals aos pracedimentos ¢ fungoes que as
empregam, niio podendo estar ceclaradas num nivel hierfrquico superior.
(N.doT.)
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escrevendo sucessivos valores de 1, desde 1 até 10, completando
a sequéncia com um espago (ou seja, « ») ¢ passande para o
inicio de uma nova linha (com o uso de WRITELN). A
informagdo & escrita no ficheire de texto por defeitc QUTPUT.

Existem 8 linhas de safda efectuadas com A_PROCEDURE,
dado que o procedimento é chamado 8 vezes através de

FOR .= 1 TO 8 DO A_PROCEDURE

e esta versao do identificador I (que esta declarado ao nivel do
programa principal) nio ¢, claro, tratado como o mesme identifi-

. cador da verséio 1 que estd declaraco o nivel do procedimento.

O alcance do identificador I, dezlarado na linha marcada com
{4} no programa anterior, esté restringido a esse procedimento.

. EXPLORAGAO DO ALCANGE DE IDENTIFICADORES
§ Noutra terminologia (a usada antes) qualquer identificador &
~ <local» a0 bloco em que estd declarado, e portanto nio tem efeito

sobre identificadores fora desse bloco. Assim como ficheiros

" locais eram apenas usados dentro do programa (néo tinham efeito

sobre o sistema, fora do programa), também os identificadores
Jocais s6 t4m efeito dentro do alcance do seu préprio blaco.



Qualquer identificador dentro do corpo do bloco (ou seja, na
amada inferior) deve ser declarada ao bloco, quer seja na
camada superior (como um pardmetro), quer seja na camada
intermédia (como parte das declaragbes). O alcance de um
parimetro ou de um identificador declarado ¢ também bloco
ferior & «notificagho~ {termo que abrange a passagem de
para ¢ a declaragio de identificad

Se, por exemplo, um identificador é declarado num bloco que
faz parte de outro bloco, nic terd efeitos sobre quaisquer
identificadores fora desse bloco.
Identificadores dos blocos exteriores podem, contudo, afectar
08 identificadores dos blocos interiores (quando em uso), a
menos que esses identificad estejam doss dentra
dos blocos interiores. Por exemplo, o identificador I no programa
principal esti mascarado pelo identificador com o mesmo nome
declarado no procedimento.

Note-se gque o bloco interior s0 pode aparecer na camada
i dia («declaragdes») do bloco circundante. Na camada
inferior, 0 que aparece & o identificador do bloce (por exernplo,
«...A—PROCEDURE-).
O tradutor, quando encontra um identificador de um procedi-
mento, ajusta dois apontadores. O primeiro aponta para o codigo
objecto que contém a tradugio das instrugdes do procedimento; o
segundo aponta para uma «pilha de chamadas a procedimentos»

A figura 3.1 mostra a distingéio entre identificadores «locaiss &
«globais». Um bloco Pascal é apresentado como um rectingulo
dividido em trés camadas. Na camada superior estio os parfme-
tros, A camada do meio consiste nas declaragdes, onde uma
forma de declaragio & associar um identificador a outro bloco (tal
como um procedimento ou uma fungao). A camada inferior ¢
formada pelas expressdes executdveis do bloco {uma A
executdvel € uma expressio que leva a cabo uma acgdo, como por
exemplo «<FOR [:= 1 TQ 8 DO A _PROCEDURE)

Parimetros Bioco

Declaragdas Hloco

&/7 manor

Expressoes

que contém inf ¢io acerca do procedi que est4 actual-
mente a ser executado, quais 0s seus parimetros ¢ identificadores
especiais’. Quando se p a ¢do do procedi

0s pormenores acerca dos seus pardmetros e identificadores sdo
retirados da pilha. O conceite de alcance (apenas para identifica-
dores} pode ser ilustrade com o esquema da figura 3.2:

N

m Alcance do bloco malor

Alcance do bloco menor

' Os nomes ¢ pormenores das rotinas chamadas séo guardados para Jue o
Figura 3.1. Aleance de declaragoes e pardmetros. programa saiba para onde retornar, apbs executar a rotina, (N. de T.}
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Declaragdes no nivel Alcance
Superior  Inferior

Sim Nio Total

Sim Sim Depende

Nio Sim Inferior apenas
Nio Nio Nenhum

Figura 3.2. O alcance de identificadores.

Na linha de cima, tem-s¢ que se um identificador estiver
declarado no mais externo de dois blocos, © seu alcance esten-
de-se aos dois blocos. Quando o identificador est4 declarado nos
dois blocos, o identificador relevante, ao qual se refere o
programa ¢m dada altura, é dado pelo bloco no gual essa
referéncia existe. Se o identificador apenas esta declarado no
bloco intemo, o alcance do identificador resume-se a esse bloco;
fazer uma referéncia fora do bloco constituird um emo na
tradugio, que serd assinalado,

Evidentemente, se nio existir declaragio do identificador,
quaisquer referéncias a esse identificador serfo ilegais, onde quer
se verifiquem.

PASSAGEM DE PARAMETROS
Exami ¥ O programa inte, tentando descobrir qual serd o
resultado final

BT T

INTEGER;

LMIQUTRUT, Jd? ;
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1TO i@ D
UTPUT, It ;

TELN (ouTROT, "

O novo procedimento tem um parimetro, declarado com o
nome J, identificando um valor inteiro.

o duzird ao seguinte resultad

P

1
12345678910

2
12345678910
12345678910
4
12345678910
5
12345678910
6
12345678910
7
12345678910
8
12345678910

A questdo agora ¢ relacionar a saida de valores com o
programa. Existem apenas 4 linhas que desempenham uma- ou
outra fungho, enquanto as restantes definem ou notificam. Essas
4 linhas serdo as responsdveis pelos resultados (estas linhas estio
assinaladas com comentdrios de {1} até {4}).

As linhas de escrita sao as numeradas de {1} a {3}. A Ithha
{1} escreve o valor apontado por J, que identifica um inteiro,

73



como foi definido na d 30 do p dop di
Escreve-se entao o valor de ] ssndu a proxima acgdo de escrita
fi da na linha segui a seguir i escrita de
J, existe a j familiar linha {2] que escreve os nimeros de 1 a 10,
acabando com a passagem para o inicio da nova linha {3}

As linhas de 10 nomeros sac Sbvias, & sio iguais umas as
outras; é o nimero que as precede que muda. Esse namero, tal
como fol estabelecido, € o valor apontado pelo identificader do
paréimetro. Este valor parece mudar, com incrementos de 1, entre
1 e 8. Um exame & linha comentada com {4} revela a solugao
para a mudanga de valores de J.

Esta linha é, lembremos,

FOR 1:= 1 TO 8 DO B_PROCEDURE(I) {4}

que indica uma variacio de [ entre 1 e 8, sendo o identificador 1
usado como parimetro do procedimento B_PROCEDURE.
Quando um identificador surge entre parénteses na chamada a um
procedimento, o tipo de identificador usado compara-se com o
tipo esperado ¢, se forem iguais, o valor correntemente apontado
pelo primeiro identificador passa ao segundo, para a utilizagdo
pelo procedimento.

Existe uma diferenga entre a descrigio formal do parimetro
(ou seja «J : INTEGER») e o valor actual do parimetro em
qualquer chamada ao procedimento (neste caso é o valor actual
de I no programa principal)'. © que o programa principal passa
ao procedimento nao ¢ o nome do identificador, mas o valor para
© qual ele aponta.

! Ao identificador presente no cebegalho do procedimento, neste caso J,
dd-se o nome de¢ «parimetro mude-, ¢ ao identificador que, na altura da
chamada, se pretende passar a I, neste caso I, da-se o nome de «pardmetro
actuale. (N. do T.)
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NOME E VALOR
o Pascal usa «passagens por valor» mais do que
«passagens por nome»: o valor para o qual o identificador aponta
(a0 nivel do bloco chamador) ndo & afectado pelo que lhe seja
feito dentro do procedimento!.
Por exemplo, veja-se 0 seguinte programa C —PROGRAM:

I

R
ROCEDURE T _PROCEDURE (U
WTEGERI ;
Jar T INTEGER:
BEGIN

il
LJRITE._N [DUTF‘LT Jr;

I TO 12 DO
‘JQI IDUTF‘UT Il
» §N[>,
EE&IN TINIZIO 00 PROGRAHA
PRINCIFALY
5 g‘ I TO & DO
C_PROCEDURE (I}
rITE' H (DL'T‘PLIT Ii
END .,

que produz a seguinte saida de resultados:

1
123456789101

4.,
123456789102

! Optou-sc por «passagens por ...« ¢ nao pela tradugio literal «chamadas
por ... n.namad.ldacmqucoqwIfizéipuag:mdeumpuﬁmmenaoa
‘chamada. O termo «chamada~ estaria mais correcto se estivessc cm causa o
procedimento, © que néo € o caso.
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9
123456789103
16

D_FROCEDURE (11
& 5.
WRITELM(QUTRUT, I!;
{187

?1523456789104 END
ENE.
123456789105
36
123456789106 1
49 - sendo a saida de resultados, neste caso, a seguinte:

123456789107
64

123456789108 L
123456789101
Observa-se que, se bem que o valor apontado por I seja elevado 4
ao quadrado (através da atribuigio J: =J*] em C ~PROCEDURE,
comentada com {1}, o contetido de I ndo se altera, dado que
apenas o seu valor passa como parimetro (vé-se no Gltimo
nimero, depois de 10, em cada linha, o valor do identificador I).
Tentemos uma modificagao final no programa:

123456789104

9
123456789109
16
1234567891016
25
1234567891025
36
1234567891036
49
1234567891049

64
1234567891064

Devemos agora estudar as alteragdes ao programa. A primeira
& o aparecimento de uma varidvel extra no programa principal
(K na linha {1}), sendo esta a varidvel empregada para controlar
'n ciclo FOR principal (linha {3}), ndo passando como paréimetro
a0 procedimento (linha {5}). Atribui-se ao identificador 10 valor

K (linha {4}), sendo entio passade o identificador 1 ao
cedimento (linha {5}). -
Na declaragio do procedimento na linha comentada com {2}
existe a alteragio «VAR I : INTEGER», uma instrugio para o
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tradutor passar o nome da varidvel assim como o seu valor'. O
resto do procedimento é igual 4 versdo anterior (ou seja,
C —PROCEDURE), sendo entao o resultado 0 mesmo, no que diz
respeito ao procedimento, A diferenga estd no nimero que
termina a sequéncia de 1 a 10.

Essa diferenga vem do facto de que na linha

WRITELN (OUTPUT.1) {6}

o valor apontado por I foi alterado. A razdo para esta alteragiio € o
facto de que, ao chamar o procedimento, foi passado o nome de [
(dada a mudanga na declaragio do pardmetro do procedimento).
Tem-se entac que, em vez de um ponteiro para o valm- de I, se
passou um ponteiro para o identificador 1
Assim, quaisquer alteragdes em J dentro do puxedlmenr.o seriam
«sentidas» por T fora do procedimento. Como o valor de J foi
elevado ao quadrado, 1 também o foi.

Voltemos aos termos «local» & «global». Se o pardmetro II for
definido como

NOVA _PROC(II : INTEGER)

o alcance do identificador I é o do procedimento NEW —PROC.
Se a definigdo for

MAIS _NOVA _PROC({VAR Il : INTEGER)
o alcance do identificador II & igual ao alcance do identificador

actual que substitui II ao ser-lhe passado a II na altura da
chamada (tal como [ substitula J no programa D _PROGRAM).

! Na realidade o que passa ¢ © enderego onde estd localizada a vardvel,
sendo uma passagem de parimetras desie tipo designada por «passagem por
referéncia de enderego-. Como a alteragdo passa a ser reconhecida fora do
procedimento, um parimetro declarado sem « VAR~ no cabegalho do procedi-
mento & designado «de entradae, ¢ se tiver « VAR= € designado «de saidan.
(N.doT.)
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UMA OBSERVAGAO FUNCIONAL
As fungbes tém muito em comum com 03 procedimentos, com a
vantagem de produzirem um valor {associado ao nome da
fungio). Um exemplo comum do uso de fungdes é o célculo de
um factorial. E muito facil escrever um programa para calcular o
factorial de um ndmero. Por exemplo,

EROGRAN FACTORIAL (INPUT, DU
TRUT ;

iz
YRR _FRZ,HUM, CONTRDOR INT
%CgFf
BEGIN fFROGRAMA PRINCIPALT

ITRUT, “FRCTOAIA

O niimero do qua] se pretende calcular o factorial ¢ NUM,

sendo o Itad do em FAC, d © identifica-
dor COUNTER pa.ra contador do cicle. Julgamos que o programa
se explica a si proprio.

Seria bom poder fazer a atribuigao

FAC : = FACTORIAL(NUM};

Assim, e para encontrar o factorial, empregamos uma fungio
que opera sobre o valor de NUM para dar o factorial. A fungio
FACTORIAL pode ser condificada de diversas maneiras. Eis

uma delas:

FUNCTION FRCTCRIAL (NUMERD
: INTEGER;

CONTRDOR INTES
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A primeira diferenga que se nota entre uma fungio e um
procedimento € a atribuigao de um «tipos i fungic. Neste caso,
esse tipo ¢ INTEGER. Isto significa que se vaj dev.lver um
resultado de tipo inteiro. Podemos alterar a primeiia linha, por
exemplo, para

FUNCTION FACTORIAL (NUMBER:
INTEGER):REAL’

para que o tipo da fungdo passe a ser real. O valor devolvido ao
programa & o resultante da atribuigao da linha {1}.

A fungio para calcular o factorial utiliza um método itera-
tivo, porque emprega um ciclo (existem outras formas de ciclo,
com o emprege de WHILE-DO ¢ REPEAT-UNTIL, das quais
falaremos adiante). O método iterativo é exactamente 0 mesmo
que o usado no programa vulgar, ¢ até certo ponto o uso de uma
fungio tem «fins estéticoss .

Dizemos «fins estéticos» porque (para um valor, pelo menos) &
desnecessdrio. Usar uma fungio torna, possivelmente, o pro-
grama mais, fécil de entender, mas o seu uso nao ¢é integral. O
método que a seguir indicamos para o calculo de factoriais ja ndo
pode ser executado facilmente sem o uso de fungdes.

! A possibilidade de o fazer depznde da implementagio, porque mais adiante
se faz FACTORIAL: =FAC ¢, sendo FACTORIAL tipo real ¢ FAC tipo inteiro,
dar-se-ia «in de doss. Isto se nos de que
nio existem factor reais, pelo que fazer a fungho de tipo real tem interesse
puramente académico, nio fazendo sentido de outro modo.
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" Fungoes recursivas

O factorial de 3 & igual a 3*2*] ¢ o factorial de 4 & 4¥342%],
Sendo N! a representagio de «factorial de N», vé-se logo que

H1=4+31

¢, que de modo geral, o factorial de qualquer nimero N pode ser
definido como

=N#N-1)!
Isto parece-me bastante claro, e em Pascal seria escrito como

FACTORIAL{NUMERO): =NUMERO*
FACTORIAL(NUMERQ - 1)

pelo que a diferenca & pequena.

Se o factorial de 1 & 1, qual é o factorial de zero? Por estranho
que parega, ¢ 1 também. Por definigdo, o factorial de 1 € uma vez
o factorial de zero. Portanto, se o factorial de 1 é 1, entiio o
factorial de zero é também 1. Se o nimero for negativo, o
factorial ndo estd definido e serd igual a 1*.

Assim, seo ntmero for inferior ou igual a 1, o factorial & igual
a |, & se for superior serd igual ac produto do proprio nimero
pelo factorial do seu antecedente. A fungao Pascal fica entio

FUHDTIO ACTORIAL
& INTEGE
Uﬁn-c FRC . INTEGER;
EEf‘I

IF NUHEF’D«J. TH:N F

AL (NUHEPD 1)
FACTORIAL -
EMND;

! Isto apenas se aplica 4 funglo escrita. Por definigio, nio existe o facfrial
de um nimero negativo, havendo erro de execuglio no programa se lho

pedimmos. (N. do T.)
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Foi por este motivo que dissemos que o uso de uma fungéo era
parte integrante deste método de célculo. Na linha comentada
com {1}, a fungio FACTORIAL faz referéncia a si propria
(recursividade).

Q tradutor, ao percorrer a definigio da fungdo, encontra o
identificador FACTORIAL (na linha {1}), ¢ descobre que
FACTORIAL ¢ uma fungio da qual ele conhece alguns porme-
nores, incluindo as naturezzs dos pardmetros formais, que sio
comparadas com as dos parimetros actuais, € a informagio sobre
© enderego do inicio do cadigo objecto da fungao FACTORIAL
(codigo esse que, obviamente, ainda nao estd completo).

Para explicar como funciona este mecanismo, temos, antes, de
examinar 0 modo como se empregam parimetros em fungdes (e
procedimentos), o que nos leva i distingao entre chamadas por
nome e chamadas por valor.

A figura 3.3(a) mostra como um identificador <aponta» para
um valor. A figura 3.3(b) usa este simbolismo para mostrar a
acgdo de uma chamada normal por valor — ou seja, apenas 0
valor ¢ copiado entre identificadores. A figura 3.3(c) mostra uma
chamada por nome — ou seja, copia-s¢ 0 nome do identificador
(0 que implica que também o valos seja copiado).

fa)  identificador ———m valor
identificador e valor
(b} parametro — — -~ identificador——=- vnl‘or

| S—
chamada por valor

{c) pardmetro. ——~ jdentificador ——= valor

chamada por nome
Figura 3.3, Nome e valor.
A figura 3.4 mostra como o tradutor faz face a situagio de
haver chamadas recursivas (quando o bloco chamador ¢ o bloco
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chamado), neste caso de fungdes. O tradutor comporta-se exac-
tamente como se fosse chamada outra fungéo qualquer, e uma
fungdc recursiva ndo toma mais tempo do computador do que se
ndo o fosse.

Quando se chama uma fungho, os pormenores da fungao,
incluindo um ponteiro para o c6dige objecto dessa fungdo, sio
armazenados na pilha de rotinas.

Se a fungio faz uma chamada a outra fungio ou a um
procedi ), 0§ NOVOS PO &0 também copiados para a
pilha, mantendo os anteriores a sua presenga. Os pormenores
apenas sdo copiados ap6s terem sido modificados os da fungéio
anterior, para terem e conta os valores correntes e o estado
comrente de execugio do cddigo objecto da fungao.

Como sempre em Pascal, os ponteiros sa uma chave de
compreensio.

Pardmetros Chamada Cédigo
& fungao objecto
P{altimo) - F{lltimo) ———el _ _ - _ ]

Pli Fir
Pprimeiro) -———F(primeiro) \ _________

N

Pigura 3.4. Chamadas recursivas d fungio F.

Existem trés fungdes na pilha de rotinas da figura 3.4, onde
todas as fungdes partilham o mesmo identificador (¢ que pode-
riam ser exemplos da fungdc FACTORIALY). O gstado de coisas é
tal que a execugiic do programa estd no infcio da execugdo da
terceira chamada & fungo. A fungdo imagindria da figura njo €
FACTORIAL, pois aqui as chamadas sao feitas em pontos
diferentes ao longo do cédigo objecto.
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A primeira chamada executou trés quartos do codigo da
fungdo, a segunda chamada chegou até meio, e a terceira
chamada ainda s6 comegou a ser executada. Note-se que s6 &
necessaria uma vez a existéncia do codigo objecto da fungdo,
dado que cada chamada contém apontadores para o codigo
objecto apropriado. .

O alcance do parametro ¢, pois, local & fungao ou procedi-
mento que o emprega; se for passado a outra rotina dentro da
rotina chamadora, é como se tratasse de outro identificador.

Capitulo 4
Os tipos em Pascal

O conhecimento adquire duas formas. Sabemos alguma coisa sobre um
assunto, ou sabemos onde obter informagées sobre ele,

Samuel Johnson em Life of Johnson, de Boswell

C. A. R. {Tony) Hoare colaborou bastante com Nicklaus Wirth
no desenvolvimento do Pascal, e foram dele muitas das ideias
sobre tipos de dados em Pascal.

Vérias pessoas, entre as quais o professor David Barron,
afirmaram que a descrigao do Pascal como «uma linguagem para
programagio estruturada» dé uma énfase indevida as estruturas
de controle usadas no Pascal. Barron argumenta que sio as
capactdmes de esmnumg:ao de dados do Pascal que a tornam uma

120 pod damos com Barron no facto de
que as facll:dades em estruturar dados em Pascal sio mais
importantes do que as relativas a estruturas de controle, € por isso
deixamos as estruturas de controle para o préximo capitulo.

Do nosso ponto de vista, a acgdo do tradutor ¢ de suprema
importincia para a compreensio do Pascal. Por isso, julgamos
que o modo como o Pascal utiliza blocos, procedimentos e
funges é mais importante que as ideias (conceitos) sobre tipos de
dados ou estruturas de controle, ao tentar compreender a lingua-
gem,

A léncia para uma ¢ em estruturas de controle,
esquecendo a importancia crucial dos tipos de dados numa
linguagem de programagdo, é uma caracteristica comum da
maior parte dos comentérios mais superficiais sobre «programa-
¢d0 estruturadas. Se bem que os meios sofisticados possiveis
para controlar um programa sejam importantes aspectos de
Pascal, os ismos de controle estr dos ndo constittiem,
por si s6s, uma linguagem de programagio estruturada.
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TIPOS BASICOS DE DADOS EM PASCAL
Nas matemdlicas & em muitas outras disciplinas, dispor de uma
boa notagio, uma boa maneira de descrever o que se passa pode
ter influéncia decisiva nos progressos dessa disciplina.
Argumentam os apoiantes do Pascal que este fornece essa
influéncia na notagio para programagao mas, por outro lgdo, hé
utilizadores de outras i {especial li
como FORTH ¢ LOGO) que fazem declaragées similares. Quer o
FORTH quer o LOGO podem receber a classificagao de lingua-
gens de programagdo «estruturada- , e em ambas as linguagens se
verifica a existéncia de ideias bastante claras sobre distingdo entre
nomes de identificadores e os valores a eles associados.
Existem virios tipos basicos de dados em Pascal, e j4 encon-
tramos a maior parte deles. Esses tipos sao:

Integer (inteiro). Os valores de identificadores deste tipo perten-
cem a um subconjunto dos niimeros e.dependem da implementa-
¢lio. O maior inteiro disponivel no sistema tem o nome {stan-
dard) de MAXINT.

Boolean (l6gico). Os valores de identificadores deste tipo assu-
mem os valores l6gicos TRUE (verdadeiro) e FALSE (falso}.
Reat (real). Os valores de identificadores deste tipo pertencem a
um subconjunto, que depende da implementagio dos nimeros
reais. Por exemplo, temos 1, 100, 0.1, 5SE—5 ou 87.35E +8!,
Char (caricter). Os valores de identificadores deste tipo sao
alfanuméricos que dependem da implementagio?. Sao indivi-
dualmente representados pelos proprios caracteres entre plicas
(plica — o caricter representado por ').

Examinando a funcio para cileulo de um factorial, podemos
obter uma vaga ideia do modo como estes tipos bésicos servirio

' O simbolo <E« reproscnta «poténcia de 10., sendo o ponto (.) igual @
virgula (.} para o computador. Assim, o qué para o computador & 87,355 +8
para nds serd 87,35 10%_ (¥, do T.)

* Normalmente, o conjunto de caracteres usados € o ASCIL (N. do T.}
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de «base de construgao» na direcgdo de estruturas mais comple-

xas.

Um problema que se nota nas fungdes de cilculo de factmizfis
do capitulo 3 & a possibilidade da existéncia de valores ndo
vélidos, que ndo sio detectados (pois todos os valores negativos
ficam com um factorial igual a 1). Existem maneiras de controlar
dentro do programa esses valores (por exemplo, verificar se o
valor & negativo); mais ficil, no entanto, & encarregar o tradutor e
a execuglo do programa de efectuarem esta tarefa.

A nossa sugestao ¢ que, durante a execugdo do programa,
valores ndo vélidos (como a utilizagio de um nimero negativo
nesté caso) produzam um erro. Dentro da.tradugdio, portanto,
deve existic um item que diga «para este cdlculo apenas sio
admitidos nimeros inteiros positivess. Isto nio ¢ conceptual-
mente diferente, para a tradugio, da decisic de que cerlos
nimeros devem ser inteiros, onde portanto a introdugao de um
nimero real origina um erro.

Eis uma fungéo que oferece auxilio:

FOSINTEIRD;

= @ THEM FRC

1= NUM # F
FRC

BEGIN { PROGRAMA PRINCIPAL
WRITELN (DUTPUT, "GUAL £ O
NUMERQT- 1 ;



Lt 15

mx
Zzr

A diferenga principal surge na declaragio de tipo na linha
comentada com 1. Declara-se um novo tipo de identificador que
admite valores inteiros, mas apenas aqueles que se encontrem
entre zero e o valor miximo que o computador em questio
admite.

A introdugio de um nimero que ndc esteja dentro daquele
subconjunto, na linha {3}, produz automaticamente um erro de
execugdo. A varidvel POSNUMERO espera um valor inteiro
positivo e, se o valor introduzido néo for desse tipo, a execugio
nio prossegue.

Note-se que a fungao FACTORIAL (LINHA {2}) estid também
definida como de tipo POSINTEIRO, s¢ bem que, com as
verificagbes feitas ac valor do parimetro, um simples INTEGER
j4 fosse suficientemente seguro.

Voltando ac programa EGYPT, descrito na Introdugio, vemos
que se di aos nove valores desconhecidos os identificadores de
wAo até «Is, e que o seu tipo ¢ INTEGER (podia ser POSIN-
TEIR(C). A declaragao era:

o que é ridiculo, dado que se estd a comparar um valor inteiro (0
do das operagdes entre p ) com um valor real

(1E—5). A pessoa que escreveu o programa estava obviamente
habituada a BASIC, onde as verificagdes de validade t2m de ser
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aproximadas. Em Pascal, contudo, sdo possiveis verificagdes
exactas empregando-se inteiros.

Se bem que o tradutor ndo indique o erro informando «estd a
comparar um inteiro com um real. Cmdadu‘», a linha nao faz
sentido.

TIPOS «ARRAY» (MATRIZ) E «SCALAR» (ESCALAR)'
Um dos tipos estruturados mais comummente usados em Pascal &
tao popular que existe um construtor especial chamado array que
poderia, por exemplo, reduzir a declaragdo

YAR A,B,C.D,E,F,5,4,I : IH
TEGER

através da notagio mais compacta e agradavel

VAR ADIVINHAS @ ARRAY Li..
@1 OF INTEGER:

onde existe uma dualidade tal que ADIVINHAS[1] é equivalente
a0 «A» anterior, ADIVINHAS[2] ¢ equivalente a «B», e assim

‘por diante até ADIVINHAS[9], equivalente a «I».

Os velores armazenados na matriz devem estar entre zero e
nove, pelo que podemos estar tentados a declarar

TYEE

pEC IRO = @..3;

DEL.FIRF‘F!‘ ;HRRF\‘.’ [1..91
0;

R
ADIVINHAS : DECAIRAY;

que efectivamente declara ADIVINHAS como uma matriz de
nove elementos, onde cada elemento & um inteiro decimal entre

! Matematicamente, defins-se «escalars como uma quantidade que nio
‘necessita de mais do que o sew valor para ser definida, em oposigio a0 xvectbrs,
que necessita ainda de uma direcgdo. (N. do T.)
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zero ¢ nove. Repare-se na sequéncia de declaragdes de tipos.
A sequéncia seguinte ndo ¢ vilida, e iria confundir o tradutor.

A confusao advém do facto de que DECINTEIRC deve ser
declarado a0 sistema antes de ser ulilizado, neste caso auxiliando
a declaragio de DECARRAY. Tudo deve ser colocado na ordem
devida antes de poder funcionar correctamente. Por «ordem
devida» entenda-se «nunca fazer o inesperado».

As matrizes podem ter mais do que uma dimensio, por
exemplo:

WA

ZIo);

ou seja, o valor de um identificador do tipo PECAS 36 pode ser
PRETA, BRANCA ou VAZIO: no jogo das damas, a casa
conterd uma pega branca, uma preta ou estard vazia.

O tipo PECAS ¢ o0 exemplo de um tipo escalar, ¢ sobre este
tlpﬂ defi as i Of 0

SUCC(PRETA) que ¢ BRANCA
PRED(VAZIO) que ¢ BRANCA
ORD(PRETA) que é zero
ORD(VAZIO} que é 2

ou seja, os indices dos itens de um tipo escalar estao numa dada
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ordem!. Ao primeiro item dé-se o indice zero (neste caso a
PRETA) ¢ existem fungdes para devolver o elemento anterior ou
o seguinte de um elemento dado (SUCCessor — dé o seguinte;
PREDecessor — d4 o anterior)?.

O tipo basico BOOLEAN é também um exemplo de um tipo
escalar, que pode ser considerado camo definido por

= (FALSE,TRUE:;

O «set», um tipo nao estruturado

O tipo set (conjunto)® define os limites de valores de um
conjunto, onde (ao contriric do tipo escalar, que até certo ponto é
parecido com ele) ndo existe uma ordem particular dos elementos
do ser. Usa-se, muitas vezes, um tipo escalar para delimitar a
variagio dos elementos de um set, por exemplo.

MESES = iJAM, FEU. HAR,
BR, MAI. JUN, JUL, AGE0, 3
i WOV G

= SET OF ~ESES;

o
o
o
o
0
T~
[

IMAUERA, UERAD, OUTOWNO
UERND : ESTACAD;
i

=
m
m
m
o

! Se aplicada a0 cédigo ASCIL, ORD daria, por cxemplo, ORD{'b’) =98,
tendo-se que a sua inversa ¢ — geralmente — CHR, onde CHR(98)="b".
(M. doT.}

? Tal como ocorre para ORD e CHR, sc aplicarmos PRED e SUCC a0
codigo ASCII teremos, por exemplo, PRED('C")='B’ e-SUCC{'C")="D".
N. do T.)

* Ao longo destas referénicias a set preferi manter o original, na medida egn
que julgo que este & um dos (muitos) termos que perderia simplicidade e clareza
com a tradughio. (N, do T.)
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Para verificar se um valor especifico de MES esta dentro dos
limites de PRIMAVERA, podia escrever-se a linha

No programa EGYPT existia uma larga sucessdo de testes IN
semelhantes, onde o ser era escrito em extensdo na altura do
teste, por exemplo:

(# IN (B,C,D,E,F,G5,H,I3:

o que realmente significa «o valor de A ¢ igual a algum dos
valores de B até 17+
Um teste mais ficil seria a definigao de

A varidvel SET —DE _REFERENCIA contém os digitos de zero
a nove, que s3o 05 necessirios. Assim, na altura das compara-
¢oes, escrever-se-ia
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em vez da série de testes exrremamente complexa do programa.
Os diversos operadores relacionais conhecidos funcionam com
set do seguinte medo.

= igualdade entre sezs

<> desigualdade (diferenga) entre sezs
= contém

<= estd contido em

e se alguns dos valores em [A,B,C,D.E,F,GH,I3] estiver
duplicado, este conjuntc nao serd igual a SET-DE _REFE-
RENCIA. Assim, ¢ sempre verdade que

SET_LE ERENCIA»=IR,E,,
D.E,F,G,H,I,31

Outras operagdes sobre ser sio

+ uniao entre seis (conjungio)

* intersecgio de sets

— diferenga entre sets (disjungéo) ou seja, A —B dd um ser
formado pelos elementos de A que nio o séo de B

Por lo, o Itado da diferenga entre sets

ERENCIR-IR,8,C.0

1,3

é o conjunto de¢ nimeros ndo usados na multiplicagdo e assim
uma medida da sobreposicio dos elementos individuais de
A.B,C.D.E,F,G,HL3. Note-se que SET —DE —REFERENCIA
é 0 «ser universal» para este universo de valores, pelo que é
sempre verdade que

EFERENCIA+[A, S,
s 31 =0A, B, 0,0,

s
dado qué o ser de A até 3 é um subconjunto (ou melhor, um
«sub-ses») de SET —-DE —REFERENCIA.
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«Records» e estruturas
O tipo record (registo} é o mais flexivel dos tipos de dados do
Pascal. Um «tipo record» é a base para uma estrutura que pode
ter as mais variadas caracteristicas internas. A estrutura pode
combinar, por exemplo, elementas reais, inleiros, escalares & do
tipo ser,

Eis um exemplo popular (?):

Para atribuir a informagdo de que o décimo quinte item de
TRABALHO —DE —CASA originou punigio, escrevemos

ARIDL1S) ,CAS
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donde que

TR IRRIO[LS] LCLASSI
[« 7

Na realidade, esta informagao podia ter sido intreduzida de
modo mais compacto, fazendo

BRLHO_DIARIO[15]
TIG0:=TRU
gF

QCﬂD““E*EL‘ CIDO;
IFICACAD: =@;

HIT
oo

As possibilidades de uso das estruturas i base de records para
simplificar céalculos (processamento, de um modo geral) sdo,
assim, bastante amplas. Existem métodos mais complexos de
utilizagho de records (chamados «variantes») que permitem
novas formas de manipulagic de dados, mas néo os estudaremos.
aqui.

«PQINTERS» E LISTAS

O Pascal, como jé vimos, faz uso extensivo de pointers®
(ponteiros) na tradugio e execugio de programas. Nao deverd,
por isso, surpreender a descoberta de que o Pascal apresenta a
facilidade explicita da utilizagio de pointers. Sera, contudo, uma
surpresa saber que a ordem do tradutor & interrompida quando se
consideram pointers.

! Ponteiro. Opto por deixar a palavra inglesa na medide em quey &
semelhanga do que ocorme com ser, array, record, e outras, & a normalmente
usada quando o assunto tratado & Pascal. (V. do T.)
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Comecemos por ver um exemplo de uma declaragao de um
tipo <POINTER.:

O primeiro ponto a notar ¢ que o pointer & declarado como um
pointer para um item chamado LIST -ITEM:IMPORTANTE.
LIST _ITEM ainda nao foi declarado. As estruturas que usam
pointers nao usam locagio «estitica», tal como as varidveis
vulgares, dado que (por usar pointers) a armazenagem desses
itens chega.a crescer para além do permitido. As varidveis que
usam os mecanismoes de pointers (ou seja, varidveis «dindmicas»)
usam um mecanismo chamado «pilha» ! fheap) de armazenagem.

Usando uma forma de «declaragio forward», o tradutor é
avisado de que, quando o identificador LIST —ITEM ¢ declarado,
devem colocar-se na Aeap exemplares desse tipo de varidvel. A
seta (7), ou acento circunflexo, nko & entao apenas um modo de
definir que uma variavel & de tipo POINTER, mas também que &
uma mensagem para o sistema, para que esle se prepare para a
varidvel dinidmica (no caso presente, LIST —ITEM}.

A varifvel LIST _ITEM ¢ do tipo record. com duas substru-
turas: CONTENT, que & um inteiro, ¢ ITEM —POINTER, que é
do tipo POINTER, ¢ assim um ponteiro para outro elemento
LIST —ITEM. As varidveis, cujo nome genérico é LIST —ITEM,
formam aquilo a que se chama uma «lista ligadas.

! Nao confundir com stack, que tem lambém «pilha: por tradugdo
(M. doT.)
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Nas declaragdes de varidveis ndo existem declaragbes de um
identificador do tipo LIST —ITEM, dado s6 existirem declaragoes
de varidveis tipo POINTER e INTEGER. S6 através dos pointers
teremos acesso & lista ligada (ver figura 4.1).

Para comegar d criar uma lista ligada, precisamos de inicializar
alista. Para comegar o trabalho devemos ter bases firmes, as duas
varidveis estiticas PTR1 e PTR2. Se bem que estejam definidos
como pointers, a posigao corrente do identificador (sua localiza-
¢d0 em memoriz) ndo varia, o que apenas acontece com o seu
valor (tal come com todas as varidveis estéticas).

Comegamos o processo fazendo!

FTRI:=NIL;

O pointer & deste modo inicializado com um valor que néo aponta
para lado nenhum. Léem-se os nimeros armazenados na varidvel
estéitica ININT lendo-os um a um. A sua sequéncia é

(I s T = e O T
P s dindmica

.

- o
CDNTENTEPij ITEM_POINTER

(8) Apontador para o fim da lista

Varidvel
estética

NIL

(b} Apontador para depois de se fazer PTR1:=PTR1".ITEM_POINTER
Figura 4.1 Uma fisia ligada.

! A constante NIL & muito importante no Pascal, dado que nao tem tipo fixo,
valendo sempre zera. Pode ser atribuido a um inteiro, ¢ vale @, ou a um real, &
vale 0.0, ou a um carfecter e vale o carfeter §{NUL) do cédigo ASCIL, ou ainda
a um record, valendo um record vazio. (N. do T.)



BEGIN

LRESERU
VARTIARUEL

‘I'J

¢ a sequéncia continua até se esgotar a fonte de dados.
Para andar para trds na sequéncia podemos usar pointers,
fazendo

Como se vé, a flexibilidade deste tipo de armazenagem de
dados tera grande utilidade em aplicagbes como processamentos
de listas. O uso de «pilhass (heap) de armazenagem para
varidveis dinimicas requer eventualmente um grande espago de
meméria do computador, pelo que é melhor usé-las com cuidado
em microcomputadores.
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Capitule 5
A organizagao do Pascal

Agora mais do que nunca, & » 14 perante
Uma via conduz ao desespero ¢ total falta de esperanga. A outra, & wral
extingio.

Rezemos para que haja sabedoria para escolher aceriadaments.
My speech o the Graduates, de Woody Allen

Falamos agora de decisGes, de como podemos fazer os nossos
programas adaptar-se a circunstincias que variem.

A maior parte dos programas analisados até agora usam
métodos para conirolar o padrao dos aconiecimentos, o mais
comum dos quais € o ciclo. No programa EGYPT, por exemplo,
existern diversos ciclos, cada um dentro do outro. Existern outros
modos de controlar o fluxe do programa, alguns deles menos
confusos.

O PROGRAMA «STARS»

Para ilustrar esta discussio, estudaremos o programa «Stars» , um
jogo favorito desde os tempos dos grandes computadores e
BASIC interactivos.

Neste programa, o computador escolhe um nimero aleatério
entre 1 ¢ 100, e o utilizador procura adivinhar esse nimero.

As pistas sio fornecidas por asteriscos (*). Um asterisco
significa que o nimero int estd longe do escelhido pelo
computador, e sete asteriscos significam que est4 bastante perto.
O jogador dispde de sete tentativas.

Qualquer programa deveria fornecer instrugdes sobre o seu
uso, mas tais instrugdes, neste caso, tornariam mais dificil ver a
estrutura do programa. Nao existem, assim, instrugdes mas — &
parte essa omissao — a forma do texto Pascal é bastante idénflco
ao original em BASIC.
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BROGRAM STARS_1 (INFUT,OUTP

HMEER - = RANDO
‘C CEFENDE DA IMPLEH
T CONTADOR - = 1;

e

T e

ADOR
F0TO
Moo 0 NUMERD
<HUMBER] ;

.13@, 148

1]
o
I
m
ZD
Io
I
p )
|
e
]
4
e
1)

1508,

(= MRXIMUH
182;

ERA

H ITELM?
DDNT#DWF‘, TENT

: 1 LINHA VAZIA, LA
“END’ NAO POCE TER

o

Este programa est4 escrito de uma maneira bastante confusa,
mas a sua versio original em BASIC foi sobejamente copiada.
Fssa versio em BASIC (original) tinha quase tantos GOTO
quanto esta versao em Pascal, & parte a linha

IF C'NTHDﬂl- =
HEM GOTO i@@

havendo no programa em BASIC um ciclo a comegar imediata-
mente antes da linha nimero 100. Esta forma de ciclo ¢ a saida do
ciclo com

IF RDIVINHA == C_MJIMEER TH
EMN GOTD 1705

ndo sdo permitidas por muitas versdes de BASIC, ¢ nestas
versoes teria de usar-se mais um GOTO.

Vamos ser nds o tradutor Pascal, para ver como o programa é
tratado.

Depois da declaragio dos ficheiros standard INPUT & OUT-
PUT (que so admitidos por omisséo em leituras — READ — e
escritas — WRITE), a segunda linha declara certas etiquetas
(labels), que sio constantes e ndo vulgares identificadores.
Quando existe um GOTO dentro do programa, o tradutor atribui
um valor & um ponteiro para onde estd a informagio sobre a
etiqueta declarada. Esta etiqueta aponta entdo parz o local no
cédigo objecto onde estd situada a linha pretendida.

Se as etiquetas nio estiverem declaradas, poderd haver um
salto para uma etiqueta nao existente. A declaragio das ctiquetas
torna este erro menos provével, uma vez que as etiquetas vio Ser
verificadas pelo tradutor. Também, sem a declaragéo prévia das
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etiquetas, o tradutor necessita de duas passagens pelo programa
para «atar pontas soltas», tal como saltos para a frente (isto &,
saltos para etiquetas que ainda nao foram encontradas). Este € o
motivo por que muitos assembladores. {tal como o do BASIC
BBC) i de duas p pelo prog fonte em
assembler.

As outras declaragbes de identificadores, constantes e varid-
veis, estao numa forma srandard, pelo que néo apresentam
problemas.’ Na verdade, problemitico é saber como foi cons-
truido o programa. Este é o ponto onde os GOTOs, geram
confusdo.

«STARS-1»: O PROGRAMA

A primeira linha do programa — depois de BEGIN — depende
da implementagao, dado que o gemdor de ndmeros aleatérios nao
& Pascal dard. A forma pada é 1 standard
e produz um nimero inteiro entre 1 e o valor de A (que neste caso
€ uma constante, 100). Este é o nimero gerado pelo computador
que temos de adivinhar.

Posto a | o valor de CONTADOR, o processamento comega
com uma tentativa, através da leitura da varidvel ADIVINHA. Se
a tentativa coincidir com o nimero do computador, o comando
passa para a instrugao que se encontra na linha com a etiqueta
170. Uma pesquisa ao longo do programa para procurar essa
linha conduz-nos préximo do fim do programa.

A instrugio é

170 : WRITELN ('CORRECTO EM',CONTA-
DOR,'TENTATIVAS');

Assim, por exemplo, se o valor corrente de CONTADOR for
5, o computador escreverd

CORRECTQO EM 5 TENTATIVAS

O identificador CONTADOR indica o nimero de tentativas
efectuadas. Apés a instrugao 170, existe uma instruglio «vazia»
(etiqueta 180), e o programa termina com <END.». Evidente-
menie, se ndo acertamos no nlimero, segue-se oulra acgdo, € 0
programa néo prossegue pela etiqueta 170.

Calculada a diferenga entre 0 nimero a adivinhar e a tentativa
efectuada, fica esse valor em DIFERENCA, apés o que uma
complicada série de comparages @ GOTOs fixa o nfimero de
asteriscos a escrever. Num dos extremos, se a diferenga for maior
ou igual a 64, existe um salto para 160. A instrugdo correspon-
dente a esta etiqueta escreve um asterisco e muda de linha.

Se a diferenga for inferior a 64, mas maior ou igual a 32, o
salto & para 150, onde se escreve um asterisco sem mudar de
linha. Apés a execugio desta instrugdo, o comando passa para a
linha seguinte, onde se escreve um asterisco com mudanga de
linha (etiqueta 160).

A medida que a diferenga vai diminuindo, o ndmero de
asteriscos escritos vai aumentando {note-se que as diferengas sio
poténcias de 2, nomeadamente 1,2,4,8,16,32 ¢ 64). Se a dife-
renga for inferior a dois — sendo, portante, 1 — escrevem-se
sete asterisco, comegando com a instrugdo na linha «etiquetada~
com 110.

Depois de ser escrita a quantidade pertinente de asteriscos, a
varidvel CONTADOR é incrementada de uma unidade, e faz-se
uma verificagdo para comparar CONTADOR com o nimero
méximo de tentativas permitidas. Se esse méximo (referenciado
pela constante MAXIMUM} for excedido, serd executada a
instru.;ao

CTURITELN ‘0 MUMERC ERA *,
__NUMBEI

o passa para a i a inte, que por sua vez o
passa para a linha etiquetada com 180. Esla linha esté vazia, isto
€, apenas contém «[80:», mas é necessdria uma’vez que a linha
final, «END.», nao € executivel, e portanto ndo pode ter uma
etiqueta associada. Os comentérios estdo presentes apenas pa’ra
expandir a linha.
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Percorrendo este programa, verificam-se as acgbes tomadas,
dado que o programa ndo é de imediato evidente.

A primeira modificagao
Grande parte da complicagao do programa anterior vem da escrita
dos asteriscos. Talvez seja possivel sugerir um modo de melhorar
o programa, usando (alvez um ciclo...

Se uséissemos um ciclo, terfamos de inventar uma fungéo que,
para uma diferenga de 67, por exemplo, produzisse o valor 1
(para 1 asterisco), pelo que o ciclo seria, talvez,

considerando a fungao FUN como

I_FUbiiD : INTEGE®S!
INTEGER;

Esta fungio altera o valor da diferenca (D) para a divisio
inteira de 127 pelo valor original da diferenga

127 DIV D FUNTEMP

127 DIV 64 = | 1
127DIV3iz=13 2

127DV I6=7 3
127DIVE=15 4
27DIV4=31 5
127DIV2=63 6
127DV L =127 7

O ciclo REPEAT/UNTIL pega no resultado dessa divisao
inteira e, por meio de divisdes sucessivas (agora por 2), estabe-
lecg o valor de FUNTEMP, posteriormente a devolver através do
nome da funio, FUN. Isto patece, realmente, tio complexo
como o sistema do programa «Stars —I».

Podemos substituir estas duas rotinas de escrita de astericos (a
de «Stars — 1» ¢ a versdo que usa FUN ¢ um ciclo FOR) por algo
muito mais simples:

IF DIFEREMCA <> @ THEN
M
R = 17 DIV DIF
DIFEREMNCA

IFERENCA = @,
LMY 4

o que facilmente se colocaria dentro de um procedimento, do
seguinte modo:
PROCEDURE STAR_UNTIL(D :IN

TEGER) ;
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Um método bastante mais «limpos, ¢ o processo que pode
sempre substituir um ciclo REPEAT/UNTIL, € o uso de proce-
dimentos recursivos, ou seja,

PR

EMD;

€, apesar de o procedimento recursive nao ser de execugdo mais
répida e ndo gerar menos cddigo, tem uma certa coeréncia que
nos agrada particularmente.

O procedimento ch; p do como p 0 o resul-
tado de 127 DIV DIFERENCA, por exemplo,

IF DIFERENCIA <> § THEN
STAR _RECURSIVE (127 DIV DIFERENCIA),

Repare-se na verificagdo para garantir que nao existem divi-
sdes por zero (a comparagao IF DIFERENCIA <@ THEN...).

Em versdes de BASIC vulgares (o que ndo é o caso do BASIC
BBC ou do SuperBASIC do (L), a recursividade nao faz sentido
dado n&o existirem prontamente disponiveis estas facilidades.
Valerd a pena lembrar que qualquer acgdo codificada como um
ciclo pode ser codificada de modo recursivo, ¢ vice-versa, o que
for codificado recursivamente pode sempre ser codificado iterati-
vamente como um ciclo (se bem que, por vezes, com problemas).

O aparente poder da recursividade apresenta certa redugdo.
E dtil manter a nogdo das proporgdes; em algumas linguagens,
em algi impl ¢des de trad de li ¢ para
algumas aplicagGes, a recursividade & um desperdicio total. Para
outros fins, a recursividade serd ideal. Dado que o Pascal estd
desenhado como uma linguagem estruturada i , ele
pode ser altamente eficiente.
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Lembremo-nos, no entanto, que o compilador de Pascal deve
garantir que existam sempre exemplos de rotinas num u:rranjo
recursivo, pelo que apés um certe periodo de tempo o sistema
ndo dispde de espago em meméria para arrumar os pormenores
acerca de nova chamada ao p di Em versoes
de Pascal Apple (uma variante do UCSD) os resultados de uma
falta de espago deste tipo eram catastroficos e sem explicagdo: o
sistema ficava completamente transtornado' sem dizer onde
porqué a falha ocorrera.

ATE («UNTIL») ACABAR i L
No programa «Starss, executa-s¢ 0 processo até se allpgu o
maximo de tentativas ou se acertar no namero. Assim, o
programa vé-se melhor como:

FERENCA 1>
Br_=ECURsIus
ERENC

SONTREOR + 1

FERENCA = @ OR
MAXIMOM;
MCA = @ THEN
URITELM (7 CORRECTO EM ~,C
ONTADOR, * TEWTATIURS")
ELSE

WRITELMN (70 NUMERD
s C_MNUMBER

* Empregar 0 termo stranstornadow nio & totalmente descabido de realidade,
na medida em que existe um compilador de Pascal (My/+) que, perante cgrios
erros de compilagiic, indica o emro nimerc 939, que significa complezely last, ou
seja «completamente perdido (baralhado)». (N. do T.)
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o que ¢ mais ficil de do que ¢ complicado ciclo de
GOTQ na versdo «Stars — 1. O que acontece € que se pde a zero
o contador de nome CONTADOR e depois se repete {REPEAT)
uma sequéncia de instrugdes. O READLN & a tentativa para a
variivel ADIVINHA e o procedimento STAR _RECURSIVE en-
carrega-se de escrever a quantidade adequada de asteriscos, caso
tentativa néo esteja correcta.

O valor do contador é incrementado de uma unidade, o que
termina a referida sequéncia de instrugdes a repetir. A sequéncia
¢ repetida (REPEAT) até que (UNTIL) se verifique uma dada
condigdo, neste caso o nimero a adivinhar (DIFERENCA =0) ou
ao atingir-se o nimero maximo de tentativas (CONTADOR =
MAXIMUM).

Quando o ciclo estiver completo, testa-se qual dos dois
motivos possiveis o terminou: se (IF) a tentativa estava correcta,
entdo (THEN) somos informados do nimerc de tentativas em-

-gadas, se ndo (ELSE) di qual o nimerc que deviamos
ter indicado.

ENQUANTO («WHILE») FOR VERDADE
Outro modo de encarar o processo de adivinhagio do ndmero é
considerd-lo sob a forma de «enguanto a diferenga nio for zero e
a quantidade de tentativas nao exceder o méiximo, escreve
asteriscos ¢ volta a tentar». Este método de controle é, neste
caso, um pouco menos Gtil que o UNTIL, dado que, sendo
exercide antes de efectuada a acgio, sdo necessérias mais
instrugdes antes do ciclo WHILE. No que diz respeito ac ciclo
UNTIL, a acgdo precede a comparagio, pelo que, independente-
mente do que aconiega, ¢ sempre efectuada pelo menos uma vez.
Contudo, talvez o assunto nio seja assim tao linear; eis uma
estrutura de controle usando WHILE:

ADIVINHA -
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> @ AND T
“‘IRXIMJH oo

1
El
£
IF DIFERENCA = @ THEM
WRITELN{’ CORRECTO &M 7 ,T
ONEF@%R‘. TENTARTIVAS)
LS
WRITELN( 0 NUMERO ERR .C
HUMBER? :

e, na realidade, & parte o use extra de um READLN e o céleulo
extra de DIFERENCA, podemos considerar «mais arrumadas
esta solugdo. A verificagao de «DIFERENCA igual a zero»
simplifica o corpo do bloco de acgdes do cicle WHILE, uma vez
que j4 nao é necessiria a verificagio extra de DIFERENCA ser
zero (dado que 127 DIV § falharia, ocasionando um erro de
overflow').
Outro ponto interessante a notar sao as comparagdes:

UNTIL DIFERENCA = @ OR CON
TADOR = MAXIMUM

WHILE DIFERENCA <> B AND O
ONTADOR (= MAXIMUM DO

Note-se que a comparagao l6gica que vem no fim do bloco {ou
seja, a comparagio feita em UNTIL . . .) é o complemento logico
da comparagio que vem no inicio do bloco (ou seja, a compara-
¢do feita em WHILE .. .). As acgdes REPEAT/UNTIL e WHI-
LE/DQ sio, a0 Que pargce, bastante parecidas, mas tém esta
caracteristica interessante que as faz parecer, alé certo ponto,
«0postas» uma i outra.

! Ultrapassar o valor miximo gue ¢ computador pode suportar, Dependendo
da i esle ermo {de gic) pode ou nfio ser dado a conhecegao
utilizador, No caso do MT/+ Pascal, o valor em erro & substituido pela
constante MAXINT, sem aviso nenhum. (N. do T.)




ROLE RECURSIVO o
gc::;l(; pade ser «composto» com o uso de chamadas recursivas:

R0 (D IVINHAY
BiErthes i aks sapIv
INHR- T_MUMEER? ;

DIFERENCA

<r @ AMD
HAX IMULH

H ; fica a dever-s¢ princip
nde a extensao do pr e p
zo uso «generosos de espagos. O tradutor Pascal ignora linhas em

branco e comentérios quando forma o codigo o‘bjo.cto. pelo (;ui uo

inico efeito de grandes d, g mé} exclusi

mento do codigo fonte (e da sua clareza). A
Existem, circunscritos ao procedimento STA27PR23£3$:

identificadores, a saber. o parﬁmatroadCONTADO , €08

VINHA e DIFERENCA declarados.
A[l)}ma vez que sdo locais, o tradutor esquece-0s a0 completar o
dimento.
pﬂi: :1uas varigveis C—NUMBER e MAXIMUM englobTm
todo o procedimento, pelo que as alteragdes efectuadas sobre elas
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permanecem apds cada execugio do procedimento. Os valores de
variéveis globais alteradas mant®m-se e ndo sio esquecidos
(embora neste caso nio haja alteragdes).

Quando se compara a estrutura do método de controle de ciclos
por procedimentos recursivos com os métodos que usam WHILE
ou UNTIL vemos que as parecencas sdo maiores em relagao ao
WHILE, s bem que seja possivel competir com o ciclo UNTIL.

Nao se pretendia competir com o ciclo WHILE quando se
escreveu o procedimento recursivo. & parecenga surgiu mais
devido (como j& notimos) & maior simplicidade do bloco
WHILE.

Quando s ideou a estrutura recursiva de controle, a simplici-
dade era um imperativo, pelo que ¢ método recursivo acabou por
ficar parecido com o ciclo WHILE. Dadas outras circunstincias,
talvez ficasse parecido com um ciclo UNTIL. A razdo principal
porque um WHILE é mais simples que um UNTIL, nesta

plicagio em icular, é a idade de verificar se DIFE-
RENCA & nulo antes de chamar o procedimento STAR__RE-
CURSIVE. Se sete asteriscos significassem «longe», niio haveria
necessidade de efectuar esta verificagio.

A CONSTRUGAO CASE

Se com a fungfio FUN se modifica DIFERENCA Ppara um nimero
entre 1 & 7, pensar-se-ia que era exequivel empregar uma
construgao de programa com a seguinte forma:

CASE FUN DIFERENCRI OF

@ : f LINHA FICTICIA T;
1 TERIZCO;
2 ASTERISCOS;
2 STERISCOS]
& _RSTERISC N
5 : CINCO_ASTERIZCGS;
S : SEIZ_ASTERISZCO:;
¢ ¢ SETEZASTERIZZ0:]
END; {FIM DA CONSTRUCRD of
SE?

1



onde, por exemplo, as definigoes dos procedimentos podiam ser

END;

Se, por algum azar, o valor produzido por FUN(DIFERENCA)
for superior a 7, em Pascal standard temos um erro. Em Pascal
Hisoft e diversos outros, este «contra» & resolvido através da
incorporagio de uma nova linha. Em’ Pascal Hisoft existe uma
outra instrugio de nome ELSE":

£AIE Fun EnDal TWE

T T

! Em MT/+ Pascal o nome & idéntico. Tendo-se que cada bloco executdvel
associado a um dos valores possivels da varidvel de selecgio do CASE & um
<ramo~, © bloco associado ao ELSE toma o nome de default branch (ramo por
defeito) e cobre lodas as outras possibilidades da varivel de selecgio ndo
enumeradas.
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SETE_ASTERISCIS;

WRITELHI ERRD N0 UALD
H;gGD»hIDO i{HR2 E 3TA

COMNSTRJCAD CA

Q CASE ¢ uma versao compactada de uma extensa sequéncia
de IFs:

B = F FEF’EHM—H;
IF D H
IF D U
ELSE
IF o
IsCos
_IF THEN TRES_ARSTE
RIZCO
i I 4 THEW QUATRO_R
STERT LS

LEE
TELM G’ ERRE HOE
ALOR INMTRODUZIDOS

Isto mostra porque € que néo gostamos do uso de CASE como
esr.mlura de controle, dado que parece demasiado complexo e

lado. Existe I um modo melhor.

Em alguns casos, os outros tipos escalares, a construgao CASE

ajuda a compreensdo. Por exemplo

E COR_FRIMARIA_DO_UIDED

CRO_
H

M=

k]

De modo geral, o uso do CASE parece demasiado intrincado.
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© PROGRAMA STARS_2
Apresentamos agora uma versdo melhorada do programa, que
tem em conla as consideragbes anteriores e mostra como conse-
gue ajudar a estruturagéo dos dados, embora em menor escala.
Existem ligeiras modificagdes sobre o programa anterior (por
exemplo o novo tipo JOGO__INT) mas, essencialmente, nao ha
nada de novo. Nio di explicagdes sobre o prog
deixando ao cuidado do leitor descobrir o que se passa.

DIV DIFD.
TADOR+1Y
@ THER

N i’ CORR|
» " TENTAT

TELM ("G NUMER

114

A MAIS PODEROSA CONSTRUGAO
O procedimento, seguido de perto pela fungdo, & a construgio
mais poderosa do Pascal.

Para progredir na p gdo de qual li 2 deve-
mos adquirir um racwcmlo suslcrnéuw. que dé énfase 4 divisdo
em blocos do programa. Pensar em termos de procedimentos ¢
fungdes ajuda a produzir programas de compreensao simples.
Normalmente, programas de compreensdo facil sio também
programas de facil correcgdo (os 2rros tendem a ser pequenos) e
fécil modificagio.

Voltando atras no lvro, notar-se-& que ele comegou com o
conceito de tradutor de Pascal, e depois passou para procedi-
mentos. Foi apenas depois de estudados os tipos de dados que o
texlo comegou a examinar as estruturas de comando standard.
Tal come ji foi discutido antes, as estruturas de comando
standard em Pascal constituem a caracteristica menos importante
da linguagem.

A caracleristica mais importante do Pascal séo o programa e 0
moedo como o cédige fonte se transforma no cédigo objecto

d Uma vez p dido o programa e a sua
lmdugio podemos passar para o estude das secgdes que formam
um programa. Em qualquer programa concebido com sensatez,
as principais secgbes sio as rotinas (procedimentos ¢ fungdes).

Muitos programadores aprenderam j4 h4 ands a importancia da
rotina, numa linguagem chamada FORTRAN IV. O uso de
rotinas mostrava-se tao importante em FORTRAN IV pof esta
linguagem ser, em muitos aspectos, uma linguagem primitiva,
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com estruturas de comando mais primitivas que muitas versées
de BASIC. Para assegurar que os programas em FORTRAN IV
tivessem menos hipGteses de conter erros, e para ajudar a isolar
esses erros quando ocorressem, tornavam-se Os programas em
FORTRAN IV um conjunto de rotinas.

O Pascal tem um conjunto de estruturas de comando mais rico
¢ substancialmente mais 0til que o FORTRAN IV, pelo que
muitos que escrevem sobre Pascal tendem a comegar pelas
estruturas de comando. Vindos do FORTRAN IV (que néo é o
mesmo que FORTRAN 77), a ncssa reacgdo inicial & sempre
comegar pelo topo (ou seja, pelo tradutor) e deslocar-nos depois
para o fundo (ou seja, as estruturas de comando).

Seré interessante notar gue muitas descrigdes de Pascal come-
gam pelo fim, as estruturas de oomando. ¢ muitas vezes nao
atingem o comego, o tradutor.

Um dos conceitos em voga em programagio é cqnhecido como
programagio «estruturada» (também conhecida como programa-
¢do top down): a definigio de programagao tep down implica que
o programador proceda i definigao global do que pretende fazer
antes de entrar em pormenores,

Devido a0 modo como funciona o tradutor de Pascal (que
requer informagio sobre os pormenores antes de poder usar a
informagio), deve existir uma boa quantidade de «meditagao e
trabalho no papel» antes de efectivamente se escrever o programa
em Pascal. Este ¢, como ¢m FORTH, traduzido do fim para o
principio ¢ requer, também como o FORTH, bastante trabalho
prévio.

Muitas pessoas que escrevem scbre Pascal tendem a ser tops
down apenas superficialmente e sfo na realidade botiom up
(inverso de top down), o que se observa na ordem pela qual
os di icos no capitulo 6.
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Caplfiulo 6
A sintaxe do Pascal

A ordem ¢ a simplificagio s&0 os primciros passos em direcgao do
dominio de um assunto — o verdadeiro inimigo & o desconhecido.

A Montanka Mdgica, de Thomas Mann

O funcionamerito du tradutor do Pascal é crucial para uma
o do fu to & r io do Pascal, enq
linguagem. Este capitulo permite-nos estudar com mais porme-
nor a diferenga de significados entre «sintaxes ¢ «semintica» e a
confuso gue isto pode causar. Neste ponto, sera (til a consulta &
secgao do capftulo 2, «Anélise de um programa em Pascal».

Numa linguagem vulgar, a «sintaxes liga-se ao modo como as
palavras se juntam para formar frases, e a «seméntica» liga-se a0
estudo dos significados das palavras e das frases. A sintaxe nio
pode ser confundida com a seméntica, dado que ambas existem
independentemente uma da outra em muitos aspectos. Todos
sabemos que aquilo que «dizemos» nao é necessariamente aquilo
que «queremos dizer» .

Em linguagens de computador, a sintaxe estd relacionada com
as regras da linguagem e com as formas permitidas pela lingua-
gem. A semintica de uma linguagem de programagio depende
daquilo que a sintaxe dessa linguagem permite, ¢ néo existe
independéncia. A «rigidez» da semintica de uma linguagem de
programagio contrasta com a «fluidez» da seméntica das lingua-
gens vulgares.

Aqui é onde pode surgir confusdo. O nosso conhecimento
sobre o que dizem os significados ¢ aquele que a linguagem
normal (ou seja, a semantica da nossa linguagem natural) nos da.
Quando se aplica este conhecimento 4 semdntica dc vima Imgua—
gem de p gA0, surgem pro 1 nos
mgmﬁcados de estruturas de programas, dado que lslu et na
nossa natureza.
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Para ilustrar este ponto, isolimos duas «confusdes», se bem
que nenhuma delas o seja, realmente, no que toca ao tradutor da
linguagem. A primeira confusio é produzida pela nossa habili-
dade para construir maltiplos significados a partir de quase nada,
na nossa linguagem natural; a segunda confusdo estd reflacionada
com a falta de certeza dos que concebem as linguagens guanto ao
que devem fazer.

CONFUSAO 1: IF THEN IF THEN ELSE
Examinemos esta porgao de texte de programa:

IF condigio—1 THEN IF condigio —2 THEN acgéo —1
ELSE acgiio—2;

Tentemos estabelecer o seu significado. Aplicando o nosso
sentido comum (o da linguagem natural) em concepgdes de
significado, vemos que podemos dar duas interpretagges. Qual-
quer delas pode ser a pretendida:

ou seja, o ELSE tanto se associa ao primeiro THEN como ao
segundo THEN.
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Vemos o conflito na interpretagio (que pode ficar bem
confusa) dado estarmos a aplicar conceitos de semdntica da
li natural da ica de uma linguagem de computa-
dor, Para uma li de computador, a seméntica € dada pela
sintaxe, visto que ¢ esta que decide o que o tradutor deve aceitar
como correcto. No que diz respeito ao tradutor, s6 existe uma
interpretagao aceitavel; se fossem permitidas vérias interpreta-
¢0es, a nossa confianga na linguagem ficaria um tanto ou quanto
abalada.

A sintaxe geral da instrugio IF em Formalismo Allan (AF)
— veja-se apéndice C para mais detalhes — &:

(instrugao —~IF] —>

<IF> [condigio —booleana]
<THEN> [instrugao]
{*<ELSE> [instrugao]*}

cuja interpretagao significa que uma instrugio IF é composta pela
palavra IF seguida de uma condigio booleana (por exemplo,
DIFERENCA>0). A condigio & sempre seguida pela palavra
THEN ¢ uma ou mais instrugbes, havendo em opgdo a palavra
ELSE com as instrugdes associadas.

Os parénteses rectos [] rodeiam um item da linguagem, os
sinais <> rodeiam texto de programa sob a forma como na
realidade aparece, e o conjunto {**} rodeia uma sequéncia A
escolha (ver no capitulo 2: « Andlise de um programa em Pascal»
para um breve exame do AF. valerd a pena comparar com o
diagrama sintéctico da instrugao IF).

A instrugdo IF &, na realidade, um exemplo de uma instrugdo,

pelo que podemos inclui-lo na sequéncia apés THEN, ou seja:

[instrugad —IF] —>
<IF> [condigdo —booleana]
<THEN:> [instrugio —IF] ; uma possibikidade :
{*<ELSE> (instrugdes]* }
‘.

O que estd entre : : ¢ um comentério, ndo fazendo portanto
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parte da descrigdo sintictica. Este arranjo pode ser expandido
{recursivamente) substitvindo a porgio instrugio —IF pela sua
prépria definigio, tendo-se entdo
[instrugao —IF] —>
<IF> [condigio —booleana]
<THEN=>
<IF> [condigio —booleana]
<THEN> [instrugio]
{* <ELSE> [instrugio] * }
{* <ELSE> [instrugio] *}

vendo-se que a sequé Jduzida por uma i gao IF
imediatamente a seguir a um THEN ¢ indicada por

IF THEN IF THEN ELSE ELSE

sendo os ELSE facultativos. No entanto, se omitirmos apenas um
deles, vol a fusdo- original. Examinando a forma AF
do IF composto, vemos que o tradutor assume a ordem

[instrugéo —IF] —
<IF> [condigho —booleana]
<THEN >
<IF> [condigac —booleana]
<THEN> [instrugio]
<ELSE> [instrugiio]

dado que o tradutor espera que o ELSE se refira ao IF imediata-
mente anterior.
Observa-se uma equivaléncia importante no Pascal, usando AF
do seguinte modo:
[acgio —X] = <BEGIN> [acgdo —X] <END>

ou seja, colocar qualquer instrugdo Pascal entre as palavras
reservadas BEGIN e END nio tem qualquer efeito sobre a
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A0, servindo para delimitar ¢ infcio ¢ o fim de um bloco de
instrugdes a efectuar assim, e se 0 ELSE devesse referir-se ao
primeiro IF, ou seja

[instrugio —IF] —>
<IF> [condigio —booleana] .
<THENZ> [instrugdo —IF —sem —ELSE]
<ELSE> [instrugdo] outra possibilidade:

jh 56 € necesséiria uma pequena modificagio para produzir

[instrugdo —IF] —>
<IF> [condigac —booleana]
<THEN> <BEGIN> [instrugio—IF —sem —ELSE]
<END>
<ELSE> [instrugdo]

o que, expandido, fica

[instrugao —IF] —>
<IF> [condigio —boolenana]
<THEN >
<BEGIN>
<IF> [condigio —booleana]
<THEN>> [instrugio]
<END>
<ELSE> [instrugio]

Estas manipulagdes reflectem-se, como se vé, nos programas
correspondentes em Pascal (usando condigao —1, condigao -2,
acgho —1 e acgao —2).

Chamamos «ELSE pendente» a este problema, e ocorre em
muitas outras linguagens. Isto & particularmente verdade nague-
las linguagens cujo estilo veio, em parte, de uma lingnagem
anterior chamada ALGOL 60, dado que tendem a usar as
mesmas estruturas de comando.

Q problema do ALGOL 60 nio existe para uma ]mguagem
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com um nome parecido, o ALGOL 68. A semdntica do AL-
GOL 68 nao estd aberfa a essa divida, do ponto de vista da
semmmca namral porque todas as construgdes (tais como o IF)
sdo delimil Por plo, um IF termina com
FI.

Cont 1: alguns ios

Se bem que a confusio 1 ndo seja, na realidade, uma «confuséo»
no sentido mais estrito, a sua existéncia indica que se pode
melhorar ¢ tornar mais «fechado» o modo como o Pascal estd
estruturado.

A «complexa» Imguagcm ALGOL 68 et na verdade muito
simples na sua psio, e a id: derivava
do facto de que a sua slmplmdade era pmduto 'de um pesado
investimento em tradutores complicados. Ja dissemos que,
quanto mais simples nos parecer um sistema (dados sistemas de
poténcias equivalentes), tanto maior serd o investimento neces-
sdrio no software requerido para o suportar.

Para conceber um sistema simples de usar e que, mesmo
assim, constitua uma potente ferramenta de programagio, re-
quere-se uma quantidade muito grande de saftware especifica-
mente desenvolvido.

O Pascal assume duas coisas neste ponto: 1) o utilizador €
competente e 2) 0 saftware para executar o problema deve ser téo
simples quanto possivel. A combinagio destes dois pressupostos
significa que o tradutor € tio simples quanto possivel, e que o
utilizador deve aprender mais sobre a estrutura do tradutor do que
0 necessario em outras linguagens. Se bem que seja raro estudar o
tradutor, a sua importincia faz-se sentir na necessidade da
presenga dos diagramas sintdcticos em qualquer texto Pascal.

Note-se que, no desenvolvimento da linguagem Modula-2,
Wirth se aproximou mais do tipo de sintaxe do ALGOL 68 (vero
apéndice A).
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CONFUSAOQ 2: ATE QUE «DISTANCIA» USAR FOR-
WARD?
Em alguns casos ¢ dificil estabelecer & ordem precisa em que 0s
procedi devem ser d s a0 tradutor, de tal modo que
nenhum seja usado antes de ser declarado. Isto é particul
verdadeiro quando existem procedimentos que chlmam procedi-
mentos que por sua vez chamam outros procedimentos, e assim
por diante. Noutros casos, esta ordem néo pode ser estabelecida.
Considere-se um procedimento A que em dado ponto contém
uma chamada ao procedimento B. Dentro de B existe uma
chumada a C, fazendo C uma chamada a A. Qual dos trés
deve estar primeiro? A solugdo é simples. Decla-
rem-se todos as trés como o complemento FORWARD, ¢ a
ordem deixa de importar:

[declaragho — forward ] —>
<PROCEDURE> [identificador] [parimetros] <;>
<FORWARD> <>

Depois, quande se definir o conjunto de instrugdes do proce-
dimento, o formato correcto serd:

[Definigdo —de —procedimento —apés - FORWARD] —>
<PROCEDURE> [identificador] <;>
[bloco —normal —do —procedimento] <X;>

néo se repetindo os parimetros na segunda mengio no identifica-
dor do procedimento,

Isto constitui base de confuséo, reclamando algumas pessoas
que na segunda referéncia ao procedimento deveriam existir os
parimetros que eventualmente existissem na primeira. Esta
confusdo deve-se, principalmente, & especifitagio original de
Wirth: o uso do FORWARD assemelha-se muito a uma reflexdo
tardia. Vé-se isto claramente nos diagramas simécticos'que
constam da segunda edigao do livio de Wirth: Pascal: User
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Manual and Report', e ainda porque FORWARD niio surge no
Report (relatorio) (Ver apéndice G).

A inica mengao feita no manual restringe-s¢ & este exemplo (e,
por outro lado, s6 surge como umn de quatro comentarios no final
de um capitulo sobre procedimentos e fungdes).

END.

Pessoalmente, ndo cremos de modo algum na clareza do
mecanismo destes dois procedimentos, dado que néo acontece
nada, além do que o computador eventualmente fica com a
meméria cheia, apds um ciclo sem fim de chamadas de procedi-
mento. Parece muito um gesto de abandono da parte de Wirth e
do co-autor, Kathleen Jensen.

Se definirmos

[identificagio —de —procedimento] — =
<PROCEDURE> [identificador]

a sintaxe de um procedimento define-se no manual do utilizador
(User Manuat), como

[declaragdo —de —procedimento] —>
[identificagio —de —procedimento] [parimetros] <;>
[bloco] <=

' Pascal: Guia do Utifizador ¢ Relatério. (N. do T )
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nao havendo mengées a FORWARD, e, de facto, ndo contém tal
declaragio. Obviamente, FORWARD estd fora do esquema
original e, se bem que se discuta normalmente em textos de
Pascal a declaragio FORWARD, os diagramas sinticticos nor-
malmente fornecidos com esses textos nio referem a existéncia
de FORWARD.

" Certas pessoas argumentavam que, no processo de definigao
do Pascal standard, na segunda referéncia ao procedimento, os
pardmetros deviam ser repetidos. Este pnnw de vista perdia, dada
a dos identificad; de p em Pascal.

Na primeira mengao ao |dennﬁcador do procedimento (aquele
que contém FORWARD) o nome do identificador e oems
caracteristicas (por plo as dos p ) sdo ar
junto com um ponteiro (por ajusm.r) para o c6digo objecto (au.nda
néo gerado). Ao encontrar o identificador pela segunda vez, nao
€ necessdrio repetir os parimetros, dado que a informagdo sobre
eles jd estd em meméria junto com o ponteiro {se bem que o
ponto de vista era que a repetigao ajudaria a seguranga).

A segunda mengao A identificagéo do procedimento serve para
produzir o c6digo objecto inerente a esse procedimento, de
maneira que basta ajustar o ponteiro antes referido para o inicio
deste segmento de cédigo (similar aos «vectores de execugios
em FORTH).

Confi 2: alguns tarios

A ideia original de Wirth de ter um tradutor de um s6 passo (uma
s6 passagem pelo texto), se bem que impressionantemente
econémica em execugio pard fins standard, gera estas confusoes
por poder produzir mais problemas, alguns dos quais nio foram
previstos.

Na BS 6193, trata-se FORWARD como um exemplo especial
de uma directiva, sende FORWARD a Ginica directiva requerjda.
E muitos sistemas de Pascal existem outras directivas pam
procedimentos, tais como EXTERNAL (para um procedimento
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de uma livraria Pascal)', ou FORTRAN (para um procedimento
de uma livraria FORTRAN).

E um reflexo das origens do Pascal que, nas especificagoes
originais da linguagem, n&o existam mengdes ao uso de livrarias
de programas. Cada programa era como uma entidade indepen-
dente, isolada dos outros programas: & parte os identificadores
standard , nio existia maneira de usar procedimentos contidos em
livrarias especializadas®. Este problema tornou-se visivel quando
se implementou o sistema Pascal UCSD (variante Apple Pascal)
no capitulo sete.

Como um fa de FORTH, posso ver que muitos problemas da
<passagem finica» do Pascal estao presentes em FORTH, e a
solugiio em Pascal tem muito em comum com a solugdo em
FORTH. No entanto 0 FORTH tem a vantagem de ser totalmente
transparente para o utilizador informado. Talvez haja algo a dizer
quante a uma menor estreiteza de espirito da parte do utilizador e
desenhistas de linguagens de programagao.

' Uma livearia é um modo especial de organizar programas (rotinas).
Comega com um indice dos programas que contém, seguido desses programas.
Quando apds a compilagdo do programa chamador s¢ Ihe junta o médulo
nh\‘ﬂm- para :monlxax um procedimento, faz-se uma pesquisa do indice ¢, s¢
op + ¢ copiado. Os p cfou fungdes que constem
da livraria deverdo estar previamente comp:}anins.

2 Nap & obrigatrio gue seja uma livaria em Mt/ + Pascal, pode-se incluir
um procedimento externo (declarado com EXTERNALY) num médulo feito pelo
utilizador, que ndo obedece aos requisitos especificos de uma livraria.

126

Capitulo 7
Programacao em Pascal

No fim de contas, e chegando ao ceme din questio, quantas pessoas
falam a mesma linguagem, mesmo quando falam a mesma lngua?

The Lion of Boaz-Jackin and Jachin-Boaz, de Russell Hoban

Este capitulo ¢ dedicado a um Gnico programa: um programa em
Pascal Apple para desenhar «flocos de neves.

Empregémos a variante Pascal Apple do UCSD uma vez que
mostra como temos de utilizar métodos ad hoc para chegar a
procedimentos de livraria, a fim de ultrapassar as deficiéncias na
especificagio original do Pascal. A forma da lingugaem no
Pascal Apple é suficiememente diferente do Pascal «vulgar» nos
aspectos que o tormam esclarecedor, sem ser excessivamente
‘diferente da versio standard.

A CURVA DO FLOCO DE NEVE: ROTINAS
Para desenhar a curva do floco de neve procedemos do seguinte
modo:

1. C com um tri: k il {a ORDEM =0).
2. Dividimos cada lado em trés socgoes No tergo intermédio,
um il dirigido para fora do

trifingulo original (com ORDEM=0RDEM +1).
3. Se o valor d¢ ORDEM nao for suficientemente grande,
repetimos a acgéo 2.

Os s primeiros flocos de neve estio_representados nas
figuras 7.1 a 7.3. Podemos ver a acgio 2, em conjungiio com a
acgdo 3, quer como recursiva quer como ilerativa (isto é, quer
usando rotinas recursivas quer usando GOTO), Escolhemos a
abordagem recursiva.
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O Pascal Apple (tal como versdes de Pascal UCSD, e também
o Pascal Hisoft) desenha usando rotinas de «lartaruga- grafica,
um método muito recomendavel. Para desenhar uma linha,
especificamos a direcgdo, ponto de inicio & comprimento da linha
a desenhar. Sobre a teoria da «tartaruga» grifica escrevemos
j4 uma obra, fnrroducing LOGO.

Figura 7.2. Floco de neve Figura 7.3, Floce de neve
de ordem de ordem 1. de ordem de 2.
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O floco de neve baseia-se num Iridngulo equilitero. Para

desenhar um triingulo equil y em gréficos ga», esta
move-se para a frente uma distincia fixa ¢ roda 120 graus; a
tartaruga no a mesma di ia e rodard

ainda 120 graus, para repetir estes dois passos uma segunda &
uma terceira vez.
Isto sugere um procedimento para delinear o tridngulo:

PROCEDURE FLOC@_DZ_MEUE (LA

DO - REAL}; {INCOMPLETOZX
EEGIH

DESEHHA_LADD (_ADD, 1200

ADO (LADD, 122!

que d4 conta do recado. Ainda nio sabemos desenhar um lado,
mas j& comegimos. O comprimento do lado do floco de neve a
desenhar & dado pelo identificador real LADO, ¢ esta informago
¢é passada ao procedimento DESENHA —LADO.

Com o procedimento DESENHA —LADO ha um problema:
nao existe maneira de decidir qual o tipo de floco a desenhar (ou
seja, a ordem do floco de neve). Temos assim de considerar mais
um pardmetro: a ordem da curva. Esta informagio deve ser
passada a DESENHA —LADO:

PROCEDURE FLOCO _DE_NEWE (OR
DEM : INTEGER: LADO : REAL

!
I
SEHRA_LADO (ORDEM, 128

’sEG

SLRCD
D NHA_LADD {ORDEH, 128
sLADDE
SENMHA_LADD (ORDEM, 120
s LHDD:
END; -

‘Vamos agora definir o conteiide de DESENHA _LADO.*
Quando estamos a desenhar um lado, ele pode ser uma linha
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recta, ou seja, ter ordem zero, ou pode ter um tridngulo no meio,
e possivelmente tridnguios sobre tridngulos (ordem superior a
2zero). Esta definigdo parcce ser simples:

E (ROUND (LADO! @

{LANGULD?

que, basicamente, diz que, se ORDEM for diferente de zero,
se desenha a linha triangular, se néo ¢ desenhada uma linha recta.
Em qualquer dos casos faz-se uma viragem no fim da linha.

A rotina implicita da «tartaruga» gréifica MOVE, ao fazer
MOVE(DIST), move a tartaruga de DIST unidades para a frenie,
onde DIST deve ser uma quantidade inteira, e & Por isso que se
faz ROUND(LADO). A fungio ROUND(X) arredonda o valor
de X para o inteiro mais proximo!,

A rotina TURN(GRAUS) muda a direcgio da tartaruga fazen-
do-a rodar uma quantidade inteira de graus dada por GRAUS e
variando entre zero e 359 no sentido anti-horério, correspon-
dendo os zero graus 4 direcgao «em frente para a direitas .

A linha triangular desenha um tergo de um lado, e roda —60°
(ou seja, rotagio hordria); traga uma linha e a volta no final é de
120°: a linha seguinte tem uma volta de —60°; a tiltima linha nio
tem volta, e a ordem ¢ decrementada de uma unidade. Juntando
tudo, definimos DRAWTRI, que ira ser

FROCED

1K

BEGIM

' Os amedondamentos sio diferentes para nimeros positivos ¢ mnegativos.
N.doT.)
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_LADO (DRDEM-1,
CLADO (oA

23]
ESENHA

O motivo pelo qual se fez a varidvel LADO de tipo rea_l é que
as sucessivas divisdes por trés, usando uma varidvel mtel.lm,
originariam d iados erros de d: Por I
17/9 seria 2 (o inteiro mais préximo), mas i-'_‘SII))IIVV%é I me_sn;o

i 05 {17 DIV 3) DIV 3 a resposta , ou seja 1.
queCoazg:[:e pf)de notar, )DESENHA —LADO chama DRAWTRI,
que por seu lado chama DESENHA —LADO. H4 a necessidade
de, pelo menos, uma declaragao FORWARD.

CURVA «FLOCO DE NEVE»: O PROGRAMA

O floco de neve tem de ser desenhado algures no écran de video,
e o écran do Apple If, em Pascal, tem 280 unidades de largura
por 192 vnidades de altura. Temos de tomar decisGes sobre:_ onde
colocar a tartaruga no iwufcio, qual o tamanho do lado inicial do
tridngulo (ou seja, o lado do tridngulo de ordem zero) e qual a
orientagio inicial da tartaruga.

Se ALTURA for a altura do écran, ¢ LARGURA a sua
largura, o ponto inicial para a tartaruga deve ser a meio d? écran
(na horizontal) e a um oitavo do fundo do écran (na vertical). A
origem dos gréficos iurtle situa-se no canto inferior esquerdo do
écran. )

A tantaruga deverd estar orientada na direcgio 30 (ou seja,
rodada de 30° para a direita).

A sequéncia de que necessitamos é:
IHITTL
MOUETD
RA DIV 3
TURNTO (S

131



que inicializa a «tartaruga- grifica para se poder comegar a
desenhar, move a tartaruga para metade do écran na horizontal &
um oitavo na vertical, & roda a tartaruga para a direcgdo correcta.
A outra informagio necesséria é o lado inicial do tridingulo.
Dado que desgjamos que a forma seja simélrica, usamos,
convenientemente, um pouco de trigonometria:

In

(ALTURA=S -
15} ;
(note-se que SQRT(3)/3 ¢ igual ao co-seno de 30°), Podemos,
obviamente, simplificar esta expressdo.

Perguntar-se-4 o porqué de todas estas contorsdes; porque nio
definir, pura e simplesmente, os valores numericamente? A razio
de nao usar atribuigbes deve-se A facilidade de posteriores
alteragdes, para compatibilidade com outros sistemas dispondo
da «tartaruga» gréfica.

Eis, portanto, ¢ programa:
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JHFECT H
DES

;LF\DD

SEMNHA_LADO (ORDEM, 128

PRC!CEE \JP‘E DESENHR_LADD;

IF "F-‘C': >
THEHN DESENHH TRI(ORDEM

SLACD)

EMD;
PROCEDURE DESEMHA_TRI;
BEGIN

e

-50, LA

R_LARDO (ORCEM-1,

DEZEN &' LADO LORDEM-1,

uelT
IR R GwDE”\ = @j
INITTURTLE,

oc
NICIRL!

+HOGE (ROUND (LADDS ¢
[ANGULO!

1% EMTRADA DA ORD

CURUA

REURA DIV 2,

DEH; LAGC_

REACLM iIORDEM) ; (% FPERMITE
GUE A

SURA PEFT‘IF!NEL/R HO
¥ YOLTA A0 MODO

3

(PLTURH 9

-
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Ja analisimos os procedimentos que, A parte as duas declara-
;ﬁes.FORWARD. nio 1@m nada de excepcional. A seguir ao
identificador do programa (note-se a auséncia de parimetros),
surge uma novidade do Pascal: a declaragio USES.

E_nquamu alguns sistemas Pasczl, para utilizar procedimentos
de livraria, usam a declaragio EXTERNAL. em Pascal Apple
essa dec;arug&u toma a forma USES, dizendo que o programa usa
rotinas de uma livrara especific:
eyt pecifica (neste caso, de TURTLE-

A_s rotinas usadas (por exemplo MOVETO ou INITTURTLE)
podiam, noutros sistemas, ser introduzidas por

dependendo do sistema.

Q resto do programa é bastante claro, ¢ as pequenas diferengas
(tais como «o que & INITTURTLE?-) ndo sao importantes. Este &
© MOUVO por que nao tratimos com grande mintcia uma
implementagio particular. As verses de Pascal srandard variam
entre si, bem como as de Pascal UCSD, mas o que € importante
S30 as n_opées que levaram & criagho da linguagem.

) Q tnico modo de ver qual o significado exacto de qualquer
nstrugdo Pascal numa implementagao particular ¢ examinar a
documentagio sobre essa mesma implementagéo.
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Capituio 8
Perspectivas do Pascal

As coisas sdo sempre melhores no infcio.
Cartas Provinciais, de Blaise Pascal

Muitas das versdes de Pascal para microcomputadores reve-
lam-se bastante completas: por exemplo, a maior parte das
versoes de CP/M, tal como MT + Pascal, as diferentes versdes de
Pascal UCSD e as menos divulgadas, tais como »s da Hisoft.

A maior parte das diferengas, normalmente, provém do uso de
ficheiros para entrada (input) e saida (output) de dados.

Por plo, veja-se o d de p do g
para ficheiros no UCSD e em muitos outros Pascal de microcom-
putadores, bem como a inclusio de um novo tipo de ficheiro
{INTERACTIVE) no Pascal UCSD.

Em algumas versdes mais simples (muitas vezes chamadas
«<mini» Pascal) existem diferengas radicais; por exemplo, para
poupar escrita e espago, PROCEDURE passa a PROC, FUNC-
TION passa a FUNC ¢ assim por diante. E normal que o «mini»
Pascal ndo permita a formagiao de novos tipos de dados, e o tipo
Ppointer nao esteja implementado.

E possivel, no Pascal standard, ter uma declaragao de proce-
dure como a seguinte:

PROCEDURE Q ( PROCEDURE F, PROCEDURE G ) ;

onde se passam como parimetros da procedure Q as duas
procedures F e G: o corpo da procedure Q poderia entdo ser:

PROCEDURE Q ( PROCEDURE F; PROCEDURE G ) ;
BEG 3

o #
END;
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Em Pascal UCSD isto nio é possivel, embora existam manei-
ras de contornar esta restrigio.

O Pascal teve grande impacte ¢ um computador (o Apple IIT)
foi desenhado como uma «maquina Pascal (ver o apéndice D).
Com as suas influentes ideias de estruturagio (compartilhadas
em muitas outras linguagens), o Pascal foi visto como um modo
de projectar sistemas complexos que funcionassem. Actual-
mente, no entanto € C a linguagem mais usada para desenvolver
sistemas deste tipo!; funciona de um ponto de vista totalmente
diferente.

O Pascal néo se mostrou totalmente satisfatério, por algumas
das razbes j4 mencionadas, ¢, de facto, duas das pessoas
responséveis pelo seu aparecimento e divulgago (Wirth e Hoare)
vieram posteriormente a desenvolver outras lingnagens (Mo-
dula-2 e Occam). Dado que 0 Modula-2 é explicitamente uma das
versdes de Pascal de Wirth, damos as linhas gerais desta
linguagem no apéndice A.

Para os seus apoi e ad res, uma das istica:
inovadoras do Pascal ¢ a atitude de autocritica em relagéo a si
préprio. J. Welsh, W. Sneeringer ¢ C. A. R. Hoare (escrevendo
para a publicagao Software — Pratice and Experience, 1977)
dizem: «Se pretendermos que futuros projectos de linguagens, &
mesmo futuros utilizadores, beneficiem inteiramente das vanta-
gens introduzidas pelo Pascal, & essencial que os seus defeitos,
bem como as suas virtudes, sejam cuidadosamente identificados
¢ catalogados. A natureza minuciosa, por vezes em alto grau, das
criticas aqui feitas deve considerar-se como a crenga em que o

Pascal é I a melhor ki 1 no dominio piblico,
para fins de prog) ¢io de si € impl cdo de
saftware.»

Na secgho final, os trés autores salientam o facto de que as
vantagens de uma linguagem de alto nivel poderiam ser combi-

! Nomeadamente, hoje em dia, C é muito usado para desenhar sistemas tais
como compiladores, sistemas operativos, etc. (M. do T.}
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nadas com a alta éficiéncia, numa «revelagio que merece o titulo
de descobertas.

Salientam que um dos resultados alcangados pela revelagao do
Pascal é que as linguagens sio actualmente julgadas segundo
padrdes muito mais elevados que antigamente: o Pascal mostrou
que se deve esperar mais de uma linguagem. Infelizmente, e
devido 28 nossas expectativas crescentes, as desvantagens do
Pascal tornaram-se exigentes.

Wirth escreveu um artigo intitulado «Uma contribuigio da
linguagem de programagho Pascal» (de IEEE Transactions on
Software Engineering, Junho de 1975), em que explica que o
Pascal se destinava a ser uma linguagem que acentuasse a
construgio sistematica de programas, e que o Pascal era de mais
facil compreenso e mais simples para a detecgio de erros por
parte do compilador. Na altura em que o artigo foi escrito, o
Pascal tinha cinco anos, e Wirth notou que ele jé tinha demons-
trado 0s seus méritos no tocante i facilidade de programagio,
facil ajuste & verificagao formal de programas, féceis e eficientes
possibilidades de implementagio e portabilidade.

Esses cinco anos também revelaram problemas. Os dois
principais isolados por Wirth diziam respeito & definigio de
ficheiros e uso de records de tipo variant — julge que o conceito
deste tipo de registos p d iados probl ¢ parece
que Wirth estd de acordo com isto.

O Pascal ganhou ascendéncia na aplicagdo ao ensino da
informética, precisamente a aplicacio para que o Pascal inicial-
mente se destinava. Para programagdo standard de natureza
pouco ousada, com aplicagbes standard em perspectiva, o Pascal
tem muito a recomendar a si préprio; ndo terd, contudo, o sucesso
que em Lempos se pensou.

Um pensamente de David Banon em 1980: «Quando se
pretende determinar quanto se usa determinada linguagem, ¢

' Entende-se por portabilidade de uma linguagem a sua maior au menor
capacidade de mudar de computador. Uma linguagem & tanto mais portivel
quanto maier for o nimero de computadores que & suportem. (N. do T.)
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vantajoso dispor de uma boa li gem mas mais imp

ainda ¢ ter uma Ii 1 estivel e al disponfvel.
Podemos assim chegar A situagio em que toda a gente conhega
Pascal e todos o possam usar. Se queremos que o Pascal se torne
uma linguagem universal, devemos negar a nés proprios a
indulgéncia nas suas alleragoes (de Pascal — A Linguagem e Sua
Tmplementagéo.).

Gostavamos de saber o que ele pensa agora.
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Apéndice A
Modula-2: Um descendente
do Pascal?

A linguagem de programagio Pascal afectou vérias linguagens,
na sua forma e na sua natureza. Uma destas linguagens é o
Modula-2.

Foi Nicklaus Wirth quem desenvolveu o Modula-2, tal como
acontece com o Pascal, e a referéncia chave ao Modula-2 ¢é o
livro (manual) de Wirth intitulado Programming in Modula-2,
1983,

Uma ]mguagcm chamada «Modv!aw emergiu dos problemas
i 0, € & | gem foi
anuncmda a0 Mundo em 1977 num amgu de Wirth intitulado
«Modula: uma linguagem para programagdo modulars (Soft-
ware — Prética e Experiéncia).

O Pascal foi concebido como uma linguagem de fins genéricos
€, como vimos, ganhou vasta aceitagao, enquanto a linguagem de
programagao Modula emergiv de experiéncias em multiprogra-

magio, pelo que se co nessa aplicagao em particular. Em
1975 jd se ham il di peri 1 o Modula.
Por R d vérias coisas, mas nor-

malmente a xmerpreiapén refere-s2 a um sistema com o gual
foncionam mais que um programa ac mesmo tempo, num
computador que possa partilhar recursos, ou um programa de

que execute si thais que ama instru-
gdo!. A diferenga entre os dois casos € apenas uma questdo de
generalidade, dado que o primeiro é apenas uma versic mais
geral do segundo. No primeiro caso, o sistema €, efectivamente,

e ‘.
! Normalmente, numa situagio de «vérios programas a funcionar ao mesmo
tempos, também s¢ usa o termo dé «multiprocessamentos. (V. do T.)
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um programa de computador que executa vérias tarefas (ou seja,
executa varias tarefas de utilizador simultaneaments)!.

DE MODULA PARA MODULA-2 PARA MODULA
A linguagem Modula foi inventada em 1975, se bem que apenas
tenha sido formalmente anunciada em 1977, ao iniciar-se um
pm_]ecm de pesqulsa para construir um sistema de computador
(hardware) e prog (seftware). Deci-
diu-se que o sxstema {mais tarde conhecido por Lifith) deveria ser
programado numa inica linguagem de alto nivel (isto &, lingua-
gem que, com uma instrugio, obriga o computador a desencadear
viérias acgGes).

Isto significa, portanto, que nio iria haver distingao entre a
linguagem de alto nivel usada na construgio do sistema (por
exemplo C ou BCPL) e a linguagem de baixo nivel, de controle,
usada como «i didria» entre o hard do putador ¢

eventuais dispositivos periféricos (normalmente linguagem as-
sembier ou cédigo mdqaina).

J4 existe pelo menos uma linguagem adequada a esta tarefa, o
FORTH, mas Wirth ¢ os seus colaboradores consideraram o
FORTH demasiado dificil para ser aceite pela generalidade das
pessoas. Desenvolveram a nova linguagem, Modula-2, destinan-
do-a a aplicagbes globais, combinando todos os aspectos do
Pascal com extensies para incluir o5 conceitos de modularidade e
multiprogramagio. A sintaxe da nova linguagem estava mais
perto da sintaxe do Modula do que da sintaxe do Pascal, pelo que
A nova linguagem se chamou Modula-2. A estrutura desta nova
linguagem ficon também mais préxima da estrutura do AL-

" GOL 68, se bem gue com muitas diferengas. Como, no entanto,
se tornou mais ficil dizer simplesmente Modula — dado que o

! Ao software da de gerir o de diversos
programas chama-se «nfcleo de Kemels, -«nticleo de multiprocessamentor ou
simplesmente «Kemnels. (N_ do T.)
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A ma@

Modula original estava ultrapassado — Wirth e outros tendem a
referir-se a «Modula» quando na realidade querem dizer «Mo-
dula-2..

ADIGOES AQ PASCAL
A linguagem Modula contém vérias adigdes ao Pascal, ¢ Wirth
indica os itens principais:

1. O conceito de «médulo»: um moédulo consiste num conjunto
de declaragbes ¢ numa sequéncia de instrugdes, tudo isto
iniciado com a palavra MODULE e terminado com END,
Existe a facilidade de separar um médulo em duas partes; a
«<parte das definigbes» ¢ a «parte de impk . Aqueles
termos que dependem da miquina usada podem ser guardados
em médulos especificos, pelo que o uso destes termos pode
ser confinado e isolado.

. Uso de uma sintaxe mais sistematica: ajuda no processo de
aprendizagem. Com particular melhoria em relagio ao Pascal,
todas as construgdes que comegam com uma palavra reser-
vada terminam com outra palavra reservada (ou seja, cada
construgao & devidamente «delimitada~»). Como acontece com
o ponto anterior, também este parece compor um pouco os
emos originais do Pascal, erros esses que nao estavam
presentes no ALGOL 68. O uso da delimitagdo, € o uso de
mdédulos com itens especificos da miquina, so particularida-
des standard no ALGOL 68, se bem que tenham nomes
diferentes.

Conceito de «processos: a linguagem Modulz foi inicialmente

desenhada para ser impl da sobre um computador

convencional, de um s6 processador. Para uma verdadeira
multiprogramagao sao necessdrios virios processadores, mas

o Modula oferece algumas facilidades basicas que permitem a

especificagao de uma «quase multiprogramagio . Também é

oferecida «concorréncia» para dispositivos penféncos

Po em J concorrentes por meio de

Lt

[~

b
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«co-rotinas», que sao processos executados simulancamente
por um s6 processador. Neste sentido, multiprogramagio
significa a existéncia de vérios processos a «competirems»
para 0s recursos da maquina disponiveis (tal como acontece
com muitos sistemas interactivos multi-utilizador). Esta faci-
lidade esteve sempre disponivel no ALGOL 68, de um modo
menor, com o uso de «cliusulas co-lateraiss.

. Facilidades de «baixo nivels, que permitem quebrar as regras,
algo rigidas, de consisténcia; sdo chamadas <baixo nivels
dado serem particularidades préximas da verdadeira natureza
do computador. Assim como acontece com quaisquer possi-
bilidades de manipular itens da méquina (por exemplo, PEEK
¢ POKE em BASIC), existem muitos riscos. O ALGOL 68
conteve sempre facilidades deste tipo.

. O «tipo procedimento», permitindo 2 atribuigao dinimica de
procedimentos a varidveis: outra vantagem jé existente em
ALGOL 68.

i

w

A SINTAXE E OS MODULOS DE MODULA

Qualquer linguagem de programagio é um conjunto infinito de
frases, onde essas frases estao «bem formadas» (gramaticalmente
comectas). A sintaxe da linguagem determina os critérios para
determinar aquilo que se entende por «bem formados. Em
Modula, as frases bem formadas denominam-se «unidades de
compilagios , e cada unidade é uma sequéncia finita de simbolos
de um vocabuléario finito.

O vocabulédrio de Modula consiste em identificadores, nime-
ros, cadeias, operadores e delimitadores. Cada um desses ele-
mentos, p por uma seqoéncia de recebe o
nome de «simbolo léxico». Existe uma distingdo em Modula
entre um simbolo (digamos, uma palavra chave) e um carécter,
uma sucessio dos quais pode formar um simbolo.

A inovagio mais importante do Medula em comparagao com o
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Pascal ¢ 0 modulo’. Um médulo consiste num conjunto de
declaragdes ¢ uma sequéncia de instrugdes. Os médulos estio
compreendidos por

MODULE nome —do —mé6dulo

END nome —do —médulo

O cabegalho do médulo contém o identificador desse médulo
(que aqui & «nome —do —mé6dulo-) e possivelmente uma lista de
elementos a serem IMPORTados ou EXPORTados. As «listas de
importagio» especificam os identificadores ou objectos declara-
dos fora do m6dulo, mas nele usados (e que portanto devem ser
«importados»). O segundo caso, «exportagior, é uma lista que
especifica os identificadores ou objectos declarados dentro do
médulo e usados fora dele. Como Wirth diz, «um madulo é uma’
parede fechada 2 volta dos objectos a ele adjacentes, cuja

T ia € controlada estril pelo programadors .

Nio ¢ possivel dar linhas gerais em poucas palavras das
hipéteses de Modula, mas pode dizer-se que as instrugdes
estruturadas incluem IF, CASE, REPEAT, WHILE, FOR e
WITH (todas terminadas com um simbolo terminador especifico:
ver o ponto 2).

Para dar um exemplo de Modula, e mostrar como difere do
Pascal, eis um exemplo de Wirth (Programming in Modula-2):

MODULE Power;
FROM I[nOut IMPORT ReadCard, WriteString, WriteLn;
FROM ReallnOut IMPORT ReadReal, Done, WriteReal;

! Em Pascal Mt também existe o conecito dc médulo, a0 qual jé fizemos
referéncia em nota anterior. A estrutura de um mddulo é rigorosamente a mesma
de um programa, substituindo-se "PROGRAM' por "MODULE' & 'END.’ por
"MODEND.’ Usa-s¢ um médulo, por exemplo, quande-o espage de memoria
disponfvel para uma compilagio nio £ suficiente por se ter um programa
demasiado grande, «partindo-se« o programa em bocados € sendo cada bgeado
um médulo. Apés as eventuais compilagdes, 0s médulos so ligados usando um
linker, num processo de «linguagem- (passe o portuguesismo). (¥, do 7.}
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VAR it CARDINAL; x, z: REAL;
BEGIN
WriteString(“x = "}; ReadReal(x);
WHILE Done DO
WriteString(*/i = ") ReadCardii);
z:=1.0;
WHILE i > 0 DO
(* Z*xMi = X000 %)
= 0= il
END;
WriteReal(z,16); WriteLn;
WriteString("“x = 7); ReadReal(x)
END;
WriteLn
END Power

que deve ser comparade com os programas de potenciagho do
capitulo 2.

A importincia do Modula reside na multiprogramagio e nas
técnicas cada vez mais popularizadas de empregar processos
concorrentes usando «janelas». Com as suas ideias sobre listas de
importagao e exportagio, parecem existir pontos em comum
entre Modula e linguagens com base «objectos, como Small-
talk-80.

Apéndice B
Os diagramas sintacticos do
Pascal

Introducio. O tradutor julga indispensével esta nota prévia. Ac
longo dos diagramas sintécticos aparecerd a palavra «instrugaos,
do inglés statement. No entanto, uma instrugio nio € obrigato-
riamente aquilo que se retira do sentido estrito da palavra. O
manual de Wirth, Pascal — User Manual and Report, refere duas
possibilidades: o statement simples, caso em que s¢ fem uma
instrugiio (WRITE, READ, etc.) ¢ 0 compound statement (instru-
¢lio composta), caso em que se tem uma sequéncia de acgdes a
tomar, compreendidas entre BEGIN e END.

Os modos de funcionamento do Pascal estio muito bem
determinados, o que se verifica a0 usar os diagramas sintdcticos.
Estes diagramas mostram como se formam construgdes legais em

Pascal — isto &, mostram quais sdo as formas sintacticas
permitidas em Pasca] Quando nos interrogamos sobre o motivo
pnrqu: 1 coes 530 inadas com «;» € outras nio,

1 k:

A ordem pela qual s¢ apresenha.m os diagramas € importante.
Neste livro, os diagramas sinticticos comegam pelo de um
programa, e terminam com os de inteiros sem sinal e caracteres.
Esta ordem &, em cerlos ponltos, inversa da convencional, que
comega com o diagrama de um idzntificador e termina com o de
um programa.

i Nio ¢ comp certo. Os di 50 uma
diivida como: ponhio +; ou niic?, mas néo bé 1 NADAGue explique o porgué.
No caso de um IF.. THEN...ELSE... ¢ bloco dependente do IF ndo pode
terminar com «;» uma vez que o «;» ¢ o kerminador Pascal de instrugdes, pelo
que o ELSE ficava sem IF, que havia sido terminado pelo «;» mal colocado.
{N.doT.)
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A minha ordem foi escolhida para ter uma estrutura top down;
a maior parte dos outros conjuntes de diagramas comegam ao
contréirio, tendo uma abordagem bortom up dos conceitos. A
ordem de definicio dos conceitos deriva da definigao bésica tanto
quanto possivel de «programa». Os meus diagramas baseiam-se
no BS standard Pascal, mas o modo como se definem certos
conceitos nao & usual, € escolhemo-lo para ajudar A compreen-
sdo.

Nos diagramas, elementos dentro de circulos ou elipses alon-
gadas devem aparecer tal como se véem; os elementos dentro de
rectangulos sio conceitos do Pascal, existindo normalimente outra
definigdo para eles; as linhas mostram a sequéncia dos elementos
na definigdo.

Por exemplo, na definigao de «programa» a sequéncia é uma
«linha recta» de um elemento para outro, enquanto na definigao
de «identificador» a sequéncia é: primeiro, uma letra, ¢ depois (4
escolha) uma letra ou um digito, repetindo-se esta opgio, se for
caso disso.

Nao damos aqui o significado de um elemento: a preocupagao
¢ a sintaxe e nao a semantica destes diagramas.
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Apéndice C
Descrigao da sintaxe em AF

O Formalismo Allan (AF) foi idealizado para fornecer um modo
de descrigio da sintaxe no meio da escrita, em vez de diagramas
sinticticos. O Formalismo Allan tem muitas semelhangas com o
BNF (Backus-Naur Form), com algumas ligeiras extensées no
uso de delimitadores (como sejam os parénteses).

Esses delimitadores, em AF, sdo:

[] O elemento assim envolvido € um conceito da linguagem,
e tem belecida uma definigic (ou o sew significado &
imediatamente 6bvio). Em diagramas sinticticos, o seu equiva-
leate é um recténgulo.

< > O elemento assim envolvido & uma palavra ou um
simbolo, aparecendo no programa tal come for mostrado. Em
diagramas sintécticos, o seu equivalente é um circule ou uma
elipse alongada.

{} O clemento ou elementos assim envolvidos podem ocor-
Ter zero ou mais vezes. Em diagramas sintécticos o seu equiva-
lente & um ciclo (para tras) facultativo.

{**} Oel ou que ap assim deli

dos podem ocorrer zero ou uma vez. Em diagramas sinticticos, o
seu equivalente ¢ um caminho (para a frente) facultativo,

() Quando delimitados assim, os elementos sio tratados
como uma entidade do programa.

Existem ainda dois operadores binarios:

/ Indica a possibilidade de uma escolha ehtre elementos de
ambos os lados da barra.

—> Indica que o elemento A esquerda da seta aponta pata a
definigio que esta & direita da seta.



SINTAXE DO PASCAL EM AF

[programa] —>
<PROGRAM>> [identificador] [lista —de —pardmetros] <;>
[bloca] < .=
[identificador] —>
[letra] {[letra) / [digito]}
[lista—de — pardmetros] —>
<(>[identificador] {<,> [identificador]} <)>
[bloco]
{[declaragdo —de —etiquetas]) {[declaragio —de —constantes]}
{[declaragio —de —tipos]} {[declaragio —de —varidveis)}
{(declaragao —de —rotinas]}
<BEGIN = [instrugao] {<;> [instrugio]} <END>
[declaragao —de —etiquetas] — >
<LABELZ> [inteiro —sem —sinal] {<,> [inteiro —sem —si-
nal]}
<>
[declaragdo — de —constantes] — >
<CONST> [identificador] <=2 [constante] <;>
{[identificador] <=2 [constante] <;>}

[declaragao —de —tipos] — >
<TYPE> [identificador] <=> [indicador —de —tipo] <;>
[identificador] </=> [indicador —de —tipo] <;>

[declaragao —de —varidveis] — >
<VAR> [identificador] {<,>[identificador]} <:>
[indicador —de —tipo] <;>
{[identificador]} <,> [identificador) {<:> [indicador —de —
tipo]
<>}
[declaragio —de —rotinas ] — >
([declaragfio —de —procedimento] / [declaragio —de —fungio]
<>
{([declaragao —de — procedimento] / [declaragio —de —
fungdo]) <; >}

166

[inteiro —sem —sinal] —>
- [digito] {[digito]}

[constante] —>>
({"* <+>/<—>=} ([identificador _de —constante )/
[nimero — sem —sinal ]}/
(< >[cardcter] {[caricter]} <'>)

[indicador —de —tipo] — >
(tipo —ordinal —novo] / [tipo —estruturado —novo] /
[identificador —de —tipo]
{ (<> [identificador _de —tipo])

[tipo —ordinal —novo] —>
[lista —de —pariimetros] / {[constante] < ..>> [constante])

[tipo —estruturado —nove] —>
{* <PACKED>*} ([declaragho de —matriz] /
[declaragio —de —ficheiro] /
[declaragio —de —set] / [declaragao —de —registo)

[declaragao —de _matriz] — >
<ARRAY > <[> [tipo —ordinal] {<,> [tipo —ordinal]}
<]>
<OF> [tipo —ordindrio]

[declaragio —de —ficheiro] —=
<FILE> <OF> [indicador —de _tipo]

[declaragdo —de —set] —>
<SET > <OF> [tipo —ordinal]

[declaragio —de —registo] — >
<RECORD> [lista—de —campos] <END>"

| ttipo —ordinal] —> -

[tipo —ordinal —novo] / [identificador —de —tipo]
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[lista —de —campos] — >
{*((lindicador] {<,> [indicador]} <:> [indicador —de —tipo]
{ <> [identificador] {<,> [identificador]} <:>
lindicador _de _tipo]}) /
[lista —de —variantes]) {* <;> *} *}

[lista —de —variantes | —>
[CASE) {* [identificador] <:> *} [identificador —de —tipo]

<OF>

[constante] { <, > [constante]} <> <(> [lista —de —campos]
<>

{<;> [constante] {<,>> [constante]} <:> <(> [lista—de—/
campos] <>}

[declaragao —de —procedimento] — >
([designagao —de — procedimento] <; > ([directiva] / [bloco])) /
([procedimento —e —nome] <;> [bloco])

[designagao —de —procedimento] — >
<PROCEDURE> [identificador] {* [pardmetros —formais]
*}

[directiva]
<FORWARD> [instrugio —dependente —da —
implementagao]

[parémetros — formais] —>
<(> [declaragbes —formais] {<:> [declaragSes —formais]}
<>

[procedimento —e —nome] — >
<PROCEDURE > [nome —de —procedimento —ja —declarado]

[declaragdes — formais] —>
({* <VAR> *} [identificador] {<,> [identificador]} <:>
( [identificador —de —tipo] / [esquema —de —matriz]))/
(d 40 —de —procedi ] / [designagio —de —rotina]
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[declaragao —de —fungéo] —>
([designagao —de —fungao] <;> {[directiva] / [bloco])) /
{[fungdo —e —nome] <> [blozo]

[desigmp;o —de —fungio] —>
<FUNCTION > [identificador] {* [parimetros —formais] * }
<
{[tipo —simples] / [tipo —pointer])

[esquema —de —matriz] —>
[matriz —compacta] / [matriz —normal ]

[matriz —compacta] — >
<PACKED> <ARRAY> <[> [tipo—indice] <]> <OF>
lidentificador —de —tipo]

[matriz —normal] —>
<ARRAY> <[> [tipo—indice] <[> <OF>
{[identificador —de —tipe] / [esquema —de —matriz])

[tipe —indice] —>
[identificador] <. .= [identificador] <:>> [tipo —ordinal]

[instrugdo] —>

{* [inteiro —sem —sinal] <:>> *}

{atribuiggo] / [chamada—a—procedimento] / [instrugéo —

especial] /

{<BEGIN> [instrugdo] {<;> [instrugio]} <END>)
[instnigdo] —>

{[acesso —varidvel] / [identificador —de —fungdo]

<:=2> [expressio]
[chamada —a —procedimento] — >

[identificador —de —procedimento] -

{* <(> ([expressdo] / [identificagio —de —rotina])

{<,> (<expressio] / [identificador —de —rotina])} <> *}
[identificador —de —rotina] —>
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[identificador —de —procedi o] / [identificador —de —
fungao)

[instrugao —especial] — >
linstrugao —if] / [instrugdo —casz] / [instrugdo —while]
[instrugao —repeat] / [instrugao —for] / [instrugao —with] /
(<GOTO > [inteiro —sem —sinal ])

[instrugdo —if] —=>
<IF> [expressdo] <THEN> [instrugao] {* IELSE>
[instrugao] * }

[instrugao —case] — >
<CASE> [expressio] <OF=>
[constante] {<,> [constante]} <:>> [instrugdo]
{<;> [constante]} <,> [constante] {<:> [instrugdo]}
{* <;> *} <END>

[instrugdo — while] — >
<WHILE> [expressao] <DO> [instrugao]

[instrugao —repeat] — >
<REPEAT > [instrugao] {<;> [instrugdo]} <UNTIL>
[expressio]

[instrugéo —for] — >
<FOR> [identificador —de —varifvel] <:=> [expressdo]
(<TO> | <DOWNTO>) [expressio] <DO> [instrugao]

[instrugdo —with]
<WITH> [acesso —de —varidve:] {<,> [acesso —de —vari4-
vel]}
<DO> [instrugio]

[acesso —varidvel ] — >
([identificador —variavel] / [identificador —de —designador —
de —campo])
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{* (<> / (<.> [identificador —de —campo]}
(<[> [expressio] {<,> [expressdo]} <]>))
{<> < [identificador —de —campo]) /
(<[> [expressao] {<,>> [expressio]} <]> {*}

[expressao] —>
[expressdo —simples) * [factor] [expressdo _simples]*

[expressao —simples] —>>
{* <+> / <> *} [termo]} = [operador —simples] [termo]
{leperador —simples] [termo]} * }

[relagio] — >
CEF LD O LB [ S | <h=n [ <IN>

[termo] —>=
[factor] {* [operador —complexo] [factor]
{ loperador —complexo] [factor]} *}

[operador — simples] R>
<+> [ <-> [ <OR>

[factor] —>
[constante —sem —sinal] / [acesso—varidvel] /
[identificador —de — limite] /
[identificador —de — fungao)
{* <> {[expressdo] / [idenliﬂmdar—defrolina])
{<,> ([expressio] / [idemiﬁcmior—defmlina])} <=/
(<{> [expressdo] <)> )/ (<NOT> [factor]) /
(<[> {* [expressio] {* <..> [expressdo] * }
{<,> [expressao] {* <..> lexpressao] *}} *} <]> )

[operador —complexo] —>
<*> [ <f>/ <DIV> [ <MOD> / <AND=>

[mimerc — sem —sinal ] —>>
[inteiro —sem —sinal ] {* <.> [inteiro _sem —sinal] * }
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[r<B> {* <+> [ <—>*} [inteiro —sem sinal}* }

[constante —sem —sinal] —>
[identificador —de —constante] / [nGmero—sem —sinal] /
<NIL= /
< > [cardcter] {[cardcter]} <>

[eardcter —>
definid _pela i } .]ti(‘,>
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Apéndice D
Pascal-P e a
Maquina Cédigo-P

Nas linhas gerais originalmente tragadas por Nicklaus Wirth,
quanto & forma de um - tradutor de Pascal (um compilador), o
programa original para traduzir cédigo fonte em Pascal para
c6digo objecto estava escrito em Pascal. Isto néo é tao impossivel
quanto pode parecer.

PASCAL A PARTIR DE PASCAL

O tradutor original estava escrito numa versio muito simples de
Pascal (dig: Pascal.0) e emp esta versio para ideali-
zar um tradutor para a verséc completa de Pascal (digamos
Pascal. 1), Nao existe, contudoe, um tradutor para o Pascal.0 foi
esctito em cadigo maquina do proprio computador, mas como o
Pascal.0 era uma forma de linguagem muito simples, o codigo
méquina era muito mais facil de escrever do que sucedia com a
versdo mais completa (ou seja, o Pascal. 1). Esta técnica, também
conhecida por boor-strapping, também tinha sido usada com a
linguagem BCPL (a partir da qual se desenvolveu a linguagem
0.

Muitas das complexidades da programagio foram acomodadas
a0 nivel da tradugdo para Pascal.0 de Pascal.l e nio estavam
presentes na tradugio em cédigo méiquina do Pascal.0. Outra
grande vantagem deste sistema era o facto de que, para imple-
mentar um sisterma Pascal patente num novo tipo de computador,
bastava escrever um tradutor para Pascal.0 no c6digo méquina do
nove computador.

Este facto salientou grandemente a portabilidade da nova
linguagem Pascal, dado que o trabalho necessério para transferir
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Pascal para uma nova méaquina ficava bastante simplificado.

No inicio, Wirth considerou a hipdtese de escrever o tradutor
de Pagcal.l noutra lingvagem de alto nivel, tal como o FOR-
TRAN IV, que foi escolhido principalmente devido a ser a
linguagem compilada mais disponivel em computadores, ea
ideia era que um tradutor de Pascal escritc em FORTRAN seria
facilmente implementavel na maior parte dos computadores.

Viu-se, contudo, que as implementagbes de FORTRAN ten-
diam a diferir muito entre si, apesar de o FORTRAN ser

iderado sup uma linguagem standard, pelo que o
tradutor ndo seria tdo portdvel como se esperara. Descobriu-se
entdo que o tradutor de Pascal era dificil de escrever, uma vez
que os tipos de dados e as disposigdes em FORTRAN eram
bastante pobres. O Pascal tinha-0s extremamente potentes, por-
tanto porque ndo usar Pascal? 7

Uma vez tomada a decisao de traduzir pelo processo codigo
méquina —=> Pascal.0 —=> Pascal.l, o processo ficou, de um
modo geral, simplificado, e em alguns casos chegaram a surgir
niveis mais elevados de Pascal.

COMPILADORES E INTERPRETADORES

Usémos, ao longo do livro, o termoe «tradutor», dado ser um
terme mais geral, que engloba «compilador» e uinle’rpreladurn.
Um outro motivo para usar este termo genérico assenta no facto
de muitos dos «compiladores» de Pascal para microcomputador
serem mais bem descritos como «interpretadores de compilado-
fess. .

Um compilador traduz o programa completo em cédigo fonte
para c6digo objecto antes de o programa ser exef:ul.adc!; um
interpretador traduz cada linha do programa para codigo ubjelcto,
esquecendo esse cddigo quando o comando passa para nova linha
do programa. . .

Em teoria, o Pascal & uma linguagem compilada (mais rdpida)
e 0 BASIC & uma linguagem interpretada (pelo que é mais lenta).
Existem compiladores de BASIC, e o Pascal nem sempre € tao
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compilado como parece. A escrita com o tradutor & mais simples
€ hd maior ia em termos de arm gem se for necessa-
rio manter em meméria o cbdigo fonte,

Toma-se muito dificil encontrar um interpretador «puro», dado
Ser sempre necessdrio armazenar informagio que ndo deve ser
esquecida. Uma linguagem sem variaveis & muito restritiva, mas,
se existem varidveis, esta informagao deve ser guardada em
posigbes de meméria. Existirdo ponteiros para o cédigo objecto
apropriado.

De modo andlogo, & dificil encontrar um compilador «puros», -
ou seja, uma tradugio total do programa em cédigo fonte para um
programa em c6digo maquina, sem modificagdes na execugao.
Os compiladores «mais puros» serio talvez os compiladores
optimizados d¢ FORTRAN [V.

Uma linguagem que permita a criagdo de estruturas de dados
sem fim e/ou oferega facilidades de processamento de listas, por
exemplo, o uso de ponteiros {pointers) em Pascal, necessita de
variar a armazenagem consoante ¢ estado do programa e das suas
entradas. Entao, na sua operagio, um compilador de Pascal
necessita de aspectos de um interpretador.

O SISTEMA PASCAL-P

A tentativa de estabelecer se o tradutor de Pascal & um compila-
dor ou um interpretador é complicada por um subconjunto do
Pascal standard conhecido como ~Pascal-Ps .

O compilador de Pascal-P ¢ portdvel para o subconjunto, que
néc estd escrito em Pascal.0, mas serd um programa em «cédigo
objectos para um computador hipotético. Este computador hipo-
tético (a «maquina cédigo-P» on «maquina-P») & um computador
funcionando a base de uma pilha (o Pascal, por exemplo, usa
uma pilha para ter conhecimento das chamadss a Totinas).

Em vez de compilar Pascal.0 para cédigo maquina, o Cédi-
20-P & traduzido para o cédigo méquina do computador onde o
programa vai correr: o c6digo-P substitui o Pascal.0. Existem
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muitas maneiras de ¢ realizar, mas os pormenores sio demasiado
complicados para valer a pena estuda-los.

O Pascal-P nio contém as seguintes vantagens, presentes em
Pascal standard:

A. Procedimentos/fungbes como parimetros

B. Instruges GOTO que provoquem a saida do corpo de
procedimentos ou fungbes

C. Todos os tipos de ficheiros que nio sejam ficheiros de
caracteres pré-definidos (do tipo «textos)

D. Todas as caracteristicas relacionadas com «comp

E. O procedi d fard DISPOSE, substituido em Pas-
cal-P por MARK ¢ RELEASE.

O exemplo mais importante de um sistema c6digo-P ¢ o Pascal
UCSD, ¢ deste o exemplo mais importante ¢ o Pascal Apple. E
interessante ver como as restrigoes em Pascal Apple correspon-
dem a estas alteragdes.

As restrigies A, B e E ainda se aplicam em Pascal Apple, mas
em relagdo A restrigio C existem bestantes alteragdes — algumas
mais restritivas que em relagho A versiio standard, outras mais
acomodativas. Existem em Pascal Apple possibilidades de com-
pactagio (restrigio D), se bem que niio seja esse o caso de
procedimentos siandard como PACK e UNPAC.

A razdo por que o Pascal Apple € o exemplo mais importante
do Pascal-P nio é o Pascal-P em si, mas a méquina Apple-P. Nao
56 o Pascal Apple foi implementado usando o sistema codigo-P,
como este sistema foi ainda uvsado para implementar outras
llnguagens como o FORTRAN 77. No App!e Il a «carta da

contém, efecti a q P. («Carta» &
uma placa de circuito i com uma ex

p idade sob a
forma de ficha, encaixavel posteriormente numa méquina.)

No Apple, o sistema funciona tomando o programa fonte ém
Pascal, compilando-o para cédigo-P (0 manual de referéncia ao
Pascal Apple — Apple Pascal Reference — contém um bom
estudo da forma do codigo-P). Apds esta «compilagio», o
programa Pascal foi transformado num programa em codigo-P.
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Na altura da cdo, este & i do por um
tradutor para codigo mﬂquma linha a linha. Esle € 0 motivo que
faz o Pascal Apple ser muitas vezes tio ripido ou mais lento que
© BASIC do Apple. A sequéncia é: ' Pascal é compilado para
codigo-P e interpretado para cédigo-mdquina.

Foi por isto que dissemos que, muitas vezes, as versdes de
Pascal de microcomputdor sao interpretadores de compilad:

O facto de a méquina-P ter sido usada com tanto sucesso pela
Apple para implementar linguagens diferentes do Pascal d4 mais
crédito ao desenho original do Pascal.
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Apéndice E
Simbolos especiais do Pascal

Os simbolos especiais, em Pascal, caem em duas categorias
principais:

[simbolo —especial] —>
{palavra —reservada] / [simbolo}

onde se tem que

[palavra —reservada] —>

<AND> [ <ARRAY> / <BEGIN> | <CASE> |
<CONST> [ <DIV> | <DO> j <DOWNTO> |
<ELSE> | <END> | <FILE> [ <FOR> [
<FUNCTION> } <GOTO> | <IF> | <IN> |
<LABEL> | <MOD> ; <NIL> | <NOT> /

<OF> | OR> { <PACKED> ] <PROCEDURE> /
<PROGRAM> | <RECORD> j <REPEAT> |
<SET> | <THEN> { <TO> { <TYPE>
SUNTIL> | <VAR> [ <WHILE> | <WITH> |

e
{simbolo] —>

D LD D Y =D | <<
P Y IR P R R R
A LD O | << [ <<=
=D <= | >

Deatro do conjunto [simbolo] podem existir confusoes. Por

exemplo, <<{>>> representa o simbolo de programa <>, que
significa «diferente dex.
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Os simbolos especiais sdo +marcas» que tm significados
especiais, servindo para delimitar as unidades si icas do
Pascal. Sdo «reservas» no Pascal, ¢ ndo podem por isso servir
para fins diferentes daqueles a que se destinam. As palavras
reseivadas nfio sio procedimentos ou fungdes, ¢ ndo «fazems
nada nesse aspecto.

Existem outras palavras «reservadas» em Pascal, podendo ser
inseridas numa categoria [identificador — stardard ).

[identificador — standard] —>

<BOOLEAN>» | <CHAR> | <FALSE> /
<INTEGER> | <REAL> | <STRING>
<TRUE>

havendo ainda outra categoeria, a [directiva)

(directiva) —>
IFORWARD> / [directiva —da —implementagdo]

o que significa que os sistemas Pascal deverdo possuir (para
serem standard) a directiva FORWARD, podendo existir outras
directivas, que dependerio da implementagio.

No Pascal UCSD do Apple existem outros identificadores
wreservadoss:

[identificador —adicional —de — Pascal — Apple] — >

<EXTERNAL> | <SEGMENT> | <SEPARATE> /
<UNIT> | <USES> j <INTERFACE>
<IMPLEMENTATION>

€, para pormenores especificos sobre estes identificadores, con-
sulte-se a documentagio da Apple. .
[simbolo —reservado — standard ] —>
[palavra —reservada] / [simbolo] /
[identificador — standard] / [directiva]
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¢ a modificagio para Pascal UCSD da Apple, por exemplo, é

[sfmbolo —reservado —do —Pascal — Apple] —>
[simbolo —reservado —srandard] }
(identificador —adicional —do - Pascal — Apple]

Os simbolos reservados nao devem ser confundidos com

procedimentos ¢ fungbes stardard, sobre os quais se deve
consultar o apéndice F.
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Apéndice F
Procedimentos e fungdes
«standard»

PROCEDIMENTOS PARA MANIPULAGAO DE FICHEI-
ROS

PUT(F)

Existe, inerente a qualquer ficheire F, uma varidvel conhecida
como janela' e representada por F~. Esta varidvel estd a pontar &
posigao corrente do ficheiro: ao fazer uma chamada a PUT,
fazendo PUT(F), ¢ valor corrente de F* & colocado no ficheiro, e
© ponteiro passa para a posigho seguinte (ver também WRITE).
Isto serd verdadeiro apenas se a fungdo EOF(F) tiver um valor
verdadeiro (TRUE).

GET(F)
Avanga a janela F" [para o proximo componente do ficheiro, &
atribui o seu do a F°. Se esse do ndo existir (fim de

ficheiro) entdo EOF(F) ¢ posto a TRUE (valor légico 1). Ver
também READ.

RESET(F)

Coloca-se¢ a janela na primeira posigéo do ficheiro (colocando
EOF(F) a TRUE se o ficheiro estd vazio, e a FALSE se tiver
algum conteddo), para efeitos de leitura,

REWRITE(F)
Torna o ficheiro F um ficheiro vazio, para efeitos de escrita.
! Para concretizar 0 que & uma janela, imagine-s¢ uma lente ampliadora

focando um filine. De cada vez 56 se vé um fotograma. O filme é o ficheiro, e a
lente € a janela de visualizagho. (N. do 7.)
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PAGE(F)
Instrui o dispositivo de safda para passar para o inicio de nova
pégina antes de imprimir a proxima linha do ficheiro de texto F.

READ(F,CH)

L& o componente seguinte do ficheiro F, colocando-o em CH.
Omitindo F, € assumido o ficheiro standard INPUT e, se houver
uma sucessio de identificadores a seguir a CH, existird uma
tentativa de ler essa quantidade de valores. Se CH for uma
varidvel de tipo CHAR, entio READ(F,CH) é o mesmo que
GET(F);CH: =F";

READLN(F.CH)

Tem um efeito similar a REAIXF,CH), com a diferenga de que,
para um ficheiro de texto, existe o movimento para a linha
seguinte.

WRITE(F.CH)

Escreve o valor corrente de CH no ficheiro F. Omitindo F é
assumido o ficheiro standard QUTPUT. WRITE(F,CH) é o
mesmo que F':=CH; PUT(F),

WRITELN(F,CH)
Se F for um ficheiro de texto, provoca mudanga de linha,

PROCEDIMENTOS DE MANIPULAGAO DE DADOS
DINAMICOS

NEW(P)

Ajusta o ponteiro P de modo a indicar a posigio seguinte de
memoéria disponivel na pilha («heap-).

DISPOSE(P)

Indica que o espago de armazenagem ocupado pela varidvel P jd
ndo é necessdrio (ndo € assim em Pascal-P/Pascal UCSD, onde
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tem de haver uma aproximagao, com o uso dos procedimentos
MARK e RELEASE). :

MARK(T)
{Apenas Pascal-P.) Marca o ponteiro presente como topo do
limite da pilha, ¢ guarda o valor no inteiro I.

RELEASE(I)
{Apenas Pascal-P.) Repde no ponieiro ¢ topo da pilha indicado
pelo inteiro L.

PROCEDIMENTOS DE TRANSFERENCIA DE DADOS
(NAO EM PASCAL-P)
Suponhamos que hi

VAR A : ARRAY[M..N]JOF T,
Z: PACKED ARRAY[U..V]OF T

onde um packed array € uma matriz economicamente armaze-
pada, com novos problemas no acesso a componentes individuais
N0Ss0S.

Como ajuda neste uso econdmico de espago de armazengens,
mas tendo um acesso razodvel, & possivel expandir o packed
array para dentro de um array normal (com um nome diferente)
¢, quando terminarem os célculos e modificagdes, compactar o
array novamente.

PACK(A.LZ)
efectua a sequéncia
FORJ:=UTO VDO
ZP) i =A-U+I);
UNPACK(Z,A.T} -
efectua a sequéncia
FORJ:=UTO VY DO »
A-U+11:=Z[J];
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FUNGOES ARITMETICAS

ABS(X} 2

Calcular o valor absoluto de X. O tipo do resultade € o mesmo do
X, que deve ser inteiro ou real.

SOR(X)
Calcula o quadrado de X (X*X). O tipo do resultado € o mesmo
do X, que deve ser inteiro ou real.

Para as funges seguintes, o tipo do argumento X pode ser
inteiro ou real, mas o tipo do resultado é sempre real:

SIN(X) Seno de X (normalmente, em radianos)

COS(X) Co-seno de X (normalmente, em radia-
nos)

ARCTAN(X) Arco-tangente {(inverso de tangente)

EXP(X) e (base dos logaritmos nafurais) elevado
aX

LN(X) Logaritmo natural de X

SQRT(X) Raiz quadrada de X

PREDICADOS (FUNGOES BOOLEANAS)

ODD(X)

X deve ser de tipo inteiro; o resultado & TRUE se X for impar e
FALSE se for par.

EOLN(F)

Devolve o valor TRUE quando, ao ler o ficheiro de texto F, se
atingir o fim da linha corrente; noutra situagao devolve o valor
FALSE.

EOF(F)
Devolve o valor TRUE quando ao ler o ficheiro F, se atingir o
fim do ficheiro (End Of File); noutra situagéo, devolve o valor
FALSE.
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FUNGOES DE TRANSFERENCIA

TRUNC(X)

X deve ser do tipo real; o resultado é o maior inteiro menor ou
igual a X se X maior ou igual a zero, ou o menor inteiro maior ou
igual a X se X menor ou igual a zero.

ROUND(X)
X deve ser do tipo real; o resultado do tipo & inteiro, é o valor
arredondado de X. s

ORD(X)
Devolve o ordinal do parimetro X no conjunto de valores dado
pelo tipo de X.

CHR(X)
X deve ser de tipo inteiro, ¢ o resultado & o cardcter cujo ordinal &
X. (Em ACSII, por exemplo, CHR(66)='B". — N. do T.)

OUTRAS FUNGOES «STANDARD»

SUCCIX)

X pode ser de um qualquer tipo escalar (4 excepgio de REAL), e
o resultado € o valor seguinte de X, se existir.

PRED(X)

X pode ser de um qualquer tipo escalar (2 excepgio de REAL), e
o resultado € o valor anterior a X, se existir.
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Apéndice G

Bibliografia

Os livros seguintes destinam-se a auxiliar aqueles que gostam dos
aspectos téenicos a obter leitura de base sobre a teoria de Pascal.
O melhor modo de aprender a programar ber & pensar naquilo
que se estd a fazer.

Estes livros ajudam a pensar e a entender o Pascal. Todos eles
requerem algumas bascs técnicas.

Barran, P.W. (ed), Pascal: The Language and its Implementation
(Wiley, 1981). Uma excelente série de documentos sobre
diversos aspectos do Pascal. Vale a pena ler.

Boules, K: Problem Selving Using Pascal (Springer-Verlag,
1977). A melhor introdugio ao Pascal UCSD (foi ele quem o
inventou). Tem uma estrutura mais rop down que a maioria.

Jensen, K. e Wirth N.: Pascal: User Manual, and Report (2.2 ed.
Springer-Verlag, 1974, 1978). A declaragio do desenhista; de
leitura essencial.

Rohl, 1.5.: Writing Pascal Programs (Cambridge UP, 1983).

Mostra como sio construidos programas em Pascal, fugindo
do dominio das ideias puras e mostrando algumas aplicagoes.
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Biblioteca Verbo de Informatica

1.° volume

Jogos Dindmicos para o ZX Spectrum
de Tim Hartnell

Simultaneamente com programas de diverséo e de criativi-
dade, esta obra oferece a possibilidade de um perfeito
conhecimento e do uso consciente de computador. Inclui
jogos de «arcada» e de tabuleiro-a programas de aventuras
e sugestoes para melhorar e desenvolver a programagao.

2.° volume

Aprofundar o Basic do Spectrum
de Mike Lord

Simultaneamente obra de carécter didactico muito séric e
meio de diversao para o amador de informatica, esta obra
interessa a um largo leque de utilizadores do Spectrum,
desde principiantes a programadores experientes.

E fonte de referéncia imprescindivel quanto ao sofiare
desta maquina.



3.° volume

O Dominio do Cédigo Maquina do Spectrum

de Toni Baker .

Este livro satistaz a ambigao — 2 a necessidade — de todos
os programadores que utilizam o Spectrum: dominar di-
rectamente a linguagem que o coragao da maquina co-
nhece, 0 que representa um salto qualitativo quanto a
versatilidade de programagéo, velocidade de execugéo e
dominio do grafismo.

4.° volume

As Melhores Rotinas para o ZX Spectrum
de John Hardman e Andrew Hewson

40 rotinas em codigo maquina para o Spectrum. Obra
destinada a quem quer tirar o melhor partido do seu
minicomputador: utilizando a linguagem méagquina do Spec-
trum, multiplicam-se espantosamente as suas capacida-
des.

Alémn disso, trata-se de um instrumento de trabalho de
inexcedivel utilidade.

5.° volume

Os 20 Melhores Pogramas para o Spectrum
de Andrew Hewson

Estes programas, além da sua utilidade prética, represen-
tam uma perfeita fonte de referéncia das técnicas de
programagac mais difundidas e ensinam a arte de progra-
mar através de exemplos perfeitos.

6.° volume

Guia Avangado para o Spect

de Mike James

Introdugéo pratica as caracteristicas mais avangadas do
Spectrum, tanto no hardware como no software.

Oferece ao leitor a exploragao das possibilidades mais
sofisticadas deste microcomputador.

7.° volume
57 Rotinas em Basic para o Spectrum

Auténtico instrumento de trabalho para quem se dedica a
criar os seus proprios programas e ambiciona libertar-se da
resolugao dos mltiplos problemas préticos rotineiros que
tornam fastidiosa aquela fascinante actividade.

8.° volume

Astronomia no ZX Spectrum

Obra dinmica e cheia de interesse, gue introduz o leitor
com simplicidade nos varios campos da astronomia mas se
dirige especialmente a quem possui o Spectrum e deseja

expandir os seus conhecimentos informéticos a outros
campos.
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Préximo volume:
O Spectrum por dentro

O interesse pelo Spectrum em si, como maquina — iste &, 0
hardware —, impds-se naturalmente a indmeros entusiastas
da microinformdtica, desejosos, por curiosidade e por ne-
cessidade, de conhecerem efectivamente o funcionamento
e 0 design do mais popular dos computadores.

Esta obra permite aos iniciados curiosos manusear projec-
tos alé agora «secretos», com perfeita compreensac do que
acentece dentro do computador.
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