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- PREFACE

The heart of a personal computer is a microprocessor, which handles the computer’™ re-
guirements for arithmetic, logic, and control. The micraprocessor had its origin in the
19605, when research designers devised the integrated circuit (IC) by combining various
elecironic components into a single component on & silicon “chip.” The manufacturers set
this tiny chip into a device resembiing a centipede and connecied it into a functioning sys-
tem. In the carly 1970s, Intel introduced the 8008 chip, which ushered in the first genera-
lion of microprocessors.

By 1974, the 8008 had evolved into the 8080, & popular second-generation micro-
processor with general-purpose use. In 1978, Intel produced the third-generation 5086
processor, which provided some cotnpaiibility with the 8080 and represented a significant
advance on its design, Next. Intel developed the BOBR, a variation of the 8086 that provided
4 slightly simpler design and compatibility with then-current inputfoutput devices. The
S0%8 was selected by TBM in 1981 for its [ortheoming personal compater. An enhanced ver-
sion of the S0KS is the 80188, and enhanced versions of the R086 are the 301806, 80286,
ROIREG, RO4R6, Pentivm for 586), PentiumPro {or 6x86) each of which provides additional
aperations and processing powet.

Each family of processors has its own unique set of instructions that are used to di-
rect its operations, such as accept input from a keyboard, display data on a screen, and per-
form arithmetic. This sel of instructions is known as the systern's machine language, which
{as you will soon discover) is (o complex and obscure for developing programs. Software
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xvi Preface

suppliers provide an assembly language ior the processor family that represents the various
instructions in 8 more nnderstandahle symbolic code.

High-level languages such as C and BASIC were designed to elimnate the techni-
catities of 4 particular compuler, whereas a low-level assembly language is designed for a
specific family of processors.

The use of assemnbly language provides a number of advantages:

« A program written in assembly language requires considerably less memory and exc-
cution time than & program written in a high-level language.

« Assembly language gives a programumner the ability 1o perform highly technical tasks
that would be difficult, il not impossible, in a high-tevel language.

+ A knowledge of assembly language provides an understanding of machine architec-
tute that no high-level language can ever provide.

« Although most software specialists develop new applications inhi gh-level languages,
which are easief 0 write and maintain, a common practice is to recode in assembly
language those routines that have caused processing bottlenecks.

+ Resident programs {Lhat reside in memory while other programs exccute) and inter-
rupl service routines {that handle inpul and output) are almost always developed in
assembly language.

The following material is required for leaming PC assembly language:

» Access to an IBM personal computer {any model} or equivalent compitible.

» Acopy of the DNOS operating system {preferably a recent version) and familianty with
s usg.

» A copy of an assembler iransiator program (preferably a recent version). Common
suppliers include Microsoft. Borland, and SLR systems.

The following arc st required for learning assembiy language:

« Prior knowledge of a programming language, although such knowledge may help you
Erisp S0ME programming concepts more readily.

» Pror knowledge of electronics or circuitry. This book provides all the information
about the PC’s architecture that you require for programming in assembly langusge.

OPERATING SYSTEMS

The major purposes of an operating system are (1) to allow users to instruct a computer re-
garding actions it is to take (such as executing a particular program} and (2) to provide
means of storing (cataloging) information on disk and of accessing it.

The basic operating system for the PC and i3 compatibles is MS-DOS from Mi-
crosoft, known as PC-DOS on the ]1BM PC. Each version of DOS has provided additional
features that have extended the capability of the PC. It is much easter to learn the inmica-
cies of assembly language while within a refatively simple operating system like DOS



Prefaca xvii
rather than atlempt it from within the D8/2 or Windows environment. Within D{0S, you can
freely experiment and can later step up to more advanced systems.

FOCUS OF THIS BOOK

The primary aim of this book s to assist readers in leaming assembly propgramming. To this
end. the book first covers the simpler aspects of the hardware and the language and then in-
troduces insttuctions as they are needed. As well, the text emphasizes clarity in program ex-
amples. Thus the examples use those instructions and appreaches that are the easiest to
understand, even though a professional programmer would often solve similar problems
with more sophisticated—but less clear—code.

The programs alse omit macro instructions (explained in Chapter 22); aithough pro-
fessional programmers use macros extensively, their appearance in a book of this nature
would imterfere with leaming the principles of the language. Once you have learned these
principles. you can then adopt the ciever techniques of the professional.

THE APPROACH TO TAKE

This book can act as both a tutorial and a permanent reference. To make the most effective
use of your investment in a PC and software, work through each chapter carefully. and
reread any material that is not immediately clear. Key the program examplcs inte your com-
puter, convert themn into executable “modnles,” and get them to execute (or “rn™). Also, be
sure to work through the exercises at the end of each chapter.

The first nine chapters furnish the foundation matenal for the book and for assembly
language. After studying these chapters, you can procead with Chapters 12, 13, 15, 16, 20,21,
or 22. Chapters 25, 26, and 27 are intended as references. Chapters related o each other are;

» 9 through 11 {on screen and keyboard operationst

* 13 and 14 (on arithmetic operations)

« 16 through 1% {on disk processing)

+ 23 and 24 (on subprograms and memory management)

On completing this book, you will be able lo:

+ Understand the hardware of the personal computer.
» Understand thachine-language code and hexadecimal format.
« Understand the steps invelved in assembling, linking, and executing programs..

« Write programs in assembly language to handle the keybeard and s¢reen, perform
arithmetic, convert between ASCIT and binary formats, perform table searches and
s0Tts, and handle disk inpot and outpuot.

» Trace machine execution as an aid in program debugging.
+ Write your own macro instructions (o facilitate faster coding.
+ Link separately assembled programs into one execuiable program.
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Learmng assembly language and getting your programs w work is an exciting and
vhallenging experience. For the time and effort invested, the rewards are sure to be great.

NOTES ON THE FOURTH EDITION

This fourth edition reflects a considerable number of enhancements w the previous edition,
mcloding the Following:

= More features of the Intel 80486 and later processors

» Muore program examples and exercises

« Earlier introduction to intermupt openalions

= Inclusion of material on more recent assembler versions

+ Considerable reorganization and revision of explanatons throughout the text
» Revised and additional questions at the end of each chapter.

Users of the third edition should note that the contents of Chapters 25 and 26 have
been combined in this edition. Alse, the conditional jump instructions described in Chap-
ter 27 {“The PC Instruction Ser™) are now organized and summarized in a table.

ACKNOWLEDGMENTS

The anthor is grateful for the assistance and cooperation of all those who contributed sug-
gestions for, reviews of, and corrections to earlier editions.
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PART A—Fundamentals of PC Hardware and Sofflware

.l BASIC FEATURES
OF PC
HARDWARE

Objective: To explain the basic featurss of microcomputer hardware
and program organization.

INTRODUCTION

Writing a program in assembly language requires knowledge of the computer’s hard ware
for architecture) and the details of Iis instrocton set. An explanation of the basic hard-
ware—bits, bytes, registers, memaory, processor, and data bus—is provided in this chapier.
The instruction set and its use are developed throughout the rest of this book.

The main internal kerdware features of a computer are the microprocessor, memory,
and registers; external hardware features are the computer s inputfoutput devices such as
the keyboard, monitor, and disk. Software consists of the various programs and data files
(including the operating system} stored on the disk. To execule (ot run) a program, the sys-
tem copies it from disk into internal memory, (Internal memory is what peeple mean when
they claim that their computer has, for example, 16 megabytes of memaory.} The micro-
processor executes the progrant instractions, and the registers handle the requested arth-
mietic, data movement, and addressing,

BITS AND BYTES

The fundairental building block of compuler storage is the bit A bit may be off so that its
value 15 considered O, or it may be on, so that its value is considered 1. A single bit doesn’t
provide much information, but it is surprising what a bunch of them canr do.



2 Features of PC Hardware Chap. 1

Bytes

A group of nine related bils is called o fvre, which represcirs storare locations both intemally
it mermay and cxtematly on disk. Each byte consists of 8 bits for data and 1 bit for parily.

Lol o] ol e j o] of ool s |

f data bits —| |::ar1't:q-r|l

The 8 dara bits provide the hasis for binary arithmetic and for representing such characters
as the letter A and the astensk symbol [*), Eight bits allow 256 (24 different combinations
of on-off conditions, from all bits oft (IO through alt bits on (11111111}, For ex-
ample, a representation ¢f the bits for the letter A is 010001 and for the astenisk is
00101010, although you don’t have 10 memorize such facts.

According to the rule of parity, the number of bits in each byte that ure on is always
ndd. Because the lelter A contains two bits that are on, the processor forces odd parity by
autornatically sewing the paricy bit on (UIG00001-1). Similarly, since the asterisk contains
three bits that are on, the processor maittains odd parity by turning the parity bit off
(OOLO110-0). When an instruction references a byte in internal storage, the processor
checks its bits for parity. [f parity is even, the system assumes thar a bit is *lost”™ and dis-
plays an ermor message. A parity error may be a result of a bardware fault or an clectrical
disturhance: sither way, it is a rare evenl.

How does a computer “know™ that bit valug 01000301 represents the letter A? When
vou key in A on the keyhoard. the system defivers a signal from that particular key into
memory and scts a hyte {in an internai location) to the bit vaduz 01000001, You can move
the contents of this byte about in memory as you will, ard you can even print it or display
it on the screen as the leter A,

The bits in 2 byte ar¢ nurcbered 0 o 7 from right to left, as shown here for the letter
A (tor purpeses of programming, we no longer need be concemed with the parity bat):

Bit contents (A): | D 1 0 O 0 O 0 1
Eit number: e o4 1 210

Related Bytes

A program can treal @ group of one or more related bytes as a unit of data, such as time or
distance. A group of bytes that defincs a particular valug is commanly known as a daia irem
or field. The PC also supports cenain data sizes that are natural to it:

o Wird. A Z-hyte (16-bit) data jtem.

Doubleword. A 4-byte {32-bit) duta item,

s Ouachword. An 8-byte (65-bil) data item.

« Paragraph. A 10-byte (128-bit) area.

Kilobyte { KE). The number 21 equals 1.024, which happens to be the vaiue K, for
kilobyte. Thus 640K of memary is 640 x 1,024 = 635,360 bytes.

Megabvte (MBL The number 2% equals 1,048,576, or | megabyte.



Binary Nurmbers 3

Bit% in a word are numbered 0 through 15 from right to left, as shown here for the let-
ters 'PC, with the ‘P* (01010000} in the leftmost byte and the *C" ((1000011) in the right-

st byte:
Bit contents {PCY:| ¢ 1 © 1 O O O OO0 1 0°0 0 0C 11
Bit number: 15 14 13 1z 11 10 9 8|7 ¢ 5 4 3 2 1 4

Each byie in memory has a vaique address. The first byte in the lowest memory lo-
cation is numbered 0, the second is numbered 1. and so forth.

BINARY NUMBERS

Becanse a computer can distinguish only between 0 and | bits, it works in a base-2 num-
bering system known as binary. In fact, the word “'bit” is a contraction of “Binary diglT.”

A collection of bits can represent any aumeric valuz. The value of & binary nurnber
is based on the presence of 1-bits and their relative positions. Tust as in decimal numbers,
the positions represent ascending powers (but of 2, not 10} from right to left. In the fol-
Iowing 8-bit number, all bits are set to | {on)

Bit value: 1 31 1 11111
Position value:) 138 64 37 16 § 4 2 1
Bit rumber: F B 5 4 3 2 1 40

The rightmost bit assumes the value 1 (2%), the next bit 1o the left assumes the value 2 {21},
the next bit the value 4 (29, and so forth, The value of the binary number in this case is
1+2+4+ ... +128=255(0r 28— 1).

In a similar manner, the valve of the binary number 01000001 is calculated as 1 plus
&4, or 65:

Eit value;

0 40001
Position vaiue:| 12 ry B 4 2 1

o 1
8 64 32 16

But wait—-isn’t 01000001 the letter A7 Indeed, it is. The bits 0100000 £an represent either
the number 65 or the letter A, as follows:

» If your program defines and uses the data for arithmetic purposes, then the hit value
(1000001 represents a binary number eguivalent to the decimal number 63.

« If your program defines and uses the data for descriptive purpeses, such as a head-
ing. then 01000001 represents an alphabetic character.

When you start programming, you will see this distinction more clearly, because you oe-
fine and use each data item for a specitic purpase, that is, arithmetic data for arithmetic
purposes and descriptive data for dispiayed output. In practice, the two uses are seldom
a source of confusion.



4 Features of PC Hardware Chap. 1

4 hinary number is not limitad to & bits. A processor that uses L&-bit (or 32-bit) ar-
chitecture handles 16-bit {or 32-bit) numbers awtomatically. For 16 bits, 2¥—1 provides
values up 10635,535 and, for 32 bits, 272— 1 provides values up to 4,294,967 ,295,

Binary Arithmetic

Because a microcomputer petforms arithmetic only in binary format, an assembly language
programmer has to be familiar with binary format and kinary addition. The following four
examples 1llustrate simple binary addition:

¢ Q 1 1
+{ +1 +1 +1
e 1 10 +1
11

Note the carry of the 1-bit in the last two examples. Now, let's add the bil values 01000001
and DO1G1010. Are we adding the letter A and an asterisk? No, this fime they represent the
decimal values 65 and 42:

Decimal Efrnary
65 01000001
142 +00101010
107 01101011

To check that the binary sum 01101011 is acwally 107, add the valuzs of the 1-bits. As an-
other example, let's uld the decimal values £0 and 53 and their binary cquivalents:

Decimal Binar~y
&0 00111140
+53 +00110101
113 01110001

Again, be sure to check that the binary sum really equals 113,

Negative Binary Numbers

A signed binary number is considered to be positive if its leftmost bit s a (b, whereus &
signed negative binary number contains a 1-bit in its lefunost position. However, repre-
senting a binary number as negative is not as simple as setting the lefimost bit to 1, such as
comverting 01000001 (+65) to 11000001 Instead, a negative binary value is expressed in
twa s complement notation; that is, the rule to represent a binary number as negative is: Re-
verse the bif values and add I. As an example, let’s use this rule to find the two's comple-
ment of (1000001 {or 65}

Mumber +85; 01000001
_Reverse the birts: 10111110
Add 1: i
Number —B5: 10111111

A signed binary number is negative il its lefimost bal is 1, but if you add the | -bitval-
res to determine the decimal value of the binary numkber 10111111, you won't get 65. To
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determine the absolute valoe of a negative binary number, simply apply the two's comple-
ment rule; that is, reverse the bits and add 1:

Number —685: 13111111
Rayerses the bits: 0100000
Add 1: 1
Number +65%: 01000001

To illustrate that this procedure works properly, the sum of +63 and —65 should be
Zzero, Let's oy it

+65 01000001
-63 410111111
oD (10000000

In the sum, the §-bit value is al] zeros, and the carry of the 1-bit oo the left is lost. But be-
cause there is a carry into the sign bit and a carry oul, the result is considered to be cormrect.
To handle binary subizaction, simply convert the number being subtracted o two's
complement format, and add the numbers. For example, let's subtract 42 from 65. The bi-
nary representation for 42 is 00101010, and its wo's complement is § 1010114, Simply add
—42 1o 63, like this:

&5 01001
+ (42} +11030110
23 (1p0odac111

The result, 23, is correct. Note that, once again, there is a valid carry into and out of the sign
bit.

If the justification for two's cornplemeni netation isn’t immediately clear, consider
the following question: What value would vou have (o add to hinary DOOOOM 1 10 make it
equal to 00000000? In terms of decimal nzmbers, the answer would be —1. The two’s com-
plement of 00000001 is 111)1111. So we add +3 and —1 as follows:

1 Qo001
+H-1 | mn
Resulx: {1 ) CO0D0D

Ignoring the carry of 1, you can sce that the bisary number 11111111 is equivalent to deci-
mal — 1. You can alse see a pattern form as the binary numbers decrease in value:

+3 Q000011
+2 000G0010
+1 0OOOO001L

q OG0
-1 11111111
-2 11111110
—3 1111101

In fact, the O-bits in a negative binary number indicate its (absolute) value: Treat the posi-
tiona! value of ach 0-bit as if it were a 1-bit, sum the values, and add ).

You'll find this material on binary arithmetic and negative numbers particularly rele-
vant when you get to Chaplers 12 and 13 on arithmetic.
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HEXADECIMAL REPRESENTATION

Although a byte may contain any of the 256 bit combinations, there is no way to display or
print many of them as standard ASCII characters. (Examples of such characters include the
bit configurations for such operations as Tab, Ener, Form Feed, and Escape.) Consequently,
computer designers developed a shorthand method of representing binaty data that divides
each byte in half and expresses the valoe of sach half-byte.

Imagine that you want to view the contents of 4 binary valve in 4 adjacent byies {a
doubleward) in memory. Consider the following 4 bytes, shown in botis binary and decimal
formates:

ginary: Q101 1081 | 0011 010131011 1001 1100 1110
Dacimal: 5 g 3 5 11 9 12 14

Because the decimal numbers 11, 12, and 14 each require two digits, let’s extend the
numbering system so that 10=A,11 =B, 12 =C, 13=D, 14 =E,and 15 = F. In this
way. the numbering system involves the “digits” 0 throngh F and, since there are 16 such
digits, the systemt is known as hexadecimal (or hex) representation. Here's the revised
shorthand number that represents the contents of the bytes just given:

Binary: _ 0101 1001 | 06011 4101 | 1011 1001 | 1100 1110
Hexadecimal: 5 L] 3 5 B 9 C E

Figure 1-1 shows the decimai numbers 0 through 15 along with their equivalent binasy and

hexadecimal values.
Binary Decimal Hexadecimal | Binary Decimal Hexadecimal
oooo o 0 1000 8 n
poaL L 1 1001 3 g
QoLn 2 ) 101D 10 A
0oLl a 3 1011 11 B
a100 i 4 11an 12 c
41561 5 5 1101 13 D
o110 & 6 1110 14 E
0112 7 7 1111 15 F

Figure 1-1 Binary, Decimal, and Hexadecimal Represcniaion

Assembly language makes considerable use of hexadecimal format. A listing of
an assembled program shows, in bexadecimal, all addresses, rmachine-code matruc-
tions, and the contents of data constants. For debugging your programs, you can use the
DOS DEBUG program, which also displays the addresses and countents of bytes in
hexadecimal format.
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You'll soom get used to working in hexadecimal format. Keep in mind that the hex
number immediately following hex F is hex 10, which is decimal value 16. Following are
some simple examples of hex arithmetic:

7 f F F HJ 38 FF
+3 r7 +1 +F +30 +18 + 1
A D 1 1E 40 50 100

Mote also that hex 40 equals decimal 64, hex 100 is decimal 256, and hex 1000 is decimat
4096, For the example 38 + I8 = 50, note that hex 8 + % equals 10.

To indicale a hex number in a program, you code an “H” imtnediately after the num-
ber. such a8 25H (decimal 37). An assembly language requirement is that a hex number ul-
ways begins with a decimal digit (-9, so you shou!d code BRH as OBSH. in this book. we
indicate a hexadecimai value with the word “hex” or an “H” following the number (such as
hex 4C or 4CH}; a binary value with the word binary or a “B” following the number {such
as binary 01001100 or 01001 100B); and a decimal value simply by 2 number (such as 76).
An pecasional exception occurs where the base is obvious from its context.

Appendix A gives an explanation of how o convert hex numbers 1o decimal format
and vice versa.

ASCII COLE

To standardize the representation of data. microcomputer manufacturers have adopled the
ASCIL { American National Standard Code for Information Interchange) code, which facih-
rates the transfer of data between different computer devices. The 8-bit ASCII code that the
PC uses provides 256 characters, including symbols for foreign alphabets. For example, we
have already seen that the combination of bits 01000001 thex 41) indicates the letter A, Ap-
pendix B provides a conveniant list of the 256 ASClI characters, and Chapter & shows how
to display most of them on the screen.

THE PROCESSOR

An important hardware element of the PC is the system unit, which contains a system board,
power supply, and expansion siots for optional boards. Features of the system board are an
Intel {or equivalent) microprocessor, read-only memory (ROM), and random access meni-
ory (RAM).

The brain of the PC is a microprocessor based on the Intel 8086 family that performs
all exceuting of instructions and processing of data. Processors vary in their speed and ca-
pacity of memory, registers. and data bus. A data bus transfers data hetween the processor,
memory, and external devices, in effect managing the data teaffic. Following is a brief de-
scription of various Intel processors:

B083/80188. These processors have 16-bit registers and an 8-bit data bus and can
address up to 1 million bytes of interttal memory. Although the registers can process 2 bytes
at a time, the data bus can transfer only i byte a1 a time. The 80185 15 a souped-up 3033



] Featuras of PC Hardwareg Chap. 1

with a few additional insmactions. These processors run in what is known as real mode, that
is, one program at a time.

B0B6/80188. These processors are similar to the SIJSEJSGISEI; but have a 16-bit data
bus and can qun faster. The 0186 is a souped-up D86 with a few additional instructions.

80286. This processor runs faster than the preceding processors and can address up
to 16 million bytes. It can operate in real mode or in protected mode for multitasking (run-
ning more than one job at a time).

80386. This processor has 32-bit registers and a 32-bit data bus and can address up
to 4 billion bytes of memory. It can operate in real mode or in protecied imode for muli-
tasking.

80486. This processer also has 32-bit registers and a 32-bit data bus (although
some clones have & 16-bit data bus) and is designed for enhanced performance. It can run
in real mode or in protected mode for mulitasking.

Pentium (or 80586). This processor has 32-bit registers and a &4-bit data bus and
can execute more than one jnstruction per clock cycle, (Inte] adopled the name “Pentinm™
hecause, in contrast 1o numbers, names can be copyrighted )

PentiumPro {or 6x86), This processor further advances the capacity of registers
and the data bus. For example, where the pre vious processors’ connection (0 a storage cache
on the systern board caused delays, this processor 15 connected to a built-in sterage cache
by a 64-bit wide bus.

Execution Unit and Bus Interface Unit

As illustrated in Figure 1-2, the processor is parttioned into two logical units: an execution
unit (EU} and a bus interface unit {BIU).-The role of the EU is to execute instructions,
whereas the BIU delivers instructions and data o the EU. The EU contains an arithmetic
and logic unit (AL, a control unit (CU), and a number of registers. These features pro-
vide for execution of instructions and arthmetic and logical operations.

The most important function of the BIU is to manage the bus control unit, segment -
registers, and instruction queue. The BIU contrels the buses that transfer data to the EU, (1o
memory, and to external inpotfoutput devices, whereas the segment registers control mem-
ory addressing.

Another function of the BIU is 10 provide access to instructiens. Because the in-
structions for a program that is executing are in memory, the BIU must acCess instructions
from memory and place them in an instruction queus, which varies in size depending on
the processor. This fearure enables the BIU to lock ahead and preferch instroctions so (hat
there is always a quens of instructions ready (o execute.

The EU and BYU waork in parallel, with the BIU keeping one step ahr.ad The EL noi-
fies the BIU when it needs acress to data in memory or an O device. Also, the EU requests
machine instructions from the BIU instruction queue. The top instruction is the currenty ex-
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Figure 1-2  Execution Unit and HBus Inter-
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ecutable one und, while the EU is occupied execating an instruction, the BIU feiches another
Instriction from memory. Thus fetching overlaps with execution and speeds up processing.

Processors up through the 80486 have what is known as a single-stage pipelinte, which
restricts them 1o complering one instruction before stating the nexr, Pipelining involves the
way a processor divides an instruction inlo sequential steps using different resources. The Pen-
tiumn has a five-stage pipelined stucture, and the PenbumPro has @ 12-stage superpipelined
structure. This feature enables ther to rut many operations in parallel.

A problem faced by designers is that because the processor runs considerably faster
than does memory, it has (o wail for mémaory 10 deliver instructions. To handle this prob-
lemt. each advanced processor in turmn has more capability in dynamic execurion. which con-
sists of three clements:

1. Multiple branch prediction, whereby the processor looks ahead a number of sieps to
predict what 1o process next: '

2. Datiftow znalysis, which involves analyzing dependencies between instrictions, and

J. Specolative execution, which uses the results of the first wo elements to specula-
tively cxecute iastructions.

As a programmer, you are nol able to access any of these features of the processor.

INTERNAL MEMORY

The two types of intemal memory on the PC are random access memary (RAM) and read-
only memory (ROM). Bytes in memory are numbered consecutively, beginning with 00, so
that each location has a uniquely numbered address.
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Figure 1-3 shows a physical memory map of an 8086-type PC. Of the first megabyte
of memory, the first 640K is base RAM, most of which is available for your own use.

ROM. ROM consists of special memory chips that (as the full name suggesis) can
only be read. Becaose instructions and «ata are permanently “burned into™ the chips, they
cannat be aitered. The ROM Basic lnput/Output Systern (BIOS) begins at address 768K
and handles inputiontput devices, such as a hard disk controller. ROM beginning at 960K
controls the computer’s basic functions, such as the power-on self-test, dot patterns for

Start Addrwns Purpoee
Dec . Hex R
YBOK FOOGO 64K bhase gyatem ROM
152X memory expansion
TEHK  CO0odo " area {ROM} uppel
——————————————————————— - mEnory
] 128K video display
40K ROODT area [(RAM)
c}:ﬂive.ntiunal
E40K memory (RAM) : L5

ZEeTo aGano

Figure 13 Map of Base Mcmory

graphics, and the disk seif-loader. When you switch on the power, ROM performs vatious
check-puts and loads special systemn data from disk into RAM.

RAM. A programmer is mainly concerned with RAM, which would be better
ramed “read-write memory.” RAM is available as a “worksheet™ for temporary storage and
execution of progras. :

Because the contents of RAM are lost when you o off the power., you need sepa-
rate, external storage for keeping programs and data. When you wmon the power, the ROM
boot-up procedurs loads a portion of the operating system into RAM. You then request it ta
perform actons, such as loading a program from a disk into RAM. Your program executes
in RAM and normatly produces output on the screen, printer, or disk. When finished, you
may ask the systeas to Joad another program irto RAM, an action thar overwriles the pre-
vious program. All further discussions of RAM use the general term “memory.”

Addressing Data in Memory

Depending on model, the processor can access one OF More bytes of memeory at 4 tiree, Con-
sider the decima! number 1,315. The hex representation of this value, 0529H, requires 2
bytes, or ! word, of memory. It consists of a high-order {most significant) byte, 05, and a
low-order {least significant) byte, 29. The system stores the data in memory in reverse-byie
sequence: the low-order byte in the low memory address and the high-order byte in the high
memory address. For example, the processor transfers 0529H from a register {a special
processor component) into memory addresses 7612 and 7613 like this:
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register ! 05 l 9 1
mao Py 2% s
-
address 7612, address TEl13
least significant byte most significant byte

The processor expects numeric data in memory 1o be in reverse-byte sequence and
processes the data accardingly. When Lhe processcr retrisves the word from memory, it
again reverses the bytes, restoring them correctly ia the register as hex 05 29, Although chis
feature is entircly automatic, you have to be alert 10 it when programming and debugging
assembly language programs.

An assembly language programmer has 1¢ distinguish clearly between the address of
a memory location and its contenis. In the preceding example, the contents of address 7612
is 29, and the contents of address 7613 is 05,

SEGMENTS AND ADDRESSING

A segment is a special area defined in a program that begins on a paragraph bourufary, that
is, at a focation evenly divisible by 16, or hex 10. Although a segment may be located al-
most anywhere in memory and in real mode may be up 0 64K bytes, it requires only as
much space as the program requires for its execution.

There may be any number of segmenis; to address a particular segment, it is neces-
sary only to change the address inan appropriate segment register. The three main segments
are the code, dare, and stk segments,

Code Segment

The code segment contains the machine instrections that are 1o execute. Typically. the Furst
execntable instruction is at the start of this segment, and the operating system links 1o that
location 10 begin program execution. As the name implies, the code segment (C5) register
addsesses the code sagment. If your code area requires more than 64K, yous program may
need to define more than one code segment,

Dala Segment

‘Fhe data segment contains a program's defived data, constants, and work areas. The data
segment (DS) register addresses the data segment. LI your data area requires more than 64K,
your program may need to define more than vne data segment.

Stack Segment

In simple terms, the stack contains any data and addresses that you need 1o save (Eporar-
ily or for use by your own “called” subrowtires. The stack segment (SS) register addresses
the stack s¢gment.
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Segment Boundaries

A segment register contains the starting addeess of a segment. Figure 1-4 presents a graphic
view of the $8, DS, and C5 registers and cheir relationships to the stack, data, and code seg-
ments. {The registers and segments are not necessarily in the order shown.) Other segment
registers are the ES (extra segment) and, on the 80386 and later processoss, the FS and GS
registers, which have specialized uses.

58 _.:d_:t:-_——i- Stack Sepmet

o6 [ modvaes b—y |-

cs hm“_l_’l"" _____ T h Segrant N Wy
Sagmeant Code Soepment
gl [ ----m—mmmmmmm e

emory Figure 1-4 Scpmcnts aml Registers

As mentioned earlier, a segment begins on a paragraph boundary, which is an ad-
dress evenly divisible by decimal 16, or hex 10. Consider a data segment that begins at
memory location D38EGH. Because in this apd all other cases the rightmost hex digit is
zero, the computer designers decided that it would be unnecessary to store the zero digit
in the segment register. Thus 038EQH is stored as 038E, with the rightmost zero under-
stood. Where appropriale, this text uses square brackets to refer to the nghtmost zero,
such as 038E[0].

Segment Offsals

Within a program, all memery Jocations are relative to a segment’s starting address. The
distance in bytes from the segment address to another location within the segment is ex-
pressed as an offket (or displacement). A 2-byte (16-bit) offset can range from OO00H
through FFFFH, ar zero through 65,535, Thus the first byte of the code segment is at off-
set 00, the second byte is at offset 01, and so forth, through to offset 65,535. To reference
any memory location in a segment, the processor combines the segrment address in a seg-
ment register with an offset value.

Consider a data segment that begins at location D33EDH. The DS register contains the
segment address of the data segment, 038E[0TH, and an instruction references a location
with an offset of (032H bytes within the data segment:

7 —H
I I

segment address O3IBEOH offset 3ZH
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The actual memory location of the byte referenced by the instruction is therefore

0391 2H:
C5 segment address: J38E0H
Offset: + 0032H
Actual address: D3912H

Note that a programn contains one oF more segments, which may begin almost any-
where in mernory, may vary in size, and may be in any sequence.

Addressing Copacity
The various Intel processors used by the PC senes provide different addressing capabidities.

50&£4/8088 Addressing. The registers of the 8086/8088 processors provide 16
bitz. Because a segment address is on a paragraph boundary (evenly divisible by 16, or
hex !0, the righimost 4 bits of its address ate zero. As discussed earlier, a segment ad-
dress is swored n 2 segment register, and the processor assumes 4 rightmost 0-bits. as hex
mman|0). Now, FFFF|H allows addressing up to 5,048,560 hytes. If you are uncertain,
decode each hex F as binary 1111, allow for the 4 rightmost C-bits, and add the values o
the 1-bits.

80286 Addcassivg.  In real mode, the 80286 processor handles addressing the same
as an B84 does. In protected moxde, the processor uses 24 bits for addressing, so that FEFFF[0]
allows addressing up (o 16 million bytes. The segment registers act as selectors far accessing
a 24-bit segment address from memory and add Lthis value to a 16-bit offset address:

Segment register: 16 bits [OO00]

Segvent address: 74 bits

80386/486/Pontium Addressing.  In real mode, (hese processors also handle ad-
dressing much the same as an 3086 does. In protected mode, the processors use 48 bits for
addressing, which allows addressing segments up to 4 billion bytes. The 16-bil segmenl reg-
isters act as selectors for accessing a 32-bit segment address from memory and add this
value to a 32-bit oilzetr address:

Segment register: 16 bits [0OG]

Segment addrass: | 32 bits

REGISTERS

The processor’s registers are used o contrel mstructions being executed. oo handle sd-
dressing of memory, and to provide arithmetic capability. The repisters are addressable by
name. sach as S, DS, and §5. Bits in 4 register are conventionatly mumbered from right to
left. beginning with 0, as

.15 14 1% 1?2 11 10 % & ? B 5 4 3 @ 1 O
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Sagment Registers

A segment register is 16 bits long and provides for addressing an arca of memory known

as the current segment. Becawse a segment aligns on a paragraph boundary, its addressin a
segment register assumes 4 O-bits to its right.

CS egister.  Contains the starting address of & program’s code segment. This seg-
ment address, plus an offset value in the instruction pointer (IF) register, indicates the ad-
dress of an mstroction to be fetched for execution. For pormal programming purposes, you
need not reference the CS register.

DS register.  Contains the starting address of a program's data segment. Iustructions
use this address ta locate data: This address, plus an offset value in an instruction, causes a
reference to @ specific byte Jocation in the data sexment.

S5 register. Permits the implementation of a stack in memory, which a program
uses for temporary storage of addresses and data The system stores the starting address of
a program’s stack segment in the S8 register. This segment address, plus an offset value in
the stack pointer (SP) register, indicates the current word in the stack being addressed. For
normal programming purposes, you need not directly reference the 85 register.

E5 ragister.  Used by some string {character data) operations to handle memory ad-
dressing. In this context, the ES (extra segment) register 18 associaed with the DI {index}
register. A program that requires the use of the ES may initialize it with an appropriate seg-
ment address.

FS and GS registers.  Additional exira segment registers on the 80386 and later
PTOCESSOTS.

Pointer Registers
The three pointer registers are the IF, SF, and BE.

Insiruction Pointer (IP) register.  The 16-bit [P register contains the offsel address
of the next instruction that is to execnte. The P is associated with the CS register in that the
IP indicates the current instroction within the currently executing code segment. You do not
normally reference the [P register in a program, but yow can change its value when using
the DEBUG program to test & program. The 80386 and later processors have an exiended
32-bit [P called the EIP.

In the following example, the CS register contains 39B4{0]H and the IP contains
514H. To find the aext instruction W be executed, the processor combines the address in the
CS and with the offset in the TP:

Segment address in £S5 19840H
Flus offset agdress in IF + S14H

Address of next instructian 3ADS4H
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The 5P (stack pointer) and BP (base pointer) registers are associated with the S8 reg-
ister and permit the system to access data in the stack segment.

- Stock Pointers (SF) register.  The i6-bit SP register provides an offset value, which,
when associated with the 35 register, refers to the current word being processed in the stack.,
The BO386 and later precessors have an extended 32-bit stack pointer, the ESP register. The
system automatically handles (hese registers,

In the following example, the 85 regisler contains segment address 4BB3[0]H and
the 5P contains offset 412H. To find the corrent word being procassed in the stack, the
processor combines the address in the 55 with the offset in the 5P

Segment address in 5% 4BB30H
Plus offset in 5P + 417H
Address in stack 4BF42H
I et e f el
| i
4BE3[O]H -t offset 417H F-i-BFJI;ZH

Base Poinler (BP) register. The 16-bit BP facilitates referencing paramerers,
which are data and addresses that a program passes via the stack. The processor combines
the address in the 35 with the offset in the BP. The 803K6 and later processors have an ex-
tended 32-bit BP called the EEP register.

Generdl-Purnpose Registers

The AX. BX, CX, and DX genersl-purpose registers are the workhorses of the system. They
are unigue in that you can address them as one word or as a L-byte portion. ‘The leftmost
byte is the “high™ portion and the rightmost byte is the “lew” portion. For example, the AX
registar consists of an AH (high) and an AL (low) portion, and you can reference any por-
tiont by its name, The 80386 and later processors support all the general-purpose registers,
plus 32-bit extended versions of them: the EAX, EBX, ECX, and EDX.

The following assembler instructions move zeros to the AX, BH, and ECX registers,
respectively:

WY Ax 00
Wiy B+ ,00
MY  EOK, DD

AX register. The AX register. the primary accumulator, is used for operations in-
volving inpui/output and most arithmetic. For example. the multiply, divide, and translate
instructions assume the vse of the AX. Also. some instructions generale more efficient code
if they reference the AX rather than another register.

AN AH AL

v [
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BX registesr. The BX is known a5 the base register since it is the only general -pur-
pose register that can be used ag an index to extend addressing. Another comtnon purpose
of the BX is for computations.

BX: BH BL

EBX:

CXregister. The CX is known as the connt register. it may contain a value ko con-
trol the number of times a looep is repeated or 2 value to shift bits left or Gght. The CX may
also be used for many computations,

Cx: CH €L

ECX:

DX register. The DX is known as the data register. Some input/foutput operations
require its use, and mulaply and divide operations that involve large values assume the use
of the DX and AX together a5 a pair.

D= CH [FL N

EDX:

You may use any of these general-purpose registers for addition and subiraction of 8-
bit, 16-bit, or 32-bit values.

Index Registars

The ST and DT registers are available for indexed addressing and for use in addition and
subtraction.

$lregister. The 16-bit source index register is required for some string (character)
operations. In this context, the SI is associated with the DS register. The 80386 and later
processors support a 32-bit extended register, the ESL

DI ragister. The 16-bit destination index register is also required for some string
pperations. In this context, the DI is associated with the ES register. The 80386 and later
processors support a 32-bit extended register, the EDI.

Fiags Register

Nine of the 16 bits of the flags register are common to all 8086-famnily processors (o ndi-
cate the current status of the computer and the results of processing. Many instructions in-
volving comparisons and arithmeric change the siatus of the flags, which some instructions
may test to determine subsequent action.

The following briefly describes the common flag bits:
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* OF {overflow). Indicates overflow of a high-order (lefirtost) bit following arithmetic.

* DF (direction). Determines left or rght direction for moving or comparing string
(character} data,

+ IF (interrupt). Indicates that all extemal interrupts, such as keyboard entry, are o be
processed or ignored.

+ TF {trap). Permits operation of the processor in single-step mode. Debugger programs
such as DEBUG sedt the trap flag so that you can step through execution a single in-
siruction at a time to examine the effect on registers and memory.

* 8F (sign}. Comtains the resulting sign of an arilhmetic speration () = posilive and
| = negative).

» ZF {zero). Indicates the result of an arithmetic or companson operation (0 = nonzero
and 1 = zewy result).

* AF {auxiliary carmry ). Contains a carry out of bit 3 on 8-bit data, for specialized arith-
metic.

» PE{panity). [ndicates even or odd party of alow-order (rightmost) B-bit data operation.

* CF (carry). Contains camies from a high-order (leftmost) bit following an arithmetic
operation; also, contains the contents of the last bit of a shift or rotate operation.

The flags are in the flags register in the following locations {which you need not

memorize).
Fag: [[ [ JJofo]1i[vf[sfz]fafle]]e]
Bit no.: 1514 13 12 1 0 a ] 7 6 5 4 i 2 1 a0

The {lags most relevant to assermbly propramming are OF, SF, £ZF, and CF
for comparisons and arithmetic operations, and DF for the direction of string operations.
The 30286 and later processors have some flags used for internal purposes, con-
cerned primarily with protecied mode. The 80386 and later processors have a 32-bit
extended flags register known as Eflags. Chapter & contains more details about the
flags register.

KEY POINTS

+ The processor distinguishes only between bits that are O{off) and 1 (on} and performs
arithmetic only in binary format.

» The valoe of a binary numbe; is determined by the placement of its bits. For ex-
ample, the binary value 1101 equals {from night o left) 20 + (0 + 22 + 2% or 13

« A negative binary number is represented in two’s complement notation: Reverse the
bits of 115 positive representation and add 1.

« A single location of memory is a by, comprised of 8 data bis and 1 parity bit. Two
adjacent bytes comprise a word, and 4 adjacent bytes comprise a doubleword.

» The value K equals 219, or 1,024 bytes.
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»

Hexadecital format is a shorthand notation for representing groups of 4 bits. Hex

digits 0-9 and A-F represent the binary values 0000 through 111%.

» The representation of character data is done in ASCI formar.

The heart of the PC is a microprocessor. The processor stores aumeric data in words

in memory in reverse-byie sequence.,

The two types of internal memory are ROM and RAM.

An assembly language program consists of one or more segments: a stack segment

for maintaining return addresses. a data segment for defined data and work areas, and

a code segment for executable instructions. Addresses within a segment are expressed

as an offset rclative to the sagment’s starting address.

+ The CS, DS, and 55 registers provide for addressing Lhe code, data, and stack seg-
ments, respectively.

« ‘The IP register contains the offset address of the next instruction thit is to execute.

» The SP and BP pointer registers are associated with the 55 register and permit the sys-
tem to aocess data in the stack segment.

« The AX,BX. CX, and DX general-purpose registers are the system’s workhorses, The
leftmost byte is the “high” portion, and the rightmost byte is the “low” portion. The
AX (primary accurnulator) is used for inputiourput and most arithmetic. The BX (base
register} can be used as an index w extend addressing. The CX is known as the count
register, and the DX is known as the data register.

+ The SIand D] index registers are available for extended addressing and for use in ad-
dition and subtraction. These registers are also required for some string (character)
operagions,

» The flags register indicates the current status of the processor and the results of exe-

cuting instruchions.

+*

QIUESTIONS

1-1. {a) What is the basic building block of coumputer storage? {b) What are its two con-
ditions?

1-2. ia} A collection of nine elements mentioned in Question 1-1 is known as what"?
{b) Eight of the elements are used for whai purpose, and what is Lthe purpose of the
ninth element?

1-3. Provide the length of the following data items: {a) word; (b} doubleword; (c) para-
graph; (d} kilobyte.

1-4, Convert the following decimal numbers into binary format: (a) 3; (b) 13; (¢} 23;
(d) 29 (e} 31.

1-5. Add the following binary numbers:

{a) QOO11101 (k) 00101110 {c) 00011111 (Y 010103101
00000101 00111001 00000001 n0111111
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1-6.

1-1i}.

1-11.
1-12,
1-13.
1-14.

1-15,
1-16.

1-17.
1-18.

1-19.
1-20.

1-21.

Provide the two’s complement of the following binary numbers: (a) 00100110;
(b G0111031; (¢ OLL11000; (d} MDOGOOOED.

. Convert the following negative binary numbers into positive binary values:

{a) 11000100; (b3 10111011; {c) 111111ed: (d) 11311111

Provide the hex represemtation of the following values: {a) ASCII lemter W,
{(b) ASCIE number 9; (¢} binary 01010111; {d) binary 0tiQ1111.

. Add the following ivex numbers:

(a) 24A5 {b) B2FC (c 75539 (d) DBCD (e} FLBB
+ (133 + 0G4+ OFFF + 35BS + OBAF

Determine the hex representation of the following decimal numbers. Refer to Ap-
pendix A for the convergion method. You could also check your result by conver-
ing the hex to binary and adding the 1-bits. (a) 18; (b} 34 (c) 87; {d) 255;{e} 4.095;
(f} 62,472,

Provide the bit configuration for the following 1-byte ASCIE characters. Use Ap-
pendix B as a guide: {a) Q; (b) g: (¢} 7. {d) &; (e} §; (f) comma.

What are the mam functions of the processor?

1dentify the two main kinds of memory on the PC and give their main purposes.
Show how the processor stores the following as values in memory: (a) hex 1234;
(b) hex D1C3BA.

Explain each of the foltowing terms: (a) segment; (b) oifser; (¢) address boundary.
What are {a) the three kinds of segments, (b) their maximum size, and (c} the ad-
dress boundary on which they begin?

What is the purpose of each of the four segment registers?

Explain which registers are used for the following purposes: {a) addressing seg-
ments: (b} offset address of an instruction that is 1o execute, (¢} addition and sub-
wraction; (d) muliplication and division, {e) counting for looping; (f} indication of
a zero result,

Show the EDX register and the size and position of the DH, DL, and DX within it.
Code the assembler instructions to move (MOV) the valve 36 to each of the fol-
lowing registers: {a) BX: (b) BH; {c} BL; (¢) EBX.

Code the gssembler instructions to add {ADD) the value 36 to each of the follow-
ing registers: (2) DX; {b) DH; {c) DL; (d) EDX.



2 REQUIREMENTS
FOR USING PC
SOFTWARE

Obiective: To explain the gencral software environment of the: PC.

INTRODUCTION

In this chapier, we describe the PO software environment, the functions of the operating
system and its main components. We examine the boot process (how the system loads it-
self when you power up the computer), and consider tow the system toads a program for
execution, how the systern uses the stack, and how an instruction in the code segment ad-
dreszes data in the data segment.

The chapter completes the basic explanations of the PC’s hardware and software and
enables you (0 proceed to Chapter 3, whete you can begin keying sisnple programs inio
memory and execnting them step by siep.

FEATURES OF THE OPERATING 5YSTEM

The operating system provides general, device-independent access to the resources of &
computer for such devices as keyboards, screens, and disk drives, “Device independence™
means that you don't have to address devices specifically, becanse the sysiem can handle
input/putput {1/0) operations at the device level, independent of the program that re-
quested the operation,
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Among the DOS functions that concern us in this book are the following:

+ File management. DOS maintains the direciories and files on the system’s disks. Pro-
grams create and update files, but the system is responsibie for managing their loca-
tion on disk.

+ Input/output. Programs request input data froms the system or deliver such data to the
sysiem by means of intermupts. The programmer is relieved of coding at the low /(Y

level.

* Program loading. When a user ot program requests execution of a program, the pro-
gram loader handles the steps invelved in accessing the program from disk, placing
it in memory, and initializing it for execuiion.

» Memory management. When the program loader loads a program from disk into
memory for execution, it allocates a large enough space in memory for the program
code and its data. Programs can process data within their memory area, can release
pnwanted memory, and can request additional memory.

« Interrupt handling. The system allows users to install resident programs that atrach
themselves (o the interrupt system to perform special functions.

Organization of the Operating Systemn

The three major components of M5-DOS are lKO.SYS, MEDX5.5Y S, and COMMAND OM,

[0.5YS performs initialization functions at bootup time and also contains important
inputioutput functions and device drivers that supplement the primitive [0 support in ROM
BIOS. This component is stored on disk as a hidden system file and is known under PC-
DOS as IBMBICGCOM.

MSDOS.5YS acts as the system kernel and is concerned with file management, mem-
ory management, and input/output. This component is stored on disk as a hidden system
file and is known under PC-DOS as IBMEXOS.COM,

COMMAND.COM is a2 command processor or shell thar acts as the interface between
the user and the operating system. It displays the user prompi, monitors the keyboard, and
processes user commands such as deleting a file or loading a program for execution.

ThE BOOT PROCESS

Turning on the computer’s power causas a “cold boot,” The processor enters a resel state,
clears all memory locations to zero, performs a parity check of memory, and sets the C5
register to segment address FFFF[O7H and the IP register to offset zero. The first instruc-
tion 1o execnte, therefore, is at the address formed by the CS:TP pair, which is FFFFOH. the
entry poim to BIOS in ROM.

The BIOS routine beginning at location FFFFOH checks the various parts to identify and
initialize devices that are attached to the computer, BIOS then establishes two dats areas:
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1. Aqninterrupr vector table, which begins in low memory at location 0 and conains ad-
dresses for interrupts that occur.

2. ABIOSdata area beginning &t location 40{0}, largely concemed with anached devices.

BIOS next determines whether a disk containing the system files is presest and, if so, it
accesses the bootstrap loader from the disk. This program loads system files IO.SYS and MS-
DOS.SYS fromthe disk into memory and irensfers control tothe entry point of I0.5Y'S, which
concains device drivers and other hardware-specific code. I0.8YS relocales itself in memory
amd transfers control in its wm to MSDOS.SYS. This module initializes internal X005 tables
and the DOS portion of the internupt table. It also reads the CONFIG.SYS file and executes its
commands. Finally, MSDOS_SY S passes control to COMMAND.COM, which processes the
AUTOEXEC.BAT file, displays its prompt, and monitors the keyboard for input.

At this point, conventional memory up to 640K appears as shown in Figore 2-1. Un-
der memory management, part of the system may be relocated isto high memory.

640K

COMMAND . COM tranaient portion
([exacuting programa may arame itl

CO]-MH.ND O0M resident portion [(resides permanently)

Syat&m filep I0.37Y5 and MSDOE.SYS

oK |Incarrupt vector takle

Flgure 2-1  Map of Conventiona! Memory

INPUT-QUTPUT INTERFACE

BIOS contains a set of routines in ROM to provide device support. BIOS tests and initial-
izes attached devices and provides services that are used for reading 1o and for writing from
the devices. One task of DOS is to interface with BIOS when there is a need to access
its facilites,

When a user program requests an IO service of the operating system, it transfers the
request to BIOS, which in its turn accesses the requested device. Sometimes, however, a
program makes requests directly ta BIOS, especially for keyboard and screen services. At

mamdad 0 nwescornrs ~on bureaee hoth THUS e

FL I D ik mcmmb e T i ) — d
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Tper Progrars

[ Hardware, /Tevices ]
Figure -2  Input-Ouiput Interfare

ments and is the method used for more serious programs. This book makes use of both types
of programs.,

When you reqoest the system o load an [EXE program from disk into memory lor
execulion, the loader performs the following sieps.

1. Accesses the EXE program [rom disk.

2. Constructs a 256-byte {100H) program segment prefix (PSP) on a paragraph bound-
ary in available inlernal memory.

1. Stores the psogram in memory imrmediately following the PSP

4. Loads the address of the PSP n the DS and ES tegisters.

5. Loads the address of tha code segment in the C8 register and sets the {P register to
the offset of the first instruction (usvally zero) in the code segment.

6. Loads the address of the stack in the S5 register and sets the SP register to the size of
the stack.

7. Transfers control to the program for execution, beginning {usually) with the {irst in-
stroction in the code segmendt.

In the forepoing way, the program loader correctly initializes the C5:IP and 55:5P
registers. But note that the program loader stores the address of the PSP in both the DS and
ES registers, although your program normally needs the address of the data segment in these
registers. As a consequence, your [EXE programs have to initialize the DS with the address
of the data segment. as you'll see in Chapter 4.

We'll now examine the stack and the code and data segments.

THE STACK

Both .COM and .EXE programs require an area in the program reserved as a stack. The pur-
pose of the stack i3 [0 provide a space for the lemporary storage of addresses and data items.

The program loader amtomatically defines the stack for a .COM program, whersas
you must explicifly define a stack for an EXE program. Each data itern 0 the stack is 1
word {2 bytes). The 55 register, as initialized by the loader, conlzins the address of the
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heginning of the stack. Initially, the SP register contains lhe size of the stack, a value that
potnts t¢ the byte past the end of the stack. The stack differs From other segments i iis
method of storing data; It begins storing data at the highest location in the segment and
stores data downward through memory,

The PUISH and POP instructions are two of a nuomber of instructions that modify the
contents of the 3P register and are used for stoqdng deta on the stack and eineving it PLISH
execuies by decrementing the SP by 2 1o the pext lower slorage word in the stack and stor-
ing (or pushing) & value there, POP execuies by returning a vaiue from the stack and incre-
menting the SP by 2 1o the next higher storage word.

The foliowing example ilustrates pushing the contents of the AX and BX registers
orfo the stack and then subsequently popping the data from the stack back to the registers,
Assume that the AX contains hex 026E, the BX contains (HEZ, and the SPcontains 36, (The
segment address in the 55 does oot concern us here.)

1. Initially. the stack is empty and looks like this:
(7_f .r.. ..I. o L ”_If o
[ I

55 5P = 36
segment address of stack top of stack

2. PUSH AX: Decrements the SP by 2 (ta 341 and stores the contents of the AX, 0268,
in the stack, Note that the operation reverses the sequence of the stered bytes, so that

(268 becomes B2
_1| !GBU2|
|

I
53 SP = 34

3. PUSH BX: Decrememts the SP by 2 (to 32) and stores the contents of the BX, (4E3,

in the stack as E304:

L_TJL J Eg{ulﬁgnzl
I I
55 5P = 32
4. POP BX: Restores the ward fron: where the 5P points in the stack (E304} to the BX
register and increments the SPby 2 (10 34). The BX now contains (ME?, withthe bytes
correctly restored. The stack now appears a8

T ] [ a0 | onoz ]
l I
35 P = 34
5. POP AX: Restores the word from where the SP peints in the stack (6B02) 10 the AX
register and increrments the SP by 2 ite 36). The AX now contains 026B. with the
bytes correctly restored. The stack now appears as:
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1 T ] [ Jesoa | ooz |

! I
55 5P = 36

Note that POP instructions are coded in reverse sequence from PUSH instructiens;
the example pushed the AX and BX regisiers, but popped the BX and AX, in that order.
Also, the values pushed onto the siack are still there, although the SF no longer points
to them.

You should always ensure that your program coordinates poshing values onto the
stack with popping them off of it. Allhougk this is a fairly siraightforward requirement. an
grror can result in a program crash. Also, for an [EXE program the stack you define must
he large enough to conlain all values that could be pushed omo it

Other related instructions that pust: values onto the stack and pop them oft are:

» PUSHF and POPF: Save and restore the stztus of the flags.

« PUSHA and POPA {[or the 30285 and later): Save and restore the contents of all the
gencral-purpose registers,

ADDRESSING OF INSTRUCTIONS AND DATA

An assembly language programmer writes 2 program in symbolic code and vses the as-
sembler to translate it into machine code. For program execution, the system loads only the
machine code intp memory. Every instruction consists of al least an operation, such as
move, add, or return. Depending on the operation, an instroction may also have one or more
operands that reference the dats the operation s 1o process.

As alrzady discussed. for an EXE program the CS register provides the address of the
beginning of a program’s code segment, and the DS register provides the address of the be-
ginning of the data segment. The code segment contains instructions that are to be exccuted,
whereas the data segment contains data that the instuctions reference. The TP register indi-
cates he offset address af the current instruction n the code segment that is to be execuled.
An instruction operand indicates an oftset address in the data segment to be referenced.

Consider an example in which the program loader hax determined that it 1s to load an
EXE. program into memory, beginning at lucation O3BEOH. The loader accordingly sets
the CS register with segment address OSBEE[O]H. The program has already begun execut-
ing, and the IP currently contains the offset 0023H. The CS:1P together determine the ad-
dress of the next instruction to execute, as follows:

CS segment address: SBEOH
IF offser; + MJZ3H
Instruction address: SC03H

l.et's say that the instruction beginning at 05CO3H copigs the contents of a byte in memory
into the AL register; the byte is at offset 0016H in the data segment. Here are both the ma-
chine code and the symbolic code for this eperation:
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ADLEQD MO AL, [DO1E]

| ..
Location 05CO3H

Memory address GSC03H contains the first byte {ADQ) of the instruction the processor is to
access. The second and third bytes contain the offset value, in reversed-byte sequence (K16
has become 16000,

Let's say that the loader has initialized the DS register with segment address
05D [0]H. To ageess the data item, the processor determines ils location from the segment
address in the DS register plus the offses ((016H) in the instruction operand. Because the
DS contains 05D L[{}HH, the actual locadon of the referenced data item is

DS sagmernt address: SD10H
Sagmert affser: + 00164
Addrass of data item: SD2aH

Let's say that address 05D26H contains 4AH. The processor now extracts the 4AH at ad-
dress 05D26H and copies it tnto the AL regisler, as shown in Figure 2-3.

Cf | - - - - - ADIEDD ¢ ! AX
emois |
, Coda Segment_| |
D5 e B A mm——mm e i PP ;
c!fra-almli
Data Bagrner Flgure 2-3  Segments £nd offsets

As the processor fetches each byte of the instruction, it increments the IP register by
I. Because the [P originally was 23H and the executed machine code was 3 bytes. the JP
now contains 0026H, which is the offse for the nextinstruction. The processor is now ready
to execute the next instruction, which it derives once again from the segment address in the
CS (OSBEOH) plus the corrent offset in the [P(0026H), in effect, 05C06H.

An instruction may also access more than one byte at a tune. For example, suppose
an instruction is to store the contents of the AX tegister (0248H) in two adjacent bytes in
the data segment beginning al offset 0016H. The symbolic code is MOV [0016],AX. The
operand [016] in square brackets {(an index operator) indicates a memory location, to dis-
finguish it [rom simply the number 16. The processor loads the two bytes in the AX in
reversed-byle sequence ay

Contents of bytes: 43 L]
I |
Offset in data segment: GoleE G017

Another instruction, MOV AX, [0016], subsequently could retrieve Lhese bytes by -:npyin E
them: from memory back into the AX, The operation reverses {and comrects) the bytes in the
AX az 02 48
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INSTRUCTION OPERANDS

One fealure about instruction operands to get clear is the use of normat names, of names in
square brackets, and of numbers. In the following example, a W defines WORDX as a
word (2 bytes):

WORDY W 1] (Define WORDX as word
MY CX , WORDK ;Move contents of WORDX to (X
MOV CX,25 Move value 2% to OX
MO CX O ;Move conterts of DX to CX
MOy Cx, [} :Move conterts of location addressed by DX

= The first MOY traasfers data between memory and a register.

KEY POINTS

The second MOV transfers ithmediate data to a register,
The thitd MOV transfers data between registers.

The square brackels in the fourth MOV define an index opergior thar means: Use the
offset address i the DX (combined with the segment address in the DS, as DS:DX)
1o locate a word in memory, and move its contents to the CX. Compare the effect of
this instruction with that of the third MOV, which simply moves the contents of the
DX to the CX.

The three major components of the operating system are IQ.8YS, MSDOS.5YS, and
COMMAND. COM.

Tumming on the computer’s power causes a “cold boot.” The processor enters a reset
state, clears all memory locations to zero, performs a parity check of memory, and
sets the CS register and the IP register 10 the entry point of BIOS in ROM.

The two types of programs are .COM and EXE.

When you tequest the system to load an .EXE program for execution, the program
loader constructs a 256-byte (100H; PSP on a paragraph boundary in memory and
stores the program immediately following the PSP It then loads the address of the
PSP in the DS and ES registers, loads the address of the code segment in the CS, sets
the IP to the offset of the first instruction in the code segment, loads the address of
the stack in the S8, and sets the SP 1o the size of the siack. Finally, the loader tyans-
fers control to the program for execution.

The purpose of the stack is to provide a space for the temporary storage of addresses
and data itemsz. Each data item in the stack is one word (2 byles).

The program loader defines the stack for a .COM program, whereas you must ex-
plicitly defne a stack for an EXE program.

As the processor fetches each byte of an instruciion, it increments the IF register so
that the IP containg the offsel for the next instruction.
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GIUESTIONS

2-1.
12

2-3.
I-4.

2-5.

2-6.
2-7.

-8

2-9.

Z.10.

2.11.
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Identify the five main functions of the eperatng system.

Give the three main components of the operabing systemn and eXxplain the purpose
of each,

Give the steps that the system takes on a “cold hoot.”

The program loader constructs and stores a data area in front of an executable mod-
ule when it loads the module for execution. {8} What is the name of this data area?
(b) What is iis size?

The program loader performs certain operations when it loads an [EXE program for
execution. What values does the loader initialize [a} in the DS and ES registers?
(b in the C5 and IP registers? (c} in the 55 and SF regisiers?

Explain the purpose of the stack.

Explain how the stack is defined for {a} a .(COM program and.(b} an .EXE program.
(That is, who or what defmes the stack?)

{a) Where imtially is the 1op of the stack, and how is it addressed? (b) What is the
size of each entry in the stack?

During execution of a program, the C§ contains 6C3A[(], the 55 contains 6C62(0],
the IP contains 42H, and the SP contains 36H. (Values are shown in normal, not re-
versed-byte, sequence.} Calculale the addresses of (a) the instruction 1o execute and
{b) the top (current location) of the stack.

During execution of a program, the CS contains 74A5[0), the SS contains 752B[U],
the IP contains 54H, and the SPcontains 24H. {Values are shown in normal. not re-
versed-byie, sequence.) Calculate the addresses of (a) the insiroction to execute and
{h) the top {current location) of the stack.

Calculate the memory address of the referenced data for the following. (a} The DS
contains 41334[0), and ap instruction that moves data from memory o the AL is
AQZB3 {where AQ means “move™). (b) The DS contains 5B24{0], and an instruc-
tion that moves data from memory o the AL is AOZADL.



EXECUTING
COMPUTER
INSTRUCTIONS

Objective: To introduce the entering and exscuting of programs in
memory.

INTRODUCTION

This chapter nses a DOS program named DERUG that allows you to view memory,
Lo enter programs in memory, a0d o trace their execution. The text deicnbes how you
can enter these programs directly into memory in a code segment and provides an expla-
nation of each exacution step. Although there are more sophisticated debupggers such as
CODEVIEW and TurboDebugger, we™ll use DEBLUIG because it is simple to use and uni-
versally available.

[n the initial exercises, you get to inspect the contents of panticular areas of
memory. The first program example uses “immediate™ data defined within the insirac-
tions for loading data into registers and performing arithmetic, The second program ex-
ample uses data defined separalely from the executable instructions. Fracing these
instructions as they execute provides insight into the operation of a processor and the
tole of the registers.

You can starl right away with no prior knowledge of assembly iangnage or even of
programming. All you need is an Iniel-based PC and a disk contaming the DOS operating
system. We do assume, however, that you are familiar with keying in system commands
and selecting disk drives and files.
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USING THE DEBUG PROGRAM

The DOS system comes with a program named DEBUG that 15 vsed for esting and de-
bugging executable programs. A featore of DEBU G is thar it displays all program code and
data in hexadecimal formar, and any data that you enter into memory must also be in hex
format. DEBUG also provides a single-step mode, which allows you fo execute a program
one instroction at a time, so that you ean view the effect of each mstruction on memory lo-
cations and registers.

DEBUG Commands

DEBUG's set of commands {ets vou perform a nuimnber of wseful aperations. The commands
of interest at this poiet are the following:

Er R OoZ0mT

Assemble symbolic instructions into machine code
Display the contents of an area of memory

Enter data into memory, beginning at a specific location
Run the executable program in memory (G means “go™)
Mame a program

Proceed, or axecuts a set of related instructions

Quit the DEBUCT sassion

Display the contents of one or more registers

Trce the execution of one instruction

Unassemble (really, disassemble) machine code into symbolic code
Write a program onto disk.

Appendix E provides a full description of all the DEBUG commands.

Rulas of DEBUG Commands

Hazre are sorne basic rules for using DEBUG:

For ils own purposes, DEBUG does not distinguish between lowercase and upper-
case letlers, sq you may enter commands either way.

You enter a space only where it is needed to separae parumelers in a command.
You specify segmen's and offsets with a colon, in the form segment:offset.
DEBUG assumes that all nambers are in hexadecimal format.

The following three examples use DEBUG's D command to display the same area of

memory, begianing at offset 200H in the data segment (DS):

D 0%: 100 {D command in uppercase, Space Tollowing)
DDs : 10 (D command in upparcase, na space following)
dds: 200 {d command 1n lowercase, no space following)
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The DEBUG Display

The D cornmand displays the coments of a requested data area on the screen. The display
consists of three parts:

1. Tothe left is the hex address of the leftmost displayed byte, in segment:offset format.
2. The wide area in the center is the hex representation of the displayed area.

3. To the right is the ASCIT represeniation of bytes tha contain displayable characters,
which can help you mnterpret the hex area.

The operation displays 8 lines of data, each containing 16 bytes (32 hex digits}, for
128 bytes in all, beginnitig with the address that you specify in the D command. Diagram-
maltically, we have:

Address  |t-—---=---- Hexadecisal representation --—------ |t —-ASCII--» |
e T LR34 L LI Uy AM—EM  nmevwvarmnmeadns XN Muooriiann i3
HxExN rxxdl ME iwmddammnnn s WM—HK cnmc s mm s b R §
Xk xx30 7 MM—KAK wraenmsmann--rea F 5 - S X
wxax s XEBD O EE Lol iiaoos EX—IH o cvvvmmmrmrcannn M Moo ]

The address to ihe left refers only to the leftmost (beginning) byte, 1o segment:offset for-
mat; you can count across the line 1o determine the position of each other byte. The hex rep-
¢esantation area shows two hex characters for sach byte, foliowed by a space for readability,
Also, a hyphen separates the second 8 bytes from the first 8, again for readability. Thus if
you want (o locate lhe byte at offset xx13H. start with xx10H, and count three bytes suc-
cessively to the right.

This book makes considerable use of DEBUG and explains details of its commands
as they are needed.

Starting DEBUG

To starl DEBUG, set the system to the directory on hard disk containing DEBUCG, or insert
i the defaull drive s disketie containing DEBUG. To initiate the program, key in the word
DEBUG und press <Enter>. DEBUG should load from disk intc memery. When DEBUC s
prompt, a hyphen (-), appears on the screer, DEBUG is ready to accept your commands.
(That is a hyphen, although it resembles the cursor.) Let's now vse DEBUG to snoop about
it memory.

VIEWING MEMORY LOCATIONS

In the first five exercises, you wse DEBUG to view the contents of selected memory loca-
sions. The only command with which this exercise is concemed is D (Display), which lists
g lines of 16 bytes each and shows both the hex and ASCI representations of data.
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Checking System Equipment

Lel"s first see what BIOS has determined is your instailed eguipment. An equipment status
word in the BIOS data area provides a primitive indication of installed devices. This word
iz at locations 410H-411H, which you can view from DERUG by means of a two-part
address: 40 [ur the seyment address ithe last zero is assumed) and 11 for the offset from the
segment address. Interpret the address 40:10 as segment 40[01H plo: offset 10H. Key in the
following exactly as you see it:

B 4d:20 {and press <Enters}
The display should begin like this:
D040 0010 xa X2 .. .. ..

Let's say that the 2 bytes in the equipment status word contain the hex values 63 and 44, To
interpret them, yon have to reverse the bytes (to 44 63) and convert them to binary format:

Bit: 15 14 13 12 11 109 B 7 6 54 3210
Binary: 0 1 0 0 0 190¢0110240011

Here's an explanation of the bits, fram ieft to right:

BITS DEVICE

15,14  Number of parallel printer ports attached = 1 (hinary 01)

11-%  Number of serial ports attached = 2 (binary 010)

7.4 MNumber of diskette devices = 2 (where 00 = 1,01 = 2, 10 = 3, and
11 =4)

5.4 Initizl video mode = 14 (where 01 = 40 > 25 ¢olog, 10 = 80 X 25 caler,
and 11 = B0 X 25 monochrome)

I | = math coprocessor is present

O 1 = disketie doive is present

Unreferenced bits are net used. You can stay in DEBUG for the next exercise or press

) (o quit,

Checking Memory Size

The next step is to examine the amount of base memory that BIOS “thinks™ you have in-
stalled. Depending on the computer model, the value may be based on switches set inter-
nally and may indicate less memory than is actually instatled. The value is in the BIOS data
area at locations 413H and 414H, which you can interpret as segment 40{01H plus offsels
13H and 14H. Key in the following exactly as you see it:

0D 40:23 (and press <Enters}
The display should begin like this:

O340:0013 .. .. .. = =X
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The first two hytes displayed at offset 001 3H are kiicbytes of memory size in hexadecimal,
wilh the bytes in reverse sequence. For example, it the dala area conlains 8062H, its cor-
rected value is 0280H, which indicates base memory of 640K

The frst lwo exercises examined the contents of the BIOS data area in low tmemory.
The systen initializes these valuss when the computer power is tartied o The next thiee
exercises examine dala in ROM BIOS i high memory.

Checking Serial Number and Copyright Nofice

The computer’s serial number is embedded in ROM BIOS at location FEOKH. To view
segment FEQO|0] and offset 0, type

0 FEOO:0 {and press <Enter>)

The opetation should display a 7-digit seial number followed, on conventional machines,
by a copyrighl notice. The serial number is viewable as hex numbers, whereas the copy-
right notice is more recognizable from the characters in the ASCII area to the right. The
copyright notice may continue past what is already displayed, w view it, simply press D
again followed by <Enter>.

Checking ROM BIOS Date

The date of manutacture of your ROM BIOS, recorded as mm/dd/yy. begins al lecation
FFFF5H. To request segment FFFF|0) and offset 5, iype

D FFFF:5 {(and press <Enter=}

Knowing this date could be useful for determining a compuier’s age and mode)].

Checking Model 1D

Immediately foliowing the ROM BIGS manufacture date is a 1-byte model 1D at iacaticn
FFEFEH, or FFFF:E. Here are a nurnber of model IDs:

CoODE MOQDEL

E3 PS¢ models 70 and 80

FA P52 model 30

FB PC-XT (19860)

FC PC-AT (1984), PC-XT model 286, P82 models 50 and 60, ctc.

FE PC-XT (1982), pontable (1982)

FF Original IBM PC

Now that you know how o nse the display command, you can view the contents of
any storage location. You can also step through memory simply by pressing D repeatedly—
DEBUG displays 8 lines successively, continuing from the last D operation.

When you’ve completed probing about, key in Q (for quit) to xil from DEBUG, or
continuz with the next exercise,
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MACHINE LANGUAGE EXAMPLE I: IMMEDIATE DATA

Let’s now use DEBUG w enter the first of two programs directly into memory and trace
their execuotion. Both programs illustrate simple machine language instructions as they ap-
pear in main storage and the effect of their execuotion. For this purpose, we'll begin with the
PEBUG E (Enter) command. Be especially careful in its use, since entering data at a wrong
Iocation or entering incorrect data may cause unpredictable results, You are not likely 1o
cause any damage, bul you may get a bil of a2 surprise and may lose dala that you enered
during the DEBLIG session.

The firsl program uses mmiediate data—dala defined as part of an instruction, We
show both the machioe language in hexadecimal format and, for readzahbility. the symbolic
code, along with an explanation. For the first instruction, the symbolic code is MOV
AX, 0123, which moves (or copies) the value 0123H to the AX register. (You don’t have to
define an immediate value in teverse-byte sequence } MOV iz the instruction, the AX reg-
ister is the first operand, and the immediate value (1 23H is the second aperand.

MACHINE SYMBOLIC

INSTRUCTION CODE EXPLANATION

ES8z230L Moy Aax 0123 Move value 0123H to AX,

052500 ADD AX U325 Add walue 0025H to AX,

8BDE MY BX ,AX MWove contents of AX to BX.

0308 ADD B, AX Add contents of AN to BX.

8BCE MOV X, BX Move contents of BX to CX.

ZBCR SUR X, AK Subtract contents of AX from CX.
2BCO SUB AX, AX Subtract AX from AX {clear AX).
90 NOF Ho operation (do nothing).

Note that machine instructions may be ong, two, or three bytes in length, The first
byte is the aclual operation. and any other bytes thal are presenl are operands—references
to an immediate vatue, a register, or 1 mermnory location. Program execntion begins with the
first machine instruction and steps through each imstruction, one after another sequentially.
At this point do nat expect o make much sense of the machine code; for examplc, in one
case the machine code (the first byte} for move is hex BE and in another case the code for
move is hex BB.

Keying In Program Instructions

Bepin this exercise just as you did the preceding one: Key in the command DEBUG
and press <Enter>. When DEBUG is fully loaded, it displays its prompt (-). To key this
program directly into memory, jusi Lype in the machine language portion, but nor the sym-
bolic code or explanation. Key in the following E (Enter} command, including the blanks.,
where indicated:

E CS:100 BB 23 01 05 25 00 {and press <Enter:)}

CS: 100 indicates Lhe starting memory address at which the daa is (o be stored—100H {256)
bytes following the start of the code segment (the notmal starting address for machine code
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under DEBUC). The E command causes DEBUG o store each pair of hexadecimal digits
into a byte in memory, from C5:100 through C5:105.

The next E command stores & bytes, starting at C8: 106 through 107, 168, 109, 104,
ardd 108:

E [5:106 8B 8 03 08 8B CB {followed by <Ernter:)
The last E command steres 5 bytes, starting at C8:10C through 10D, 10E, 10F, and 110:
ECS:10¢ 2B C3 2B CO 90 {followed by <Enters)

If you key in an incorrect command, simply répeat it with the correct values.

Exacuting Program Instructions

Now it's a simple matter 1o execule the preceding instructions one ai a lire. Figure 3-1
shows all the steps, including the E commands used 1o key in the machine code. Your screen
should display similar results as you enter each DEBUG command. You can alse view the
contents of the registers after executing each instruction. The DEBUG commands that con-
cern us here are B (Register} and T (Trace).

To view the initial contents of the registers and flags, key in the R command, followed
by <Enter>, as shown in line 4 of Fignre 3-1. DEBUG displays the contents of the registers
in hexadecimal format as

AX = 0000 Bx=0000 _ ..

Because of differences in computer configurations, some register coptents on youwr
screen may differ from those shown in Figure 3- 1. The IP register should display iP = 0100,
indicating that instruction execution is 1o begin 100H bytes past the start of the code seg-
ment. (That is why you used E CS$:100 to enter the start of the program.)

The flags register in Figure 3-1 shows the following settings for the overflow, direc-
Licn, interrupt, sign, zere, auxiliary camy, parfity, and carry flags.

g UP EI PL NZ NA PO NC

These seings mean no overflow, up (or right) direction, enable interrupt, plus sign,
nonzero, no auxiliary carry, parity odd, and no carry, respectively. At this time, none of thesc
settings is important (o us.

Immediately following the registers and alse displayed by the R command i3
the first instruction ta be executed. Note that in the figure the CS register contans 21C1.
Because your CS segment address is sure to differ from this, we’ll show it as xxxx for
the instructions.

xxxx 10100 BA2301 MOV &% . 0123

« woxx indicates the start of the code segment as xxxx[0]. The valne xxxx:0] 00 means
offset 100H hytes foellowing the CS segment address xuxx[d].

« B82301 is the machine code that you emered at C3:100.
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-E C8:120 BR 23 01 0S5 I 0

-E C5:196 BE DE 01 DB BR CA

-B C5:10C 2B CB 2B O %0

-R

AX=0000 BX=0000 CX=0LC0D LX=0000 SPF=FFEE BABP=0000 SI=0000 DI=00C00
DE=21C1 ES«21C1 85=21C1 CE=21C1 IP=0100 HNv UF EI PL NZ WA PO NC
41C01: 0100 BB23QL MOV Ax¥,0123

-T

AX=Q0133 BX=0000 CXa=0CDD DX=0000 SP=FFEE RP=0000 SI=0000 DI«O04030
D5=21C1 ES=31C1 S89=2101 C8=21C1 IF=0103 Hv UF E]l FL KZ WA PO NHC
2101 :0133 052507 ADD AX, 0025

-T

A¥=0148 BX=0000 CX=0C00 CX=0400 SP=FFEE EBEPF=0000 SI=0000 DI=00Q%
DES=2101 ES=310Y  525=31C1 CO8=21C1 IPF=010¢ My UF EI PL HZ HA PE NC
21C1:0196 4ROS [ 1Y BX, AX

-T

AX=0198 BX=0148 CX=0C00 TX=000¢0 2P=FFEE B8P=0000 S5I=0000 DI=0JJ0
DE=21C1 ES=21C1 S38=21C1 {2=21C1 IP=0l0B W UF EI PL NE NA FE NC
21C1:0Q%28 Q208 AOD BX, AX

-T

AX=0148 BX=0230 CX=0040 L[X=0000 SP=-FFEE EP=0000 SI=0000 D1=0Q40
D5=21C1 ES=21C1 S£=21C1 C(8=21C1 IP=010& NV UP EI PL NZ AC PE NC
21C1:010A ABCH Moy o, BX

-T

AX-0l48 BE«-0250 CX=0290 [X=000C0 SP=FFEE EP=00400 SI=0000 DI=00{D
D5=21C1 ES=2101  55=2101 O8=321C01 JTP=014C NV UF EI FL NZ AC PE HC
2101 :9100 2RCE SUUB CX, AX

-T

A¥=014B BX=02%0 CX=0148 DX=0000 ESP=FFEE EF=01000 SI=00400 BDI=040C0
D5=21C1  BS=21C1 S5=21C1 OCB=21C01 IpP=QR10E Nv UOF EI FL WZ AC PFE NT
2101 : DLGE 2BLO SUB AX,AX

-T

AN=00D00 BX=0290 CK=0148 L[X=0000 2P=FFEE BF=0000 SI=¢000 DI=0007
DS=21{1 EBES=31C1 S5«Z181 LCE=2101 IP=0110 WY UP EI FL ZR Mk FPE NC
21C1:0110 90Q ROP

Figure 31 Tracing Machine Instniwctions

» MOV AX,0123 15 the symbolic assembly instruction that DEBUG determined from
the machine code. This instruction means, in effect, move the immediate value 0123H
into the AX register. DERUG has “unassembled™ the machine instructions so that you
may interpret them more easily. Afier this chapter, you will code symbolic assembly
instructions exclusively,

Al this point, the MOV instruction has not executed. For that purpose, key in T
{Trace) and press <Enter The machine code i3 B8 (move to AX register) followed by
2301. The aperation moves (he 23 1o the low balf (AL) of the AX register and the ) to the
high half (4H) of the AX register:

AH AL
ax: | on| 23|
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DEBLIG displays the effect of the operation on the regisiers. The IP repister now contains
0103H (the onginal 0100H plus 3 bytes for the first machine code instruction). The value in-
dicates the offset location in the code segment of the next instroction 1o be executed, namely:

ooy 0103 DE2S00 ADD AX, 0025

To execute this ADD instruction, enter another T. The instruction adds 25H o the low half
(AL) of the AX register and O0H to the high half (AH), in effect adding O025H to the AX.
AX now conzaing 0143H, and P contains 0106H for the next instructon to be executed:

wxuxx:O106 SBDS MOV BX AX

Key in anoiher T command. The MOY instruction moves the contents of the AX register (0
the BX register. Note that after the move the BX contains 0148H. The AX stll contains 0148H
because MOV copies rather than actually moves the data from one location 1o mother.

Now key in successive T commands to step through the remaining instructions. The
ADD insmuction adds the contents of AX to BX, giving 0290H in BX. Then the program moves
{copies) the contents of BX into CX, subtracts AX from CX, and subtracts AX from itself. Af-
ter this last operation, the zero flag is changed from NZ- (nonzero) to ZR {zero}, to indicate that
the result of the last operation was zero. (Subtracting AX from itself cleared it to zero.)

If you want to reexecute these instroctions, you have to reset the IP register to JQOH.
In fact, you'li do this guite often, so here is the procedure;

1. Key in R IP to display the contents of the IF, and
1, Type in the value 100 followed by «Entet>.

This procedure takes you to the start of the program, where you can now repeat the previ-
ous steps: Key in R and the required number of T commands, all followed by <Enter>.

Displaying Memory Contents

Although you can also press T for the last instruction, NOP (no-operation}, this instruction
doesn’t perform anything. Instead, to view the machine language program in the code seg-
ment, request a display as fellows:

D C%:100

Figure 3-2 shows the resulis of this command, with 16 bytes (32 hex digits) of data dis-
played on each line, To the right is the ASCII representation (if a standard character) of each
byte. In Ihe case of machine code, the ASCII representation is meaningless and may be ip-
nored. Later sections discuss the right side of the display in more detail.

The first line of the display begins a1 offset 100H of the code segment and represents
the contents of locations C5:100 through C5:10F. The second line represents the contents
of C3:110 through CS:11F. Although the program actually ends at C5:110, the D command
automatically displays 8 limes from CS:100 through CS:170. For our purposes, any data fol-
lowing CS5:110 is “'gathage.”

Expect oaly the machine code from C5:10G through 110 10 be ideniical to that of your
own display; the bytes that follow could contain anything, Also, Figure 3-2 shows that the
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-0 085:1080

21C1:0100 BE 23 491 Q5 25 0D 8B pA-03 DA AB OB 2B CP 2B COD _#__h....... +a+
21C1:0110  #C C3 8D 4€ 14 S0 51 S5X-FF 76 28 E8 74 00 BB E5 .. F.POR.w(.x.
21C1:0120 88 Q1 90 50 FF 7€ 32 FF-76 310 FF 76 2E FF 76 28 R S I L DR T 1 |
21C01:41:0 EB 8B 15 AR E5 FF 36 18-12 FF 36 1& 12 BB 7% 2B ...... G...8..,.¥v1
2121:0140 FF 74 3A A% 46 06 EA 21-CE 8B ES 30 B4 3D DA 040 . £: . F.."...0. ~..
2183 :0180 75 32 A1 16 12 2D D01 {0-8B 1E 18 12 83 BB O0F T3 w2.. . -..c....... 2
Z21C1:01lE0 S0 BB 76 2B FF T4 3A AZ-16 12 B9 1FE 18 12 E8 FA P.w(.t:.........
21C1:0170 +LC BB ES 310 =24 3> 0D {0-74 QA 83 06 16 12 Q1 B3 P+ I T -

Figure 3-2 Dump of the Code Scgment

DS, ES, 88, and CS registers all contain the same address. This is becanse DEBUG hap-
pens to treat the area as & .COM program, with code and data (if any) in the same segment,
although you muslt keep them separated within the segment.

Enter ) (Quit) to end the DEBUG session or continne with the next exercise.

Comecting an Entry

If you enter an incorrect value into the program, sitnply reenter the E command to correct
it. Also, to rsume execution at the first insmruction, reset the IP register to G100—follow
the procedure described earkier: Type in R IP and enter the value 100. Next, key in an R
commmand (without the 1), DEBUG displays the registers, flags, and first instruction to be
execoted. You can now use T to retrace the instroction steps. H your program accummlates
totals, you may have 1o clear some memory locations and regisiers. But be sure not to
change the conteats of the C8, DS, SP, and 58 registers, all of which have specific purposes.

MACHINE LANGUAGE EXAMPLE Li: DEFINED DAIA

The preceding example used immediate values defined directly within MOY and ADD in-
structions. We next illustrate a similar example that defines the values (or constants) 01 23H
and 0025H as separate data iiems within the program. The program is to access the memn-
ory locaticns that contain these values.

Working through this example should give you an insight into how a computer ac-
cesses dali by means of an address in the DS register and offset addresses. The example de-
fines the following data items and contents beginning at offset 0200H, which is clearly
separate from the instructions at O10H:

05 OFFSET HEX COWTENTS
02 00K 2301H
{202H 2500H
G204H THIOH
0206H 2A2A24H

Remember that a hex digit occupies a half-byte, so that, for example, 23H is stored in off-
set 0200H {the first byte) of the data area, and 01H is stored in offset 0201 H {the second
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byte). Here are the machine instructions that process these data ilems. The values are en-
tered in reverse-bye sequence, for example, 0200 as 002:

WSTRLCTION  EXPLANATION
A10002 Move the word (2 bytes) begimning at DS offset 0200H into the
AX register.

0300202 Add the comenis of the word (2 bytes) beginning at [38 offset
0202H into the AX register.

A3002 Move the contents of the AX register to the word beginning at DS
offser O204H.
o0 No operation.

You may have noticed that the two move instructions have different machine codes: Al and
A3, The actual machine code is dependent on the registers that are referenced, the size of
data (byte ar word), the direction of data transfer (from or © a register), and the reference
to immediate data, memory, or register.

Kevying in Program insiruchions and Dala

Again, you can use DEBUG o key in the program and to waich its execution. First, use the
E command to key in the instructions, beginning at CS:0100:

E C5:100.-A1 Q0 D2 Q3 06 02 02 (press <Enter=)
E 5107 A3 4 02 90 (press <Emters)

Now use E (Enter} commands for defining data, beginning arbitrarily al D5:0200:

E DS:G200 23 OL 2% 00 D0 00 (prass <Enters)
E D5:0206 2A 2A IA (prass <Enter=)

The first E command stores the 3 words (6 bytes) at the start of the data area at offset
0200, You have to key in each of these words with the bytes reversed, so that 0123 13 2301
and (025 is 2560, When a MOV instruction subsequently accesses these words and loads
them into a register, it “unreverses” the bytes, so that 2301 becomes 9123 and 2500 be-
comes (U235,

The second E command siores three asterisks (***), defined as 2A2A2A so that you
can view them later using the D (Display) command. Otherwise, these asterisks serve no
patticular purpose in the dala area.

Figore 3-3 shows all the steps in the program, including the E commands. Your screen
shonld display similar resuks, although addresses in the CS and DS probably differ. To ex-
amine the stored data (ac D5:200H through 208H) and the instructions (at CS:100H through
10AH), key in the following D commands:

To view the code; D €5;100,104 <Enters
To view the dala: 0 DS;200,208 <Enter»

Check that the rontents of hoth areas are identical 16 what is shown in Figure 3-3.
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-2 D200 22 01 25 00 Q9 09

-2 DE:i0& ZR ZA ZA

-3 LS .44 A 0D 02 D2 06 d2 02

-E 0S5 .07 A 04 42 39

-3 B5: 100,208

21C1:0200 23 D1 25 00 Q0D d0 2A 2A-2A #.%, . Anr
<3 08:La0, 10A

21CL-0.00 Rl QO Q2 Q3 06 02 02 A3-04 02 SO0 e e aa -
-

AX=0000 BX=0000 CX=0040 DAX=0030 SP=FFEE BHEPF=0Q00 SI=0000 DI=004&0
DS=21C. ES5=21T1 S55=2101 CS=2101 TIP=014D HV UP EI PL NE MA PO WC
2101 :0.00 ARI100D2 Moy Ax, [0200] DE: Dp204=0133
-T

BEX+0123 BX«00D0 CX=0000 DX=0420 AQP=FFEE BF=040Q SI=00003 DI=0000
D5=21C. ES=2Z1T1 E5#21C1 C5=2101 IF=010G3 WY UP ET PL HZ NA PO NO
21710203 050460204 ADDH AX, To292z) DI:0202=0025
-T

AX=0148 BXa000D CX-0000 DX=0030 SP=FFEE BE=000{ SI=0000 OI=0000
D3=21C1 ES=21C1 S55=21C1 CS«2101 [P=Q107 NV UP EI FL NZ NA PE NC
21010107 AID402 Hov [J204] . AX DS:02%4=0004
-T

AX=B144 BE=0000 CX=0000 DX=0000 SP=FFEE BP=00003 SI=0000 2T=00D00
D5=21C1 Ej=21¢1 S8-2101 C8=21C71 IP={0104 NV P EI L NI MR FE NC

21C1:010R 9D NG

-0 DE: 0200, 8208

2151 : 0090 23 L1 25 040 4B 01 23 2A-2A #. 5. H 4+
-

Figure 3.3 Trazing Machine Tnstructions

Execuling the Program Instructions

Having keyed in the instructions, you can now execute them just as you did earlier. First
make sure that the IP contains 10{0H. Then press K to view the contents of the registers
and flags and to display the first instruction. Although the AX register may s1ill contain
a value from the previcus exercise, you'lt replace it shortly, The first displayed instruc-
tion is

w100 210002 MOv A, {0200]

C5:0100 references your first instruction, A10002. DEBUG interprels this instruclion
as a MOV and has detzrmined that the reference is to the first location [(200H] in the data
area. The square brackets tell you that this reference is to a memory address and not an im-
mediate value. (An immediate value for moving 0200H to the AX register would appear as
MOW AX,0200.}

MNow key in the T (Trace) command. The instruction MOY AKX [0200] moves
the contents of the word at offset 0200H to the AX register. The contents are 2301H,
which the operation reverses in the AX as 0123H and replaces any previous contents in
the AX.

Key in ancther T command to cause execution of the next instruction, ADD. The op-
eration adds the contents of the word in memory m DS offset 0202 to the AX register. The:
result in the AX is now the sum of 0123H and 0025H, or G148H.
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The next instruction is MOV [02(4 L AX. Key in a T comimand for it to execute. The
instruction moves the contents of the AX register {G148H) to the data arca &t DS offsets
204H and 205H and is reversed as 4801H. To view the changed contents of the data from
200H through 208H, key in

D 05:200,208 <Enter:
The displayed values should be:

Walue in data arca: 23 ol 25 (411 48 a1 2A 2A 24

I I l ' i I I I I
Offser 0 201 202 03 204 205 206 207 208

The left side of the display shows the actual machine code as it appears in memory. The
right side simply helps you locate character data more easily. Note that these hex values
are Teptesented on the night of the screen by (heir ASCIT equivalents. Thus 23H penerates
a number (#) symbol, and 25H generates a percent { %) symbol, while the thiee 2AH bytes
generate asterisks (%),

Because there are no more instructions to execute. enter Q {Quil) to end the DEBUG
session, of continue with the next exercise {and remember to reset the 1P to 100).

AN ASSEMBLY LANGUAGE EXAMPLE

Although to this point the progrart examples have been in machine language format, you
can also use DEBUCG to key in assembly language s:atements. You may find occasions 1o
use hoth methods. Let’s now examine DEBUG's A and U commands used to enter assem-
bler statements into the computer.

The A {Assemble) Command

The A command teils DEBUG tu begin accepting symbolic assembly instructions and 1o
convert them into machine language. Initialize the starting address for your instructions in
the code segment at offset 100H as

A 100 <Enter:s

DEBUG displays the address of the code segment and 1he oftset (O100) as xxxx: 0100 Type
in the following instructions, each followed by <bnters:

M CL,4¢ =Enter»
MOV OL,. A <Enters
ADD  CL.DL <Enters
HOP «tntars, =Enter>

Wien you've keyed in the program, press <Bnler> again to exit from the A command.
That's one extra <Enters, which tells DEBUG you have no more symbelic instructions
enter. On completion, DEBUG should display the fodlowing:
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xxex t 0100 L T CL.42
X 0l0E MY DL, 2A
wxxx 0104 ADD CL,0L
axxx (0106 WOF

You can se¢ that DEBUG hkas deterrmined the starting location of each instruction. Bul ba-
fore executing the program, let's use DEBUG™s Uf (Unasserable) command to exatmine the
generated machine language.

The U {Unassemble) Command

DEBUG s U command displays the machine code for your assembly language instructions.
You can use this comenand to tell DEBLUG the locatons of the first and last instructions thal
¥ou want 1o see, in this case, 100H and 106H. Key in

U 100,106 <Enters

The screen displays columns for the location, machine cede, and symbolic code

like this:
wxux 0100 Bl4Z My CL.42
wuxw s 0102 B22A MY DL,2ZA
wocax ;0104 O0DL ADD  €L,DL
wxx 0108 9D NOF

MNow trace the execution of the programn—the machine code is what actoally executes. Be-
gin by keying in R o display the registers and the first instruction, and then successive T
commands te trace subsequent instructions. When you get t©: the NOFP zt location 106H, the
IP shovld contain 196H and the CL should contain SCH. Continue with the next exercise
or press () to quit execution. -

You have now seen how to key in a program in machine langoage and in assembly
langnage. However, DEBUG is really intended for what its name implies—debupging pro-
grams—and most of your effeits will invelve the use of conventional assembly language,
which is not associated with DEBUG.

USING THE INT INSTRUCTION

The following four examples show how to reguest information about the system. To this
end, you use the INT (interrupt) instruction, which exits from your program, enteis a OS
ot BIOS routine, performs the requested function, and retums to your program. There are
different types of INT operations, some of which require a function code in the AH reg-
ister to request a specific aclion. Rather than wsing the T command for single-stepping,
we'll use the P (Proceed) command to execute throegh the whole internupt routine. Be
sure to reset the 1P to 100H.
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eaiting the Current Dote

The instruction to access the comrent date ;5 INT 21H function code 2AH. Once again, type:
in the DEBUG cominand A 100 and then the following assembier instructions:

MY AH,2A
INr 21
MOP

Type in K le display the registers and T to execute the MGY. Then type in F to proceed
through the intermipt routiow; the operation stops at the NOP instruction. The registers con-
tain this informatiort in hex format:

AL: Day of the week, where 0 = Sunday
£X: Year (for example, O7TDOH = 20007
DH: Month (01H through QCH}

bL: Dbay of the month (O1H through 1PH)

Press (Q to quit, or continue with the next exercise {and reset the IP to 100).

Determining the Size of Memory

In an early exercise in this chapter, you checked jocations 413H and 414H for the amount
of base memory that your computer contains, BIOS also provides an interrupt routine, INT
12H, that delivers the size of memory. Type in the DEBUG command A 100 and then these
instructions:

INT 12
ROF

Key in R 10 display the registers and the first insttuction. The instruction, INT 12H, passes
conirol to a routine in BIOS that delivers the size of base memory to the AX. Press T and
<Enter> repeatedly to see each BIOS instruction esecute. {Yes, we are violating a rule
against tracing through an interrupt, but this operation wotks all right.)

The actual insteuctions in your BIOS may differ somewhat from these, depending on
the version installed (the comments 10 the right are the author’s):

STI 1Set interrupt

PUSH D: ;Save D% address in stack
MOV A A0 (Retrieave memory size at
MY D5 AX 1 segment #0[UJH plus
MOV AX, [0011] v offset O0L3H

FOF D5 ;Restare address in D3
IRET ;Return from interrupt

If you survived this adventure into B1OS, the AX pow contains the size of base memory, in
1K bytes. The last T command exits from BIOS and returns to DEBUG. The displayed in-
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siruction is now the NOP that vou entered. Press Q to guit or continue with the next exer-
cise {and reset the IP w0 100).

Using INT to Display

This exercise, which displays data on the screen, introduces a few new features. Type in the
DEBUG command A 100 and chen these assembler instructions:

100 MOV AH, 9

102 ROy DX, 108

105 INT 21

107 HOF

108 DE  ‘your nane’, ‘Y

The two MOV mstructions ell INT 21H to disptay (AH = 09) and from what starting ad-
dress {DX = 108}. Note that offset 108 begins the definition of your name. The DB means
“define hyte” and the characters are contained in single quotes. Following your name is a
doilar sign, also in quotes, which tells the INT to end the display.

Key in R 1o display the registers and the first instruction and key in T commands for
the two MOVs. Key in P to execute the INT and you'll see your name displayed. Press (}
1o quit or continue with the next exercise (and reses the IP w0 109),

Using INT for Keyboard Input

This exercise, which accepts characters from the keyboard, alse introduces a few new fea-
tures. Type in the DEBUG command A 100 and then these assembler instructions:

100 MOV AH, 10
102 INT 16
104 IMF 100
106 NOP

The first instruction, MOV, is to tell INT 16H to accept data from the keyboard (AH = 10);
the operation delivers the character from the keyboard to the AL register. The JMP instrus-
ticn causes the processor to replace the value in the IP with 100, so tha the next instmction
to execute is the MOV back at 100H. By this means, you can eXecnte one or more instie-
tions repeatedly.

Key in R to display the registers and the first instruction and key in a T command
for the MOV, When you type in P for the INT, the system waits for yon to press a key.
1f you press ‘1, you’ll see that the operation delivers 31H (hex for ASCIL *1°) to the AL.
Key in T 1o execute the IMP, and you're back at the MOV at 100, Use T to execute the
MOV, When vou key in P for the INT, the system again waits for you (o press a key.
If you press *2," you'}] see that the operation delivers 32H to the AL. You can continue
liks this indefinitely. Press (} to quit or continue with the next exercise (and reset the [P
1o [30).
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SAVING A PROGRAM FROM WITHIN DEBUG

You may use DEBUG 10 save a program on disk under two circumstances:

1. To retrieve an existing program from disk. modify it, and then save it, follow these
steps:
* Read the program under its name:; DEBUG n:filename.
* Use the D command o view the machine language program and E to enter
changes,
+ Use the W {Write) command to wrile the revised program.

2. To use DPEBUG 1o create a very small machine lanpuage program thal you now wart
to save, tollow these steps:
» Request the DEBUG program.
» Use the A { Assemnble) and E commands to key in the source program.
» Type N filename. COM 10 name the program. The program extension must be
COM. {See Chapter 7 for details of .COM files.)
» Because only you know where the program really ends, insert in the BX:CX pair
the size of the program in bytes. Consider this example:
xae s QID0 WOV CL, 42
xxa0L02 WOV DL, 2A
waxx:0104  ADD CL, DL
wids (JLOE  HOP
Note that although you key in symbolic code, DEBUG generates machine code, and
that is what you are going to save. Because the last instraction, NOP, is 1| byte, the
program size is 100H through 106H inclusive, or 7.
* First use R BX to display the BX (the high portion of the size}, and enter Q to
clear it
» Next use R CX 1o display the CX register. DEBUG replies with CX conn { what-
ever value it contains), and you replace it with the program size, 7.
» Key in W <Enter> to write the revised program on disk.

DEBUG displays a message, “Writing 7 bytes.” If the number is zero, you have failed
1o enter the program length; wy again. Watch oul for the size of the program, becavse the
last instruction could be longer than § byte.

USING THE PTR OPERATOR

Let’s now examine another program that introduces some new features. In this example,
you move and add data between registers and memory locations. Here are the assembler in-
structions for thal purpose:

100 MOv AX, [11a]

103 ADC A, [1140]

107 ADD AX, 25

104 MOV {11E] ., AX

100 M WORD FTR T120].2Z5
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111 MY BYTE PTR [122],30

118 WGP
119 NOP
11A DE 14 23
11cC o] 0% 0o

11f o8 00 00
120 DB 00 0 00

An explanation of the instructions is as follows:

10K,

103
107

10A:
10D:

113

11A:

Move the contents of memory locations 11AH-11BH 10 the AX. The

square brackets indiczte a memory address rather than an immediate value.
Add the contents of memory locations 1 {CH-11DH to the AX.

Add the mamediate value 25H to the AX.

Maove the contents of the AX to memory locations 11EH-1 IFH.

Move the immediate value 25H w© memory locations 120H~12]1H. Note the
use of the WORD PTR operator, which tells DEBUG that the 25H is to move
into a word in memory. If you were to code the instruction as MOV [120],25,
DEBLIG would have no way of deterwining what length is intended and
would display an ERROR message. Although you will seldem need to use the
PTR operator, it's vital to know when il is necded.

Move the immediate value 30H o memory location 122H. This time, we want .
o move a byte, and the BYTE PTR operator indicates this length.

Define the byte values 14H and 23H. DB here means “define byte{s)” and
allows you to define data items that your instructions (such as the one at 100)
are 1o reference.

11C, 11E, and 120:  Define other byte values for use in the program.

To ey in this program, first type A 100 <Enter>, and then key in each symbolic in-
struction (but not the location). At the end, key in an additional <Enter> to exit from the A
command. To execute the program, begin by entering R 1o display the registers and the first
insiuction; then 1ype in successive T commands. Quit execution when you get to the NOP
at 118. Key in I} 110 to view the changed contents of the AX (233E) and of locations | L EH-
11FH (3EZ3), 120H-121H (25}, and 122H (30).

You've covered a ot of material in this chapter that will become clearer through

repetition.

KEY POINTS

» The DEBUG program is nseful for testing and debugging machine language and as-
sembly language programs.

» DEBUG provides a set of commands that lets you perform a number of useful opera-
tions, such as display, enter, and trace.

« Because DEBUG does not distingnish between lowercase and uppercase letters, you
may efter commands either way.
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« DEBUG assumes that all numbers are in hexadecimal formal.

+ If you enter an incomect value in the data segment or code seginent, reenter the E com-
mand to correct it

« To resume execution at the first instruction, sed the instruction pointer (IP) register 1o
0100. Key inthe R (Register} command, followed by the desipnated register, as R IP
<Enter>. DEBUG displays the contents of the IP and wails far an entry. Key in the
value 0100, followed by <Enter>.

QUESTIONS

3-1. Explain the purpose of cach of the following DEBUG command's:
(@)D (M E (@ R; (d)y (e T, (3 A; (g) U () P
3-2. Provide the DEBUG commanxds for the following unrelated requiremenits.
{a} Display the memory beginning at offset L ASH in the data sepment.
(b} Display the memory beginning at location B40H. {Note: Separate this address
into its segment and offset values.)
fc) Key in the hex value 444E41 into the data segment beginning at location
18AH.
(d) Display the contents of all registers.
{e) Display the contents of the [P register only.
{f} Unassemble the symbolic code in locations 100H through 11AR.

3-3. Provide the machine code instructions for the following operations: {a} Move the
hex value 324B tothe AX register; (b) add the immediate hex value 0248 to the AX.
34, Assume that you have vsed DEBUG 1o enler the following E command:
E C5:100 B 36 01 0% 25 0
The hex value 36 was supposed to be 54. Code another E command to comect only
the one byle that is incorect; that is, change the 36 to 54 directly.
3-5. Assume that you have used DEBUG to enter the following E command:
E C5:100 BE O6 20 05 00 30 50
{z) What are the three symbolic instructions represented here? (The first program
in thas chapter gives a cive.)
{b) On executing this program, you discover that the AX register ends up with
5006 instead of the expected 0650. What is the error, and how would you cor-
rect it?
{¢) Having corracted the instructions, you now want 1o reexecute the program
from the first instruction, What DEBUG commands are requited?
3-6. Consider the machine langvage instructions
BC Z4 DO EO B3 12 F6 E3 D0
This program performs the following:
» Moves the hex value 2A to the AL register.
« Shifts the contents of the AL one bit to the left. {The result is 34.)
» Moves the hex valve [2 to the BL register.
* Multiplies the AL by the BL.
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Use DEBUG’s E command to enter the program beginning at C5.100. Remember
that these are hexadecimal values. After entering the program, key in D C5:100 wo
view it. Then key in R and enovgh successive T commands to step through the pro-
gram until reaching the NOF. What is the final product in the AX register?
Use DEBUG™s E command 0 enter the following machine language program:
Machine code (at [OOHY: AC 00 02 DO ED FE 26 01 02 A3 02 02 90
Data (at 200H): 24 12 00 00
This program performs the following:

» Moves the contents of the one byte at DS:0200 (24) to the AL register.

» Shifts the AL contenls one bit to the left. (The resol is 54.)

« Multiplies the AL by the one-byte contents at DS:0201 (12),

» Moves the product from the AX to the word beginning at DS:0202.

After keying in the program, type in D commands to view the code and the data.
Then key in R and enough successive T commands to step through the program un-
til reaching the NOP. At this point, the AX should conlain the product as 05E2H.
Key in another D DS:0200, and note that the product at DS:0202 is stored as EBOSH.
For Questicn 3-7, code the commands that write the program on disk under the
name HEXMULT.COM.

Use DEBUG™s A command to enter the following instructions:
M Cx.31B
ADD CX,. 1
SHL X, 01
SLUE X, 36
HOF

Unassemble the instructions and trace their execution through ta the NOP, and
check the value in the BX after each instruction.

What is the purpose of the INT instruction?

Use DEBUG to create and run a program that displays the phrase “Out to Lunch.”
Start with A 300 for entering the instructions and use A 110 for the phrase (and re-
member the § delimiter). Hint: See the examyple in the section “Using INT to Display.”
Use DERBUG to create and run a program that accepts three characters from the key-
board and displays thern. (a) Start with A 100. (b} Use INT 16 te accept a characrer
into the AL and move the character to location [120]. (¢) Use a second INT 16 to
accept a character into the AL and move the character to location [121]. (d) Use an-
other INT 16 t accept a third character into the AL and move the character to lo-
cation [122]. (=) Now nse INT 21 to display the characters. (f) Finally, use an E 123
%’ command to define 2 *§ at the end of the three stored characters, Hint: See the
example in the section “Using INT for Keyboard Input™ (but you don’t need the
JMP instruction for this exercise).



REQUIREMENTS
FOR CODING
IN ASSEMBLY
LANGUAGE

Objective: To cover the basic requirements for coding an assembly
language program and defining data iterms.

INTRODUCTION

In Chapter 3, you leamed how to use DEBUG for keying in and executing machine lan-
guage programs. No doubl you were very tuch aware of the difficulty in deciphering the
machine code, even for a small program. Probably no one serionsly codes in machine lan-
ruage other than for the tniest programs. You also used DEBUG™ A& command for keying
in a small assembly source program, and no doubt yon noticed that it was much easier to
understand than machine code. The use of DEBUG’s A command is a mefe convenience,
hecause as of this chapter you'li start developing larger programs and you' [l need far more
capability in documenting and revising them.

You write an assembly program according to a strict set of rules, use an editor or word
processor for keying it into the computer as a file, and then use the assembler translator pro-
gram to read the file and o convert it inog machine code.

In this chapler, we explain the basic requitements for developing an assembly
program: the use of comments. the general coding format, the directives for controlling
the assembled program listing, and the requirements for defining segments and proce-
dures. We also cover the general organization of a program, including initializing the
program and ending its execution. Finally, we cover the requirements for defining
dala items.
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ASSEMBLERS AND COMPILERS

The two main ¢lasses of programming languages are high fevel and fow level. Program-
mers writing in 8 high-level langnage such as C and BASIC nse powerful commands,
each of which may generate many machine fanguage instructions. Programmers writing
in a low-level assembly language, on the other hand, code symbolic instrucsions, each
of which generates one machine instruction. Despite the fact that coding in a high-level
language is more productive, some advantages to coding in assembly language are
that it:

* Provides more control over handling particular hardware requiremenis.
« May generate smaller, more compact executable modules.
= Often results in fasier execution.

A common practice is 10 combine the benefits of both programming levels: Code the
bulk of a praject in a high-level language, and code critical modules (those that cause no-
ticeable delays) in assembly language.

Regardless of the prograrnming language you use, it is still a symbolic language that
has to be translated into 2 form the computer can execute, A high-level language uses a com-
piler program 1o translate the source code into machine code {technically, object code). A
low-level language uses an assembler program to perform the translation. A finker program
for both high and Jow levels completes the process by converting the object code into exe-
ciitable machine language.

PROGRAM COMMENTS

The use of comments throughout a program can improve its clarity, especially in assembly
language, where the purpose of a set of mstmuctions is ofien unclear. For example, it is ob-
vious that the instruction MOV AH,10H moves 10H to the AH register, but the reason for
doing this may be unclear. A comment begins with a semicolon (), and wherever you code
it, the assembler assumes that all characlers on the line to its right are comments. A com-
ment may contain any printable character, including a blank.

A comment may appear on a line by itself, like this:

:Ealculate productivity ratio
or on the same Line following an instruction, like this:
ADD A¥,BX ;accunwlate total-guantity

Because a comment appears only on a listing of an assembled source program and
generates no machine code, you may inciude any number of comments without affecting
the assembled program’s size or execution. In this book. all assembly instructions are in
uppescase leters and all comments are in lowercase, only as a convention and to make the
programs more readable. Technically, you can freely use either uppercase or lowercase for
instructions and comments.
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Another way to provide comments is by means of the COMMENT directive, de-
scnibed in Chapter 27,

RESERVED WORDS

Certain names in assemnbly language are reserved for their own purposes, 1o be used only
under special conditions. By category, reserved words mclude

* instructions, such as MOV and ADD, which are operations that the computer can
execule;

* directives, such as END or SEGMENT, which you use te provide infbrmation to the
assembler;

» gperarors, such as FAR and BIZE, which you use in expressions; and

* predefined symbols, such as @Data and @Model. which return information to your
program.

Using a reserved word for a wrong purpose causes the assembler to generate an ervor
message. See Appendix C for a list of reservad words.

IDENTIFIERS

An identifier (or symbol) s 2 name that you apply to an item in your program that you ex-
pect toreference. The twe types of identifier are name and label:

1. Name refers to the address of a data item, such as COUNTER m
COUNTER DB ©
2. Label refers to the address of an instruction. procedure, or segment, such as MAIN in
the statement

MATH PROC FAR
The same rules apply to both names and labels. An identifier can use the following
characiers;
CATEGORY ALLOWABLE CHARACTERS
Alphabetic letiers: A through Z and a through z
Dipits: O through % imay oot be the furst character)

Special characters:  question mark (7)
nnderline (_)
dollar (§)
at (@)
period {.) {may not be the first character)

The first chatacter of an identifier muost be an alphabetic letter or a special characier, except
for the period. Because the assembler uses some special words that begin with the @ sym-
bol, you should aveid vsing it for your own definitions.
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By default, the asscmbler treats vppercase and lowercase letters the same. {See Ap-
pendix D for a command line that forces the assembler to be case sensitive.) The maximum
length of an identifier is 3| characters {247 since MASM 6.0}, Exampiles of valid names are
TOTAL, QTY250, and $P50. Descriptive, meaningful names are recommended. The names
of registers, such as AH, BX, and DS, are reserved for referencing those registers. Conse-
quently, in an instruction such as

ADD [X,BX

the assembler antomatically knows that CX and BX refer to registers. However, in an in-
struction such as

MOV RELCSAVE,CX

the assembler can recognize the name REGSAVE only if you dafine it as a data item in the

STATEMENTS

An assembiy program consists of a set of statemeniy. The two rypes of statements are:
1. instruciions such as MOV and ADD, which the assembler translates to object code;
and
2. directives, which tell the assembler to perform a specific action, such as define a data

Herm.

Here is the general formnat for a statement, where square brackets indicate an optional
entry:

[identifier: |nperation| [operandis)] | [;comvent] ‘

An identifier (if any), operation, and operand (if any) are separated by at least one blank
of tab character. Thete is a maximum of 132 characters on a line (512 since MASM 6.0}, al-
though most programmers prefer to stay within 80 characters becanse that is the maximum
number most screens can accommodate. Two exampies of statements are the following:

TIENTIFIER OPERATION OFERAND COMMENT
Directive: COUMT of 1 :Mame, operation, operand
Instmction: P30 WOV AX, 0 ;0peration, two operands

The identifier, operation, and operund may begin in any column. However, consistently
starting at the same column for these entries makes a more readable program. Also, most
editor programs provide useful tab stops every eight positions te facilitate spacing the fieids.

As described earlier under the heading “Identifiers,” the term name applies to the
name of a defined itemn or directive, whereas the term Jabel applies to the name of an in-
struction; we'1l use these terms from now on.
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The operation, which must be coded, is most commonly used for defining data arcas
and coding instructions. For a data item, an operation such as DB or DW defines a field,
work area, or constant. For an instruction, an operation such as MOY or ADD indicates an
action o perform.

The operand (if any) provides information for the operation to act on. For a data item,
the operand defines its initial value. For example, in the following definition of a data item
nared COUNTER, the operation DB means “define byte,” and the operand initiaiizes its
contenis with a zero value:

MNANE DPERATION OPERAND COMMENT
COUNTER bR 1] ;Define byte (DB) with D value

For an instruction, an operamd indicates where to perform the action. An instuction’s
operand may contain one, two, or even no entries. Here are three examples:

GIFERANDS OPERATION OPFERAND COMMENT
Hone RET iReturn
ne ThC BX ;Increment 8X register by 1
Two A X, 2% shdd 25 to CX register

DIRECTIVES

Assembly language sepports a number of statements that enable you to contrel the way in
which a program assembles and lists. These statements, called directives, act only during
the assembly of a program and generate no machine-cxecutable code. The most common
directives are explained in the next few sections. Chapter 27 covers all of the directives in
detail; you may use that chapter as a reference any time.

The PAGE and TILE Lisfing Direclives

" The PAGE and TITLE directives help to control the format of a listing of an assembled pro-
gram, This is their only purpose, and they have no effect on subsequent execution of the
prograns.

PAGE. At the start of a program, the PAGE directive designates the maximum num-
ber of lines to list on a page and the maximum number of characters on a line. Tis general
format 15

PAGE [Tength] [.width]

For example, the directive PAGE 60,132 provides 60 lines per page and 132 characters
per line.

Under a typical assembler, the number of lines per page may range from 10 through
255, and the number of characters per line may range from 60 through 132. Omission of a
PAGE statement causes the assembler to default to PAGE 50,80
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Suppose that 2 program defines the maximum line count for PAGE as 60. When the
assembiler is printing the assembled propram amsd has listed 60 lines, it automatically ad-
vances to the-top of the next pape snd mctements the page count.

You may also want to force a page 1o gject 5t a specific line in the program lListing,
such as the end of a segment. At the required line, simply code PAGE with no operand. On
encountering PAGE, the assembler advances 1o the top of the next page where it resumes
the listing.

TNE. Youcan use the TITLE directive 1o cause a title for a program o print on line
2 of each page of the program listing. You may cade TITLE once, at the start of the pro-
gram. #1s general fommat is

TITLE text [comment]

For the text operand, a recommended technique is io use the name of the program, as cata-
loged on disk. For example, if you named the progiam ASMSORT, code that name plus an
optional descriptive comment (a leading °;’ is not required), all up to &l characters in length,
like this:

TITLE ASMSORT Assembly program to Soif cusicmer names

SEGMENT Directive

As described in Chapter 2, an assembly program in .EXE format consists of one or more
segments. A stack segment defines stack storage, a data segment defines data items, and a
code segment provides for executable code. The directives for defining a segment,
SEGMENT and END}S, have the following format

NAME OPERATION OPERAND COMMENT
AAME SELMENT (options] ;Begin segment
name EMNDS :End segment

The SEGMENT statement defines the start of a segment. The segment name must be pre-
sent. ust be unigue, and must follow assembler naming conveations. The ENDS state-
ment indicates the end of the segment and contains the same name as the SEGMENT
statement. The maximum size of a segment in real mode is 64K. The operand of a SEG-
MENT statement may contain three types of options: alignment, combine, and class,
coded in this format:

name SECGMENT align combine ‘class’




Directiva 55

Alignment typa.  The affgn entry indicates the bowrnelgry on which the segment is
o begin. For the typical requirement, PARA, the segment aligns on a paragraph boundlary,
5o that the starting address is evenly divisible by 16, or I7H. Omission of the atign operand
causes the asscmnbler o defaolt o PARA.

Combine type. The combine entry indicates whether 10 combine the segment with
other segments when they are linked after assembly (explained later under “Linking, the
Program™). Combinc types are STACK, COMMON, PUBLIC, and AT expression. For ex-
ample, the stack segment iy comtmonly defined as

name SECGMENT PARA STACK

You may use PUBLIC and COMMON where you intend to combing separately as-
sembled programs when linking them. Otherwise. where a program is net to be combined
with other programs, you may omit tis option or code NONE.

Class type. The class entry, enclosed in apostrophes, is nsed to group related seg-
ments when iinking. This book uses the classes ‘code” for the code segment {recommended
by Microsoft), ‘data’ for the data segment, and “stack’ for the stack segmen.

The following example defines a stack segment with alignment (PARA), combine
{STACK, and class { "Stack’) types:

name SEGMENT PARA STACK ‘Stack’

The partial program in Figure 4-1 iliustrales SEGMENT statements with varinus
options,

1 page 60,132

2 TITLE Ad4RSMT Skeleton of an (ZXE Program

3 PR i I R et

i STACKSS SECMENT FARR STACE ‘Stace’

=) P

B BTACRESE ENDS

T I e R T T et
8 DATASZ SEGMENT PARA ‘Laka’

9 Lo

11 DATASS ENDS

T T T e TR L L Lty
12 {ODESG SEGMENT FARL * Code’

13  HMalIN FROC FAR

11 ASSUME S5:STACKSG, DS :DATREG, C5:CODESG

15 MOV &Y., DATASG ; 82t address of data
16 MO D&, AKX ; megment in DS

17 -

18 M AX, 4COCH JEnd processing

19 INT Z21H

20 MAIN ENDP ;End of procsdurs

21 CoDESGE ENDS ;End of segment

a2z ENT} MALIN ;:End of program

Figare 4-1 Skcleton of an EXE Program
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PROC Directive

The code segment containg the executable code for a program, which consists of gne or
more procedures, defined with the PROC directive. A segment that contains only one pro-
cedure would appear as [follows;

MANE MPERATION QPERAMND COMMENT

segname SECMENT PARA

procname PR FAR r0ne
iprocedure
iwithin

. i the code
procnane ENDP ; SEgment
segrame EHDS

The procedute name must be present, must be unigue, and must follow assembler naming
conventions. The operand FAR in this case is related to program execution. When you re-
quest execution of a program, the program loader uses this procedure as the entry point for
the first instruction 1 execute.

The ENDP directive indicates the end of a procedvore and contains the sarne name as
the PROC statemnent 1o enable the assembler to relate the end to the start. Bacause a proce-
dure st be fully contained within a segment, ENDF defines the end of the procedure be-
fore ENDS defines the end of the segment.

The code segment may contain any number of procedures used as subroutines, each
with its own set of PROC and ENDP statements. Each udditional PROC is usually coded
with {or defaulis to) the NEAR operand, as covered in Chapter 7.

ASSUME Diractive

An EXE program uses the 58 register to address the stack, the DS register to address the
data segment, and the CS register to address the code segment. To this end, you have 10 k=1l
the assembler the purpose of each segment in the program. The required directive 15
ASSUME, coded in the code segment as foliows:

OPERATION OFERAND

ASSUME 45 :stackname,DS: darasegname, CS: codesegname,

$9:stackname means that the assermbler is to associzie the name of the stack segment with the
S5 register, and similarly for the other operands shown. The operands may appear in any se-
quence. ASSUME may also contain an entry for the ES, such as ES:datasegname; if your pro-
gram does aot use the ES register, you may omit its reference or code ES:NOTHING. (Since
MASM 6.0, the assembier automatically generates an ASSUME for the code segment )
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Like other directives, ASSUME 15 just a message to help he assembler convert sym-
bolic code 10 machine code; you may still have to code instructions that physically load ad-
dresses in segment registers at cxecute ime.

END Directive

As already mentioned, the ENDS directive ends a scgment, and the ENDF directive ends a
procedure. An END directive ends the entire program and appears as the lasl statement. Its
general format is:

OPERATION OPERAND

END [procname]

The operand may be blank if the program is not to execute; for example, you may want to
assemble only data definitions, or you may want to link the program with another module.
in most programs, the operand conlains the name of the first or only PROC designated as
FAR, where program execulion is 10 begin.

INSTRUCTIONS FOR INITIALIZING A PROGRAM

The two basic types of executable programs are .EXE and .COM. We'll develop the re-
guirernents for .EXE prograras first and leave .COM programs for Chapler 7. Figure 4-1
provides a skeleton of an EXE program showing the stack, data, and code segments. Let's
examine the program statements by line number:

LINE EXPLAMATION

1 The PAGE directive for this listing establishes 60 lines and 132 colmnns
per page.

2 The TITLE directive identifies the program’s name as AOIASMI.

3 Lines 3, 7, and 11 are comments that clearly set out the three defined sz gmenits.

46 These statements define the stack segment, STACKSG (but not its contents
it this example).

£-10 These staternents define the data segment, DATASG (but not its conlents).

12-21  These statzments define the code segment, CODESG.

13-20 These ststemnents define the code segment’s only procedure, naumed
MAIN in this example. This procedure illustrates common initialization
and exit requirements for an .EXE program. The two requirements for
initializing are (1) notify the assembler which segmems 10 associale
with segment registers and {2) load the DS with the address of the data
segmeni. :
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14 The ASSUME directive notifies the asscmbler &0 associate certain segments
with certain segment registers in this case, STACKSG with the 58,
DATASG with the DS, and CODESG with the (CS:

ASSUME 55 STACKSG.D5:DATASG, C5:CODESG

By assoctating segments with segment repisters, he assembler can deter-
mine offset addresses for items in the stack, for data tems in the data seg-
metit, and for instroctions in the code segment. For example, each machine
instruction in the code segment is a specific length. The first instruction in
machine language would be at offset O and, if it is 2 bytes jong, the second
instriction would be at offsel 2, and so forth,

15, 16 Two insiructions inttialize the address of the data segment in the DS

regisher:
MOV AN DATASG ;Get address of data segient
MOY D5, AN ;Gtora address 1n 05

The first MOV loads the address of the data segmenl into the AX regisler
and the second MOV copies the address from the AX into the S, Two
MOVs are required because no instruction can move data directly from
Memory to 4 segment register; you have 1o move the address from another
register 1o the segment register, Thus the statement MOV DS DATASG
would be illegal. Chapter 5 discusses initializing segment regisiers in
more detail:

18, 19 These two instruetions request an end o program execution and a return 1o
the operating system, A later section discusses therm in more detail.

22 The END statement tells the assembler that this is the end of the program,
and the MAIN operand provides the entry point for subsequent program ex-
ecution. MAIN counld be any other name acceptable to the assembler.

The sequence in which you define segments is usually wnimportant. Figure 4-1 de-
fines them as follows:

STACKSG SEGMENT PARA STACK  ‘Stack’
DATASL  SEGMENT PARA "Data’
CODESG  SEGMENT PARA  ‘Code’

Noie that the program in the figure is coded in symbolic language. Ta execute it, ¥ou
nave to use an assembler and a Finker to translate it into executable machine code asan EXE
program.

As described in Chapter 2, when the program loader reads an EXE program from
disk inte memory for execution, it constructs a 256-byte {100H) PSP on a paragraph bound-
ary in available internal memory and stores the program immediateiy following the bound-
ary. The loader then

» louds the address of the code scgment in the C8;
s ]oads the address of the stack in the 55; and
« |oads he address of the PSP in the DS and ES registers.
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The loader initializes the C3:TP and 55:5P registers, but not the OS5 and ES registers.
However, your program norinally needs the address of the data segment io the DS (and of-
ten in the ES as well). As a consequence, you have to initialize the DS with the address of
the data segment, as shown by the two MOV instruciens in Figure 4-1.

Now, even if this initialization is not clear at this point. lake heart: Every [EXE pro-
gram has vinually identical initahzation steps that you can duplicate each time you code
an assembly program.

INSTRUCTIONS FOR ENDING PROGRAM EXECUTION

INT 21H is a comman DS interrupt that uses a function code in the AH register lo spec-
ify an action to be perforrned. The many functions of INT 21H include keyboard inpul,
screen handling, disk I/Q, and printer outpul. The function that concerns us here is 4CH.
which INT 21H recognizes as a request (0 end program execulion. You can also use this op-
eration o pass a retum code in the AL for subsequent testing in a batch file (via the 1F
ERRORLEVEL statement), as foilows:

MOy AH.4CH ;Request end processing
MY AL, retcode dptional return code
INT 21H ;Catl dinterrupt service

The retorn code for normal completion of a program is usually O {zero). You may also code
the two MOVs as one statement (as shown in Figure 4-1}:

MY AN, 4CO0H Request narmal exitf

INT 21H function 4CH has superseded operations INT 20H and INT 215 function
(0H onginalty used to end processing.

EXAMPLE OF A SOURCE PROGRAM

Figure 4-2 combines the preceding information into & simple but complete assembly
source program that adds 1wo data items in the AX register. The segments are defined in
thas way;
» STACKSG contains one 2ntry, DW (Define Word), that defines 32 words initialized
10 zero, an adequate size for small programs.
» DATASG defines three words named FLDD (initiatized with 175), FLDE (initialized
with 130}, and FLDF (uninitialized).
« CODESG contains the execulable instructions for the program, aithough the first
statement, ASSUME, generates no executable code.

The ASSUME directive performs these operations.

« Assigns STACKSG to the S8 register, so that (he system uses the address in the 55
register for addressing STACKSG.
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page 60,132
TITLE AO4ASML {ERE] More and add opmrationm

BTACKSEG SEGMENT PARA STACK ‘sStack'
oW 12 DUR(O} .

rLoD D 17%
FLDE Dw 150
FLD¥F I T

MAIH PROC FRR
ASSDME 249 :STACKSE, DS :DATASG, COF : CODESG
MOV AX, DATRIG 1Sar address of data
oy D&, AX ; aegmant in DS
MOV AX, FLDD ;Move 0175 ko AY
ADD ax, FLDE ;Add @150 ro AR
MoV FLDF,AX i&tore sum in FLDF
Moy RX, 4C00H ;End processing
INT 218

MAIN ENDE :End of procedurs

CODESAE ENDS ;End of seqment
END MAIH ;End of program

Fignre 4-2  EXE Program with Conventicnal Scigmedts

+ Assigns DATASG to the DS register, so that the system uses the address in the DS
register for addressing DATASG.

» Asgigns CODESG to the CS register, so that the system nses the address in the TS
register for addressing CODESG.

When loading a program from disk into memory for execution, the program loader
sets the actual addresses io the 55 and CS registerz, but, as shown by the first two MOV in-
structions, you have 1o initialize the DS (and possibly the ES) register.

We'l! trace the assembly, linkage, and execution of this program in Chapter 5.

tNIMALIZING FOR FROTECTED MODE

In protectad mode under the 80386 and later processors, a program may address up to
16 megabytes of memory. The use of DWORD to align segments on a doubleword ad-
dress speeds up accessing memory for a 32-bit data bus. In the following example, the
386 directive tells the assembler to accept instructions that are unique to the 86386 and
later; the USE32 use type tells the assembler to generate code appropriate to 32-bit pro-
tected mode:

186
segname SECMENT OWORD {SE32

Initialization of the data segment register covld took like this, since on these proces-
sors the DS register is still 16 bits in size:
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MOW EAX, DATASG
MOV DS, AX

;Get address of data segment
;toad 16-bit portion

The STI, CLI, IN, and OUT instructions, available in real mode, are not allowed in
protected mode.

SIMPLIFIED SEGMENT DIRECTIVES

The assembler provides some shortcnts in defining segments. To use them, you have to ini-
tialize the memory model before defining any segment. The general format (including the
leading period) is

SMODEL memory-modal

The memory mode] may be TINY, SMALL, MEDIUM, COMPACT, or LARGE. (Another
model, HUGE, need not concern us here.} The requirements for each model are:

MODEL | NUMRBER OF CODE SEGMENTS | NUMBER OF DATA SEGMENTS
TINY . 5 *

SMALL ] : 1

MEDILM Mare than 1 1

COMPALCT 1 More than 1

LARGE More than 1 ; Mure than 1

You may use any of these models for & stand-alone program (that is, a program that is
not linked to another program). As of MASM 6.0 and TASM 4.0, the TINY model! is
intended for e use of .COM programs, which have their data, code, and siack inone 84K
segment. The SMALL model requires that code fits within a 64K segment and data fits
within another 64K segment: this model is suitable for most of the examples in the book.
The .MODEL directive antomatically generates the required ASSUME statement.

The general formats {including the leading period) for the directives that define the
stack, data, and code segments are

LSTACK  [sizel
DATA
LORE [name]

Each of these directives causes the assembler 1o generate the required SEGMENT state-
ment and its matching ENDS. The default segment names (which you don’t have to define)
are STACK, DATA, and _TEXT (for the code segment). The underling {or break) charac-
ler at the beginning of _DATA and _TEXT is intended. As the coding format indicates, you
may overtide the default name for the code segment. The default stack size is 1,024 bytes,
which you may also override. You use these directives to identify wheze in the program the
three segments are 1o be located. Note, however, that the instruclions you now use ko imi-
tialize the address of a data segment in the [¥S are:



62 Reguirements for Coding in Assembty Language Chap. 4

M AX ddata
MY DI AX

Figure 4-2 pave an example of a program using cunventionaliy defined segments.
Figure 4-3 provides the same example. but this time using the sunplified segment direc-
tives STACK. .DATA, and LODE. The memory model is specified as SMALL in the
fourth line. The stack is defined as 64 bytes (32 words). Nate that the assembler does not
genecake conventional SEGMENT and ENDS statements, and you also don't code an AS-

SUME statement,

pacye 60,132

TITLE HAC4ASMZ [EXE) Move and acd operaticns

' .MODEL SMALL
_STACK &4 ;Define gptack
.DATA ;Define data

FLDD e ) 175

FLLE ™ 153

FLLF oW 7

' . QODE ;Define code megment

WMRTH PROC FoR
MOAT AX, #data ;Get address of data !
MOV DS, AX H seqment in DS
oY L¥, FLOT ;Move D175 to RE
ADD R¥, FLTE JAdd 0150 to AX
MoV FLOF, AX ,Store gum in FLOF
MoV AX, 40004 (End processing
INT 21H

MAIN ENDP (End of procadure
END MhIN JEnd of program

Figere 4-3 EXE Source Program with Simplified Segment Dvirectives

As you'll see in the next chaprer, the assembler bandles programs coded with simypli-
fied sepment directives slightly differently from those using conventional segment directives.

The .STARTUP and .EXIT Directives

MASM 6.0 intsoduced the STARTUP and [EXIT directives to simplify program initializa-
tion and termination. .STARTUP generates the instructions to initialize the segment regis-
ters. whereas .EXIT generates the INT 2IH function 4CH instructions for exiting the
program. TASM Ideal mode uses the terms STARTUPCODE and EXITCODE. For pur-
poses of leaming assembly language. examples in this use the full s21s of instructions and
leave shortcuts 1@ more experienced programmers.

DATA DEFINITION

As slready discussed, the porpese of the dala segment in an .EXE pregramt is to del’}ne co-
stants, work areas, and inputfoutput areas. The assembler permits definitions of items in
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various lengths according to a set of directives that define data; for example, DB defines a
byte and DW defines a word. A data itenm may contain an wndefined (that is, uninitializad)
value, or it may contain a constant, defined either as a characeer sifing or as 8 numeric value.
Here i the general format for data definition:

| [nama} [Dnl exprassion |

Noame. A program that references a data item does so by means of a name. The
narne of an item is otherwise optional, as indicated by the square brackets. The earlier sec-
ton “Statements” provides the rules for names.

Mrectiva (Dn). The directives thai define daia iterns are DB {byte), DW (waord},
DD {doubleword), DF (Farword), DG (quadword), and BT (tenbytes}, each of which ex-
plicitly indicates the length of the defired item. MASM 6.0 introduced the termns
BYTE, WORD, DWORD, FWORD, QWORD, and TWORD, respectively, for these
directives.

Expression. The expression in an operand may define an uninitialized value or an
imitial constant. To indicate an cninitialized item, define the operand wilh a question mark,
such as

FLDA DB 7 ;Uninitialized item

In this case, when your program begins execution, the initial value of FLDA is unknown to
you. The normal practice hefore using this tem is to move some vaiue into it, but it must
fit the defined size.

You can usc the operand o define a constant. such as

FLDE DE/BYTE 25 :Initialized item

You can freely use this injtialized value 25 throughout your program and can even chinge
the valoe,

An expression may contain mullipie constanis separated by commas and limited oaly
by the length of the line, as follows:

FLDC DB/BYTE 21, 22. 23, 24, 2%, 26,

The assembler defines these constants in adjacent bytes. A reference to FLIXC is to the first
I-byte constant, 21 (you could think of the first byte as FLDC+0), and a reference o
FLIXMC+ 1 is ko the second constant, 22. For example, the instruction

MOV AL, FLOC+3

loads he value 24 (18H) into the AL register. The expression also permits duplication of
comstants in a statemem of the general form

ma-ﬁ;e] | Dn| repe .at—?:ount D-LIP {e.:t_pres.f‘i_ani;]

The following examples illustrate duplication:
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Dw/WDRD 10 DUPC? ) sTer words, uninitialized
CB/BYTE 5 DUP(L2) iFive bytes contatning hex OCOCOCOCOC
DR/BYTE 3 DUF(S DUP{4)) (Fiftean 4s

The third example generates five copies of the digit 4 {44444) and duplicates that value
three times, giving 15 4s in all,
An expression may define and initialize a character string or a aUMEnc constant.

Character Shings

Character strings are used for descriptive data such as people’s names and product de-
scriptions. The string is defined within single quotes, such as “PC°, or within double quotes,
such as “PC™. The assembler stores character sorings as cbyect code in normal ASCII for-
mat, without the apostrophes.

Under MASM, DB {or BYTE) is the only format that defines a character string ex-
ceeding two characters with the characters stored as left adjusted and in pormal lefi-to-right
sequence {{ike names and addresses). Consequently, DB (or BYTE] is the conventional for-
mat for defining character data of any length. An example is

DE ‘Strawberry Jam'
Tf a string must conain a single or double quote, you can define it in one of these ways:

D8 “Crazy Sam's OO Emporium” :Double gquotes for string,
single gquote for apostrophe

DB 'Crazy Sam’'s CD Emparium’ ;5ingle quotes for string, two
single quotes for apostrophe

Nurneric Constanis

Numerc conssants are used to define arithmetic values and memory addresses. The con-
stant is not defined within guetes, but is followed by an optional radix specifier, such
as H in the hexadecimal value 12H. For most of the data definition directives, the as-
semhler converts defined numeric conslants to hexadecimal and stores the generated
bytes in object code in reverse sequence, from right to left. Following are the various nu-
meric formats.

Binary. Binary format permits defining the binary digits 0 and 1, followed by the
radix specifier B, A commeon use for binary format is to distinguish values for the bil-
handling instructions AND, OR, XOR, and TEST.

Decimal. Decimal format permits defining the decimal digits 0 through 9. option-
ally followed by the radix specifier D, such as 125 or 125D, Although the assembler allows
you to define values in decifmal format as a coding convenience, it converts your decimal
values 1o binary object code and represents them in hex. For example, a definition of deci-
mal 125 becomes bex 7D.

Hexadecimal. Hex format permits defining the hex digits O through F, foflowed
by the radix specifier H. Because the assembler expects that a reference beginning with a
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letter is a symbolic name. the first digil of a hex constant must be 010 %. Examples are 3DH
and ODERH, which the assembler stores as 3D and EROD, respectively. Mole tha the byies
in the second example are stored in reverse sequence.

Because the assernbler converts all numeric values to binary (and represents them in
hex), definitions of decimal 12, hex C, and binary | [00 alt generate the same value: binary
00001100 or hex 0C, depending on how you view the contens of the byte,

Because the letiers D and B act as both radix specifiers and hex digits, they could con-
ceivably cause some confusion. As a solotion, MASM 6.0 introduced the use of T (as in ten)
and Y {as m binary} as radiz specifiers for decimal and binary, respectively.

Real. The assembler converts a given real value {a decimal or hex constant fol-
lowed by the radix specifier R) into floating-point formart for use with a numeric co-
Prowe ssor.

Be sure o distinguish between the use of character and numeric constants For ex-
ample, a character constant defined as DB “24" generates two ASCII characters, represented
as hex 3234, A numetic constant defined as DB 24 generates a binary number, represented
as hex 18,

DIRECTIVES FOR DEFINING DATA

The cunventional directives used to define dala, along with the names imtroduccd by

MASM 6.0, are:
CONYENTTONAL MASM 6.0
DESCRIPTION DIRECFIVES DIRECTIVES
Byte DE BYTE
word W WORD
Doub i eward [En] DR D
Farword DF FWORD
Quadwerd 0 (WORD
Tenbytes OT TBYTE

This text uses the conventional direclives because of their still-common-usage.

The assembled program in Figore 4-4 provides exampies of directives that define
character strings and numeric constants. The generated object code, which you are urged
to exarine. is listed on the lefi. Note that the object code for uninitialized values appears
45 hex zeros. Because this program consists of only a data segment, it is not suitable
for execution.

DB or BYTE: Define Byle

Of the directives (hat define data iterns, one of the most useful is DB {Define Byte). A DB (or
BYTE) numeric expression may define one or more 1-byle constants. The maximuim of one
byte means two hex digits. The largest unsigned 1-byte number is hex FF, or 255, With the
leftmost bit acting &s the sign, the largest positive 1-byte hex number is 7F; all “higher” num-
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Page 50,132

TITLE ADMDEFIN {(EXE! Define darta direccives
MCDEL S5MALL
. OATA

i DH - Dmfine Byte:

i
eood oo B¥YTEl )2 7 ;TMpdinitialized

oool 30 BYTEZ OB 28 :Decimal constant
ooo2 3ao BYTE2Z DB A0H ;Hex constant
opax 7a RYTE4 DB ¢11110108 ;Binary conatant
pood ooas[ 40 BYTES -} 12 DUP{Di ;Twelve zercs
0ol 43 6F &D 70 75 74 BYTE& LB "'Computer Frocessors’

55 72 20 50 72 &F . jCharacrer atring

63 65 T3 T3 LF 72

73
0a23 34 37 38 31 35 BYTE™T op 47835 ;Humbers ag chara

0028 01 4A 61 EB QX 45 BYTER De 0, 'dan', 02, ‘Fab' 03, 'Mar’
65 62 03 4T 61 V2

;Table of months

i ™ - Define Word:

o34 FFFD WORD1 oW OGFFFOH ;Hex conatant
036 0OTA WORDZ W 2113110:03 ;Binary conetant
DO3IA D023 R WORD3 oty BYTEY jhaddress conatant
O03R 0002 o004 1OBE DOO7 WORDY o 2,4,.8,7,79 ;Table of five
oog9 ;  Coanstants
aa44 Qo066 ([ God0 ] WORDS oW & TP 181ix zeroa
0 - Define Douklaword:
a0%0 40000000 DNORD1 DD 7 [Uninitialized
o054 DOOGT457 DWORDI DD 23733 ;becimal value
GOSA GOQODOLR QDOODO38 MORDI DD 27, SE :Two Conetante
BOEQ OQOCGOA0L DWORD4 LD BYTEl - BYTEZ :Diff betw adéressss
DpoEq GOAOEO4D DHORD: TD et iTharacter acyinc
! DO - Defins Quadword:
0068 QIOROOROODOCOCDN éwoRDL oo 7 ;Ininitialized
Q070 ARSELOOQDQODADOD OWORD: DY O5E3SH ;Hex conatent
076 5774900000000000 PWORDY DO 249783 ;DeCcimal constant
i DT - Define Tenbytss:
onAD QOO0COOQDORDAGDODD iBHBi Ot ¥ ;Dninitialiced
ad
QO0BA ADTEZIAO0OC000Q000 TENBZ oT 2978340 ;Tecimal conatant
oo
BoO94d 4350000000000400000 TENR] oT pot ;Charact=r string
414]

x

END
Figure 43 Definitions of Character $tnngs end Numeric Values

bers, 80 through FF (where the sign bit is 1). represent negative values. In terms of decimal
numbers, these limits are +127 and —128. The assembler converts niumeric constants (o
binary obiect code (represented in hex). In Figure 4-4, numeric DB constants are BYTEZ,
BYTES3, BYTE4, and BYTES.

A DB character expression may contain a string of any length up to the end of the
line. For examples, see BYTEG and BYTE? in the figure. The object code shows the
ASCII character for each byte in normal left-to-right sequence, where 20H represems a
blank character.
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BYTES shows a4 mikture of numeric and string constanls seitable for defining
4 table,

DW or WORD: Daflne Word

The W (or WORD) directive defines items that are 1 word (2 bytes) in length. A DW nu-
meric expression may define one or more 1-word constants. The largest posiive (signed) -
word hex number is 7FFF: all “higher” numbers, 8000 through FFFFE (where the sign bit is
1}, represent negative values. In terms of decimal numbers, the limits are +32.767 and
- 32,768,

The assembler converts DW numeric constants to binary object code (represented in
hex), but stores the bytes in reverse sequence. Consequently, a decimal value defined as
12345 converts (0 hex 3039, but is stored as 3930,

In Figure 4-4. WORD1 and WORD?2 define DW numeric constants, WORD3 defines
the operand as an address—in this case, the offset address of BYTE7. The generaled cbject
code is 0023 (the R to the nght means refocaiable), and a check of the figure shows that the
offset address of BYTE? (the leftmost column) is indeed 0023,

A DW character expression under MASM is limited to two characters. You can see
that DW is of limited use for defining character strings.

WORDH defines a table of five numeric constants. Note that the length of each con-
slant is | word (2 bvtes). WORDS defines a table imtialized with & zeros.

DD or DWORD: Define Doubleword

The DD (or DWORD) directive defines items that are a doubleword (4 bytes} in length.
A DD numeric expression may define one or more comslants, each with a maximum
of 4 bytes (R hex digils). The largest positive doubleword hex number is TFFFFFFE. all
“higher” numbers, 80000000 through FFFFFFFF {where the sign bit is 1), epresent negative
values. In terms of decimal numbers, these maxinmums are +2,147,483,647 and
—2.147 483 648,

The assembler converts DY numeric constants ta binary object code (represented in
hex ), but stores the bytes in reverse sequence. Consequently, the assembler copverts a dec-
ima) value defined as 12345678 to 0Q0BCE14EH and stores it as 4B61BCOGH.

In Figure 4-4, DWORD?2 defines a DD numeric constant, and DWORD3 defines two
pumeric constants. DWORDM generales the numeric difference between two defined ad-
dresses: in this case, the result is the length of BYTEZ.

A DD character expression under MASM is limited to (wo <haracters and is as triv-
ial as those for DW. The assembler right-adjusts the characters in the 4-byte doubleword.
as shown in the object code for D'WORDS.

DF or FWORD: Dafine Farword

The DF (or FWORD) directive defines a farword as 6 bytes. Its normal use is for the BO3B6
and Jater processors,
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D&t or QWORD: Define Giuadword
The DG} (or QWORDY) directive defines items (hal are 4 words (3 bytes) in length, A DI

numeric expression may define one or more constants, each with a maximum of & bytes, or
16 hex digsts. The largest positive quadword hex number is 7 followed by 15 Fs. As an in-
dication of the magnitude pf this number, hex 1 followed by 15 05 equals the decimal num.-
ber 1,152,921 504,606,846,974,

The assembler handles T) numeric values ind character strings just as it does DD
and DW numeric values. In Figure 44, QWORD2 and QWORD3 illustrate numeric
values.

DT or TRYTE: Define Tonbytes

The DT (or TBY TE) directive defines daca items that are 10 bytes long. {is purpose is to de-
fine packed BCD (binary-coded decimal) numeric valies, which are more useful for nu-
meric coprocessars than for standard arithmetic operations. A BCE number is packed with
twa decimal digits per byle. Note that DT, urlike the other data directives, stores numeric
constants as decimal rather than as hexadecimal values. For a constant defined as 12345678,
MASM stores the bytes in reverse sequence as 78 56 34 12 00 00 00 00 00 00, although
TASM stores it as right-adjusted in normal sequence.

Figure 4-4 illustrates DT for an uninitialized item, a numeric value, and a two-char-
acter constamni.

Display of ihe Data Segment

The partial program in Figure 4-4 contains only a data segment. Alikough the assembler
generated no error messages, the link map displayed “Warning: No STACK Segment,” and
the Linker displayed “There were 1 errors detected.” Despite the warning, you can still use
DEBUG to view the object code, which is shown in Figure 4-5. .

-d de:109
pDEA3:0100 OD 30 20 TR 00 o0 00 OG-0 0% QO Cd DO 00 00 QO <1+ T
OCR3I:0114 43 6F EL 70 75 T4 65 72-20 BO 72 éF B3 &5 T3 73 Computer Frocssa
OCA3I 0120 BF 72 73 34 37 38 3131 35-01 4k 61 EE 02 46 &5 62 crg4 7835 _Jan. Feb
QCA3:0130 03 4D 61 72 PO FF 7A Q0-23 00 02 C0 04 00 OF 0D Mar. .z . ¥ ... _.
OCAY:O0L140 07 00 0% 00 oD OC 00 GQ-00 Q0 QO OO QO 00 00 OO0 e
NCAI=0150 OO0 OD 00 00 57 74 0 O0-1B Q0 Q0 00 38 00 0D 0D WEL ... .. ]
OCAZ-DIAN 01 DO OO0 00 43 SO0 0 O0-00 o0 9O ©0 Q0 00 DO 040 =] -
QCAI:0170 3% 5B 00 0D OO OO0 00 DG-S7 T4 00 00 0C¢ QQ 00 DO - R )
-d
QCAA-01BI 00 00 DC 00 40 OO0 DO Do-O0 00 30 7B 29 00 0O OO ... ..., 0ox)
OCAY 0150 00 B9 0C 00 43 50 0O po-DO OD OO0 00 OD OO 2] DE R & - 1
QCA3:01AD 42 D9 21 DE 42 D9 21 23-41 Dy 21 23 41 0% 21 23 B.[.H, "H#A. {KA_I¥
ACAZ-01BO 41 D9 21 23 41 D% 21 23-41 D3 231 33 41 DY 21 23 A.l#A 'RAHA. IR
DA% :OLl0T 41 D9 21 23 41 DY 21 EZ-43 DY 21 EZ 43 D3 21 E2 A.'#A_1.C.1.CL L.
QCAY 010D 43 D9 21 EZ 43 D9 21 EZ-43 D9 21 E2 43 D9 21 E2 Lol N . I w0 Y - I
ACAI:01E] 4% D9 21 E2 43 D9 21 DE&-43 DY 21 DB 43 D9 Il DA o I o I O I )
Acpl-01FY 43 D9 21 DB 431 DS 21 DE-43 DY 21 DB 43 DS 21 DB c.L.c.L.Corac
< hexadacimal repressntation = < AJCII —>

Flgure 4-5 Displayisg the Dala Scgment
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Assemble and link the program. use DEBUG (o load the .EXE file, and key in D
D&:100 for a display of the data. The right side of the display shows the ASCII repre-
sentation, such as “Computer Processors,” whereas the hexadecimal values on the left in-
dicate the actual stored contents. Your display should be identical 10 Figure 4-5 for offsets
0100 through 0190, Expect yvour segment address (DCAD in the fipure) ané data follow-
ing offset 019D to differ.

The reason you issus DS: 100 for the display is because the loader set the DS with the
address of the PSP, but the data segment for this program begins 100 bytes after that ad-
dress. Later, when you use DEBUG for [EXE programs that initialize the DS to the address
of the data segment, you can nse D¥5:0 wo display it.

THE EQU DIRECTIVE

The EQU directive does not define a data item; instead, it defines a value that the assem-
bler can use to subsiimte in other instructions, Consider the following BQU statement coded
in the data segment:

FACTOR EQU 12

The name, in this case FACTOR, may be any name acceptable to the assembler. Now, when-
ever the word FACTOR appears in an instracton or another directive, the assembler sub-
stitutes the value 12, For example, the assembler converts the directive

TABLEX DB FACTOR DUP(?)
to its equivalent value
TABLEX DB 12 DUP(?)
An instruction may also contain an equated operand, as in the following:
LIMITX EQU 25

woyV CXLLTMITX

The assembler replaces LIMITX in the MOV operand with the value 25, making the
operand an immediate value, as if it were coded

MY X, 25 ;Assembler substitutes 25

The advantage of BQU is that many statements may use the value defined by
LIMITX. If the value has to be changed, you need change only the EQU statemeryt. Neel-
less ta say, you can use an equated value only where a substitution makes scnse to the as-
sembler. You can also equate symbolic names, as in the following code:

TOTSALES DWW G
TS ECU TOTSALES
MPY EQU MUL
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The first EQU equates the nickname TS to the defined item TOTSALES. For any instruc-
tion that comains the operand TS, the assembler replaces it with the address of TOTSALES.

The secand EQU enables a program (o use the word MPY in place of the regular symbolic
mmstruction MUL.

MASM 6.0 introduced a TEXTEQU directive for text data with the format
name TEXTEQU «<text»

KEY POINTS

* A semicolon precedes a comment on a line.

* Reserved words in assembly language are used for their own purposes, only under
special conditions.

» An identifier 1= a name that you apply 1o items in your program. The two types of
identifiers are name, which refers to the address of a data item, and label, which refers
1¢ the address of an instruction.

+ An operation is commonly used for defining data areas and coding instructions. An
operand provides inforrmation for the operaton {o act on.

= A program consists of one or more segments, each of which begins on a paragraph
boundary.

-+ The ENDS directive ends each segment, ENDP ends each procedure, and END ends
the program.

» The ASSUME directive associales segment registers CS, DS, and 88 with their ap-
propriate Segment Names.

+ An .EXE program should define at least 32 words for the stack.

» For an .EXE program, you nomnally initialize the DS register with the address of the

~ data scgment. )

For the simplified segment directives, you initialize the memory model before defin-

ing any segment. Options are SMALL {one code segment and one data segment),

MEDIUM (any number of code segments and one data segment), COMPACT (one

code segment and any number of data segments), and LARGE (any number of code

segments and data segments).

» INT 21H Function 4CH is the standacd instruction for exiting a program.

» Names of data items should be unique and descriptive. For example, an item for an
employee’s wage could be named EMPWAGE.

« DB is the preferred format for defining character strings, since it permits strings

Jonger than iwo bytes and converts them to normat left-te-right sequence.

» Decimal and binary (hex) constants generate different values. Consider the effect of

adding decimal 25 versus that of adding hex 25:

ADD CX,25 Add 25
ADD O,23H  Add 37
» DW, DD, and DQ store numeric values in object code with the bytes in reverse se-
quence.



Cuestions Fa!

* DB itemns are used for processing half registers (AL, BL, etc.). DW for full registers

GHJESTIONS
4-1,
4.2,
4-3,
d-4,
4-5,
4.
4-7.
4-8,
4-9,

4-1i}.
4-11.
4-12.
4-13.

4-14.

4-15.
4-16.

4-17.

{AX, BX, eic.}, and DD for extended registers (EAX, EBX, etc.). Longer numeric

items require special handling.

Distinguish between a compiler and an assembler.
What i3 a reserved word in assembler language? Give two examples.
What are the Iwo (ypes of identifiers?
Determine which of the following names are valid: (a) CX; (b} 25C4; (c) @5 _X:
{d) $25; (e) AT&T. Tf invalid, explain.
Explain the ditference between a directive and an instruction and give two exam-
ples of each.
Give the commands that cause the assembler when listing a program (a) w© advance
to a new page and (b) to print & heading at the top of a page.
Explain the purpose of each of the three segments described mn this chapter.
The format for the SEGMENT direcuive is

name SECMENT align combine ‘class’
Whal is the purpose of (a)align: (b) combine; (c) class™?
{a} Explain the purpose of a procedure. (b) How do you define the beginning and
the end of a procedure? (¢) When do you define a procedure as FAR? (d) When do
you define a procedure as NEAR?
What particular END statements are concerned with ending {a) a procedure; {b) a
segment; {c) a program”?
Distinguish between the statement that ends an assembly and the statements that end
CXecnLon,
Given the names STKSEG, DATSEG, and CDSEG for the stack, data segment, and
code segmenl, respectively, code the required ASSUME statement.
Consider the instruction MOV AX,4C00H used with INT 21 H. {a) Explain what the
instruction performs. () Explain the purpose of the 4CO0H.
For the simplified segment directives, the MQDEL ditective provides for TINY,
SMALL. MEDTUM, COMPACT, and LARGE maodels. Under what circumstances
would you use each model?
Give the lengths in bytes penerated by the following data directives: (1) DB, (b) DQ,
() DT (<) DW; (21 DD,
Define a charscter string named CONAME containing “Computer Services” as a
constani.
Define the following numeric values in data itens named AREA1 through AREAS,
respectively: :

{(a) A 1-byte ilem contaiming the binary equivalent to decimal 35.

{b) A DW containing the consecutive values 12, 14, 22, 28, 33, and 41

() A Z-byte item containing an undefined value.

(d) A 1-byle item containing the hex equivalent to decimal 58,

{e) A 4-byte item containing the hex equivalent to decimal 436,
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4-18. Show the generated hex object code for (2) DB 24;.({b} DB *34'; (c) DB 4 DUPD}.
4-19. Determine the assembled hex object code for (g) DD 4A25B2H; (b) DO 3BAS3IDH;
{¢) DB 35H; {d) DW 3728H.



ASSEMBLING,
LINKING,

AND EXECUTING
A PROGRAM

Ohbjective: To cover the stops in assembling, linking, and executing
an assembly language program.

INTRODUCTION

This chapter explains the procedure for keying in an assembly language program and for as-
sembling, linking, and executing it. The symbolic instructions thai you code in assembly lan-
guage ars known as the source program. You use an assembler program to translate the songce
program into machine code, known as the obfect program. Finally, you use a linker program
to complete the machine addressing for the object program, genenting an executable module.

The sections on assembling explain how to request execution of the assembler pro-
gram, which provides diagnostics {including any error messages) and generates the object
program. Also explained are details of the assembler listing and, in general terms, how the
assembler processes 4 SOULCE PROgram.

The sections on linking explain how to raguest execution of the linker program so that
you can generate an executable module. Also explained are details of the generated link
map, as well as the linker’s diagnostics. Finally, a section explains how to request execu-
tion of the executable module.

PREPARING A PROGRAM FOR EXECUTION

Figure 4-2 illustrated only the source code for a program not yel in executable format. For
keying in this program, you could use any editor or word processing program that produces

13



Td Assembling, Linking, and Executing a Program Chap. 5

& standard ASCII file. In the following examples of commands, substitute the appropnate
drive for your system. You can also gain a lot of produciivity by loading your programs and
files into a RAM disk. Call up your editor program, key in the staternents for the program
in Figure 4-2, and name the resulting file ADSASM1.ASM.

Although spacing is not important to the assembler, a program is rmore neadable if vou
keep the name, operation, operand, and comments consistently aligned on columns. Most
editors have tab s10ps every gight pesitions to facilitate aligning columns.

Omce you have keyed in all the statements for the program, examine the code for ac-
curacy. Although most editors have a print facility, you may also request the DOS PRINT

PTCEramny;
FRINT n:AQSASML.A5M <Enters

As it stands, this source program is just a text file that cannot exectute—you must first
assemble and link it

1. The assembly step involves transiating the source code into object code and gener-
ating an intermediate .OBJ (object) file, or module. (You have already seen
examples of machine code and source code in earlier chapters.) One af the assem-
bler*s 1asks is to calculate the offset for every data item in the data segment and
for every instruction in the code segmeat. The assembler also creates a header
ymmediately in front of the generated .(OBJ module; part of the header contains
information about incomplete addresses. The (OBJ module is net quite m exe-
cutable form.

2. The link step involves converting the .OBJ module to an EXE (executable) ma-
chine code module. The linker's tasks include completing any addresses left open
by the assembler and combining separately assembled programs into one exe-
cutable module.

3. The last step is to Joad the program for execution. Because the loader knows where
the program is about to load. it is able to reselve any remaining addresses still left in-
complete in the header. The loader drops the header and creates a program segment
prefix (PSP) immediately before the program loaded in memory.

Figure 5-1 provides a chart of the stzps involved in assembling, linking, and execut-
ing a program.

ASSEMBLING A SOURCE PROGRAM

The Micrasoft assembler program (up to version 5.x} is MASM.EXE, whereas the Borland
Turbo program is TASM.EXE. As of version 60, the Microsoft assembler normally vses
the ML command, but also accepts MASM for compatribility with carlier versions.

You can key in the command to run MASM or TASM with a command line ar by
means of prompts. This section shows how to use the command line; see Appendix D for
the prompt method. The general format for a command line to assemble a program is



Assembling a Source Program

Ciwirhe i Anssmbier
Souarod Fiogra { ASK)

Link tha
Diject Fogrm,

Program [EXE)

Lo and
Execuite iy _EXE
Frogrion

%

Figure 21 Stcps ie Asscrnbly, Link, and
Exscule

MASH/TASM Toptions] source[,object][,listing][,crossref]

= Options provides for such features as setting levels of warning messages and is ex-
plained in Appendix D. The assembler’'s defaults are adequate for cur purposes at

this time.

» Source identifies the name of the source program, such as AOSASMI. The assembler
assumes the extension .ASM, so you need not enter it. You can alse type in a disk
drive number if you don’t want to accept the current default drive.

= Object provides for a generated .ORJ file. The drive, subdirectory. and filename may
be the same as or different from those in the source.

» Lirting provides for a penerated LST file that contains hoth the source and olyjeit
code. The drive, subdirectory, amd filename may be the same as or different from

those in the source.
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» Crossref generates a cross-reference file containing the symbols used in the program,
which you can use for a cross-reference listing. The extension is .CRF for MASM and
XRF for TASM. The drive, subdirectory, and filenarne may be the same as or differ-
ent from those in the source.

You always key in the name cof the source file, and you usually request an JOR] file,
which is required for linking a program into executable form. You'll probably often request
an LST file, especially when it conlains error diagnostics or you want to examine the gen-
erated machine code. A (CRF file is useful for a large program whers you want to see which
instructions refersnce which data items. Also, requesting a .CRF file causes the assembler
to generate statement numbers for in the LST file to which the .CRF fila refers. Later sec-
tions cover ST and CRF files in detail.

Following are two examples of assembling ADSASM1. Note that if the filename for
ADBl, .LST, or .CRF is 1o be the same as the source, you need not repeat it; a reference to
drive number is sufficient to imxdicats a request for the file.

Exampha 1. Specify source file ABSASM1 on drive D and generate only an object
file. [n this case, you omit the reference 1o the LST and .CRF files and simply enter the
command

MASM/TASM D:AQSAEML,D:
Example 2.  Generate object, listing, and cross-reference files:
MASMTASM [:AQSASML, D: 0, D:

The assembler converts your source statements into machine code and displays any
error messages on the screen. Typical errors include a name that viclates naming conven-
tions, an operation that is spetled incomrectty (such as MOVE instead of MOV}, and an
operand containing a name that is not defined. Because there are many possible errors (100
or more) and many different assembler versions, you may refer to your assembler manual
for a list. The assembler attempts to cormect some errors but, in any event, you should re-
load your editor, correct the .ASM source program, and reassemble it.

USING CONVENTIONAL SEGMENT DEHNITIONS

Figure 5-2 provides the listing that the MASM assembler produced under the name
ADSASMILLST. The line width is 132 positions as specified by the PAGE entry. You can
also print this listing if your printer can cornpress the print line. Many impact printers have
a switch that will force cormpressed printing, of you could request your editor or word
processor to print in compressed mode. Another way is to use the DOS MODE command,
for 132 characters per inch and 6 lines per inch, turn on the printer, key in the command
MODE LPT1:132,6, and request the PRINT program.

Note at the top of the listing how the assembier has acted on the PAGE and TITLE
directives. None of the directives, including SEGMENT, PROC, ASSUME. and END,



Using Conventiznal Segrment Definitions 77

ACSAEM1 (EXEl Move and add operaciona Page 1-1
1 Tage 60,132
pa TITLE ADSASM1 {EXE}? Move and add eperationsa
3 I mETmTem e e P e — - —dAmo—aamanTr--=
4 O0o0¢ STACESE SECMENT PARA STACK “Stack’
5 Jogg o020 ( oW iz DUP{0)
f udon
T 1
B
3 D40 STRCEAG ENES
1o R L T I e e --
1l ooad DATASG SEGWMENT PARAR "Data’
12 0000 QOAF FLDL W 17%
131 GO0l Od9s FLIE il 188
14 0004 QD00 FLOF W 7
15 000 DATABG ENDS
14 I mmemmm e m M amEEmEE-AmEmET-——--— ——-—&fa=a-—=ax
17 eQqo CODESG SEGMEMT PARR ' Code®
18 9q2Q MAIN FROT FAR
13 ASEUME 35:STACKSGE, DS :DATASG, 05 : CODESG
26 0DOG BB ---- R Mov AX,DATASA i Set address of data
31 ool BE DA MOV &, AX ; BAegment in DS
21
23 OO Rl GO00 R MOy AX,FLLT ;Move (LTS5 Lo AXK
249 pOooR 03 06 G002 R ADD AX, FLOE ;Rdd 0150 ko AX
25 0DoC A3 poos R MW FLDF,AX ; 3core sum in FLDF
26 OQO0F BA 4000 Mo AX, 4C00H ;End procegsing
T o0le < 21 INT 21H
28 D014 MAIHN ENDE ;End of procedure
29 Gal4 CODESE ENDS ;End of gegment
30 END MA 1N 1End of program
Segments and Groups:
Kame Length  Align Combine Clasg
COoBSG . . . . .+ - . . . 0014 FARA HONE TCODE'’
DATASE . . . . . . . . . . DODB FAFRA MONE * DATA'
STACKSC . . . . . . . . . 0040 PAFRA STACK ' STACK®
Bymbola:
Hame Type Valus ALLT
MATH - - 4 -« - « . . . F PROC 0900 COLESSG Lepgth = 0014
FLLD . . . . . . . - .- . ., L. WORD 000G DATAS(
PLDE . . . . . . . . . . . L WORD {QDO2 DATASG
FLDF . . . . . . . . . . . L WORR Q{04 DATASO
@CPE . . . . . . . . . . . TEXT 0141L
@FILENAME . . . . . . . . TEAXT aQSasml
SYERSION . . . . . . . . . TEXT xio0

27 Bource Lines
2T Total Linem
15 Symboelae

i Warning Errore

D Severe Errors

Figure 52 Assemibled Program with Convemional Segmenis
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gencrates machine code, since they are just messages to the assembler. The lisling is
arranged vertically according to these sections;

1. At the extreme left is the number for each line.

2. The second section shows the hex addresses of data fields and instrections.
3. The third section shows the translated mactune code in hexadecimal format.
4. The section to the right is your original source code.

The program is nrganized into three segments. Each segment contains a SEGMENT
directive that notifies the assembler ta align the segment on an address that is evenly
divisible by hex 10—the SEGMENT statement itself generates no machine code.
The program loader stores the contents of each segment in memory and initializes its
address in a segment register. The beginning of the segment is offset zero bytes from
that address.

Note that sach segment is a separate area, with ils own offset valpe for data or in-
struclions.

Stack Segment

The stack segment contains a DW (Define Word} directrve that defines 32 words, each gen-
erating a zero vaiue designated by (0). This definition of 32 wonds is a realistic size for a
stack because a large program may require many interrupts for inpulfoutput and calls ta sub-
programs, al} involving use of the stack. The stack segment ends at offset 0040H, which is
equivalent 1o decimal value 64 (32 words X 2 bytes). The assembler shows the generated
constant to the lelt as 0D20{0000]; that is, 20H {32) zero words.

If the stack is too small to contain all the items pushed onto it, neither the aszem-
bler nor the linker wams you, and the execating program may crash in an unpredictable
way.

Data Segment

The program defines a data segment, DATASG, containing three defined values, all in DW
{Define Word) format:

1. FLDD defines a word (2 bytes) initialized with decimal value 175, which the avser-
bler has translated to 00AFH (shown on the left).

2. FLDE defines a word initialized with decimat valwe 150, assembled as 0096H. The
actual storage values of these two constants are, respectively, AFOD and 9600, which
you can check with DEBUG.

3, FLDF is coded as a DW with ? in the operamd to define a word with an uninitialized
constant. The listing shows its contzats as 0000,

The offset addresses of FLDD, FLDE, and FLDF are, respectively, D000, 0002, and
0004, which relate to their field sizes.
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Code Segment

The propram defines a code segment, CODESG, which contains the program’s executable
code, all in one procedure (PROC}.
Three statements establish the addressability of the data segment:

ASSUME 551 STACKSG DS :DATASG, CS;CODESG
oD B3 ---- R WOy Ax, DATASG
o3 8E DB MOV D5, AX

E. The ASSUME directive relates DATASG to the DS register. Note that the program
does not require the ES register, although some programmers initialize it as & stan-
dard practice. ASSUME simply provides information to the assembler, which gener-
ates no machine code lor is

2. The first MOV instruction “stores” DATASG in the AX regisier. Now, an instrue-
tion cannot actually store o segment in a register—the assembler simply recog-
nizes an attempt to load the address of DATASG, Note the machine code to the
left: B8----R. The four hyphens mean that at this point the assembler cannot deter-
mine the address of DATASG; the system defermines this address only when the
object program is Tinked and loaded for execution. Because the loader may lovate
a program anywhers in memory, the assembler Jeaves the address open and indi-
cates the fact with an B, the loader is to replace (or relocate) the incomplete ad-
dress with the actual one.

3, The second MOV instruction moves the contents of the AX regisier (o the DS regis-
ter. Beoause there i no valid instruction for a direct move from memaory to the DS
register, you have to code two instructions to initialize the DS,

Although the loader automatically initializes the 8§ and €S when 11 krads a program
for execulion, it is your responsibility to initialize the DS, and the ES if required.

While ult this business rmay seem unduly involved, at this peint you really don’t have
te understand it. All programs in this book vse a standard definition and initialization, and
you siniply have to reproduce this code for each of your programs. To this end, store a skele-
ton assernbly program on disk, and for each new program that you want (o create, copy the
skeleton program into a file with its correct name, and use your editor to complets the ad-
ditional instructions. )

The first instruetion after initializing tae DS register is MOV AX,FLDD, which be-
gins at nffset location (VK5 and generates machine code Al Q000. The space im the listing
between Al (the operation) and D000 (the eperand) is only for readability. The next in-
struction, ADD AX FLDE, begins at offset location X8 and generates 4 bytes of machine
code. The instraction, MOY FLDFEAC, copies the sum in the AX o FLDF ar offset (004
in the data segment. Tn this example, machine instructions are 2., 3, or 4 byles in kngth.

The last statement in the program, END, contains the operand MAIN, which reiales
w the name of the PROC at offset 0000, This is the location in the code segment where the
program loader is to transfer control for execution.
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Following the program listing are a Segments and Groups lable and a Symbols table,

Segments and Groups Table

The first table at the end of the assembled listing shows any defined segments and groups.
Note that segments are not listed in the same sequence as they are coded; the assembler used
for this example lists them in aiphabetic sequence by name. {This program contains no
groups, which 15 a later topic.) The table provides the length in bytes of each segment, the
aligntnent (all are paragraphs), the combine type, and the cluss. The assembler has con-
verted the class names o uppercase,

Symbols Table

The second tzble provides the names of data fields in the data segment (FLDD, FL.DE, and
FLDF) and the labels applied to instrzctions in the code segment. For MAIN (the only ¢n-
try in the exanple), Type F PROC means far procedure ifar because as the entry-point for
execution MAIN must be known outside this program). The Value column gives the offsel
for the beginning of the segment for names, lubels, and procedures. The column headed Attr
ifor atribute) provides the segment in which the ilem is defined.

Appendix D explains all the options for these tables. To cause the asscmbler to omit
the Lables, code a /N option following the MASMITASM command.

For the last three entries:

@CPU identifies the processor at the time of assembly according to bit number

set on:
0 B0H6 T privileged instructions
1 BOIR4 R B0&7 numenc processor
2 BO2BG 10 83287 numeric processor
4 BB 11 30387 numeris provessor

5 80586 (Pentiam)
@FILENAME gives the name of the program
@VEERSION shows the assembler version in the form noon

Turbo Assembler I.Iﬁllng

Figure 5-3 provides a hisling of the same program, this ime run under TASM. Differences
in the generzied code to the left of the listing are the following, by statement number:

SOURCE OB ECT <0DE MEANING
3 DwW 32 DUP{OD 20* (00007 20 copies af zerda words
g a7 T An undefined vaTue
15 MCY AX,DATASG B8 OO00s OO0 = incomplete operand and 5 = segment
address
18 MO AX, FLOD Al 0000 Qoo = offset address of FLOD and

r = relocatzble value.
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E1

ADSASM1 (EXE! Move and add cperatione
1 HEE T e -
2 aeno STACKSS SEGMENT EBRRA STACK ‘Stack!’
3 b0 29« {Co00o) LW 32 DURD]
4 urag STACKESS ENDS
B G M e m e m e e e e e e oo
& nonon DATASS SESGMENT PARA 'Data’
7 0o QAR F.LOD hnic 175
a QiDz 0096 F.IDE LW =t
a ooog  ?RRY wDF W 7
1a oaoe DATASG EMDS
11 R T i R I
12 oaso CODESE  SEGMENT EARA *CTode’
13 oa40 M Ie PROC FAR
14 ASSIME S5: STACESS, S DATASG, OS5 - CODESG
15 LQao BE 0QU0s MG B, DATASG ;821 addreses of daca
18 LQ93  BE L& M DS, A ; Begment in DS
17
18 GO05 Al 0QO20r Moy AX, FLDD iMove 9175 to AX
19 COOB C3 08 0002C ALL h¥, FLDE ;Aadd 0150 te AX
0 CcoOas A3 0O M FLDF, X iMave to FLOF
o1 LOAF BB 4000 Moy AX, AC0OH ;End procescing
¥ Lo1z o0 21 INT 21H
FE| a0l4a MLIN ENLI 1End of procedurs
4 Lol4 TIDESG  EMDS ;End of asgment
b EHD MAIHN ;End of prewgram
Symbsn]l Name Tvpe Value
T ?DATE Text "RRSLT R
7?FILENAME Taxt "alsasml "
TITIME Texkt "iE:REI4S"
T?VERSICH Number L4058
F-lad=li] Text C101H
FOUTRSESG Text ooODESG
BFILENAME Text hOShEML
AWORDSIZE Toxk i
MAIN Far CODEES: pOOG
FLOLD Word DATASS: DOOD
FLDE Word DATRSG: 0002
FLIOF Word DATEAG: D04
Jroups & Segments Bir 3ize Aligon Combine Claga
CODESG 16 nol4  Para none TOLE
IATASS 16 0DOJdE Para LiCH1E SATR
STMACKESS 16 po40  Para Stack STACK

Figore 5-3 Turbo Assembler Lisling

Aside from the conventions in the listings, the MASM and TASM assembled pro-
grams contain the same generated code.

USING SIMPLIFIED SEGMENT DIRECTIVES

Figure 4-3 showed how (o code a program using the simplified segment directives. Figure
5-4 provides (he assembled listicg of that program. For the simplified segmeat directives,
yoll initialize the D5 like this:
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AISASM: {EXE} Move and add cperationa Page 1-1
1 page 60,132
2 TLTLE AOSASMZ (EXE] Move and add operatione
3 jemm- e iwmce o meems e e M -
4 -MCOEL SMALL
o LSTROK 62 ;Dafine stack
& -DATA ;Dafine dara
7 0400 DOAF FLDD G 175
& 1002 d99e6 FLBE DW 150
4 004 04049 FLDF oW 7
14 R e e R
i1 . CODE ;Define code sagment
1z a004d MAIN PROC FAR
13 1008 8B ---- R [ Lol Al #data ;Set addrese of daca
14 0463 BE DB Moy 08, A% i pegment in DS
1s
16 a08% Al Qoge R MO Ay, FLOD fMeve 0175 to AXK
17 9008 D3I De OQ02 R ADD AX,FLDE ;Add 0150 ko AX
1B 446C A3 D004 R MOV FLDF, AX ;5tore #sum in FLDF
ig
I Q00F RBE 4000 Moy Lt Ll | ;End procesaing
21 0dt: <D 2. INT 2IH
22 014 MATH ENDF ;End of procedurs
23 EMD MAIN ;End of program
Segments and Sroups:
Hamae Lengch Align combine Class
DEROUP - . . . - . - . . . . GUROUP
DATA . . . - - - - . - . D004 WORD FIFBLIC *DATA'
ETACK . . . . . . - . . ., DgacC PARRA ETACK fSTACKS
_TEXT . . . . . . . . . - . G014 WORD PUBLIC * OODE "
Synbole:
Kame Typne Value Abty
MATK e e F EROOC poco _TEXT Length =- 0014
FLOB . . . . . . . . . - . . L WURD oodn _DATH
FI.DE . . . . . . « . + « - « L WORD 0oon2 _DRTL
FLOF . . . . . . . . .. . . L WORD 0004 _DATA
QCODE - . - . . . . . . . . TEXT _TEXT
#CODESIZE . . - . . . . . . TEXT ]
@PUT . . . . . . . . . - . . TEXT 0191k
HDATASEEE . . . . . . . . . TEXT o
QFILENAME . . - . . . . . . TEXT aldsasma

0 Warnlng Brrora
{0 Severa Erxrrora

Figure 54  Assembled Program with Simplifhied Segment Chreclions

MY AN, didara
MY D5, AKX

The first part of the symbol table under “Segments and Graups™ shows the three segments
renamed by the assembler and listed aiphabetically.

« _DATA, with a length of 6 byies
»  STACK, with a length of 40H {64 bytes)
s _TEXT, for the code segment, with a length of 14H (20 bytes)
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Listed under the heading “Symbols™ are names defined in the program or default names.
The simplified segment directives provide a number of predefined equales, which begin with
an @ symbaol and which you are free 1o reference in a program. As well as @data, they are:

&@CODE Equated to the name of the code segment, _TEXT
ECODEST/E Set 1o zero for the small and medium models
@CPU Model of processor
@DATASIZE Set o zero for the small and medium models
@FILENAME Mame of the program
@ VERSION Yersion of assembler (n.on}
You may use @cede and @data in ASSUME and executable siatements. such as
MOV AX, @data,
TWO-PASS ASSEMBLER

Many assemblers make 1wo or more passes lhrough a source program in vrder 1o resolve
farward references to addresses not yet encounterzd in the program, During pass 1, the as-
sembler reads the entire source program and constructs a symbal table of names and labels
nsed i the program, that is, names of data fields and program labels and their relative lo-
cations (offsets) within the segment. ¥ou can see such a symbol table immediately follow-
ing the assembled progrem in Figure 5-3, where the offsets for FLDD, FLDE, and FLDF
are 000, D002, and 0004 bytes, respectively. Although the program defines no instruction
labels, they wounld appear in the code segment with their own offsets. Pass | determines the
amount of code to be generated for each instruction. MASM starts generaning object code
in pass 1, whereas TASM does it in pass 2.

During pass 2, the assembler uses the syrbel table that it constructed in pass |. Now
that it knows the length and relative position of each data fieid and instruction, it can coti-
plete the object code for each instruction. It then produces, if requesied, the varouis object
{.OBI, list (.LST), and cross-reference {_ REF) files,

A potential problem in pass 1 is & forwand reference: Certain types of instructions inthe
cocle segment may reference a label, but the assembler has nox yet encountered its definition.
MASM constructs object code based on whal it supposes is the length of each generated ma-
chine language instruction. If there are any differences berween pass 1 and pass 2 concerning
instruction lengths, MASM issues an error message “Phase error between passes.” Snch er-
rars are relatively rare, and, il one appears, you'll have to trace its cause and correct it

Since version 6.0, MASM handles instruction lengths more effectively, taking as
many passes through the file as necessary. TASM can assemble a pregrarn in one pass, but
you may request that it take more than one i 111s having ditficulty with forward references
{see Appendix D).

LINKING AN OBJECT PROGRAM

When your program is tree of error messages, your next step is 1o link the object module,
ADSASM1.OBJ, that was produced by tne assembler and that contains only machine code.
The linker performs the following functions:
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« Combines, if requested, more than one separately assembled module into one exe-
cutable program, such as two or more assembly programs or an assembly program
with a  program.

» Generates an .EXE module and initializes it with special instructions o faciitate its
subsequent loading for execntion.

Omce you have linked one or more OBJ modules into an .EXE module, you may ex-
ecute the .EXE module any number of tmes. But whenever you need to make a change in
the program, you fmust comect the spurce program, assemble again into an OQBJ module,
and link the .OBJ module into an .EXE moduie. Even if initially these steps are not entirely
clear, you will find that with only a little experience, they become antematic.

You may convert some .EXE programs to (COM programs. See Chapter 7 for details.

The linker version for Microsoft is LINK, whereas the Borland version is TLINK. You
can key in LINK or TLINK with 2 command line or by means of prompis. (Since MASM 6.0
the ML command provides for bath assembling and hinking.) This section shows how to link
using a command line; see Appendix D for using prorpts. The command line for linking is

l_LIhK,.-"'I'LIHK uhjfi'le,_eéc'e'%ﬂe[',mapfi1e][.11hraryfi1e]1

« Objfile identifies the object file generated by the assembler. The linker assumes the
exlension .OBJ, 50 you need not enter it. The drive, subdirectory, and filename may
be the same as or different from those in the source.

» Exefije provides for generating an .EXE file. The drive, subdirectory, and filename
may be the same as or different from those in the source.

» Mapfile provides for generating a file with an extension .MAFP that indicates the rela-
tive location and size of each segment and any errors that LINK has found. A typical
error is the failure to define & stack segment. Entering CON (for console) tells the
linker to display the map on the screen (instead of writing it on disk) so that you can
view it imemediately for emors.

« Libraryfile provides For the libraries option, which you don’t need at 1his early stage
of assembly programming.

This example links the object file AOSASM1.0OBJ that was generated by the earlier
assembly. The linker is to write the .EXE file on drive D, display the map {CON), and ig-
nore the library option:

LINK D:AOSASML,D:,CON
If the filenarne is 1o be the same as that of the source, you need not repeat it: The reference Lo
drive numiber is sufficient 1o indicate a request for the file. Appendix D supphies other options.

Llink Map for the First Progrom
For the program A0SASM 1, LINK and TLINK both produce this link map:
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START 5TOF LEKCTH HAME CLASS
O0000H 0003 FH CO40H S5TACKSL  STACK
00040H 0004 5K Q00EH DATASG DATA
QO050H OB I {014H CODESG CODE
Frogram entry point at C0005:00600

= The stack is the first segment and begins ar offret 0 bytes from the start of the
progranm. Because it is defined as 32 words, it is 64 byles long, as its length {40H)
indicates.

* The data segment begins at the next paragraph boundary, offset 40H.

* The code segment begins at the next paragraph boundary, offset SOH. (Some assem-
blers rearvange the segments into alphabetical onder.)

* Program entry point 0005:0000, which is in the form “relative {not absolute) seg-
ment:offset,” refers to the address of the {irst executable instruction. In elfect, the
relative starting address is at zegmem 5[0], offset O bytes, which corresponds o

the code segment boundary at S0H. The program loader vses this value when it loads
the program into memory for execution.

At this stage, the cnly emmor thai you are likely tc encounter is entering wrong file-
names. The solution is to restart with the link command.

Link Map for the Second Frogram

The link map for the second program (AO5SASM2), which uses simplified segment
directives, shows a somewhat different setup from that of the previous program. First,
the assembler has physically rearranged the segments into alphabetical order; second,
spcceeding segrnents are aligned on word (not paragraph) boundaries, as shown by the
link map:

START STOP LENGTH HAME CLASS
QOOO0H Q00L2H Q014H _YEXT COnE
QO014H QOOLo9H (006H _DATA DATA
0O020H DOOSFH GO40H STALK STalrK
Program entry point at QO : 0004

* The code segment is now the first segment and begins al offsel 0 bytzs from the start
of the program.

* The data segment begins at the next word boundary, oifset 14H.
» The stack begins at the next word boundary, offset 20H.

» The program entry point is now 0000:0000, which means that the relative location of
the code segment begins at segment 0, offsec 0,
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EXECUTING A PROGRAM

Having assembled and linked a program, you can now (at last!) execute il. If the .EXE file is
in the default drive, you could canse the lpader to read it inte memory for execution by Lyping

AUSASML . EXE or AQSASHML (without the _EXE extension}

If you omit typing the file extension, the loader assumes it is .EXE (or .COM). However,
since this program produces o visihle output, it is suggested that you run it under DEBUG
and use irace commands to sicp twrough its execution. Key inn the following, including the
FXE extension:

DEBUC D:A0SASML.EXE

DEBUG loads the EXE program module and displays its hyphen promp.

To view the stack sepment, key in D S8:0. The stack contains all Zeros becanse it was
imtialized rhat way.

To view the code sepment, key in D-CS:0. Compare the displayed machine code with
that of the code segment in the assembled lisling:

HE----BEDEALQOOG . . .

In this case, the assembled listing does not accurately show the machine code, since the as-
sembler did not know the address for the operand of the first instruction. You can now de-
termine this address by examining the displayed code.

To view the contents of the registers, press R followed by <Enter>. The SP {Stack
Pointer: should contain 0040H, which is the size of the stack (32 words = 64 bytes = 40H).
The P (Insouction Pointer) shioutd be 000GH. The 55 and CS are properly initialized for
execution; their values depend on where in memory your program is loaded.

The first instroction MOV AX . xxxx is ceady to execute—it and the following MOV
are about o nitialize the DS register. To execute the first MOV, press T (§or Trace) [ollowed
by <Enters> and note the effect on the TP Te execule the second MOV, agan press T fol-
lowed by <Enter>. Check the DS, which is now initialized wilh a segment address.

The third MOV loads the contents of FLDD into the AX. Press T again and note that
the AX now contains 0DAF, Now press T to execute the ADD instruction and note that the
AX comains 1145, Press T to store the AX in offset 0004 of the data segment.

To check the contzars of the data segment, key in D DS:0. The operation displays the
three data items as AF 00 96 00 45 01, with the bytes for each word in reverse sequence.

At this point, you can use L to reload and rerun the program or press € to quit the DE-
BUG session,

CROSS-REFERENCE USTING

The assetnbler generates an optional .CRF or "XREF [ile that you can use 1o produce a cross-
reference tisting of a proeram's identifiers, ot syinbols. However, yon stll have o convert
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TCREF with a command line or by means of prompts. This section uses a command line;
see Appendix D for using prompts. The command to convert the cross-reference file is

i CREF/TCREF xreffile, reffile J

« weffile identifies the cross-refercnoe file geserated by the assembler. The program as-
surmnes the extension, 0 you need not enter it You can also specity a disk drive nianber.

« reffile provides for penerating a .REF file. The drive. subdirectory, and filename may
b the same as or ditferent from thosz in the source.

Figure 5-5 shows the cross-teference listing produced by CREF for the program in
Figuse 5-2, The symbaols in the first columnare in alphabetic order. The numbers im the sce-
ond column, shown as n#, indicate the line in the LST Aie where each symbol is defined.
Numbers o the right of this column are line numbers showing where the syrabol is refer-
enced. For exarnple, CODESG is defined in line 17 and is referenced in lines 19 and 2%,
FLDF is defined in line 14 and referenced in line 25+, where the © + ™ means its value is
modified during program execution (by MOV FLOEAX),

Assembling a nomber of programs zenerates & ot of unnzcessary [iles. You can safely
delete (OBI, .CRE, and LST files. Keep the .ASM svurce programs in case of further
changss and the \EXE tiles tor execuling (ke programs.

ERROR DIAGNOSTICS

The assembler provides diagnestics [or any programming errors that viedare its rules. The
program in Figuere 5-6 is the same as the one in Figare 5-2, gxcept that it has a number of

ADSASML [EXE) Mowe and add ocperations

Symhol Cross-Reference # defipition, + modificatien) .
= 1 1#

@VERSTON . . . . . . . . . - 14

Malee . . . . - - . . 0. 188 Z8 aa

CODE . . . - v e e 17 i
CODESG . - - . . . e 174 18 z3

DATA - « « & = = a o o« o 11

DATASE . . - o« o« a o o« o 11# 15 i9 20
FLT:D . - - . . . . .- 1z# &3

FLDE . - - . . . . o ... 134 24

FIDF . -« = .« o« = o« v v o 144 254+

STROE. . - . & & o - - - 4

STRCKSG. . R 48 ] 1%

12 Sywmhols

Figare 5-5  Cmss-Reference Table
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1 page 0,132
) TITLE AOSARSMI {EXEF Illugirdty agsenbly eIrroxs
A H I Mt mmHm =L = mm L e e e e e mm e m = - m— ===
4 a0aa STACKSSG EESMENT BERA STACK 'Stack’

5 OROG J023( CW 12 DUE (D)
& tooD

7 1

;]

a 00440 STACKESE ENDS

1q P e R R R L R

11 {foaf DAThD: SEGMENT FPARA 'Laka’

1z 0040 Q0AF FLDD CH 175

13 D0O2 {96 FLLE i 150

14 00J4 FLLF 1

adsasmi . ASMI1I] : errar AZOZ27T: Operand eapegkad

15 N0a4 DETMRSG EWDS

15 P T I I L R -

17 boan CODESG SEGMENT PaRk 'Code!’

18 poO0 BEGIN FROC PAR

149 ASSIME C5:-OCSDESG, DB DATASG

29 09D A1 Q00 U Moy A, DATSEG ;Addresa of data

aphasm3 AEM[17] : errcr A200%: Eymbol not definad: DATSEG

21 003 am Do Wy O, RX H gegment. in 35

2z

21 Mo A5, FLOI ;Move D175 to RX

anSaem3 ASM(20) . error AZE09: Symbal not defined: AS

24 0OO% 93 06 DONZ R ADD A¥,FLDZ sAdd QLSO Lo AK

25 Goag A3 Qa3 U MOV FLDQ, AX ) 8tere gur in FLOF

a0%asm3d . ASMI(22) . efror A200%: Symbnl noc defined: FLIG ]

2o GOl al aCo0 MO AX, 4C02H ;End processing

27 DOCF T 21 INT 21H

28 00711 BEGIN ENDF

adsazml .ASMIZ5} : error A2006: Phase errar Letween pasaes

2% 94911 CoDESG  ENDS

| END EEGTIH

4 Warning Brrors
5 Sewvere Errorsg

Figure 546 Assembler Diagnostics

intentional emors inserted for illusirative purposes. The program was run under MASM;
TASM generates 2 similar error listing. Herc are the errors:

LINE EXPLANATION

14 The definution of FLDF requires an cperand.

19 ASSUME does not relate the 55 0 STACKSG, although the assembler has
not detected this omission.

20 DATSEG should be speiled DATASG.

21 DX should be coded as DS, although the assembler does not know that this
i 4n error,

23 AS should ke coded as AX,

25 FLD} should be coded as FLDE

28 Correcting the other errors will cause this diagnostic to disappear.

The last ecror message, “Phase error berween passes,” ocours when addresses pener-
ated in pass ] of a two-puss assembler ditfer from those ol pass 2. To isolate an obscure er-
ror under MASM (prior to version 6.0), use the /D option to Jist both the pass 1 and the pass
7 files, and compare the offset addresses,
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THE ASSEMBLER LOCATION COUNTER

The assemblar maintaing a foceation commter that it uses o aceownt for each defined itesm in the
data segment. Figures 5-3 and 5-5 illustrate s effect by means of the three defined data items:

oD L. FLDD [
cog2 ... FILDE Dw
0o . . . FLDF [W
Inirially, the location counter is sct au D, where the assembler establishes the first data it2m,

FLDD. Because FLDD is defined as a word, the assembler advances the location counter by
2.t 002, where 11 establishes FLDE, Because FLDE 15 also defined as a word, the assem-
bler again advances its location coutter by 2, o (004, for the next data item, FLDE., al=o a
word. The location counter is again advanced by 2,0 0006, butthere ate no flrther data tems,

The #ssemblzr provvides & number of ways to change the corrent valuz in the fociation
counrer. For example. you can use the EVEN or tic ALIGN directive to facilitate aligning
an address oo an even-numbered boundary (Chaptar 63, or use the URG directive o begin
a program 3 a pariicular affset (Chapter 7} or (o redefine data items with different rames
{Chaper 26).

KEY POINTS

« Boath MASM und TASM provice a command hine Eor assembling, including tat least)
the name of the source program. MASM also provides prompts for entering optwns.

* The assemmbler converls a source program W an (OBJ file and generates an optional
asting and cross-reference file.

« The Sepments and Groups tuble following an assembler sty shows any segments
and groups defined in the program. The Symbaols table shows all symbols (data numes
and instruction labelsh.

* The linker {LINK or TLINK ) converts an .{3B] file to an execulable EXE file.

* The simplified segment directives geaerute the names _DATA for the data segment,
STACK for the stack scgment, and _TEXT for the code segment, as well a5 a num-
her of predefined equatex.

+ The CREF (or TCREF) program produces a useful cross-reference listing.

GQIUESTIONS

5.-1. Code the command line to assemble a spurce program named SQUEEZE ASM with
files .LST, .OBJ, and .CRE Assume that the source program and assembler are in
drive E.

5-2, Code the LINK or TLINK command line to link SQUEEZE.QB] from Cuestion
5-1.

5-%, Code the commands for SQUEEZE.EXE from Question 3-2 for the following: (a}
direct exceution from DOYS: (b) execution through DEBUG.
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5-8.

59,

5-10.
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Caplain the purpose of each of the Tollowing files: {a) file. EXE, (b) file. OBF; (=}
file. MAP: {d) file ASM; [e) flie.CRE: () file LST.
Assuming conventional segment definitions and DATSEGM as the: name of the dals
segmnent, code the two MOV instructions Lo initiaize the DS register.
Write an assembly program using convearional segment definitions for the fullow-
ing: (a) Move the immediate value hex 50 to the AL register; {b) shiftl the AL con-
-ents one bit left (SHL ALY fc) move immediate value hex 18 to the Ci
i) muluply AL by CL (MUL CT.). Remember the instructions requited o end pro-
gram execution. The program does not need to define or initalize the data segment.
C'opy a skeleton program and use yeor editor to develop the program. Assemnble.
link, and use DEBUG to trace and to check ihe code segment and registers.
Revise the program in Question 5-6 for simplified segmeni directives. Axsemble
and Tink it, and compare the object code, symbaol tables, and Jink map with thosc of
the origitsal program,
Add a data segment to the program in Question 5-& for the fothowing rEquiremen.s:

» Define a !-byte item (DB} named FIELDX containing hex 30 and another

named FIELTYY containing hex 18,

s Piefine a 2-byte item (DW) mamed FIELDYZ with no consiant.

» Maove the contents of FIELDX to the AL register and shift left one bit.

» Multiply the At. by FIELDY (MUL FIELDY).

» Move the product in the AX to FIELDZ.
Assemble, Link, and use DEBUG to fest the program.

Revise the program in Quesiion 5-8 for simplified segment dircetives. Assemble
and link it. and compare the ohject code, symbol tables, and link map with those of
the original program. Use DEBUG (o test the program.
For each of the following data itcms, show the contents of the assembler’s location
countzr:
0000 WORDA DwW O
WORDE Dw O
BYT:A DB O
EVEN
WORDE DW 0
BYTER D O
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INTRODUCTION

This chaper introduces the categories of the processor’s instructon set, and then describes
the hasic addressing formats that are used throughcut the rest of the book. The instructions
formally covered in this chapter are MOV, MOVSX, MOVZX, XCHNG, LEA, INC, DEC,
and INT, a5 well as the vse of constants in instruction operands as immediate values. Fi-
nally, the chapter explains address alignroent and the segment override prefix.

THE SYMBOLIC INSTRUCTION SET

The following is a list of the symbolic instructions for the 80x 26 processor family, armanged
by category. Although the list seems formidable, many of the instructions are rarely needed.

Artthmetic
AN Add with Cary INC: Increment by 1
ADEr: Add Binary Numbers MUL: Unsigned Multiply
DEC: Dectement by t NEG: Negate
DIV: Unsigned Divide SBB: Subtract with Borrow
IDIV: Signed (Integer} Divide SUB: Subtract Binary Values

IMUL: Signed (Integer} Multiply XADD: Exchange and Add
-4
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ASCI-BCD Conversion

Aaa: ASCH Adiust After Addition
AAD: ASCII Adjust Before Division
AAM: ASCI Adjust After Multiplication
AAS: ASCII Adjust After Subtraction
DAA: Decimal Adjust After Addition
DAS: Decimal Adjust After Subtraction

Bit Shifting
RCL: Rotate Left Through Carry
ECE: Rotate Right Through Carry
ROL: Rotate Left
ROE.: Rotate Right
SAL: Shift Algebraic Left

SAR: Shift Algebraic Right

SHL: Shift Logicai Left

SHR: Shift Logical Right

SHLD: Shift Left Double (80386 +)
SHRD: Shift Right Double {80386+ )

Comparison

BSF/BSE: Bit Scan (30386+ )
BT/BTC/BTR/BTS: Bit Test (80386~)

CMP: Compare

CMPSn: Compare String

CMPXCHG. Compare and Exchange (486+)
CMPXCHGEB: Compare and Exchange (586+)
TEST: Test Bits

Derta Transfer

LDS: Load Data Segment Register
LEA: Load Effective Address
IES: Load Extra Segment Repister
LGODS: Load Steing

LSS: Load Stack Segment Register
MOV Move Data

Flag Operations

CLL: Clear Carry Flag
CLI: Clear Direction Flag
CLI: Clear Interrupt Flag

MOVS: Move String

MOVSX: Mave with Sign-Extend
MOVZX: Move with Zero-Extend
STOS: Sicre String

XCHG: Exchange

XLAT: Transkate

PUSHF: Push Flags onto Stack
SAHF: Store AH in Flags
STC: Set Carry Flag
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CMC: Complement Carry Flag
LAHF: Load AH from Flags
FOPF: Pop Flags off Stack

Input/Output

IN: Inpul Byt: or Word
INSn: Input String (802864 )

Logicat Operations

AND: Logical ANL
NOT: Logical NOT

Looping

LOOP: Loop Until Complete
LOOPE: Loop While Equal
LOOPZ. Loop While Zero
LOOPNE: Loop While Not Equal

Processor Control

ESC: Escape
HLT: Enter Halt State
LOCK: Lock Bus

Stack Operations
POP: Pop Word off Stack
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STD: Set Direction Flag
STT: Set Intarrupt Flay

OUT: Ouiput Byte or Word
QUTSn: Output String (80256-+}

R, Logical OR
XOR: Exclusive OR

LOOPNZ: Loop While Not Zero
LOOPNEW: Loop While Not Equal (30386+)
LOGENZW: [.aop While Not Zero (803864 )

NOP: No Operation
WAIT: Put Processor in Wait State

POPA: Pop All General Registers (B02B6+)

PUSH: Push Word onto Siack

PLISHA: Push All General Registers {80286+)

String Operations

CMPS: Compare Siring
LODS: Load String
MOVS: Meve String

REFP: Repeat String

REPE: Repeat Whilz Equal

REPZ: Repeat While Zero
REPNE: Repeat While Not Equal
REPNZ: Repeat Whale Not Zero
SCAS: Scan String

STOS: Store String
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Transfer (Conditlonal)

INTO: Interrupt on Qverflow
JA: Jump I Above

JAE: Jump If Above/Equal

JB: Jucp If Below

JBE: Iump If Below/Equal

IC: Jump If Carey

ICXZ: Jump If CX 1s Zero

JE; Iump If Equal

1G: Jump It Greater

IGE: Jump If Greater/Equal

JL: Jump If Less

ILE: Tump If Less/Equal

INA: Jump [f Mot Above

JNAE: Jump If Not Above/Equal
INB: Jump Jf Nor Below

JNBE: Jump Iif Not Below/Equal

Transter (Unconditional

CALL: Call a Pracedure
INT: Interrupt
IRET: Interrapt Retarn

Typa Conversion
CBW: Convert Byie 10 Waord

Chap. &

JNC: Jump Hf Na Carry

JNE: Jump I[f Mot Equal

ING: Jump IF Not Greater
JNGE: fump If Not Greater/Equal
IML: Jump If Mot Less

JNLE: Jump If Not Less/Equal
INQ: Jemp If No Overflow
JNP: Jump If Ne Parity

INS: Jump If No Sign

INZ: Jump If Mol Zero

JOr Jump If Overflow

IP: Juap Tf Parity Odd

JPE: Jurap If Parity Even
JPY: Jumg If Parity Odd

18 Jump If Sign

IZ: Jump If Zero

JMP: Unconditional Jump
RET: Retum
RETN/RETF: Return Near/Return Far

CDQ: Convert Doubleword to Quadword (BO386+)

CWD:; Convent Word 1o Doubleword

CWDE: Convert Word to Extended Doubleword {80386+)

INSTRUCTION OPERANDS

An operand provides a source of data for an instruction ta process. Some instructions, such
as CLC and RET, do not require an operand, whereas other instructions may have one or
two operands. Where there are two operands, the second operand is the source, which con-
tains either the data to be delivered (immediate) or the address {of a register or in memetry)
of the data. The source data is unchanged by the operation. The first operand is the desti-
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nation, which contains data in a register or in memory and which is to be processed. Here
is the instruetion format:

[1abel:] pperation joparandl, eperand?

Let's now examine how the operand can affect the addressing of data.

Register Operands

For this type, the register provides the name of any one of the 8-, 16-, or 32-bit registers.
Depending on the instraction, the register may appear in the first operand, the second
operand, or both, as the following examptles illusirate:

wORDA Dw 7 :Define a word
MOy DX, WORDA ;Regrster in First operand
MOV wORDS, CX ;Register in second operand
MOy EDX EBX :Registers in both operands

Because processing data between registers involves no reference to memory, it is the
fastest type of vperation.
Immeadiate Cperands

in immediale Tormal, (he second nperaﬁd contains a constant value or an expression. {The
first operand is never animmediate value.) The destination field in the first operand defines
the length of the data and may be a registeror a memory location. Here are some examples:

(DUNT  DE 7 iDefine a bhyte

ADD EX,25 ;Add 75 to BX
WO COUNT , 50 ;Move 50 to COUNT

A later section discusses immediate operands in more detail.

Direct Memory Operands

[n: this format, one of the operands references a memory Jocation and the other operand ref-
erences a register. {The only instructions that allow both operands to address memory di-
rectly are MOVS and CMPS.) The DS register is the defaull segment register for addressing
data in memory. Here ate some examples:

WORGA Dw O iDefine a word
B¥TEA OB o iDefine a byte
MOV BX,WORDA ;Load WORDA into BX

ADD  BYTEA,DL ;Add DL ta BYYEA
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WOV X DS [IRBOH] iMove word From memory at offser 3BBOM
IMC BYTE PTR [1B0H] ;Increment byte at offset 1B0H

The last two examples use square brackets as index specifiers to indicate a reference
te memorty. (An offsz1 value like 38BOH is combined with the address inthe D) The omis-
sion of square brackets, as in MOV CX,38BCH, indicates an inunediate value—rnote the
sipnificant difference.

The last example increments the byte it memory at otfset [BOH (the offset combined
with the D8 address). Becanse the operand [ 1BDH] indicates only a staning memory loca-
tion, you need the BYTE PTR modifier here to define the length.

In the following examples, a data item named CODETBL acts as an offset address in
an instruction operand:

CODETEL DB 20 DUPLY) :Define a table of byvtes
MOY  CL,CODETEL[3] ;Get byte from CODETBL
MOY¥  CL,CODETBL+3 i Same operation

The first MOV uses an index specifier to access the fourth byte from CODETBL - (Because
CODETBL[(] is the first byte, CODETBL[3] is the fourth.) The second MOV uses a plus
{+} operator for exactly the same effeci.

Indirect Memory Operands

Indirect addressing is a sophisticated technique that takes advantage of the computer’s ca-
pability for segment-offset addressing. The registers used for this purpose are BX, D1, SI,
and BP, coded within square brackets as an index operator. The BX, DI, and 51 are associ-
ated with the D5 register as DS:BX, DS:DI, and DS:SL, for processing data in the data seg-
metit. The BP is associated with the 38 register as S5:BP, for handling data in the stack,
which we’ll do in Chapter 23 when calling subprograms and passing parameters.

When the first operand containg an indirect address, the second operand references
a register or immediate value; when the second operand contains an indirect address,
the first operand references a register. An indireci address such as |DI] tells the assem-
Bler thil the memory address to use will be in the DI register when the program subse-
guently exccutes.

Ini the following example, the first MOV initializes the BX with the offset address of
DATAVAL. The second MOV uses the address now in the BX to store zero in the memory
location 1o which it points, in this case, DATAVAL:

DATAYAL DE 50 ;Define a byte
MOy BX,OFFSET DATAVAL iLoad BX with offset
N [BX], 25 Move 25 to DATAVAL

The effect of the two MOVs is the same as coding MOV DATAVAL,25, although the vses
for indexed addressing are nsually nol so trivial. The following related instruction moves
zero to a locatien two bytes immedistely following PATAVAL:
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MW [BX+2] .0 tMove O to DATAVAL 4+

You may alse combine registers in an indirecr address; for example, [BX +Di] means
the address 1n BX plus the address in the L

Note that a reference in square brackets (o the BE BX. DL or 51 repister implies an
:ndirect operand, and the processor treats the contents of the register as an offsel address
when the program is executing. Herc are a few more examples of indirect operands:

AR CL, [BX] 12nd opearand - D5:EX
M4 EBYTE PTR [DI],2% :1st operand - 0501
ADD [BF],.CL i1st gperand = 55:EF

Address displocement.  This methed uscs an address displacement for an operand.
The foflowing MOV iransfers the coments of the BL 10 DATATAB [a 40-byte able); exactly
where in DATATAR is determined by the contents of the D1 when the program is exccuting:

DATATAR TR 40 [IF(7) ;Define takhle

MOV  DATATAR[DI], BL ;Move BL to table

Inclexing on 80386 and later processors.  These processors allow an address o
be generated from any combination of one or more general registers, an offset, and a scaling
factor (1, 2, 4, or 3) associated with the contents of one of the registers, For examyple. the
msiructinm

WMoY EBX, [ECK=2+ESP+4]

moves 1 value into the EBX that consists of the contents of (the ECX times 2 plus the con-
tents of (1he ESP plus 43,

THE MOV INSTRUCTION

The MOV instroction Itansters (Lhat is, copies) Jata referenced by address of the second
operand (o the address of the first operand. The sending field is unchanged. The operands
that reference memaory or registers must agree in size (2.g., both must be bytes, both must
be words. or both must be doublewords). The general format for MOY is

(label:] [ MOV | register/memory. register/mesory/imediate

Here are four examples of valid MOV operations hy category. given the following
data iems:

BYTEFLD D& 7 Define 2 byte
WORDELD DwW 7 lefine a ward

L. Register Moves
My EDX ECX :Register-to-register
My DS, BX :Register-to-Seqment register
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MW BYTEFLC.DH ;Register-to-memory, direct
MOV [LI3,BX Register-to-mamory, indirect

2, lmmedise Moves

MOw O, 40 ; Immedi ate-to-register
WiV BYTEFLD, 40 ;Tmmediate-ta-menory, direct
MOy WORCFLO[EX] 40 ; Immediate-ta-memory, indfrect

3. Direct Memory Moves
MOv  CH,.BYTEFLD Mamory-to-register, direct
MOV CX WOREFLDIEX] ‘Memory-to-register, indirect

4. Segmenr Register Moves
MO LK D5 (Segment register-to-register
MOV WORDFLL,DS iSegment register-to-mamory

You can move 10 a regiseer a byte (MOYV CH,BYTEFLD), a2 word {MOV CX,
WORDFLD), or a doubleword (MOY ECX,DWORDFLD). The cperand affects only the por-
tion of the referenced register; for example, moving a byte to the CH dees nat affect the CL.

Invalid MOY operalions are memory-1o-memory (keep that one in mind), immediate-
to-sexmenl register, and segment register-to-segment register. Performing these operations
requires more than ane instruction.

MOVE-AND-FILL INSTRUCTIONS

For the MOV instruction, the destination must be the same length as the source, such as
byie-to-byte and word-Lo-word, On the 80386 and later, the MOVSX and MOVZX (move
and fill) instructions facilitate transferring data from a byte or word sonrce to a word or
doubleword destination. Here is the general format for MOVSX and MOVZX:

MOVSX, for use with sigmed arithmetic values, moves a byte or word 10 2 word or
doubleword destination and fills the sign bit {the l2fimost bit of the source) into leftmast
bits of the destination. MOVZX, for use with unsigned numeric values, moves a byte or
word to a ward or doubleword destination and fills zere bits into leftmost bits of the dest-
nation, As an zxample, consider moving a byte containing 1011 0000 to a word; the resuli
in the destination word depends on the choice of instruction.

MOYSY  CX, 101100008 ;0K = 11111111 10110000
mrvEx X, 101100008 (X = QDOO0D0D " 101 10000

Here ar¢ some other examples of using MOVSX and MOVZX:

EYTEL D8 25 :Byre
WORDL ' 40 ‘Word
PWORC1 DD 160 ‘Doubleword
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MOWVEY  CX BYTEL 1Byte to word

MOVEY  WORDL ., EH ‘Byte to word
MOVEX  EBX, WORDY word to doubTewerd
MOVZXY,  DWORDL, OX ‘word to doubleword

Chapeesrs 8 and 13 cover signed and unsigned data in detail.

IMMEDIATE OPERANDS

In the following example of an immediate operanc, the insiruciicn
MOV AX, 0245H

moves the immediale constant 0245H to the AX register. The 3-byte object code for this in-
struction is BE4502, where BE means *move an immadiate valoe to the AX register™ and
the following two byles contain the value itself (4302H, i reverse-byte sequence). Many
instructions provide for two operands; the first operand may be a register o1 memory loca-
tion. and the second operand may be an immediate constant.

The use of an immediate operand provides faster processing than defining & nurmeric
constant in the data segment and referencing it in the operand of the MOV, as, for example,
in the following:

Data segment:  ANTC W 0245H iDefine ANTC as word
Code segment: MOV AX, AMTC :Move AMTC to AX
Immediate Formats

Here are some examples of valid immediate constanis:
Hexadecimal: 01424
Decimal: 3128 (which the assewbler convarts to Q148H)
Binary: 1010010008 fwhich converts te O14EH)

tength of Immediate Operands

The length of an immediate constant cannot exceed the length defined by the first operand.
In the following invalid example, the immediate operand is 2 bytes, but the AL register is
only | byte:

W CL, (245H :Invalid immediate length
However, if an immediate operand is shorter than a receiving operand, as in
ADD X 4EH ;¥alid lemgth

the assembler expands the immediate operand to 2 bytes, D048H, and stores the object code
as 4B00H.
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The B03B6 and iater processors permit 4-byte {(doubleword) immediate operands,
such as

My ECK, 1234567 8H :Mowve doubleword

Figure 6-1 gives examples of MOV, ADD, and SUB, which are three of many in-
structions that allow immediate operands. The 386 directive allows the assembier to
recognize the reference 1o the EDX register. You don’t need an 80386 or later processor to
assemble this statement, but you would need one to execute it

page 60,132
TITLE AOBIMMED (EXE) Example of ismediate operapds
MODEL SMALL
_STACE &4 ;Define starck
_DATR ;Pbefine data asgment
FLIOE OB 150
FLDY 5L g 100
ARG
.CODE
HMATH FROHC FRR
MoV AX ,@data ;Got address of data
MOV DE,RX i segnent in DS
MOV CX, 225 :Move immediate
ADD X, 150 Add immediate
Moy EDX.0 ;Move immediate [B03IB6+]
nDO DX, 20H ;BAdd immediate {hex)
S0B FLON, 254 ;Subtract immediate
Mo FLIvY 4 0H ;Move lmmediate
Moy A, ACOCH ;End processing
INT 21H
MATIN ERDE
END MAIH

Figure -1 Using Immediste Operands

Processing data items that cxceed the capacity of a register involves addinonal cod-
ing, coversd in later chapiers.

THE XCHG INSTRUCTION

The XCHG instruction performs another type of data transfer, but rather than simply copy
the data from one location 1© another, XCHG swaps the two data items. The general format

for XCHG is

[‘:a.h-e] :] | XCHG E registerfmemury,register,-’menc{rﬂ

Valid XCHG oparations involve exchanging data between two regisiers and between a reg-
ister and memory. Here are two exarmples:

WORDD Dw 7 ‘Dafire word

XNCHL €L ,8H :Exchange contents of two registers
EOHC OX, WORDD ;Exchange contents of register and memory
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THE LEA INSTRUCTION

The LEA instruction is useful for mitializing a register with an offset address The general
format for LEA is

[1abe1:i [LEA |}égist;E,memury]

A common use for LEA is to initiatize an offset in the BX, DI, or 5] regiswer for indexing
an address in memory, which is done a lot throughout this book. Here's an example:

DATATEL DB 25 DUP (7?) ;Define a table
BYTEFLD DB 7 ;Define a byte
LEA BX,DATATEL ;Load offset address
MY BYTEFLD, [BX] Move First byre of DATATBL

An equivalent operation o LEA is MOV with the OFFSET operator, which generates
slightly shorter machine code and is used like this:

WY BY,OFFSET DATATEL, ;Load offset address

THE INC AND DEC INSTRUCTIONS

INC and DEC are convenient instructions for incrementing and decrementing the contenis
of registers and memory locations by 1. The general format for INC and DEC is

@aﬂhﬂ:] INUDECJ lje_g.ljsj:er.fmeniﬂ

Note that INC and DEC require only one operand. Depending on the result, the operahons
clear or set the OF, SF, and ZF flags, which conditional jump instructions may test for mi-
nus, zero, or plus.

EXTENDED MOVE OPERATIONS

The programs to this paint involved moving immediate data into a register, moving data
from defined memory to 2 tegisier, moving register contents to memory, and moving the
contents of one register to anather. In all cases, the length of the data was limited [0 one or
two bytes, and ne operabion moved data from ope memary area directly to ancther mem-
ory area. This section explains how to move data that exceeds 2 byies. Another method, the
use of string instructons, is covered in Chapter 12.

in the program in Figure 6-2, the data segment contains two %-byte fields defined as
HEADG1 and HEADG?. The object of the program is to move the contents of HEADGI
to HEADHGZ:

HEADCY: IntaerTegch
LLL bl Ll
HEADGZ: Laser{orp
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page 60,132
TITLE AOEMOVE (BEXE) EBxtended move opsrations
I SR s E T EEE L L EEESEEL LS EEFLEERL - T EEE RN TR === mm =
MCOEL SMALL
STACK &G4
DATA
HRATWI1 LB ‘IntweTeeh’
HEADZ? DB ‘LasaplOorp’, 5!
LCCDE
ALOMAIN FRCC FAR
MO MK, #data ;Initialize asgment
MOV L2, hX ; Teglaters
MO B8, AX
MOV CX. 0% ;Initialize to moxve % chars
LEA 51, HEAINZ] ;Initialize addreas of HEADGL
LEA DT  HEALXE i and HEADGZ
A0
MOV al, [81] ;Get character from HEADGL,
MOV {DI],AL ;i mowe it to HEADGZ
INC ar jIner next char in HERDG]
. IHNC bl ;Incr naxt pom'n in HERDGZ
ol ol Lo ;Decremant. oount for loop
JHE A2O ;Count not zera? Yesa, loop
;Finished
Moy AH., OSH ;Recreent display
LEA DX EEADGZ ;  of HERDG2
INT 21H ’
Mo AX,4CO00H iEnd grocessing
INT 21H
ALOMAIN ENDP
ENT A1LOMARTIM

Flgare -2  Extended Mave Operatione

Because these fields are each 9 bytes Jong, more than a simple MOV instruction is required.
The program contains a number of new feamres.

Tn ardet to step through HEADG! and HEADG2, the program initializes the CX regis-
ter to 9 {the length of both fieids) and wses the SI and DI registers for indexing. Two LEA in-
structions load the offset addresses of HEADG1 and HEAD{G2 into the ST and DI as follows:

LEA SI,HEADC1 :load offset addrasses
LEA DI WEADGZ » of WEADGY amd HEADZ

The program uses the addresses in the S and DI registers to move the first byte of HEADG]
1o the first byse of HEADG2. The square brackets around $1 and DIin the MOV operands
mean that the instructions are 1o use the offser address in the given register for accessing
the memory location. This

Mo AL, 511

means “Use the offset address in 51 (HEADG1+0) to move the referenced hyte to the AL
register.” And the nstmction

M0V [DI] . AL
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means “Move the contents of the AL to the olfset address referenced by DI (HEADG2 +U)."
The program has to repeal these two MOV instructions nine times, once for each character
in the respective fields. To this end, i1 uses a conditional jump instruction that we have not
vel cxplaincd: INZ CGump il Not Zero}. _

Two INC instrictions increment the 51 and Dl by | and DEC decrements the CX by
L. DEC also sels or clears the Zero flag, depending on the resultin the CX; if the result is
not zera. there are still more chamacters to move, and INZ jumps back to the label 420 to
repeat the move nstructions. And because the ST and DI have been incremented by 1, the
next MOVs reference HEADG 4] and HEADG2+1. The loop continues m this fashion
until it has maved nine characters in all, up (0o HEADG2 +3.

As well, the program introduces the instructions needed 10 display the conems of
HEADG?2 at the end of procegsing. The required instructions are:

1. Inirialize function 09H in the AH register to request a display.
2. Intiialize the address of HEADG? in the DX
3. Exccute the instruction SNT 21H.

The INT operation displays all the characters beginning with the first byte of
HEADG? up to the terminating *$’ sign, which is defined immediately foilowing HEADG?Z,
Chapter 2 covers this operalion in detail,

You may want to key in this program. assembie and link it, and use DEBUG (o trace
jit. Note the effect on the stack, the registers, and the 1P {particularly after JINZ execules).
Use T» DS} o view the changes o HEAD(G2.

THE INT INSTRUCTION

On execution, an [NT instruction interrupts processing and accesses the interrupy vecior
fasle in low memory 1o determine the sddress of the requested routine, The operation then
transfers /e [¥0S or to BHOS for specified action and returns 1o your program to resume pro-
cessing. Most often, the imierrupt has o perform the complex steps of an input or output op-
cration. Interrupts require a trail that facilicates exiring a program apd, on successiu!
completion, returning to it. For this purpose, INT performs the following:

+ Pushes (he contents of the flags register onta the stack. (Push first decrements the
stack pointer by 2.)

+ Clears the interrupt and trap flags.

» Pushes the C5 register onte the siack.

» Pushes the instruction pointer (containing the address of the nextinstruction) onte the
stack.

« Causes the required operation to be performed.

To return from an inkerrupt. the reutine issues an IRET (Interrupt Return), which pops
the registers off the stack and thus causes a return to the instrucdon immediaely following
the TNT
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Because the preceding process is enlirely autamatic, your only concerns are to define

a stack large enough for the necessary pushing and popping and 10 nse the appropriate INT
operalions.

ALIGNING DATA ADDRESSES

Because the 8OBE and B02R6 have a 16-bit (word) data bus, they execute faster if accessed
words begin on an even-numbered (word}y address. Consider a situation in which offsels
0012H and 001 3H contain the word 63 A7H. The processor can access the full word at off-
get 0012H directly into a register. But the word conld begin on an odd-numbered address,
such as (W13H:

Memory cnntent5:| XX l 63 | a7 ] i ]
I

Offset: 12 0014

0013 0015

in this case, the processor has to perform twa aceesses. First, it accecsses the bytes at 00 12H
and 001 3H and delivers the byte from (013H (63) 1o the AL register. Then, il accesses the
bytes at (014H and 0015H and delivers the byte from OD14H (A7) to the AH register The
AX now contains A7GIH.

¥ou don’t have to perform any special programming for even or odd locations,
nor da vou have 1o know whether an address is even or odd. The accessing operation
aatomatically reverses a word ltom memoery into a register so that it resumes its carrect
seyuance,

The B0386 and later processors have a 32-bit data bus and, accordingly, prefer
alignment of referenced items on addresses evenly divisible by four {u doubleword ad-
dress). (Technically, the 486 and later processors prefer aligniment on a 16-byte {para-
graph) boundary. )

You can use the ALTGN ar EVEN directive to force alignment of items on bound-
aries. For example, either ALIGN 2 or EVEN aligns on a word boundary, and ALIGN 4
aligns on a doubleword boundary. When the assembler adjusts the address of an item ac-
cording 10 a boundary, it also advances its location counter accordingly.

Because the data segment when defined with PARA begins on a paragraph boundary,
you could organize your data first with doubleword values, then with word values, and, fi-
nally, with byte values. However, modern processors execute at such rapid speed that you'll
probably never notice the effects of forcing alignment.

NEAR AND FAR ADDRESSES

An address in a program may be near or far. A near address consists of only the offset por-
tion of an address. An instruction that references a near address assuines the ¢urrenl seg-
ment—namely, the DS for the data segment and the C§ for the code segmenl.
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A firr address consists of both the segment and olfset portiens, in the form sep-
ment:offsal, Aninstruction may reference a far address from within the curent segment or
in another segment.

Almost all assembly programming makes use of near addresses, which the assembler
zenerates unless instrucled otherwise. Larger programs that congist of many segments
would require Far addresses.

THE SEGMENT OVERRIDE PREFIX

For most purposes, a reference to a data area in a program is to locations in the data sep-
ment, handled via the DS register. There are occasions, however —especially for large pro-
grams—when you may have to handie data thal 15 subject to unother sepment regrster, such
as the ES or, on the 386 and later, the FS or GS. An example woild be a large table of daty
Ioaded from disk into 3 separate segment in memory,

You can use any instruction 1o process the data in the other segment, but you must
ideniify the approprisie segment register. Let’s say that the address of the other segment is
in the ES register, and the BX contains an offset address within that segment. Supposc the
requiremant is to move 2 hytes (a word) from that location w the DX register:

wOY DX ES:[BX] Mowva to DX from ES:I[BX]

The coding of “ES: indicates an override operator that means “Replace the normal nse of
the DS segment register with that of the ES.” The next ¢xample moves a byie value trom
the CL into this other segment, at an offet formed by the value in the 31 plus 36:

MY ES:[5I+36],0L iMowe to ES:[S5I4368] “rom OO

The assembler generales the machine language code with the override pperator inserted as
& |-byte prefix {26H) immediately preceding the instruction, just as if you had coded the
instructions as

ES: MO OX, [BX] iMove to DX from 25:[Bx]
ES: MOy [51+36].CL iMove to E5:[SI[+36] from L

KEY POINTS

« An operand provides a source of data for an instruction. An instruction hay have one,
two, of 1o operands,

« Where thers are two operands, the second operand 15 the source, which references el-
ther immediate data or the address (of a register or of memory) of the data. The first
operand is the destination, whick references data to be processed in a regisier or in
TNETTHITY.

+ In immediate formal, the second operand conrains a canstant value o 4 expression.
Immediate operands skould match the size of the destination, that is, both byte, word,
or doubleword.
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* In direct memory format, one of the operands references a memory location, and the
other operand references a register.

= Indirect addressing takes advantage of the processor's capability for segment:offset
addressing. The registers used are BP, BX, D1, and 31, coded within square brackets
as an index operaior. The BP is associated with the S5 as S5:BP. for handling data in
the siack. The BX, DI, and SI are associated with the DS as DS BX, DS, and
D5:5I, respectively, for processing data in the data segment.

* You may cambine registers in an indirect address as [BX+DI]. which means the ad-
dress in BX plus the address in the DI

* The MOV instrection transfers (or copies) data referenced by the address in the sec-
ond gperzand to the address in the first operand.

* The LEA instruction is aseful for initializing a register with an oifset address,

« INC and DEC are convenient instructions for incrementing and decrementing by 1
the contents of registers and memoty locations.

» The INT instruction interrupts processing of your program, transfers to DOS or BIOS
for specified action, and IRET returns to your program to resume processing.

QUESTIONS

6-1. Foran instruction with two operaxs, which operand is the source andd which is the
destination?
6-2. (a) In what significani way do the following instmuctiens differ in execution?
ADD  CX,2548H
ADD  CX, [2548H]
{b} For the second AP, one operand i3 in square brackets. What is the name of this
feature?
6-3. (a) In what significant way do the following ADD instructions differ in execution?
ADD BN, 25
ADD  {EX],25
{b) For the second ADD, what sort of addressing is involved with the first operand?
6-4. Explain the operation of the instruction
ADD DX, {EX+SI+8)
6-5. Consider the following statement, which contains an error:
ADD  {BX], [DI]
{a} Idennify the ermor; (b) explain how to correct the error.
6-6. Given the following data definitions, find the errors in the statements, and code the

instructions necessary 1@ comect them:
BYTEX DB 55
BYTEY DB 27
WORDZ DW 148

(a) ADD BYTEX,BYTEY
{b> ADD AL WORDZ iOpgerang 2 15 correct
el 5U8 BL,0478H ;Operand 2 75 correct
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#-7. Code the following as instructions with immediate operands: {a) Add hex 4810 CX;
{b) subtract hex 48 from DX () shift the DH one bit to the right; (d) shift BYTEX
one bit to the left; () store 248 in the CX; (f) compare BYTEX to zero,

8. Code one instructon that swaps the conteats of a word named WORDE with
the BX.

-9, Copde the instuction 1o set the BX with the (offset) address of an item named
COBETEBL..

6-10. Explain in general tzrms the purpose of the INT instruction.
6-11. Explain how (a} the INT instruction affects the stack, and {b} the IRET instruction
affects the stack,
6-12. Code, assemble, link, and use DEBUG to test the following program:
» Define byie items named BYTEX and EYTEY (containing any values} and a
word item named WORDZ (containing zero).
= Move the contents of BYTEX 10 the AL,
* Add the contents of BYTEY 1o the AL
« Move the immediate value 34H wthe CL.
+ Exchange the comients of the AL and CL.
» Multiply the contents of the AL by the CL. {MUL CL).
+ Transfer the product from the AX 10 WOREZ.



WRITING .COM
PROGRAMS

Ohjwtive:Tnaxphin.linpm'pmemdumnf‘mM programs and
how tc prepare an assembily language program for (O0OM format.

INFRODUCTION

Up to this chapter, we have written, assembled, and executed only .EXE programs. For an
EXE program, the linker avtomatically generates a particutar format and, when storing it
on disk, precedes it with a special header block that is 512 byies or more leng. {Chapter 24
provides details of header blocks.)

You can also write .COM programs for execution. One example of a commonly
used .COM program is COMMAND .COM. The advantages of .COM programs are that
they are smaller than comparable .EXE programs and are more easily adapted o act as
resident programs. The COM format has its roots in earlier days of microcomputers,
when program size was limited to 63K,

DIFFERENCES BETWEEN AN .EXE AND A .COM PROGRAM

Significant differences between a program that is to execute a5 [EXE and one that is to ex-
ecute as .COM involve the program’s size, segmentation, and initialization.

Program Size

An EXE program ma}r be virtually any size, whereas a .COM program is restricted to one
segment and a maximum of 64K, including the PSP. The PSP is a 256-byte (100H) block
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that the program ivader insents immediately preceding .COM and .EXE programs when it
lIoads them from disk into memory. The 64K limit for a {OOM program is a generat rule;
you may get around it by coding additional SEGMENT AT statemnenls, a feature that is out-
side the scope of this chapier.

A COM program is always smaller than its counterpart EXE program; one reason is
that a 512-byte header record that precedes an .EXFE program on disk does not precede a
.COM program. {Don’t confuse the header record, covered in Chapter 24, with the PSP} A
LOM program is an absolutez image of the executable program., with no relocatable address
information.

Segments

The use of segments for COM programsis significanly different (and easier) than for EXE
programs.

Stack segment.  You define a stack segment for an .EXE program, whereas the as-
sembler antematically generates a stack lor a .COM program. Thus, when you write an as-
sembly program that is 10 be converted to {COM format, you omit defining the stack. If the
44K propram size is not large encugh, the assembler establishes the stack after the program,
in higher memory.

Data segment.  For an .EXE program, you usually detine a data segment and ini-
tialize the DS register with the address of that segment. For a .COM program, you don't de-
fine a data segment; ‘nstead, you define the data within the codz segment. As you'll see,
there are simple ways to handle this situation.

Code segment.  Afull COM program combines the PSP stack. data segment, and
code segment inlo one code Regment, in a maximum of 64K bytes.

Inttialization

When the program loader loads a {COM program for execution, it automaticelly initializes
alt four segment registers with the address of the PSP Because the C5 and DS registers now
comain the comrect initial segpment address at execution time, your program does not have
to initialize them.

Because addressing begins at an offset of LOOH bytes from the beginning of the PSF,
you have to code a directive, ORG 100H, immediately following the code segment's
SEGMENT or .CODE statement. The GORG direciive tells the assembler to set iis location
counter at 100H. The assembler then begins generating the object code at an offset of 100H
bytes past the start of the PSP, where your coding for the (COM program begins.

CONVERTING INTC .COM FORMAT

If your source program is already written in EXE format, you can use an editor to converl
the instructions into COM format. MASM and TASM coding formats for COM programs
are identical, although their methods for conversion differ.
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Microsoft Conversion

For both EXE and .COM programs under Microsoft MASM, you assemble and produce
an .0B)J file and then link the OB/ file to produce an .EXE program. If you wrate the pro-
gram to run as an .EXE program, you can now execute it. If yon wrote the program to nin
as a COM program, the linker produces a message: Warning: No STACK Segmeni. You
may ignore this warning, becanse there is supposed to be no defined stack. You use a pro-
gram named EXE2BIN 1o convert the Microsofi EXE propram to 4 COM program. {Ac-
tually, it converts .EXE programs to a .BIN (binary} file; the program name means “convert
EXE-10-BIN,” but you should name your output file extension (COM.} Assuming that
EXEZBIN is in the default drive, and that a linked file named SENTIMEL.EXE 15 in drive

D, type
EXEZBIN 0:SENTINEL,D:SENTINEL COM <Enter>

The first operand of the command always references an EXE file, so do not code the .EXE
extension. The second operand may be any valid filename with a .COM extension. If you
omit the COM extension, EXEZBIN assumes BIN, which you have 1 renamse subse-
quently as {COM in order to execute the program. (Someone, somewhere, must have
thought this was a good idea.} "

Borand Conversion

As long as your TASM source program is coded according to .COM requirements, you can
convert your object program directly into 2 .COM program. Use the /T option for TLINK:

TLIME /T D:SENTINEL

When conversion to .COM format is complete, you may delete the generated OB
and EXE flles.

EXAMPLE OF A .COM PROGRAM

The progran in Figure 7-1, named AQ0MCOM], is similar to the one in Fipure 5-2, but now
revised to conform to .COM requirements. Note the following changes from Figure 5-2:

« There is no defined stack or data segment.

« The ASSUME stalemenit tells the assembler to expect that all segment registers will
contain the starting address of the code segment (where the PSP begins) when the pro-
gram is loaded for execution.

» The directive ORG 100H tells the assemblet o advance its location counter 100H
bytes from the beginning of the PSP. The program loader stores the 100H in the in-
struction peointer (IP} register when it loads the .COM program.

« A JMP instruction ransfers control of execution around the defined data. Seme pro-
grammers code data items foliowing the instructions, so that no initial JMF instrug-
tion is required. Coding data items first may speed up (he asscmbly process slightly,
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page af, 132
TITLE AJFCOML COM program Ec mxdve and add
DODESS SEMENT FARA * Coder
AZSUME C5:00DESG, DS : CODESG, 38 : CODESG, B8 ; CODESG

QRS 100H jStare ac end of BEP
BEZIN: .JHP A1UMAIN jJump past data
FLDD oW 175 ;oata definitions
FLDE oW 150
FLOF oM 7
§ mmm e e e e e e e e m e mmA s e Ao m e e o e e iaa.
ALOMAIN PROC NEAR
MoV AF  FLDD sMowe 0175 to AX
ADD Ax, FLDE ;Add 0150 to AX
MoV FLDOF, RX ;Store sun in FLDF
MOV AX , 4+COOH ;End process&ing

INT Z1H
AlLOMAIN ENDF
ODE3G EFDS

ERE BEQIN

Figure 7-1 .COM Source Program with Conventional Scgments

but provides no other advantage. Examples in this book define the data first only as
A programming convention.

* The names BEGIN and A10MAIN are merely descriptive and are not otherwise
meaningful 1o the assembler. Yoo can use any valid names for these labels.

* The conventional INT 21H function 4CH ends processing and exits to the operating
systerm. You may also use the RET instruction to exit {from a .COM program. (It trans-
fers toan INT 20H, an old exit, m hyte ()1 of the PSP}

Here are the steps for MASM and TASM to convert the program to COM format:

MASM TASM
MASM D:AD7FCOML, [ TASM D:a07C0OML.D:
LIKK O:AQ07COML,0: TLINK /T O:ADFCOML,D:

EXEZEIN D:AD7CONL,D:AOQ7COML. COM

The .EXE and .COM programs are 792 bytes and 24 bytes in size, respeciively. The
difference is largely caused by the 512-byte header block stored as the beginning of .EXE
modules. Type DEBUG D:ADTCOM1.COM and race execntion of the .COM program up
to (but not including) the last instruction.

You may also use simplified segment directives when coding a .COM program, as
shown in Figure 7-2. Once again, define only a code segment, not a stack or data segroent.

THE .COM STACK

For a .COM program, the system automatically defines the stack and sets the same segment
address in all four segment registers. If the 64K segment for the program is large enough,
the program loader sets the stack at the end of the segment and sets the SP register with the
address of the wp of the stack.
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page 6,132
TITLE ADICOM2  COM program B move and add data
JMODEL  SMALL

. CODE
OR3 100H :5care ab end of PSP
HEGIN: JMP B1OMATN iJump pagt data
; e
FLOD oW 175 ;Data dafinitiona
FLDE ol ) 154
FLOF O 7
AIOMATH EBROC NEAR
MoV AX FLDD iMovea 017% Eo AX
LD AX  FLDE pAdd 0150 Eo AX
Moy FLOF, hX ;5tore sum in FLIF
MO RX . 4COCH ;End procesging
INT 11H
AlOMAIN ENDE
EHD BEGIN

Flgure 7-2 .COM Source Program with Simplified Segment Directives

Ifthe 64K segment does not contain enough space tor a stack, the loader sets the stack
at the end of memory. Tn either case, the loader then pushes a zero word cnto the stack,
which acts as an offset for the IP if you use RET to end execution of a .COM prograrm.

If your program is large, or if memory is restricted, you may have to take care push-
ing words onto the stack. The DIR command indicates the size of a file and gives you an
idea as 1o the space avaiiable for a stack. Many of the smailer programs in this boek are in
L0OM format, and are easily distinguished from .EXE format.

DEBUGGING TIPS

The omission of only one .COM requirement may cause a program to fail. If EXE2BIN
finds am error. it simply notifies you thar it cannot convert the file, but does not provide 2
reason. Check the SEGMENT. ASSUME, and END statemenis. If you omit ORG 100H,
the execating program incorrectly references data in the PSP, with unpredictable resuits.

If you run a .(COM program under DEBUG, use D CS:100 to view Lhe data and in-
structions. Do not follow the program throogh its termination; instead, use DEEUG'S Q
cornrnand.

An atempt to exccute the [EXE module of ¢ program written as .COM will fail; be
sore to delete this file.

KEY POINTS

« A COM program is restricted 10 one 63K segment and is smaller than its counterpart
-EXE program.

= A program written as COM does not define 2 stack or data sepment, nor does it ini-
tialize the DS register,
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= A program written as COM requires ORG [OOH immediately following the code seg-
ment’s SEGMENT statement. The statemnent sets the offset address to the baginning
of execution following the PSP

= For Microsoft MASM, the EXE2BIN program converts an .EXE fils o .{COM for-
mat. Borland's TLINK can convert an ohject program directly into .COM format.

+ The systern mstalls the stack for a . COM program at the &nd of the program.

GQUESTIONS

71, What is the maximuom size of a .COM program?

7-2. For asource program to be converted to COM format, what segment({s) can you de
fine?

7-3. Expluin why you code ORG 100H at the beginning of a program to be converted to
LOM format.

7-4. Why is it not necessary to define a stack for a .COM program?

7-5. A source program is named PRESSURE.ASM. Provide the commands to convert it
o COM format under (a) MASM; (b) TASM.

7-6. Revise the program in Question 6-12 for COM format. Assemble, link, convert it
1o O0OM, and execute itunder DEBUG.



PROGRAMMING
REQUIREMENTS

= FOR LOGIC AND
CONTROL

Objectives: To cover the requirements for program control {loop-
ing and jumping), for logical comparisons, for logical bit opera-
tions, and for program organization,

INTRODUCTION

Lp to this chapter, most of cur programs have execured in a straight line, with one instruction
sequentially following ancther. Seldon, however, is a programinable problem that simple. In-
stead, most programs consist of varions tests to devermine which of several actions to take and
a nwmber of loops in which a series of steps repeats unitil a specific requireimen! is reached. A
comimon practice, for example, is to est whether a program is to end ¢xecution.

Requiremenis such a5 these involve a transfer of contmol to the address of an instnaction
that does not immediately follow the one currently execnting. A transfer of control may be
Sforward, 10 execute 2 new series of steps, or backward. (0 reexecute the same steps. Instruc-
tions that can transfer control outside the nommal sequential flow do so by adding an offset
value to the TP .

Following are the instructions introdoced in this chapter, by category,

Coatipate Traasfer Laogical Shift and
Cpersions Ciperations OpeTatins Ktare
WP CALL ' AND SAR S SHE,
TEST IMP NOT SAL/BHL
Tann* o RCA/ROR
LR xR RCL/ROL
L'Jm-m meags all conditiong] jump instructions such as JNE aml JL..

114
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SHORT, NEAR, AND FAR ADDRESSES

The assemabler supports three types of addresses that are distinguished by their distance
frazn the currently executing address:

1. A short address, limited 1o a distance of =128 to 127 hytes.

2. A near address, fimiled to a distance of —32,768 to 32,767 bytes within the same
SEZEnL,

3. A far address, which may be at a distance aver 32K or in another segment,

A jurnp operation reaches & short address by a 1-byte offset and reaches a near ad-
dress by a 1- or 2-word offser. A far address is reachad by a segment address and an offset
CALL is the normal instruction for this purpose because it facilitates linking to the re-
quasted address and the subseguent return,

The following table lists the males on distances for JMP, LOOP, and CALL operations.
There is tittle need to memorize these rules, because normal use of thess instructions rarely
canses problems,

Shuwt Mear Far

—138 & 127 —32.76% 1w 32,767 Ower 32K or in

Instructions Same segment Same sepment anvther <egment
IMFP ¥es ye3 yer
innn ye: yes (B335 + nir
LOOF yes 1 no
CALL NfA ok yeu

INSTRUCTION LABELS

The operand of the JMP, Jnnn {conditional jump}, and LOOP instructions refer 1o the label
of another instruction. The following example jumps 10 P3G, which is the label of an INC
instruction:

IMP PsQ

Pid: IN cx

The label of an instruction such as PS0: is terminated by a colan, which gives it the near at-
tribute—that is, the label is inside a procedure in the same code segment. Waich cut: Omis-
sion af the colon is a common error, which the assernbler signals. Note that an address label
in an instruction operand (such as IMP P50) does not have a colon.

You can also code a label on a separate line as

P50
INC X

I11 both cases, the address of P50 references the first byte of the INC instrucnon.
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THE JMP INSTRUCTION

A cornmonly used instruction for transtercing control is the JMP (Jump) instruction. A jump
i5 unconditional, because the operation transfers control under all circumstances. JMP also
flushes the processor’s prefetch instruction queue: thus a program with many jump opera-
fions may lose some processing speed. The genertl format for JMP is

]_[hbeh] IMP | shert, near. or far addreﬂ

short and Near Jumps

A JMF operation within the same segment may be short or near (or even far 1f the Jestina-
tion 1s a priocedure with the FAR attribute). On its first pass through a source program, the
assembler generates the length of each instruction. However, 3 IMP instruction may be twor,
three, or four bytes long. A IMP operation o a label within —128 to +127 bytes 15 a short
Jjump, The assembler generates one byte for the operation (EB) and one byte for the operand.
The operand acts as an offset value that the processor adds to the IP register when execut-
ing the program. The limits are DOH to FFH, or —128 10 +127.

A IMPthat exceeds —128 10 +127 byies becomes a near jump (within 32K, for which
the assembiler generates different machineg code (E9} and a 2-byte oparand (B0BG/80284) or
4-byie operand {B0386 and later). For now, we'll pass on the far jump.

Backward and Forward Jumps

A jurnp may be backward or forward. The assembier may have already encountered the des-
ignated operand (a4 backward jump) within —128 bytes, a3 in

P50
IMF P50
In this case, the assemnbler generates a 2-byte machine instuction. In a forweard jump. the
assembler has not yet encountered the designated operand:
JMP P90

P30

Because the assembler doesn™ know at this point whether the forward jump is short or near,
some versions assume near and generate a 3-byte instruction. However, provided that the
jump really is short, you can use the SHORT operator to force a short jumnp and a 2-byte in-
structon by coding

P SHORT PI0

pody
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Program: Using the JMP instruction

The .COM program in Figure 8-1 illostrates the use of the JMP instruction. The program ini-
tializes the AX, BX, and CX r2gisters to the valoe of 1, and a loop perfonms the following:

page 60,133
TITLE AOBTUME (TOM)  Uaing JMP for looping

.MOLEL SMAILL

.DODE
0104 Lalir] 100H
0104 AR10MRIN PROC NEAR
0100 BA G001 MOV AX, D1 ;Initialize AX,
¢L03 BB 0001 MoV BX, 01 1 BX, and
GlUs AY D00l Mo X, 01 ; CK to D1
orns A20:
0109 05 DOOL ADD RX. D1 ihdd 01 TO AX
oL0C 03 e ADD BX . AN jadd AX to BX
Q10E 01 E1 SHL cX.1l iDouble CK
0110 EE F7 THE AZO fJump to AZ0 label
Bl1z AlOMAIN EHDF

ERD AIOMAIN

Figure 8-1 1sing the JMP Instucon

» Add 1 tothe AX
+ Add the AX 10 the BX
» Dhpuble the value in the CX

At the end of the lcop (after the SHL), the instruction IMP A20 transfers control to the in-
struction labeled A20. The affect of repeating the loop causes the AX o increase as 1, 2, 3,
4, ... ;the BX to increase according to the sum of the digits as 1,3, 6, 10, . .. ; and the CX
to double as I, 2, 4, 8,. ... Bacause this loop has no exit, processing is endless—usually
not a desirable practice.

In the program, A20is —9 bytes from the IMF. You can confirm this distance by ¢x-
amining the object code for the JMP: EBF?. EB is the machine code for a near FIMPand hex
F7 is the two’'s complement notation for —9. At this point, the IP contains the offset (0112H)
of the pext instruction to execute. Because this is a backward jusnp, the operand F7 is nega-
tive. The IMP operation adds the F7 (technically, FFF7?, because the FPis a word in size} to
the IF, which contains the offset 01 12H of the instnction following the JMP:

DECTMAL HEX
Instruction register: 274 0112
IMP operand: -9 FFF?7 (rwo's complement)
Jump address: 285 130109

The assembler calculates the jump address as 0109H, where the carry out of 1 is ignored
(s a check of the program listing for the offset address of A20 shows). The operation
chanpes the offset value in the IP and flushes the insouction queue.
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As a useful practice, key in the program, assemble it, link it, and convert it to .COM
format. No data is defined, because immediate operands generale all the required data. Use
DEBUG to trace the .COM module for a number of iterations and observe the effect of exe-
cution on the AX, BX, CX, and IP. Once the AX contains 08, the BX and CX will be in-

“cremented 1o 24H {decimal 36) and BOH (decimal 128), respectively. Key in Q to quil
DEBUCG.

THE LOOP INSTRUCTION

As used in Figure 3-1, the IMP instruction canses an endiess loop. But a sandard practice
is to oode a routing thai loops a specified number of times or untl it reaches a particolar
condition. The LOOP instruction, which serves his purpose, requires an initial value in the
CX register. For each iteration, LOOP automatically deducts 1 From the CX. Once the value
int the CX reaches zera, control drops threagh to the following insimction; if the value in
the CX 15 nonzero, control jumps to the operand addrass. The distance to the operand most
be a short jump. within —128 o +127 bytes. For an operation that exceeds this limit, the
assembler issues o message such as “relative jump out of range.” The general format for
LOOP is

[ a6 | ot [ v

The program in Figure 8-2 illustrates dw=use of LOGFE. It performs the same opera-
tion as the program in Figure 8-1, except that this one uses a MOV instruction o initialize
the CX with the value 10 and ends afier L0 loops. Because LOOP requires ose of the CX
this program now vses the DX in place of CX for doubling the initial value 1. The LOOP
instruction replaces IMP A20 and, for faster processing, INC AX (increment the AX by 1)

replaces ADD AX 01,
page 60,132
TITLE ACBLOOP {0CM! Illustration of LOOP

.MOCEL SMALL

LCOLE
o100 ORG 100H
Qla0 ALOMAIN PROC HNERR
01a0 Be Q001 MOV h¥. 01 ;Initialize AX,
0103 BB 0001 MOV BX,01 ; BX,. and
¢l BA OO01 MOy DX, 01 ; DX te D1
0103 B3 OQOA Mo CX,10 ;Inicialize for
aLoc AZl: ; Lten locpe
GioC 40 iNC AX 1244 01 to AX
ol 43 DA ADD B, AX (pdd AX ta BX
0lQF D1 B2 SHL o¥, 1 sDouble DX
011l E2 F2 LOGP hi0 ;Decremant. CX,

ioop if nénzZero

0113 B8 4000 MO ARY_ 40MH  End proaceassing
011 CC 21 INT 21H
o134 AlLOMATH ENDP '

END A1OMAILN

Figure 8.2 Using the LOOP ipstruction



Tha Flags Ragister 119

Just ag for IM¥F, the machine code operand [or LOOF contains the distance from the
end of the instruction to the address of A20, which the operalion adds to the IF when the
progran eXecutes.

As a nseful exercise, modify your copy of Figure 8-1 for these changes, and assem-
ble, link, and converl the program to .COM. Use DEBUG to trace through the entre 10
loops and observe the effect of execution on the AX, BX, CX, DX, and IP. Once the CX is
raduced to 2ero, the comtents of AX, BX, and DX are, respectively, 000BH, 0042H, and
{d00H. Press () o guit DEBUG.

There are two variations on the LOOP instruction, both of which alsc decrememt the
CX by |. LOOPE/LOOPZ (joop while equal or loop while zere) continues looping as long
as the value in the CX is zerg or the zero condition is set, LOOPNE/LOOFPNZ (loop while
not equal or loop while not zero) continues looping as leng as the value in the CX is not
zro or the zero condition is not set.

Neither LOOP nor its LOOPxx variations changes the seting of any flags inthe flags
register. However, because other instructions within the loop routine do change flags, the
program in Figoye §-2 nses LOOP, and not its LOOPXx variations.

THE FLAGS REGISTER

The remaining material in this chapter requires a more detaiied knowledge cf the flags reg-
ister, This register contains 16 bits, which various instructions set 1o indicate the status of
an aperation. In all cases, a flag remains set until another instruction changes it. The flags
register for real mode contains the follawing commonty used bits, described here from right
to deft:

Bit mp.: |15 14 13 12 11 10 % 8
> I T

6 * 4 3 2 1 0
Flag: ¢ Fs

¥
5 A P T

CF (Comry flog).  Contains a carry (0 or 1) from the high-order (leftrnost} bit fol-
lowing arithmetic operations and some shilt and rotate operations. JC and JNC test this flag.

PF (Parity Bag). Contains a check of the low-order 8 bits of data operations. "The
parity flag is fot to be confused with the parity bit described in Chapler 1 and i3 seldom of
concern in conventivnal programming. An odd number of 1-bils clears the flag to ¢, and an
cven nomber of 1-bits sets it wo 1. JP and JPO test this flag.

AF (AuxBlary camy fiag).  Concerned with arithmetic on ASCII and BCD packed
fields. This Nag is set when a [-byte arithmetic operation causes a carry out of bit 3 {the
fourth tat from the right} of a register,

ZF Zarcfiag).  Cleared or set as a result of an arithmetic or compare operation. Un-
expectedly. a nonzero result clears the flag to 0, and a zevo result sets it to 1. However, the
setting, if not apparently correct, is logically correct: 0 means no (the result is not equal to
zero), and 1 means yes (the result equals zere}. JE and JZ (among other instructions} test
this Nag.
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5F (3ign flagy.  Setaccording 1o the sign (high-order or leftmost bith generated by
an arithmetic operation: A positive value clears the [ag to O, and negative sets icto 1, WG
and JL {among other instructions) tesi this flag.

TF (Trap fagr.  When set, causes the processor o execute in single-step mude, Lhat
Is, ane instruction &t 2 Hme under user control. DEBLIG sets this flag when yon type in the
T command, and that's about the only place where you'd expect to use il.

IF {interrupt flag). Disables interrupts when ¢}, and cnables imerrupts when 1. This
Mlag 1s rarely used in conventional programming.

DF (Directon Aag).  Used by stong operations to determine the direction of dara
transfer. When the flag is 0, the siring operation performs left-to-right data transfer; whan
the Flag is !, the string operation petforms right-to-left data maasfer.

OF (Overflow ikag).  Indicales a carty into and out of the high-order (lefimest) sign
bit following a signed arithmelic operation. 10 and FNO test this flag.

THE CMP INSTRUCTION

The CMP instructicn is used to compare two numeric data tields, one or both of which are
contained in & register. 1ts general format is

L[hﬁ;_ﬁ -_ ]_F'IPTr-eg'i ster/memory, registar/memory/immediate |

—_ J—— —_— . —_ — ~

Technically, you may use CMP to compare string (character) data, but CMPS (cov-
ered in Chapter 12) is the appropriate imnstruction for this purpose. The result of a CMP op-
eration affects the AE. CF. OF, PE, SF, and ZF flags, although you do not have to test these
flags individually. The fullowing code tests the DX register [or 4 2ero value:

CMP D, D0 Compare DX to zero
IE  PL0 :If equal, jump to BID
faction if noazera)

PL0; ' Jump point i DX is zero

If the DX comiains zero, CMP sets the ZF to 1 and may or may not change the scttings of
other flags. The JE (Jump it Equal} instruction tests only the ZF flag. Because ZF COTHalins
| {meaning a zero condition), JE transfers control (jumps} to the address indicated by
pperand P50

In effect, the CMP operation compares the first to the second operand: for example,
is the value of the first operand higher than. equal 1o, or lower than the valae of the second
operand? (CMP acts like SUB without the stotage cycle.) The next section provides the
various wiys of trapsferring control based on tested conditions.
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CONDITIONAL JUMP INSTRUCTIONS

The processor supports a varety of conditional jump insuwuctions thal wanster contrel de-
pending on settings in the flags register. For example, you can compare two fields and then
Jjump conditionally according o Mag values tral the compare sets. The general lornal for
the conditional jump is

1.; [ label:} Innn short—address- .

Az cxplained earlier, the OGP instruction decrements the CX register; if it is
nenzero, control transfers o the operand address. You could replace the LOOP A0 siage-
mazil i Figore B-2 with two stateimenis-—one that decrements the CX and another that per-
forms a condilional jump:

DEC Cx ;Equivalent to LOQOP
INZ  ALD ;

DEC decrements the CX by | and szis orclearsthe zero tlag in the {lags repister, JNZ then tests
the seiting of the zero fiag; if the CX is nonzemns, con'rol jumps (o A20. and if the CX is zero,
control drops through 1o the next instroction, (A jump operation that brunches also flushes the
pracessor’s prefetch instruciion gueve.) Although LOOP has limited uses, in (his example il
erecuies faster and uses fewer byies than does the vse of the DEC and INZ instructions.

Tust as for IMP and LOOP, the machine eode operand for INZ contains the distance
Irom the eond of the instmaction to the address of A24, which the operation adds to the [P reg-
ister. For the HU86/286, the distance for a conditional jump mustbe a short, within —128 o
+127 bytes. If the operation exceeds this hmil, the assembler issues a message “relalive
jump out of runge.” The 80386 and later processors also provide for 32-hit (near} offsets
that allow reaching any address within 32K,

Signed and Unsigned Data

Distingutshing the purpose of condiional jumps should clanfy their use. The 1ype of data (un-
signed or signed) on which you are performing comparisonsor anthmetic can determine which
imstruction to use. An unsigned numeric item (logical data) mears all bits as data bits; typical
examples are numeric values such as customer numbers and phone numbers, A signed numenc
item (arithmetic data) treats the leftmost bit as a sign, where 0 is positive and | is negative; Lyp-
ical examples are quantity, discount, and distance. which may be either positive or negative.

[n the nexl exarmple, assume that the CX containg 11000110 and the DX contains
3101 13 The instraction

CHMP X, DX

comprares the conlents of the CX to the contents of the DX If you treal the data as unsigned,
the CX value is larger; if you treat the data as signed, however. the CX value 13 smaller
because of the negative sign. The use here of CMP 15 valid, and you have to select the
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appropriate conditivnal jump instruction, such as JB {Jump Below) for nnsigned data or JL
[Jump Low) for signed data.

Jumps Based on Unsigned (Logica! Data

LIse the follawing conditdenal jump instructions for unsigned data:

SYMBOL
1IESIZ

INE/SINZ
1A/ IHBE
JAE/ INE
B/ INAE
IBE/ IKA

Jump
Jump
Jump
Jurmgz
Jump
Jump

DESCRIPTION
Equal or Zump Zero
Mot Equal or Jump Not fero
Above or Jump Hot Below or Egqual
Above gr Equalt or Jump Not Below
Below ar Jump Mot Above or Equal
Below or Equal or Jump Not Abowve

FLAGS TESTED

IF
ZF
CF, ZF
(F
£F
AF, CF

You can cxpress cach of these condittonal jumnps in one of the two symbolic opera-
tions; choose the one thal is clearest and most deseriplive.

Jumps Based on Signed (Arithmetic) Data

Use the following conditional jump instructions for signed data:

SYMBOL
JESIE
INE/INZ
L/ INLE
JGESINL
JL/INCE
JLE/ING

DESCRIPTION

Jump Equal or lump Zero

Jump Hot Equal or Jump Not Zero

Jump Creater or Jump Not Less or Equal
Jump Greater or Equal or Jump Mot Less
Jump Less opr Jump Mot Greater or Equal
Jump Less or Equal or Jump Mot Greater

FLAGS TESTED

OF, 5F,
oF,
0oF,

OF, 5F,

ZF
IF
ZF
aF
5F
ZF

The jumps for testing equal or zéro (JEAZ) and for testing not equal or zero
(INE/INZ) are included in the lists for both unsigned and signed data. becanse an egual or
zeTo condition exists regardless of the absence or presence of a sign.

Special Arithmetic Tests

The following cenditional jump instructions have special vses:
SYMEOL DESCRIFTION FLAGS TESTELD
ICxZ Juoap il CX 15 Fero MO
IC Turmp Carry (same as JB) CF
INC Jurap Mo Cary CF
J0 Jump Orverflow DOF
NG Jump Mo Qverflow OF
IPHPE lump Parity or Jump Parity Even PF
INPSIP Jurp M Farily or Jump Yarity Cdd PF
15 Jump Signinegative) 5F
IS Jurnp Mo Sign (peeitive] SF
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HOXZ 1ests the contenls of the TX register for zero. This instruction need not be
placed immnediately following an arithmgtic or compare uperation. One use for JCXZ counld
be at the start of a loop, to ensure that the routine is bypassed if the CX is initially zerc. JC
and JNC are often used to test the suceess of disk operations,

Now, don't ¢xpect 1o memorize all of these instructions. As a reminder, however,
note that a jumnp for wnsigned data is equal, above, or below, whereas a jump for sigred
data is equal, greater, or less. The jumps for testing the carry, overflow, and parity flags
have unique purposes. The assembier translates symbolic to object code, reganiless
of which instruction you use but, for example, JAE and JGE. although apparently simi-
lar, do not test the same flags (because IAFE assumes unsigned data and JGE assumes
signed data).

The 80386 and later processors permit far conditional jumps. You can specify a short
or far jump, for exampie. as

JNB  SHORT address
JBE FAE address

CALUNG PROCEDURES

The code segments in our examples to now have consisted of only one procedure, coded as

proc-name FROC  FAR

proc—name  ENDP

The FAR operand in this case informs the assembler and linker that the indicated procedure
name is the eniry point for program execution, whereas the ENDP directive defines the end
of the procedure. A code segment, however, may contain any number of procedures, each
distinguished by it cwn PROC and ENDP directives. A called procedure (or subroutine) is
a section of code that performs a clearly defined task {such as set cursor or get keyboard in-
put). Orgamzing a program into procedures provides the following benefits:

« Reduces the amount of code, because a common procedure can be called from any
number of places in the code segment.

+ Encoarages bettar program organizanon.

* Facilitates debugging of a program, because defects can be more clearly isolated.

» Helps in the ongoing maintenance of programs, because procedures are readily ider-
lified for modification.

CALL and RET Cperalions

The purpese of the CALL instruction is to transfer contral to 2 called procedure. {The only
examgles in this book that jump to a procedure are at the beginning of .COM programs.}
The RET instruction, effectively the counterpart of CALL, returns from the catled
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procedure to the original calling procedure. RET shouid be ihe last instruciion in ihe called
procedore, .

The genzral formats for CALL and RET are:

t1abe1:} .CALI. pr‘nc-name__
[Tabel:1 | RET [pop-valuel

MASM 3.0 inroduced RETN for near returns and RETF for tur returns. The particu-
lar object code that CALL and RET generate depends on whether the operation involves a
NEAR or FAR procedure,

Near call andretum.  ACALL to a procedure within the same segment 18 nedr and
performs the following:
« By means of & push, decrements the 5P by 21 word) and iransfers the IP (contain-
ing the offset of the instruction following the CALL) onto the slack.
+ Inserts the ofiset address of the called procedure into the 1% (This operation also
flushes the processor's prefetch instruction queue.)
A RET {or RETN) that returns from a near procedure basically reverses the CALL's
sieps by means of a pop operation:
» Transfers the old I¥ value from the stack imto the TP (which also flushes the proces-
sor's prefewch instruction queue).
* Increments the SF by 2.
The CS:IP now points to the insruction following the origing) CALL in the calling proce-
dure, where execution resumes,

Far ¢coll ond retum. A far CALL calls a proceduore labeled FAR, possibly in
another code segment. A far CALL pushes both the CS and IP onto the stack, and
RET (or RETF) pops them both from the stack. Far calls and retums are the subject of
Chapter 23.

Example of a Necr Call and Return

A typical organization of near calls and retuns appears in Figure 3-3. Note the following
fzatures:

+ The program is divided into a far procedure, AHOMAIN, and two near procedures,
B10 and C 10, Each procedure has a unigque name and contains its own ENDP for end-
Lag its definition.

s The PROC directive for ATOMAIN has the FAR attribuce because it is the entry point
from outside this program.

s The PROC directives for B10 and C 10 have the attribute NEAR 1o indicate that these
procedures are within the current code segment. Because omission of the attribute
causes the assembler 1o default to NEAR, many subsequent examples omit it.
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page 60,132
TIT.LE AQBCALLE (EXE) Calling procedurss
-MCQDEL ZMALL
.STACK &4
.DATA
[ mm m e e e m— r———w e =
LCODE
ogoon A1 QMATIN FPROC FAR
Daon EBA Q008 R CRIL Bln ;Call Blo
H Foroa
ooG3 BE 4CDQ MOV A, 4CO0H JEnd procesalng
ogoe D 21 IKT 21H
oooa ALQMAIN ENDE
avo8 B0 PROC  NEAR
oDa8 E8 CO0O0C R CATL C1 ;Call 1o
H -
ahaB 3 RET ;Raturn Lo
Liksl+]a BlU ENDF ; callar
aooc c1o PROC  NEAR
aanc 3 ’ ﬁﬁf rRmturm Eo
oaoD C10 END'FP : ; caller
EMT} AlOMAIN

Figure -3 Calling Procedures

In procedure A I OMAIN, the CAIL L instruction transfers program control to the pro-
cediire B10 and bepins its execution.

In procedure B L0, the CALL instruction transfers contml to the procedure C10 and
heging its execution,

In procedure C10, the RET instruction canses control 1o return to the instruction im-
mediately following CALL C10.

In procedure B1G, the RET instruction causes contrel 1o retom to the instruction im-
mediately following CALL B0,

Procedure A1OMAIN then resomes processing from that point.

RET always returns to the calling routine. If Bt did not end with a RET instruction,
processing would continue through Bi) and drop directly into C10. In fact, if C10
did not contzin a RET, the program would execute past the end of C10 inte whatever
instructions {if any) happen o be there, with vnpredictable results,

Note that each procedure begins on a paragraph boundary: A HIMAIN on offset 00K,

B 1) on 0008, and C10 on DO {12).

As explained earlier, you can transfer controi 1o a near procedure by normal in-ling

code, and you can also enter a near procedure by means of a jump instruction. However, for
clarity and consistency, use CALL to transfer contro! to a procedure, and nse RET/RETN
I end the execution of the procedure.
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EFFECT OF PROGRAM EXECUTION ON THE STACK

Lp to this point. our programs have had little need 10 push data onto the stack and, conse-
quently, had to define only a very small stack. However, as illustrated in Figure 8-3, a called
procedure can CALL another procedure, which in tumn can CALL yet another procedure, so
that the stack raust be large enough to contain all the pushed addresses. All this tums out 1o he
casicr than it first appears, und a stack definition of 32 words 1s ample for most of our purposes.

CALL and PUSH both store a 1-word address or value onto the stack. RET and POP
pop the stack and access the previously poshed word. All of these operations increment or
decrement the offset address in the SP register for the next word. Because of this feature,
RET und POP operations must match their original CALL and PUSH operations.

As a reminder. on {oading an .EXE program for execution, the program loader irti-
tializes lhe following register values:

« IS and ES: Address of the PSP, a 256-byte (100H) area thal precedes an executable
program module in memaory.

CS: Address of the code segmen—the eniry point o your progran.
» 1P Zero, if the first executable instruction is at the beginning of the code segment.
55: Address of the stack segment.

S¥: Offset to the top of the stack. For example, for a stack delined as .5TACK 64 (64
bytes or 32 words), the SPinitially contains 64, or 40H.

-

Lel’s trace the simple program in Figure 8-3 through its execution, En practice, cailed
procedures would contain any number of instructions.

The current available location for pushing or popping is the top of the stack. For this
exampie, the program loader would have set the SP to the size of the stack, 64 bytes (40H).
Words in memory contatn bytes in reverse sequence; for example, 0003 becomes 03(K). The
pragram performs the following operations:

« CALL B10 decrcinents the SP by 2, from 40H to 3EH. It then pushes the IP (con-
taining D003, the location of the next instruction) oato the top of the stack at offset
AEH. The processor uses the address formed by CS:1P to transfer control 16 B10.

CALL B10 {push O0Q3):| X¥xXX MO0 00, e 0300 SP = IEOOH

| 1 I | I
Stack offset: 0036 0038 003A  003C QO3

= In procedurs B10, CALL C10 decrements the SP by 2,10 3CH. It then pushes the IP
(containing 000B} onto the top of the stack at offset 3CH. The processor uses the
CS:IP addresses to transfer control s C10.

CALL €10 (push OO0BY:| X0 KKK MK oBOq 0300 SP = 3CO0H

| | i ! [
Stack offset: D36 0033  0O3A  003C  DO3E
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= To return from C10, the BET insttuction pops the offset (00B) from the top of the
stack at 3CH, inserts it in the [P, and increments the 5P by 2 to 3EH. The offset in the
TP causes an automatic retum 10 offset 000BH in procedure B 10

RET Cpop OOOBD: XAO0K AR 1000 OB Q300 5P = JIEMHIH

I I I ! !
Stack offset: 0036 0038  UG3A  003C  DO3E

+ The RET at the end of procedure B0 pops the address (0003) from the top
of the stack at 3EH into the IP and increments the SP by 2 to 40H. The offsel in
the IP causes an automatic retnrn to offset O003H, where the program ends its

execution.
RET (pop OO03): T HHEX X0 Qeoad 0300 SF = 40004
| I [ ] |
Stack offser: 6036 0038 (03A QG 3C 0d3E-

If you use DEBUG to view the stack, you may find harmless data left there by a pre-
viously executed program.

BOOLEAN OPERATIONS

Boolean Iogic is important in circuitry desigm and has a parallel in programming logic. The
instructions for Boolean logic are AND, OR, XOR, TEST, and NOT, which can be vsed to
clear amd set bits and to handle ASCH data for arichmetic purpeses (Chapter 13). The gen-
eral format for the Boolean operations is

...[.1 ab;e-i :] | operation | Fébisterfmemry. reg‘iéter.a’nemnry,.-’ immediate

The first operand references one byte, word, or doubleword (30386 und later) in a reg-
ister of memory and is the only. value that is changed. The second operand references a reg-
ister or immediate value. The operation matches the bits of the two referenced operands and
sets the CF, OF, PF, SF, and ZF flags accordingly (AF is undefined).

« AND: If matched hits are both 1, sets the result to 1. All other conditions result in 0.

» OR: If either (or both) of the matched bits is 1, sets the result to 1. If both bits are 0,
the tesult is .

» XOR: If one matchad bit is (0 and the other 1, sets the result to 1. If matched bits are
the same {both O or both 1), the resultis 0.

« TEST: Sets the fiags as ANTD does, but does not chunge the bits referenced in the tar-
get operand.

The following AND, OR. and XOR operations illusirate the effect of using the same
datas bits:
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AN OR X0k,

Operaxd 1: 0101 01031 0101
Operand 2: 0011 11 o0ll
Result in operand 1: ¥l (111 0110

Here's a useful to mie o remember; ANDing bits with ¢ clears them to O, whercas
ORing bits with 1 sets them 1o 1.

Examples of Boolean Operations

For the following unrelated examples, assume that the BL contains 0011 1010 and the CH
contains 1010 0011:

1. AND BL,O0FH iSets BL to OHM 1010
2. AND  BL,DOH ySers BL to 0DO0 QOO0
3. AND BL.CH :Sets BL to 0010 QO10
4. OR CH,BL iSets CH o 1011 1011
5. R <H,CH ;5ets SF and Z2F

6. XOR BL,OFFH JSers BL te 1100 0101
7. XOR BL,EBL iSers BL to 0000 QOO0

Example I zeros the left 4 bits of the AL. Exampies 2 and 7 provide ways of clearing a reg-
ister tor zerg. Although the nse of CMP may be clearcr, you can use OR for the following
purposes:

1. OR Dx, DX ;Test DX for zero
17 ... ;Jump it zero
2. OR DX,DX iTest DX For sign
15 ... Jump 1T negatiwve sign

TEST acts like AND, but only sets flags. Here are somc examples:

1. TEST OCX,0FFH ;Does the {X contain
1z - . a zera value?
2. TEST &L, 0D000001E :Does the BL contain
INF Ces : an odd numbher?
3. TEST CL,111100C0B :Are any of the 4 Teftmost
INZ - ;: hits in CL nonzero?
The NOT Instruciion

The NOT instruction simply reverses the bits in a byte, word, or doubleword (80386
and later) in a register or memory so that 05 become 1s and 15 become O5. Tis general
format is

[ [1abal:] l HOT register,-;e_mur;'_]
| I— —_— _ .=

For example, if the BL contains 0411 1010, the instruction NOT BL changes the BL to 1100
D101 (The affect is exactly the same as that of XOR BLOFFH in Example 6 earlier.) Flags
are unaffected. NOT differs from NEG, which changes a binary value from positive to neg-
-ative and vice versa by reversing the bits and adding 1.
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PROGRAM: CHANGING UPPERCASE TO LOWERC ASE

There are various reasons for converting between uppercase and lowercase letters For ex-
ample, vou may have a data tile in which all the alphabetic data 15 in vppercase leters. Or
a program has (0 allow users to cnter a value as either nppercase or lowercase (such as
“YES™ or “yes™) and converts it 1o uppercase to facilitate testing it. Uppercase letters A
throagh Z are represented by ASCTI values as 41H through 5AH, and lowercase letters a
through z as 61 through 7AH. The only difference is that bit 5 is O [or uppercase and | for
lowercase, as the tollowing shows:

UPPERCASE LOWERCASE
Letter A: 02000001 Letter a: GL10Q001
Letter Z: 01011030 Letter z: 01111010
Bit: 76543210 Bit: To543710

The .COM program in Figure ¥-4 converts the contents of a data item, CONAME. from
uppercase to lowercase, beginning at CONAME + 1. The program initializes the BX with the
address of CONAME+ | and usesthe address to move each character, starting at CONAME +1,
tor the AH. If the value is between 4 1H and SAH, an XOR instruction ¢lears bit 5w O

XOR AH, 001000MIB

All characters other than A through Z remain unchanged. The program then mpves (he
changed character back to CONAME and increments the BX for the next character. The
program loaps 16 times, once for cach character from CONAME + 1 vn. Used this way, the

TITLE AUBCASE [0OM)  Change uppercas= to lowercase
.MODEL sMmAlL
. CLDE
ORG 100H
BEGIHN: JUEIP A1OMRIN
CINAME o)z} *INTERTECH SYSTEMZ", '$-
AR1OMATIN FROT NEME
LER BX, CCHAME +1 ;1gt char tp change
Mo [ A Y ;No. of chars to chang=
Az
MO AH, [BX] ;Character from COMNAME
CME AH, 414 Is it
JB AED =y o
M= AH, SAH | Cane
JA AAD ; lecter?
KOR AH, DD1DGOICE ;Tes, coowvert
MO [BX] ,AH ;Regtora in CONAME
B30
InC BX ;Set for naxt char
LOOP a20 ;Loop 16 timea
;Done,
M AH, O%H :  display
LER DX, CONAME ;. COMRME
INY 21H )
MOV AX, 400K ;End processing
INT 21H
RiDMAIN ENDF
END BEGIN

Figure 8-4 Changing Upperease Letters 1o Lowercase
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BX register ucts as an index register fior addressing memory locations. You may also use
the 31 and I for the zame purpose.

At the end, the program displays the changed contents of CONAME. Onee this pro-
gram is assembled, you can run it as standalone or from within DEBUG.

SHIFTING BITS

The shift instructions, which are part of the computer’s logieal capabihity, can perform the
following actions:
« Retference a register or memory address,
+ Shift bits lefi or right
* Shift up to 8 bits in a byte, 16 bits in 2 word, and 32 bits in a doubleword (80386 and
later).
*» Shift logically (unsigned) or arithmetically (signed).

The second operand contains the shift valve, which is a constant (an immediate value)
ar a reference to the CL register. For the B088/8086 processors, the shift valoe may be oniy
I, a value greater than | must be contained in the CL. register, whereas later processors al-
low shift values op 1o 31, The gencral format for shift is

| Cisber:1 | shifc | register/memory., CL/1mmeds ate

Shifting Bis Right

The SHR und SAR operations shift bits in the designated register to the right. Each bal
shifted off enters the carry flap. SHR {Shift Logical Right) provides for logical (unsigned)
data and SAR (Shuft Arithmetic Right} for arithmetic (signed) data:

s [0 [T TTT[]]Ic]
AR [sDIITIT]-led

The following related instruetions iflustrate using SHR to shift unsigned data:

INSTRICTION COMMENT BINARY DECIMAL CF
MOY BH,L0110111E ;Initialize BH 10110111 183 -
SHE EH, 01 :Shift right 1 01011011 a1 1
MOy CL 02 ;5et shift value
SHR 8H.CL ;Shift rigit 2 more Qoo10110 22 1
SHRE BH,02 (80186+) ;Shift right 2 more Co0ao1e1 5 1

The first SHR shifts the contents of the BH one bil to the right. The shified 1-bit now re-
sidies in the carry flag. and a O-bit is filled to the left in the BH. The second SHR shifis the
BH two more bits. The carry flag contains successively 1 and 1, and two O-bits are filled 1o
the left in the BH. The third SHR shifts the BH twoe more bits.
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SAR differs from SHE in one important way: SAR uses the sign Aif to il lefirmost
vacated bits. Tn this way, positive and negative values retain their signs. ‘The following re-
lated instructions illustrate using SAR to shilt unsigned data in which the sign is a 1-bit:

INSTRLKTIDN COMMENT ETHARY DECIMAL CF
WOy BH, 101101118 :Initialize 8H 10110111 -73
54K BH,01 (Shift right 1 11011011 =37 1
MoW Ch,02 ;5et shift value
SAR BH,CL ;ShifFt right 2 more 13110110 =10 1
SAR BH, 02 (802B6+) iShiFr right 2 sore 11111101 ~3 1

Right shifts are especially nseful for halving values and execote significantly faster
than does & divide operation. In the examples of SHR and SAR, the first right shift of 1 bit
effectively divides by 2, and the second and third nigit shifts of 2 bits each divide by 4.

Halving odd numbers such as 5 and 7 generates 2 and 3, respectively, and sers the
carry flag to 1. After the shift operation, you can nse the JC (furnp if Carry} instruction to
test the bit shifted into the carry flag.

Shitting in 32-Bit Reglsters

The following example msfers the BX:AX to the ECX, where a shift operation divides
the value by 2:

MOW CX,BX (BX to Tower ECX
SHL ECX,16 1Shift to upper ECX
MO O, AN AN to Tower ECX

SHR ECX.01 :Divide ECX by 2

For the %0386 and later, SHRD can also be used to shift 16- and 32-bit values.

Shifting Bits Laft

The SHL (Shift Logical Left) and SAL (Shift Arithmetic Left) operations shift bits in the
designaied register 1o the left. Each bit shifted off enters the carry flag. Both instrochions
are identical in their operation and both provide for logical (unsigned) and arithmetic
(signed) data:

suandsa: [ ¢ Je[ JTPTT]T [¢lo]

The following related instructions illustrate the use of SHL to shift unsigned data:

INSTRUCTION TOMMENT EINARY DECTMAL CF
Mo BH , OODOQLO1E vInitialize BH QQO00101 5 -
SHL BH.91 :shift lefr L 00001010 1D f
Moy CL, 02 :5at shift value
SHL BH,CL :Shift left 2 more Q0101000 40 0

SHL BH,0Q2 (B0Z2E+) ;Shift left 2 more 10100000 160 a
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The first SHL shifts the contents of the BH one bit to the left. The shifted 1-bit now resides
in the carry flag. and a 0-bit i filled ta the right in the BH. The second SHL shifts the BH
two more bits, The carry {lag conains successively 0 and 0, and two 9-biis are filled w the
right in the BH. The third SHL shifts the BH two more bits

Left shifts always fill 0-bits to the right. As a result, SHL and SAL are identical,
50 that $AL could bz used in the previous example with the same ellect. Left shifts are es-
peciatly useful for doubhing values and execute significantly faster than does a muhiply
operation. In the examples of the shifi left operation, the first left shift of 1 bir effectively
multiplies by 2, and the second and thard lefi shifis of 3 bits each mualtiply by 8.

After the shift operation, yon can use the JC (Tump if Carry) instruction 1o est the bit
shifted into the camy fayg.

Shiffing in 22-Bit Registers

The following example transfers the DX:AX to the BCX, where a shift operation doubles

the value:
MOV X DX 0K to Tower ECX
SHL ECX,16 Shifr to wpper ECX
MOy X, A TAX to Tower ECX
SHL ECX,01 sMulrip’y ECX by 2

For the 803%6 and later, SHLID can be used 1o shift 16- and 32-bit values.

ROTATING BITS

The rotate instructivns. which are part of the computer 's logical capability, can perform the
Following actions:

= Reference a regisler or memory,

« Rotate right or left. The bit that is shifled off rotates to fill the vacated bit position in
the memory ar regisier location und 15 also copied into the carry flag.

» Rotate up &0 % bits in a byte, 16 bits in a word, and 32 bits in a doubleword (B(386
and later). ’

* Rotate logically {unsigned) or anithmetically (signed).

The sccond operand coptains the rotate value, which is a constant {an immediate
value} or a reference to the CE fegister For the B088/8086 processors, the rutate value may
e only ;& value greater than | must be contained in the CL register, whereas Laler proces-
sars allow rotate values up to 31. The general format for rotate is

Rofating Bits Right

‘The ROR and RCR operations rotate the bits in the designated register to the right. Each bit
rotated off enters the carry flag. ROR (Rotate Logicat Right) provides for logical (unsigned}
and RCR (Rotate with Carry Right} for arithmetic (signed) data:
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ROR: > L L]
RCR: > t | c |

The following related instructions illustrate ROK:

INSTRUCTION CDMMENT BINARY CF
MOV BL,10110111H ;Inditialize BH 13110111 -
ROR BL.QOL ;Rotate right 1 11011011 1l
MOy CL O3 Jset shift value
ROR BL.CL ;Rotate right 3 more 01111011 ]
ROR BL,O3 [BO2EGL+) ;Rotate right 3 more 01101111 0

The first ROR rotates the rightmost 1-bit of the BL into the leftmost vacated position and
into the CF. The second and third ROR. operations rotate the three rightmaost bits into the
lefimost vacated positions and into the CF.

RCR differs from ROR in this way: Each bit rotated off on the nght first moves into
the CF, and the CF hit moves into the vacated bit position on the left.

kotating Bits Left

The ROL and RCL operations rotate lhe bits in the designated register to the left. Each bit
rotated off enters the carry flag. ROL. (Rotate Logical Left) provides for logical (unsigned)
and RCL (Rotate with Carry Left) for arithmetic {signed) data.

o [ ] [TTT]1] 11
RoL: | c |+ [ ] 4

The following related insructions illusirate ROL:

INSTRUCTION COMMENT EINARY CF
MOV BL, 101101118 ‘Imitialize BH 011011 -
ROL BL.0O1 ‘Rotate Tefr 1 01101111 1
Moy CL.Q3 15et shift value
ROL BL,CL ‘Rotate Teft 3 more 01111011 1
ROL 81,03 (80286+) Rotate Taft 3 more 11011011 1

The first ROL rotates the leftmast 1-bit of the BL into the rightmaost vacated position and
into the carry flag. The second and third ROL operations rotate the three leftmost bits imo
fhe righlmost vacated positions and into the carry flag.

RCL differs from ROL in this way: Bach bit rotated off on the Jeft moves into the CF,
and the CF bit moves inte the vacated bit position on the right.

After a rotate operation, you can use the JC (Jump if Carry}) instruction to tesl the bit
rotaged into the CE
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Doubleword Shift and Rotote

You can also use shift and rotate instructions to mulliply and divide dovbleword values by
multiples of 2. Consider a 32-bit value of which the leftmost 16 bits are in the DX and the
rightinost 16 bits are in the AX, as DX:AX. The instructions w “muldply” the value by 2
could be:

SHL AN, 1 se left shift o waltipty
RCL Dx,1 ; D:ax pair by 2

The SHL operation shifts all bits in the AX to the left, and the lefomost bit shifts into the
carry flag. The RCL rotates the DX left and inserts the CF bil into the rightmost vacated bit.
To mulaply by 4, follow the SHL-RCL pair with an identical SHL-RCL pair.

For division, consider agdin a 32-bit value in the DX:AX. Instructions w “divide™ the
valae by 2 would be

SAR DX, 1 ;Use right shift to divide
RCR AX. 1 : DX:AM pair by 2

To divide by 4, follow the SAR-RCR pair with an idemical SAR-RCR. pait.
SHRD and SHLD handle double-precision shifts for the 80386 and later processors.

JUMP TABLES

A program may have a routine for 1esting a2 number of related conditions, each requiring
a jump 1o another routine, Consider, for example, a system for a company that has estab-
lished special codes for customers based on their credit rating and sales volome.
The codes (named DISCODE) indicate the amount of discoumt to offer and other
special processing that may be reguired for the customer. Customer codes are 1,2 3,

and 4.
A conventional way of handling codes is to compare for each customer code

succassively:
(MP  DISCOOE,D iCode = 07
JE  DOODSCT
(NP DISCODE.X  ;Code = 17
I DLODSCT
NP DISCOPE.Z ;Code - 27
JE D20OSCT
CNP  DISCODE,3? iCode = 3
JE DALDGCT
ChP DISCODE,4 Code = 47
JE  D4OBSCT

With this approach, the opportunity for errors is great because of the need for maiching the
correct codes against their valuds and jumping to the comect routine.
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A more ¢legant solation involves a table of jump addresses. As shown in the par-
tial program in Figure §-5, CUSTTAB defmes the five addresses successively in words
(2 bytes cach).

TITLE ADETMPTE {EXE} (lsing a jump tebis
.MODEL SMALL

.BTACE 64

.TATA
oot GOlE R CIISTTAE EW B10CDBE)  ;Table of addreasea
oooz G025 R M B11CDEL
oo0e  G0IC R W 21 2CDE2
pods G032 R oW B13CDE3
G00E OO3A R W B134CDEA
OOD0A 43 8F 64 55 20 3D MESSG) DB "CTode 1 processiog’, '§°
GOLC 43 6F 64 65 20 31 MESSGI DE icoda ! procegalingt, '§!
ODZE 43 6F &4 55 20 32 MESSG2 DR "Code 2 procepsing', '$°
0040 43 6F €4 65 20 33 MESSG1  DE "Cada 3 procesalng', ‘5!

73 73 &9 6E &7 24

0a5z 43 EF 64 55 20 314 MESSGY )] "Code 4 procasaingt, 'S’

CODE

385

0000 AOMATM FPROC  FAR
a%00 BA ---=- R MoV A, edata ;Initcialize
0003 BE D8 nMoy LS, A i SEgDEDL
Qags 8B C0 MOV ES,AX ; regrLaters
Qagtr B8 QROQF R CALL  ElQJUME
Q90a BA 4000 Mo AX, 4 CO0H ;End procssaiing
000D ©b 21 INT 21H
Lrlelst g A1OMAIN ERDF
aqoF B1DJUMF PROC HMHEAR
00DOF B4 10 MV AH,10H ;3at KR char
0011 CD 1% INT 156H ¢ into AL
4013 24 C7 AND AL, CQQDD1L1E ;Clear left 5 birs
15 OF E6 D3 MOVEX BX,AL j¥Move AL to BX
Qols D1 E3 SHL BX, 0L jDouble value
Q0lA FF R? 0040 R JHE [COSTTAR+EX] jJump to cust rine
091E &0 16 QOoOA R BL1OCDEG: LEA X, MESSG0 iCode 7 routine
002z EB 1D S0 JHP pag
#0025 BD 18 001C R ELLCDEL: LER DX, MESSGL iCode 1} routine
0323 EB 1& 30 JHP -0
0g2C BD 16 OQIE R B12CDRZ : LERM D¥ . MEZS32 Code 2 routine
003g EB OF 90 JTHE BIn
aD3i3y BD 16 0040 R B1ICDEAI: LEA DX, MESS32 ;Code 3 Toutine
0037 EB (08 99 JHP B30
4038 AD l& 0053 R Bl4CDE4 : LEA DX, MESS5G4 jCode 4 routine
003IE EB 41 920 JMP Ban
0041 B30;:
o004l B4 09 Mo RH, OSH ;Dipplay
pogs o 21 INT 21H
noes  C3 RET
abag Bl0JUME ENDF

END ALOMALN
Figure 8-5 Using a Jump Tuble

The procedure B LOJUMP accepts a character from the keyboard in the AL and moves
it to the BX. The value is doubled, so that 0 stays 0, 1 becomes 2, 2 becomes 4, and so forth.
The doubled value provides an offset inic the table: CUSTTAB+0 is the first address,
CUSTTAB+2 is the second, CUSTTAB +4 is the third, and so fortk. The operand of the
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TP inscruction, [CUSTTAB +BX), forms zn address based on the starl of the table plus an
offset into the table. The operation then jumps directly to the appropriate routine.

AR importam constraint in the program is that the codes may be only the hex val-
ues 00-04; any other valoe would cause dire results, and the program should check for
this possibulity. If you run this program, key in valid values (0—3) to check the effect of
the logic.

The MOVZX instuction vsed (o move the 1-byte keyboard character imto the BX
waorks onty for the 80386 and later processors. For earlier processors, you could replace it
wilh the Tollowing:

XOR  BH,BH iClear upper BX
MOV BL, Al iMove discount code

ORGANIZING A PROGRAM

The following are recommended steps in writing an assembly program:

1. Have aclear idea of the problem that the program is Lo sobve.

2. Sketch your ideas in general terms, and plan the overall logic. For example, it a prob-
lem 1% to perform mult byte move operations, start by defining (he fields (o be moved,
Then plan the strategy for the instructions: routines for initialization, for using a con-
diticnal jump, and for using a loop. The following, which shows the main togic, 15
pseudocode that many programmers use to plan 2 program:
» Initialize segmenl registers
* Call the JTomp ronting
« Call the Loop rouiine
. * End processing

The Jump roating ¢ould be planned as

+ Initialize registers for count, addresses of names
Jumpl:
« Mcve ane character of name
* Increment for next characters of names
* Decrement count: If nonzere, Jumpl
[f zero. Return

The Leop roufine could be handled ir a similar way.

3. Organize the program ints logical units such that related routines follow one another.
Procedures that are about 25 linas {the size of the screen are easier t0 debug than pro-
cedures that are longer.

4, Use other programs as glides. Anempts 1o memorize all the iechnical matenial and
code “off the top of the bead”™ often result in even more program bugs.

5, Use commerts to clurily what a procedure is supposed 1o accornplish, what arithmetic
and comparison operations are performing, and what 4 seldom-nsed instruction is do-
ing. (An example of the atter is LOOPNE: Does it loop while not equal or unsil not

egual?)
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6. To facilitate keying in the program. nse a saved skeleton program that you cun copy
into a newly named file.
The remaining programs in this lext make considerable ose of JMP, LOOP, condi-
tonal jumps, CALL, and called procedures. Having covered the basics of assernbly ian-
guage, you are now in a position for more advanced and realistic programming.

KEY POINTS

*

A short address is reached by an offset and is limited toadistance of -128 1r 127 bytes.

Amnear address is reached by an offset and is hmited to a distance of -32,768 to 32,767

byles wathin the same se gm::nt. A far address in another segment is reached by a seg-

ment address and offser.

» An instniction label such as “P50:" requires a colon to indicate that it is a near label.

+ Labels for conditional jump and LOOP instructions must be short. The operand gen-
erates 1 byte of object code: G1H 1o 7FH covers the nunge trom decimal + 1 to + 127,
and FFH to 80H covers the range trom —1 o — 128, Because machine insiructions
vary in length from 1 to 4 bytes, the range is not obvious, but about two screens full
of source code 15 a practical guide. '

» When using LOOP, initialize the CX with a positive value, because LOOP decre-
ments the CX and then checks il for zero,

» When an instruction sets a flag, the flag remains se: until ancther instruction
changes it.

= Select the appropriate conditional jump insunction, depending on whether the opera-
tioh processes signed or unsigned darta.

» Use CALL toaceess a procedure, and include RET/RETN at the end of the procedure
for returning, A called procedure may call other procedures, and if you follow the con-
ventions, RET causes the correct address in she stack to pop.

« Use left shift 1o double a value and right shift 1o halve a value. Be sure to select the

appropriate shift instruction for nnsigned and for signed data,

QUESTIONS

$-1. Explain these types of addresses: (a) short; (b) near; (c) far,

8-2. (a) What is the maximum number of byres that a near JMP, a LOOP, and a condi-
tionpal jump instruction may jumnp? {b) Whal characteristic of the machine code
operand causes this limit?

%-3. A IMP instruction begins at offset location 0SCBH. Determine the transter offset ad-
dress. based on the following object code for the IMP operand: (a) 14H; (b} 7DH,
{c) A3H.

8-4. Wrilc a program that calculates the Fibonacel series: 1.1,2, 3,5, 8,13, .. (Except
for the first two numbers in the sequence, each numbet is the sum of the preceding
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two numbers. ) Llse LOWOFE and set the limit for 12 iterations. Assemble, link, and nse
DEBLIG 10 trace through the routine.

Assume that AX and BX contain unsigned data and that CX and DX contain signed
data. Determine the CMP {where necessary) and condibenal jump instructions for
the following: (a) Is the AX equal to or smaller than the BX? {b) Is the CX equal 10
or smaller than the DX? ic) Does the CTX value exceed the DX (d} Does Lhe AX
value exceed the BX? (e) Does the DX contain zero? (1) Is there an overflow?

In the following, what flags are affected. and what would they contain? {a) Pro-
cessing I8 in single-step mode; (b} a transfer of string data is t© be nghr to lett,
{c) a result is negaqive; (d) a result is rercy; {2) an overflow occurred.

Refer 1o Figure 8-3 and explain the effect on program execution if the procedure
B 10 does nol contain a RET.

Explain the difference between defining a PROC operand with NEAR and with
FAR,

Identify three ways in which an executing program can enter a procedure.

In an .EXE program, F10 calls G10. G10 calls H1(, and H10 calls J10. As a result
of these calls, how many addresses does the stack now contain?

Assume that the CH contains 011! 1001 and thal an item named TESTVAL con-
tains 1110 0011. Determine the effect on the CH for the following unrelated opera-
tions: (a) OR CH,TESTVAL: (b)) AND CH.TESTVAL: (¢) XOR CH,TESTVAL:
{d) AND CH,D00000008; (e) XOR CH,11111111B.

Revise the program in Figure 8-4 as follows: Define the contents of CONAME as
|owercase lerters and code the instructions that convert lowenase to uppercase,
Assuine that the BX contains binary 10111001 10111001 and the CL conlains 3.
Determine the hex contents of the BX after execution of the following unrelated in-
structions: (@) SHLBL,1: () SHL. BX.CL,; (¢) SHR BX,CL; (d} SHRBX.1.{e) SAL
BH.I;{H ROR BX.CL; (g} ROR DL.CL.

Use shifi, move, and add instructions o initialize the CX with 40H and to muluply
i by 10,

An example al the cnd of the section entitled “Rotating Bits™ multiplies the DX:AX
by 2. Revise the routine to (a) multiply by 4; (b) divide by 4; (¢} multiply the 48 bits
in the DX:-AXBX by 2.

Transfer the contents of the CX:BX to the EAX and use a shift to multiply the EAX
by 4.



PART C—SCREEN AND KEYBOARD OPERATIONS

INTRODUCTION
TO SCREEN
AND KEYBOARD
PROCESSING

Objective: To introduce the requirements for displaying informa-
tion on 8 screen and accepting input from a keyboard.

INTRODUCHON

Up to this chapler, our programs have defined data items either in the data area or as im-
mediate data within an instruction operand. However, most programs require input from &
keyboard, disk, mouse, or modem and ptovide sutput in a useful format on a screen, printer.
ot disk. This chapter covers the basic requirements for displaying information on a screen
and for accepting input from a keyboard.

The INT (Interrupt} instruction handles input and output for most purposes. The two
interrupts covered in this chapter are INT 10H functions for screen handling and INT 21H
functions for displaying screen output and aceepting keyboard input. These furctions (or
services) request & particular action; you insert & function value in the AH register to iden-
tify the type of service the interrupt is o perform.

Low-level BIOS operations such as INT 10H transfer control directly to BIOS. How-
ever, [o facilitate some of the more complex operations, INT 21H provides an interrupt ser-
vice that first transfers control to DS, For example, input from a keyboard may involve a
count of characters entered and a check against 2 maximum mumber. The INT 21H opera-
ticn handies much of this additional high-level processing and then transfers control auto-
matically o BIOS, which handles the low-level part of the operation.

As 3 convention, this book refers to the value (DH as the Enter character for the key-
board and as Camiage Return for the screen and prister.

Operations introduced in this chapter are:

139
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INT 10H FemCTIONS INT Z1H FUNCTIDNS
02H Set Cursor GZH Display charactar on screen
O6H  Scrpll screan (9H Mrigplay string an screen

0AH  Imput from keyboard
JFH  Input from keyhoard
AH  [Pisplay on screen

Chapters 10 and 11 cover more advanced featmres for handling the screen
and keyboard.

THE SCREEN

A 1ypical videe menitor has 25 rows (numbered 0 to 24) and 80 columns (numbered 0 to
7). The rows and columns provide a grid of addressable locations at any one of which the
cursor ¢anbe set Here are some examples of cursor locations:

Pecimmal Formal Her Formal

Scresn Location Bow Column Row  Column
Upper left corner 00 Q0 Q0OH HIH
Upper right corner M 79 OOH  4FH
Center of screen 12 19540 OCH  27HA28H
Lowar Jeft corner 24 ao 18H OOH
Lower right corner 24 79 1B8H 4FH

The system provides space in memory for a videe display area, or buffer. The mono-
chrome display area begins at BLOS location BOOQ[O]H and supports 4K bytes of memory,
ZK of which are available for characters and 2K for an attribute for sach character, such as
reverse video, biinking, high intensity, and underlining. The basic color-graphics video dis-
play area supports 16K bytes, starting at BIOS location BROO{0]H. You can process either
in rext mode for normal character display or in graphics mode. For text mode, the display
area provides for screen “pages” numbered O through 3 for an 30-column screen, with one
byte for each character and one for its atrribute (such as color). Pages and atirnibutes are cov-
ered in detail in Chapier 10; for this chapter, we'll assume page 0.

The interrupts that handle screcn displays ransfer your data directiy to a video display
area, depending on the type of video adapter installed, such as VGA or SVGA. Technically,
your programs may transfer data directly 1o the video display area, but there is né assurance
that the memoary addresses will be the same on all computer models, s writing data directly
to a display area, althongh fast, can be risky. The recommended practice is to use the appro-
priate INT 10H and INT 21H operations that know the location of the video display area.

SETTING THE CURSOR

Setting the cursor is a common requirement for lext mode, becavse (s position determines
where the next charecter is 1o display. (Graphics mode does not support the cursor) INT
10H is the BIOS operation for screen handling, and functicn D2H in the AH tells the oper-
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ation ta set the cursor. Laad the required page (or screen) number, normally ¢, in the BH
register, the row in the DH, and the colurnn in the DL. The contents of the other regisiers
are mot important.

The following example sets the cursor to row 08, column 13

MO AH,(ZH iRequest set cursoar
MOV BH .00 ;Page number O

oy DH, {8 iRow B

MO DL,15 7CoTumn 15

INT 10H ;€all dinterrupt service

To set the row and colurmn in the DX, you could also vse one MOV nstruction with an im-
mediate Hex value:

MOV DX, 080FH iRow 08, column 15

CLEARING THE SCREEN .

§NT 10H fonction 06H handles scraen clearing or serelling. You can clear all or part of a
display beginning at any screen location and ending ai any higher-numbered location. Load

these registers:
= AH = function 06H
+ AL = nomber of 1ines to scroll, or 00H for the full screen
» BH = attribute value (color, reverse video, blinking)
+ CX = statting row:column

DX = ending row:columin

The CX and DX together define the screen area (or window) to be scrolled. and the
AL provides the number of lines to be scroiled up. To clear the entire screen, specify the
starting row:colurnn in the CX as 00:00H and the ending row:column in the DX as 15 4FH.
Attribute 7 1H in the following example sets the entire screen to white background (attribute
71 with blue foreground (atnbute 1}

MOy Ax, D600H “AH = 06 £scrolld, AL = 00 (full screen)
WMoY BH,71H :white background {7}, blue foreground (1)
oY CX, J000H ;Upper left row:column

MOY DX, 1E54FH sLower right row:columno

INT 10H iCall drterrupt service

For example, to scroll the screen window from rew 03, column O through row 12,
column 79, you load 0500H in the CX and OC4FH in the DX,

Be careful of mistakenly setiing the lower right screen location higher than 184FH.
The next chapter describes scrolling in more detail.

A program often has to display messages 10 a user that requests data or 4n action
the user must take. We'll first examine the methads for the criginal DOS versions, which
are useful for exercises and small programs, and later examine the methods that involve
file handles. The original operations work under all versions and in some respects are
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simpler and easier to use, although use of the newer operations is recommended for soft-
wiare development,

INT 21H FUNCTION 09H FOR SCREEN DISPLAY

The simplicity of the original INT 21H function 09H for displaying still keeps it in com-
mon use. I requires dehnition of a display string in the data area, immediately fotlowed by
a dollar sign (& or 24H) delimiter, which the operation pses to end the display. The follow-
ing example llustrates:

CUSTMSEG 08 ‘Customer name? ‘%" ;Display string

You can code the dollar sign immediately following the display string as just shown, mside
the string a5 "Customer name?$", or on the next line as DB *§°. The disadvantage, however,
i that you can’t use this function to display a $ character on the screen.

Set function {9H in the AH register, use LEA toload the address of the display string
in the DX, and issue an INT 21H instruction:

MV AH, OOH iRequest display
LEA  OX,CLSTMSG iload addfess of prompe
INT 21H :Call finterrupt sarvice

The INT operation displays the characters from left to right and recognizes the end
of data on encountering the dollar sign ($) delimiter. The operation does not change the con-
tents of the registers. A displaved stnng that exceeds the dghtmost screen column auto-
manically continues on the next row and scrolls the screen as necessary. Il you omit the
dollar sign at the end of the sicing, the operation continues displaying characters from con-
secutive memory locations until it #ncounters one—if there is one.

Using Function 09H o Display ASCH Characters

Most of the 256 ASCIH characters are represenied by symbols that can be displayed on a
video screen. Some values, such as 00H and FFH, have ne displayable symbol and appear
as blank, aithough the true ASCIT blank character is 20H.

The .COM program in Figure %-1 displays the entire range of ASCII characters. The
procedure A10MAIN calls three procedures.

« BIOSCRN uses INT 10H function O6H to clear the screen.
s CIOCURS uses INT 10H function 02H to initialize the cursor to GO:00H.
» D1ODISP uses INT 21H function (9H to display the contents of ASCHAR, which is

initialized to O0H and is successively incremented by 1 to display each character un-
til reaching FFH.

The first displayed Yine begins with a blank (R}, two “happy faces” {01H and G2H),
and then a heart (03H), dizmond (04H), and club (05H}). Character 06H would have dis-
plaved a spade, but is crased by later control characters. Character (77H causes the speaker
to sound, O8H causes a backspace, 09H causes a tab, UAH causes a line feed, and GT¥H{
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page 50,132

TITLE AQ9DISAZ (COM) Diaplay ASCII character set
.MODEL SMALL
L CODE
ORG 100K

BEGIN: JMP EHORT ALOMAIN

ASCHAR OB an, r s ;Ciaplay character

; Maln procedure:

A1 OMAIY FROC HEAR

CALL B1O0SCRN ;Clmar Borean

CALL C10CURS PRat cursor

CALL D10DISF ;Digplay characters
o AX,4T00H sEnd

INT 21H ! Procesdging

A1DMAIN ENDP
: Clear screemn:

BI0STRN  PROC  NEAR

MO AX, Qe DQE ;Boroll full goreen

MOV BH, 07 (Artribute: white on blagk
Mo cX.oodn (Upper left locabion

MOV Dit,184FH :Lower right location

INT 10H ;Tal) BIGS

RET ;Return Eo rcaller

B1OSTRM ENDF
H Set cursor to 0¢,00:

C1ACURS FPROC NEAR

MOV AH, 02H ;Request set Curscr
Mo BH,00 ;Page number b

Mo DX, 06000 sRow 0O, column ©
INT 10H ;Call BIOS

RET (Reppnrn to caller

C1LOTRS ENDP
H Bieplay ASCIT charactera:

BLODISE FROC

MOV K256 ;Initialize 156 ilterationa

LED DX ASCHAR ;Inicialize address of ASCHAR
D20 :

MOV AH , O9H ;Digplay ASCII ASCHAR

INT 21H

INC ASCHAR ;Inerement for next charactar

LCOP i ;ecrement X, loop nonzaroc

RET sReturn ko caller

D1oDISE ENDP
END BECIN

Figure 9-1  TWT 21H to Display the ASCH Character Set

(Enter) cavses a “carmiage return” to the sian of the next line. And, of course, under Tunc-
tion (9H, the dollar symbol, 24H, is not displayed at all. (As covered in Chapter 10, you
can use BIOS services to display proper symbols for these special characters.) The musical
note is OEH, and 7FH through FFH are extended ASCI characters.

You can revise the program to bypass the attempt to display the control characters.
The following instructions bypass all characters between 08H and ODH; you may want 1o
experiment with bypassing, say. only 08H i{Backspace) and DCH {Curriage Return).
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D20:
CMP  ASCHMR, DSH 1Below OBHY
3 D30 ;¥es, accapt
CMP ASCHAR, ODH ;Below or egual OOH?
1BE D40 iYes, bypass
B30
MOY  aH, 03H ibisplay <= 0BH and > ODH
INT 21H ;0217 interrupt service
D40
INC  ASCHAR ;Increment for nest character
LOOP D20 ;Repeat

This exercise bypasses displaying the Backspace, Tab, Line Feed, and Carriage Re-
turn characters, Mote that dizplaying them is the nommal way to perform these operations.

Suggestion: Reproduce the preceding program, assemble it, Jink it, and convert it (o
a {COM file for execution.

INT 2TH FUNCTION 0AH FOR KEYBOARD INPUT

[NT 211 function 0AH for agcepting data from the keyboard is particularly powerful. The
input arca fur keyed-in characters requires a perameder st containing specified fields that
the INT operation is to process. (If you've worked itz a high-level language, you may be
used o the term record or apructure.) First, the operation needs to know the maximum
length of the input data. The purpose 15 te prevent users from keying in oo many charac-
ters; the operation sounds the speaker and does nat accept additional characters. Second,
the operation delivers to the parameter [ist the number of bytexs acuaily enered. The para-
meter list consists of these elemenis:

1. The first entry provides the nanie of the parameter list in the form LABEL BYTE.
LABEL is a directive with the (ype attribute of BYTE., which simply causes align-
ment on 2 byte boundary. Because that's the normal alignment, the assembler does
notl advance its location counter. The use of LABEL enables you to assign a name 1o
the parameter list.

2. The first byte of the parameter lisl contains your limit for the maximum number of
input characters, The minimurn is O and, because this is a 1-byte field, the maximum
is FFH, or 255. You decide on the maximum, based on the kind of data you expect
USErs (0 Snter,

3. The second byte is for the operation 1o store the actual number of characters typed as
a binary value,

4. The third byte begins a field that is to contain the tvped characters, from left to right.

The folliowing example defines a parameter list for an input area:

FARALST L&BEL BYTE ;5tart of parvameter list
MAXI EN DB 20 iMaximum number of input characters
ACTLEN D& 7 sActual number of input characters

KRODATA DB 20 pur(" "] :tharacters antered from keyboard
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[n the parameter list, the LABEL directive tells the assembiler o align on a byte boundary
and gives the location the name PARALST. Because LABEL takes no space, PARALST
and MAXI EN refer 1o the same memory location. MAXLEN defings the maciimum nam-
ber of keyboard characters, ACTLEN provides a space for the operation to insert the acrual
number of characters entered, and KBIDYATA reserves 20 spaces for the characters. You may
tse any valid names for these fields,

To request input, set function 0AH in the AH, load the address of the parameter list
{PARALST in the example) nto the DX, and issue [INT 21 H:

M AH, 08H iReguest keyboard Anput
LEA i, PARALST ;Load address of parameter 1ist
INT 21H ;Call dinterrupt service

The INT operation waits for a user to type characters and checks that they do not exceed
the maximuom of 20. The operation echoes each typed characler onto the screen and ad-
vances the cursor. The user presses <Enter> 1o signal the end of an entry. The operation also
teansfers the Enter character (0DH) w the input field KBDATA, but does nat counl its 2n-
try in the actval length. If you key in a name such as Porter +<Enters. the parameter listap-

pears like this:
ASCTI: i 20 B P ] r L -] r ¥
Hex: | 14 Ne al GF 72 74 &2 7E oo 20 0 20

The operation delivers the length of the input name, 06H, into the second byte of the pa-
tameter list, named ACTLEN in the example. The Enter character (30H) 15 at KB-
DATA+6. (The # symbol here indicates this character, because UDH has no printable
symbol.) Given that the maximum length of 20 includes the 0DH, the user may type up
to onty 19 characters.

This operation accepts and acts on the Backspace character, but doesn’t add it to the
count. Other than Backspace, the operation does not accept more than the maximum
nurber of characters. [n the preceding example, if a user keys in 20 characters without
pressing <Enter>, the operation causes the speaker to beep; at this point, it accepts only the
Enter characier.

The operation bypasses extended function keys such as F1, Home, PgUp, and Arrows.
If yon expect a user to press any of them, use INT 16H or INT 21H function 01H, both cov-
ered in Chapier 11.

PROGRAM: ACCEPTING AND DISPLAYING NAMES

The program in Figure 9-2 requests a user to key in a name, and then displays the name at
the center of the screen and sounds the speaker. I the user types, for example, the name
Dana Porter, the program performs the following:

1. Divides the length 11 by 2 11/2 = 5, with the remainder ignored.

2. Subtracts this value from 40: 40 — 5 = 35,
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page &0, 132

TITLE AJSCTHRYM {EXE} Accapt pamea, cenber O BCEEED
-HODEL SMALL
-STACK €4
R mm e e e e e mm e mmmmram———
DT
PARLIZT LABEL DBYTE iName parameter Lipk:
MAXMLEN ca z0 ; maximum lenagth of pams
ACTULEN e ] 7 ; no. of charackerg sntered
ERNAME e 21 Dupir ') ; eanterad name
FROMPT ra "Wame? ', 'S
,CODE
385
AlDMAIR FRCC FAR
MO AX ®dacta ;Initialize Fagmenc
MO D2, AX ; reglaters
MOV ES, AX
CALL QLOCLR ;Clear screen
AZDLOOF
RO DX, 000 i S5xt, cureor o Q0,00
CALL QZO0OURS
CAaLL, BlOoFRMPT ;Display prowrt
CALLL Cl0INFT Provide for inputr of nake
CALL QLICLR ;Clear acreen
a1 ACTULEN, OO ;Mame entered?
JE A3Q ;. ne, exik
CALL D10CODE ;Bet ball and 'S
CALL E1OCENT ;Center, display name
IJMF AZALO0OF
A3
Mo AX, 4COGH iEnd proceaning
INT 21H

A1OMAIH END#®
; nDisplay prompt:

i
ELOFRMFT PROC NERF.

) AH, 05H ;Requaat diapiay
LEA DX, FROMPT

INT ?1H

RET

B1OPRMFT ZNDFP
H hocept input of namme:

C10TRPT PROC  MEAR

MOV AH, DAH ;Request keyboard
TEA 0x, PARLIST ;  input

INT 21H

RET

C1NINFT EKDF

Figure 9-2a  Acccpling and Displaying Mames

In the procedure EIQCENT, the SHR instruction shifts the length 11 one bit 1o the
right, effectively dividing the lengih by 2: Bits 00001011 become 000001043, or 5. The NEG
instruction reverses the sign, changing +5 0 — 5, ADD adds the value 40, giving the start-
ing position for the column, 335, in the DL register. With the cursor set at cow 12, column
35, the name appears on the screen like this:

Row 12: Dana Porter

i I
Column: 35 40
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i Sat bell and 'S5’ delimiber:

DIOCODE  FROC  NEAR
MCWZX BX, ACTULEN rReplace JDH with O7H
MY KEWAME [BX] , 07
MoV KEMAME [BX+1],'5" :5et display delimitar

RET
D1000O0LE EXDF .
H Cepber atd diapiay Dame:
i e caiaa
ElQ{ENT PROC NEME
MY oL, ACTULEN ;loocate center oolump:
BHR DL,1 ; divide length by 2.
HES DL ; reverss sign,
ALD DL, 4% ;  add 40
MCY DH, 12 ;Center row
CALL o20CURS :5et cursct
[T T AH, 0SH
LEA DX, KBNAME :ieplay mame
INT Z21H
RET

ElQCENT ENDP.
H Cleay mcyesn:

Q1OCLRE PREOC  NERR

MCV AX. DEQOH ;Request zoroll ecresn
MLV BH, 3a iColor actribute
MCW CX, 0Q0Q ;From 00,40
MCY CX 184FH i To 24,79
INT 10H
RET

QiACLRE ENXDP

i 8et curpor row/eolimn:

Q2OCURS SROC NRAR ;DX et o mnkEry
MOV AH, 02H rRegqueak sat CUrsor
M BH, 0D ;Page #0
IWT 14H
RET

F2CURS EKDF
END ALQMAIN

Figure 3-2b  Accepting and Dispaying Names

Note the instructions in D10CODE that insert the Bell (07H) character in the input
area immediately following the name:

MOVZY  BX, ACTULEN ;Replace ODH with OFH in BX
Mo KBMAME [BX] ,07H

The MOVSX sets the BX with the number of characters, In the MOV, the index specifier
in square brackets means that the BX is to act as a special index register to facilitate ex-
tended addressing. The MOV combines the length in the BX with the address of KBNAME
and moves the O7H to the calculated address. For a length of 11, the instruction inserts 07H
at KBNAME + 11 (replacing the Enter character) following the name. The last instruction
in DUDCODE inserts a %" delimiter following the G7H so that INT 21H function 09H can
display the name znd sound the speaker.



148 introduction to Screen and Keyhoard Processing Chap.9

Replying with Qniy the Enter Key

The program continues accepting and displaying names ontil the user presses only <Enter>
as a reply 10 a prompt. INT 21H function 09H accepts it and inserts a length of 00H in the
parameter list, like this:

Parameter 1ist (hexJ: Eﬂ@

If the length is zero, the program determines that input is ended, as shown by the instruc-
tion CMP ACTLEN, DG in A20L00F,

Cledgring the Enter Character

You cap use input characters for various purposes, such a5 printing on 4 report, storing 1n
a tahle, or writing on disk. For these purposes, you may have to replace the Enter char-
acter (ODH) wherever it is in KBNAME with a blank (20H}Y. The field containing the ac-
tual length of the inpur data, ACTLEN, provides the relative position of the Enter
character, For example, if ACTLEN contains 1}, then the Enter character is at KB-
NAME+11. You can move this length into the BX register for indexing the address of
EBNAME as follows:

MWZX  BX, ACTULEN :5%ev BX to 0O 0B (11)
MOV KBMAME[BX],20H :Clear Emter character

The MOWVZX instruction sets the BX with the length 11. The MOV moves a blank (20H)
to the address specified in the first operand: the address of KBNAME plus the contents of
BX —in effect, KBNAME+11.

Clecring the Input Area

Each character keyed in replaces the previous consents in the input area and remain there
until other characters replace them. Consider the following successive input:

Inpat PARLIST (hex}
1. Paite 114 105150| 61169 6E{65| 00 20120(20] ... 12D
7. Franklin  114|08|46i72|5116E|6B16C 69 |6E[OD| ... |20
3. Adams {14105]41764|61]6D173H0D'6316ENOD] ... |2D)

The first name, Paine. requires only 5 bytes, The second name, Franklin, fully replaces
the shorter name Paine. But because the third name, Adams, is shorter than Franklin, it
replaces only Frank and the Enter characier replaces the 1. The remaining two letters

in™) s1ill follow Adams. You could also clear KBNAME prior to prompting for a name
like this:

MoV X, 20 Imitiatize for 23 loops
WOV ST, 0000 JStart position for name
B30:
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MOV KBNAME[SE],Z20H ;Mave one blank to name
IMC &I ;Increment for next character
LODF B3l iRepeat 20 times

[nstead of the 51 register, vou could use DI or BX, Also, if the roatine moves a word
of two blanks, it would require only 10 loops. However, because KBNAME is defined as
DB (byte}, you would have to override its length with a WORD and PTR (pointer) operand,
as the following indicates:

W X, 10 tInitialize for 10 loops

LEA SI,KBMAME :Initialize the start of name
B30:

M  wWORD PTR[SI],z202CH ;Move two Blarks to name

INC &SI tIncrament two positions

INC &I ; in nama

LOD® B30 iRepeat 10 times

[nterpret the MOY at B30: as "Move a blank word to the memory location where the ad-
dress in the SI register points.” This example uses LEA to initialize the clearing of
KBNAME and uses a slightly different meihod for the MOV at B30 because you cannot
code an instrction such as

MOV WORD PTR[KBNAME] . 2020H First operand i3 invalid

Clearing the input area selves the problem of short names being foliowed by previ-
ous data. For faster processing, youn could clear only positions to the right of the most re-
sently entered name.

USING CONTROL CHARACTERS IN A SCREEN DISPLAY

One way to make more effective use of displays is to use the Carriage Return, Line Feed,
and Tab control characters. You can code them as ASCI or hex values, tike this:

COMTROL CHARACTER ASCII I| HEX EFFECT ON CURSDR

Carriage return 13 OOH | Resets to 1eft position of screen
Line feed 10 OAH ; Advances to next line

Tab ;9 09H | Advances to next tab stop J

You can use these control characters for handling the cursor whenever you display curput
or accept input. Here's an example that displays the contents of a character string named
REPTTTL, followed by Carriage Remrn (13} and Line Feed (10) to set the cursor on the
next line:

REFTITL DB (9, ‘Irtertech {orp Annual Report’, 13, 10, '¥
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MOV AH, DSH ;fequest display
LEA DX REPTITL iload address of title
IMT 21H :Call dinterrupt service

Using EQU o redefine the control characters may make a program more readable:

R EQU 13 Cor EQU 0DW)
LF EQU 10 {or EQU 0AH)
TAE EQU 08  {or EQU QOH}

REFTITL 08 TAB, ‘Intertech Corp Annual Repart’, R, LF, ¥

INT 21H FUNCTION 02H FOR SCREEN DISPLAY

You may find INT 21H function 02H useful for displaying single characters. Load in the
DL the character that is to display at the current cursor posidon, and request INT 2iH. The
Tab. Cammiage Return, and Line Feed characters act nornmally, and the operation automnati-
cally advances the cursor. The instructions are:

MIW  AH,DIH ;Request display character
MOY  DL,char :Character to display
INT Z1H :Call interrupt service

The following example shows how toase dhis service to display a string of charac-
ters. The string to display is defined in COTITLE. The program loads the address of
COTITLE in the DI register and its length in the CX. The loop involves incrementing the
DI {by INC) for each successive character and decrementing e CX (by LOOP) for the
number of characters to display. Here are the instructions:

OTITLE DB ‘Intertech Carp.’, 13, 10

MOY  AH,OZ2H ;Request display character

MY CX,17 :Length of character string

LEA DI,COTITLE ;Address of character string
50 MoV 0L, [DI] tCharacter to display

INT 21H :Call interrupt service

INC DI :Increment for next character

Lpor 50 ;Repeat I7 times

:Finished

FILE HANDLES

This section examines the use of file handles for screen and keyboard operations, which
is more in the UNIX and OS/2 style. A file handle is simply a number that refers o a spe-
cific device. Because the following standard file handles are preset, you do not have to
define them:
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Handte Dievice _
O Input, normally keyboard (COW), but may be rediracted
0 Gutput., normally display (COW), but may be rediracted
0 Errar output, displav {COM), may not be redirectad

03 Auxiliary device (AUX)

04 Printer [LFT1 or PEN)

As shown, the normal file hancles are 0 for keyboard input and 01 for sereen display. File
handes Tor disk devices (covered in Chapter 17) have to be set by your program. You can
also use these services for redirecting inpul and cutput to oiher devices, although this fea-
ture doesn’t concern us here.

INT 21H FUNCTION 40H FOR SCREEN DISPLAY

INT 21H function 4GH uses file handles 1o regquest display operations. To request this ser-
vice, Ipad the following regislers;

AH = Fanciion 40H CX = Number of characters to display
BX = File handle DX = Address of the display area

A successtu] INT operation delivers to the AX the number of bytes written and clears the
carry flag (which you may tesc}.

An unsuccessfut INT operation seis the carry flag and refurns an ervor code in the AX:
05H = access denied (for an invalid or disconnected deviee) or 06H = invalid handle. Be-
cause the AX could contain either a length or an error code, the only way to determine an
error condition is (0 test the carry flag, although display errors are rare:

JC error-routine :Test for cisplay errar

The operation acts upon contral characters 07H (Beep), 08H (Backspace), 0AH (Line
Feed), and ODH {Carriage Return}, just like INT 21H function 0YH. The following in-
suacrions illustrate function $0H:

COTITLE DE "Intertech Corp.*, ODH, OAH ;DMsplay area
M AH,40H iRequast oisplay
MY BX, 0L :File hancle Tor screen
MY X, 17 :Display 17 characters
LEA DX, COTITLE :Display area
IJHT #H :Call dinmterrupt service

Note: that the length of COTTTLE includes the 0DH and the CAH.

Exercise: Displaying on the Sciaen

let's use DEBUG to examine the -internal effects of using a file handle to dispiay your
name. 1.oad DEBUG, and when its prompt appears, type A 100 w0 begin keying in the
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following assembler statements (but not the leftmost numbers) at offsel location 100H (re-
member that DEBLIG aszomes that entered numhbers are in hexadectmai format}:

103 MOV AH. 40

102 Wy EX, 01

105 MOW (X, xx CInse-~t length oF your name)
108 MY D, LOE

108 INT 21

10D NP

10E DB "Xr——-ma ¥' [(Insert your name hare)

The instructions set the AH to request a display and set offset {0EH ir. che DX—the loca-
tion of the DB containing your nare,

When you have keyed in the instructions, press <Enter> again. To unassemble the
program, use he U command (L 100,10D3) and, to trace execution, press R and then re-
peated T commands. On reaching INT 21, use the P{Proceed) command to execute the in-
terrupt through o the NOP instruction; it should display your name on the screen. Use the
3 cormmand to quit DEBUG.

INT 2TH FUNCTIGN 3FH FOR KEYBOARD INPUT

INT 21H function 3FH uses file handles to request keyboard inpul, although it's a some-
what clumsy operation. Load the following registers:

AH = Function 3FH CX = Maximum number of characters to accept
BX = File handle (X] DX = Address of arza for entering characters

A successful INT operation clears the carry tlag (which you may test) and sets the AX with
the number of chareters entered.

An unsuccesstul INT operation could occur because of an invalid handle; the opera-
lien sets the carry Nag and inserts an error code in the AX: 05H = access denied (for an in-
valid ot disconnected deviee) or O6H = invalid handle. Because the AX could contain
either a length or an error code, the only way to determine an error condition is 1o (est the
carry flag, although keyboard efrors are rare.

Like INT 21H function DAH, function 3FH abso acts on Backspace, but ignores
extended function keys such as F1, Home, and PageUp, sericusly limiting its usefulness.

The following instructions illystrate the use of function 3FH:

KBINFUT DE 20 DUF(" *3 ;Input area
M)V AH,IFH iRequest keyboard input
MY BX.00 :File handle for keyboard
MY O, 20 iMaximum 20 characters
LEA DX, KBINPUT 1Input area
INT 21H ;Call interrupt service
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The TNT operation waits for you to enter characters, but unfortunately does not check
whether the number of characters exceeds the maximum in the CX regisier {201n the ex-
ample). Pressing <Enter> (0DH) sigrals the end of an entry. For example, typing the char-
acters "Intetech Corp” delivers the following o KBINPUT:

| ITntertech Corp|ODH| GAH{

The typed characters are immedialely followed by Enter (0DH), which you typed, and Line
Feed (0AH), which you did notrype. Because of this feature, the maaimum number and the
length of the input area that you define should provide for an additional two characters, 1f
vou type fewer characters than the maximum, the locations in memory following the typed
characters siill contain the previous contents,

A& successlul INT operation ¢lears the carry flag and sets the AX with the number of
characters delivered. In the preceding example, this number is 14, plus 2 for the Enter and
Line Feed characters, or 16. Accardingly, 2 program can use the valug in the AX to deter-
mine the actual number of characters Ly ped. Although this featore is mivial for YES and NO
type of replies. it is useful for replies with variable fength, such as names.

[f the nuniber of characters tha! you key in exceecs the maximum in the CX regisier,
the operation actually accepts all the charzcters. Consider a situation in which the maxi-
mum in the CX is (8 and a user types the characters “PC Exchange™. The operation sets the
first eight characters in Gie input area to “PC Excha” with no Enter and Line Feed follow-
ing and scis the AX with a length of 08, Now, watch this—thz next INT eperation to exe-
cute does not accept a name dircctly from the keybouard. because it still has the rest of the
previous string in its butfer. 1t delivers “nge” followed by Enter and Linc Feed to the mput
area and sets the AX to 05, Both eperations are “normal™ and clear the camy flag:

First -INT: PC Excha AX = 08
Second INT: nge, QDH, 0AH AX « 0%

A program can tell whether a user has keyed in a “valid™ number of characters if
{a) the nutnber returned in the AX is less than the number in the CX or (b} the number re-
turned in the AX is equal to that in the CX, and the last two characters in the input area are
ODH and DAH. If neither condition is tue. you'H have Lo jssoe additional INTs ko accept
the remaining characters. After all this, you may well wonder what is the point of specifly-
ing a maximum length in the CX ar all!

Exercisa: Keying in Data

Here’s a DEBUG exercive in which you can view the effect of using INT 21 H function 3FH
for keying in data. The program allows you to key in up to 12 characters, including a char-
acier for Enter and one lor Line Feed. Load DEBUG, and when the prompt appears, 1ype
A 100 to begin entering the following instructions (but not the numbers) at location 100H:

100 MOV AH,3F
102 MOV Bx,00
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105 MOV CX,0C

108 WOV OX, 10F

108 INT 21

100 IMP 100

10F DB 20 20 20 20 20 20 20 20 20 20 20 20

When you have keyed in the instructions, press <Enter> again. The program sets the AH
and BX to request keyboard input and inserts the maximum length in the CX. Tt also sels
offset 10FH in the DX—the location of the DB, where the entered characters are to begin.

Try the U command (U 100,10E) 1o unassemble the program. Use R and repeated T
commands 10 trace the execution of the four MOV mstructions. At location 10BH, usc P
(Proceed) to execule threugh the interrupt; the operation waits for you to key in characters
followed by <Enter> Check the contents of the AX register and the carry flag, und use D
DS: 10F to display the cntered characters in remoty. You can continue looping indefinitely.
Key in (} to quit DEBUG.

KEY POINTS

« The basic color display supports 16K bytes and can operate in color or monochrome.
You can process eiter in text mode for normal character display or in graphics moda.

» Monochrome display supports 4K bytes of memory, 2K of which are available for
characters and 2K for an attribute for each character.

« The INT 10H instruction transfers control to BIOS for display operations. Two cam-
mon operations are function 02H (et cursor) and 06H (scroll screen).

« INT 21H provides special functions to handle some of the complexity of inputfouput.

« When using INT 2{H function 09H for displaying, define a delimiter {$) immediately
following the display arca. A missing delimiter can cause spectacular effects on the
sereen.

+ INT 21H function 8AH for keyboard input expects the first byte to comain a maxi-
roum value and avtomatically inserts an actual value in the second byte.

+ A file handle is a number that refers 1o a specific device. The numbers for file han-
dles 00 through 04 are preset, whereas others can be set by your program.

« For INT 21H function 40H to display, use handle 0 in the BX.

« For INT 21H function 3FH for keyboard input, use handle 00 in the BX. The opera-
tion inserts Enter and Line Feed following the typed characters in the input area, but
does nat check for characters that exceed your specified maximum.

QUESTIONS

9.1. On an B-column screen, what are the locations as hex values for (a) the bottom
nightmost lecation and (b) the top lefimost location?

9.2, Write the instructions to set the cursor to row 16, column 20,
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9.5

2-4,

9-k,

9-6.

9.7,

9-3.

0.9,

9-10.

o-11.

Write the instructions to clear the screen, heginning at row (6, colomn 0, with any
color attribuie.

Define dara items and use INT 21H function (9H wo display a message “What is the
date (mm/dd/yy)?" Follow the message with a beep,

Define data iterns and use INT 2LH function 0AH to accepl inpul from the key board
according to the format in Cuestion $-4.

The section sitled “Clearing the Input Area” shows how 1 clear to blank the entire
keyboard input area, defincd as KBNAME. Change the example so that it clears
only the charm:tcri immediately to the right of the most mccnfly entered name.
Key wthe pmgmm in Figure 9-2 with the following changes: (a} Instead of row 12,
set the center a1 cow 09; (b) insiead of clearing the entire screen, clear only rows 0
through 08; use attribute 17H in the operation. Assemble, Jink, and test the program.
Identify the standard file handles for (a) the printer; (b) keyboard input; () nornmal
sereen display.

Define data items and use INT 21H function 40H to display the message “What is
the date (mm/dd/yy)7" Follow the message with a beep.

Define data items and use INT 21 H function 3FH to accept input from the keyboard
according 1o the format in Question 9-9.

Revise Question 9-7 for use with INT 21 H, funcuons 3FH and 40H, For input and
display. Assemble, link, and test the revised program.
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INTRODUCTION

Chapter 9 introduced the basic features concerned with screen handiing and keyboard 1n-
put. This chapter provides advanced features related to video adapters, sefting modes (1ext
or graphics), and other screen handling fealures. '

The first section describes the comumon video adapters and their associated video dis-
play areas. The sections en texi mode explain the use of the auribute byte for color, blink-
ing, and high intensity, as well as the instructions to set the cursor size and location, o scroll
up or down the screen, and 10 display characters. The last few sections explain the use of
graphics mode, together with the various functions used for displaying graphics.

This chapter covers the following services offered by BIOS INT 10H.

0OH Set wideo mode GBH Set colar palette

GlH Set curser size OCH Write pixel dot

02H Set cursor position ODH Read pixel dot

03H Read cursor positicn JEH write teletype

04H Read 1ight pen position OFH Get current videa mode
05H Select active page 1iH Chatacter generator

O6H 5crall uwp screen 12H Select alcernative routine
O7H 5croll down screen 134 Display character string
08¢ Read attributefcharacter 1EH Return state information

156
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09H Display attribute/chacacter 10H Save/restore video state
0aH Display character

VIDEQ ADAPTERS
The cemmon {or once-commoen) video adapters include

MDA Moncchrome display adapter

CGA Color graphics adapter

EGA Enhanced graphics adapter

MCGA  Multicolor graphics array (PS/2 models 25 and 30
VGA Video praphics array

The ¥(5A and i1s superVGA successors replaced the CGA and EGA video adapters. Soft-
ware written for a CGA or an EGA usually can rin on a YGA system, although software
written specifically for a YGA doesn’t run on a CGA or an EGA.

A viden display consists of thres basic components: the video consroller, video BLOS,
and video display area.

1. The video conireller, the workhorse unit, generates the monitor's scan signals for the
selected text or graphics mode. The computer’s processor sends instructions to the
controller®s registers and reads stalus information from (her.

2. The vides BIS. which acts as an intecface to the video adapter, contains such mu-
tines as selting the corsor and displaying characters.

3. The video display area in memory contains the information that the monitor is to dis-
play. The interrupts that handle screen displays transfer your data directly 1o 1his areq.
The varicus video modes reside in different areas of the video display area. Foilow-
ing are the beginning segment addresses for major video adaplers!

» AQD0:[@] Used for font descriptors when in text mode and for high-resolution
graphics for VGA, EGA. and MCGA

« BO00:{0] Monochrome text mode for VGA, EGA, and MDA

» B800:[0] Text and graphics modes for VGA, EGA, MCGA, and CGA.

SETTING THE VIDEQ MODE

The video mode is determined by such factors as text or graphics, color or monochrome,
screen resolution, and the number of celors. You use BIOS INT 10H function 00H to ini-
tialize the mode for the currently executing program or to switch befween tex! and graph-
ics. Setting the maode alse clears the screen. As an example, mode 03 provides texl mode,
75 rows ¥ %0 columms, color, and 720 < 400 screen resolution for 2 YGA menilor.

To set the mode, request INT 10H with function OUH in the AH register and the mode
in the AL. The following example sets the video mode for standard color text on any type
of color monitor {it is also a fast way 10 clesr the screeny.
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MOv  AH ,O0H JREqUest set moda
MOy AL,Q3H ;80 x 2% standard color text
INT 10W ;Call interrupt service

If you wnitz software for unknown video motitors, your can wse INT 10H function

OFH {covered later), which retums the current video mode in the Al. Another approach is
te use BIOS INT |1H to determine the device antached o the system. although the infor-
mation delivered is rather primilive. The operation retums a value w the AX, with bits 5
and 4 indicating video mode:

= 0i: 4 columns X 25 rows, using a color adapter

= 10 B0 columns > 25 tows, using a color adapter

+ 11: BO colemns X 23 rows, using a monochrome adapeer

You can test the AX for the type of monitor and then set the mode accordingly,

USING TEXT MODE

Text mode is used for the normal display of the full extended ASCII 256-characier sec on
the screen. Processing is similar for both celor and monochrome, except that color does not
suppor the underline attribute. Figure {1 shows commen text moedes, with the maode num-

ber on the left.
Mode Size Type Adaprar tegolution Colors
il [25 rowe, Mono CGh 330 x 200
40 cole} EGA 320 x 350D
MCGER 320 = 400
VEA IED x 400
ol [25 rows, Color OGA 320 % 2040 16
40 eols) EGh 320 = 350 16 of 64
MCGR I20 x 400 it of 262,144
ViEA g0 x 40D 14 of 262,144
o2 {29 Tows, Mono Can E40 x 200
a0 cals) EGA 640 x 380
MOGA €40 X 400
VGEA T20 x 404
a3 {25 TOWE. Color CO@h &40 x 200 16
BC cola) EGhR #4d x IS0 16 of E4
MCGA G40 x 400 16 of 262,144
VA 120 x 400 1€ of 262,144
D7 25 rows, Mono MDA 720 x 350
80 eols) EGA T20 x 350
VGEA 720 x 400
Note: MDA: Monochroma display adapter
COA: Color graphice adapter
MCOGA: Multicalor graphics array
VGA;: Videc graphics array

Figmre 10-I  Text hModes for Vades Displays
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= Test modes 00 {mono) and 0] {color). Provide dl-column formeat; although orgi-
nally designed for the CGA, also work on VGA and EGA systems.

= Text mades 02 (mono) and 03 {color). Provide conventional ¥0-column formal: al-
though originally designed for the CGA, also work on VGA and EGA systems,

» Text mode 07 (mwno), The standard monechrome moede for VG A, EGA, and MDA,
with respectable screen resolutions,

Atiribute Byte

An attribute byte n text {nol graphics) mode delermines the characierisiics of each dis-
played character. When a program sets an attribute, it remains set, that is, all subsequent
displayed characlers have the same atribute unti! ancther operation changes it You can use
INT 10H functions to generate a screen attribute and perform such actiors as scroll up,
scroll down, read attnibute or character, or display altribute or character, If you use DEBUG
to view the video display area of your system, you can see each |-byte character, immedi-
ately foliowed by its I-byte attribute.
The attribute byte has the following format, according to bit position:

Eackground Foraground
Attribute: BL R & B |I R & B
Bit number: 7 E 5 4 |3 2 1 0

The letters R, G, and B indicate bit positions for red, green, and blue, respectively, for cach
of the three primary additive colors.

= Bit 7 (BL) sc1s Blinking

+ Bits 64 detenmine the screen background

« Bit 3 (1) sets high intensiry

= Bits 2-0 determine the foreground (for the character being displayed).

The commor RGB color graphics monitor accepts input signals that are sent to three
separale clectron guns—red. green, and blue—for cach of the primary additive colors. The
RGR bits define 2 calor: on both color and monechrome, 000 is black and 111 15 while.
For example, an attribute set with the value 0000 0111 means black background with white
foreground.

Color Display

For most color monitors, the background can display 1 of 8 colors and the foreground char-
acters can display | of 16 colors. Blinking and intensity apply only to the foreground. You
can also select 1 of 16 colors for the border. Color monitors do not provide underlining; in-
stead, setting bit O selects the blue color as foreground.

The three basic colors are red (R}, green (G, and blue (B). You can combine these 1n
the attribute byte to form a total of § colors (including black and whilg) and can set high in-
tensity (I in the following chart), for a total of 16 colors:
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COLOR I AR G B | CHOR | R { B
Black 0 0 O D Gray 1 000
Blue 0 0 O 1] Lightblie (I ER ¢ I
Green G 0 1 O1{ Light green (I O R
Cyan G 0 1 1| Lightcyan r ol
Rad 1 0 0| Lightred P10
Magenta [ 1 0 | | Light magenta 1101
Brown 1 1 0| Yellow 1 11 0
White 0 1 1 1| High-intensity white 1 1 1 1

If the background and foreground colors are the same, the displayed character is in-
visible. You can also use the attribute byee to cause a foreground character to blink. Here
are some typical attributes, where BL means blinking:

BACK- FORE- BACKGROUND FOREGROUND
GROUND GROUND BLRAR G B | R GEB HEX
Black  Black oD o000 0000 00
Black Blue 00 00 0001 0l
Blue Red 0 g 01 0100 14
Green Cyan a0 1 ¢ 0011 23
White  Light magenta | | 1 | 1101 7D
Creen  Gray (blinking}{1l 0 1 0 1000 A _

Monochrome Display

For a monochrome monitor, the stribute byte is used the same way as was shown for a color
monitor, except that bit 0 sets the underiine atiribute. To specify attributes, you may set
combinations of bits as follows:

BACK- FORE- BACKGROUND FOREGROUND
GROUND GROUND FEATURE BLRGB | AGE HEX
Black Black  Nondisplay 0000 00G00 OOH
Black White  Normal 0000 G111 OH
Black White  Blinking 100 03 11 87H
Black White  Iniense Do0o 1111 OFH
White Black  Reverse video ¢i1 1! 0000 7J0H
White Black  Reverse blinking 1111 00060 FOH
Underline o¢co00 00901 O0IH
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Safing the Atribute

You can use INT i1H 10 determine the type of monitor installed. Then, for color, use any
of the color combinations described or, for monochrome, use 37TH to set the nortal artribute
(black background, white foreground). The attribute remains set until another operation
changes il. Text mode also supports screen pages (-3, where page 0 is the normal screen.

As an example, the following INT |0H operation {explained later) uses function {I9H
o display 12 brown, blinking {1110} asterisks on a blue {0081} background:

MOV AH,D9H iRequest display

MOV AL, et iAsterisk

MOY  BH,O0H ;Page number O

MY BL,1EH ;Celer attribute (D001 1110)
MOV (X112 112 successive characters
IMT 10H :Call dinterrupt service

You can use DEBUG w check out this example, as well as trying other cclor
combinations.

SCREEN PAGES

The various :ext modes allow you to slore data in video memory in pages. A page slores a
screenful of data and 18 numbered 0 through 3 for normal 80-column mode (and J through
7 for the tarely used 40-colume: screen). In 80-column mode, page number 0 is the default
and begins in the video display area at BEOU[0}, page | begins at BO00{0], page 2 at
BAQG[0], and page 3 at BBOO[G).

You may format any of the pages in memory, although you can display oely one page
at a time. Each character o be displayed on the screen requires two bytes of memory—-one
byte for the character and a secend for its attribute. In this way, a full page of characters for
40 columns and 25 rows requires 80 X 25 X 2 = 4,000 bytes. The amount of memory ac-
tually allocaed for each page s 4K, or 4,096 bytes. so that 96 unused bytes immedialely
jollow each page.

USING INT 10H FOR TEXT MODE

Earlier, we used INT I0H function O0H for setting the display mode. INT 10H supports
other services (available through function codes inthe AH) to facilitate full screen handling.
The INT operation preserves the contents of the BX, CX, DX, DI, SI, and BP registers, but
not the AX--a point to remember if you use INT 1OH in a loop. The following sections de-
scribe each fonction.

INT 10H Functlon D0H: 5at Video Mode

As described earlier, you use this operation by setting the mode in the AL, such as 03 for
color or (7 for monochrome. {See Figure 10-1.)
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iNT 10H Function 01H: Set Cursor Size

The cursor is not part of the ASCI character set and exists only in texl mode. The computer
maintains its own hardware for corsor control, with special INT operations tor its use. The
normal cursor symbol is similar to an underline or break character, but you can adjust the
cursor size vertically by means of funcion GiH. Set these registers:

» CH (bits 40 = top of cursor (“start scan line™)
» CL (bits 40" = boitom of cursor (“end scan line™)
You can adjust the cursor size between the top and bottor scan lines—0:14 for VGA, (113

for monochrome and EGA, and (7 for CGA. The following code enlarges the cursor fora
V(3A toits maximum size: -

MOV AH.0IH iRequest set CUPSO- SizZe
M CH, 00 ;Start scan line

WMy CL,14 :End scan line

INT 10H :Call interrupt service

The cursor now blinks as a solid rectangle. You can adjustats size anywhere between the
stated limits, such as 34:08, 03:10, and so forth. The cursor retains these attributes uniil an-
other operation changes them. Using O: 1d {(¥GA), 12:13 (monochrome or EGA], or &7
(CGA) resets the cursor 1o normal. If you are unsure of the cursor's bounds on your moni-
tor, try executing functon O3H while in DEBUG.

INT 10H Function 02H: Sat Cursor Posltion

This nseful operation sets the cursor anywhere on a screen, according to row:calumn coer-
dinates, Set these registers:

+ BH = Page number, can be 0 (default), 1, 2, or 3 for 80-column text mode
* DH = Row
« DL = Column

The cursor location on each page is independent of its locaiion on the other pages. This ex-
ample sets row 12, columa 30, for page O:

MY AR, 02H tRequest sat Cursor

MOY BH,00 ;Page number O

MY  DH,12 iRow 12

M DL, 30 ;Column 30

INT 10H :Call dntarrupt service

INT 10H Function 03H: Read Cursor Position

A program can vse function 03H ic determine the presenl ow, column, and size of the cur-
sor, particularty in situations where the program has to use the screen temporarily and has to
save and rese! the onginal screen. Set the page number in the BH, just as for function 02H:
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MY AH,O3H Request cursor location
MW BH, 0D :Page number O Cnormal)
INT 10H ;Call tnterrupt service

The operalion returms these values:

AX = Unchanged CL = Ending scan line
BX = Unchanged DH = Row
CH = Starting scan line DL = Colomn

The following example uses function 03H to read the curscr and detenmine its location
and size; it then uses function 02H 10 advance the cursor to the next colimn on the screen:

MOV AH,O3H iRequest cursor position
MY EBH,00 ;Page O

TNT 1GH tReturns column in DL
MO¥ AH,DZH :Request set cursor

INC DL ;A next column

INT 1CH 12311 dinterrupt service

INT 10H Function 05H: Select Active Foge

Function 05H for text modes (—3 and 13-16 lets you select the page that is o be displayex.
You can create different pages and request alternating betwezen pages (-3 (in 80-column
mode). The operation is simply a request that returns no values:

M0y AH,O5H :Request active page
MOW AL, page# :Page number
IMT 10H :Call dnterrupt service

INT 10H Function 06H: Scroll Up Screen

If a program displays text down the screen past the bottom, the nexi line wraps around to
start at the top. Bl even if the INT operation specifies column 0. the new lines are im-
properly indented, and succeeding lines may be badly skewed. The solution is to scroll te
screen, so that displayed lines scroll off at the top and blank lines appear at the bettom.

You already used function G6H in Chapter 9 to clear the screen, where setting 3.z¢10
value in the AL caused the entire screen to scroll up, effectively clearing it. Setting a ionzero
value it the AL causes that number of lines to scroll up. Load the following registers:

AL = Nomber of rows {00 for full sereen) CX = Starting row:column
EH = Anribute DX = Ending row:column

The following example sets a colar atiwibute and serolls the full screen one line:

MOy A, OE01H i fequest scroll up one line
Moy BH,G1H :Brown background, blue foreground
Moy O, 0000 :From 00:00 through
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MOV DX, 1Z4FH ; 24:78 [(full scresn)
INT 10H ;Call Gnterrupt service

Here's a standard approach 1o scrolling one line:

1. For setting the row location of the corser, define an item named, for example, ROW,
initialized to 2ero,

Display a line and advance the cursor to the next line.

Test to see wheilher ROW iz near the bottom of the sereen (CMP ROW,22).

If ves, scroll one line, use ROW to set the cursor, and clear ROW to (0},

. If oo, increment BOW (INC BOW).

The CX and I¥X registers permit scrolling any portion of the screen. Be careful 10 co-
ordinate the Al. value wilth the distance in the C3X:DX, especially when you reference a par-
tial screen. The foliowing instructions create a window [with its own anributes) of 7 rows
and 30 columns, with the top left at 12:25, the top right at 12:54, the botlom lefi a1 18:25
and the bottom right at 18:54:

MOV AX,DEOTH ;Request scroll 7 lines

MY BH.30H ityan btackground, black foreground
MOY X, DC1SH ;From row 12, column 25 therough
MY DX, 1236H i row 18, column 54 Owindow)

INT 1{H ;€all dnterrupt servica

This example specifies scrolling 7 lines, which is the same value as the distance be-
tween rows 12 and 18 inclusive, so that only the window 15 ¢leared. ¥t"s a common praciice
when creating a window o scroll (and clear) all of its rows, and subsequently, say, one row
at a time. Because the atiribute for 2 window remains szt until another operation changes
it, you may set various windows to different attributes at the same lime.

INT 10H Function 07H: Scroll Down SCreen

For (ext mode, scrolling down the screen causes the hottom lines to scroll off and blank
lines to appear at the top. Other than the fact that this function scrolls down, it works the
same 25 function 06H, which scrolls up. Load the foliowing registers:

AL = Number of rows (00 for full screen)  CX = Staming row:column
BH = Attribute DX = Ending raw:column

INT 10H Function 08H: Read Athibute or Character
ot Cursor Positlon

Function 08H can read both a character and its atribute from the video display area in ei-
ther text or graphics mode. Sei the page number, normally 0, in the BH, as the following
example shows:
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MOV AH,OBH ;Request read attribute/character
MOV EH, 00 jPage number O {normall
INT 10M Call interrupt seryice

The operation delivers the character to the AL and its attribute to the AH. In graphics mode,
the operation returns 00H fer a non-ASCII character. Because the operation reads only one
character at a time, you have to code a loop to read successive characters.

INT 10H Function 09H: Display Attibute of Character
at Cursor Posilion

Here's a useful operation that displays & specified number of characters in text or graphics
mode according to a given atiribute. 52t these registers:

AL = ASCII character to be displayed BL = Atribute
BH = Page number CX = Count

The count in the CX specifies the number of times the operation is to repetifively display
the character in the AL. The following example sets a color attribute and displays 60 “happy
faces™ (01H):

MW AH, 08H ;Reguast display

MOV AL O1H ;Happy face for display

MY EH.D ;Page number © (normal)

MOy BL,16H 1Blue hackground, Beown foreground
MW O, a0 ;60 ~gpeated characters

INT 10H +Call interrupt service

The operation does not advance the cursor or respond to the Bell, Carriage Retum, Line
Feed, or Tab characters; instead, it atternpts to display them as ASCII characters. The fol-
lowing exampie displays ten blinking hearts with reverse video:

MOV AH,DOH :Request display

MOV AL,O3H :Heart (to be displayed)
MOV BH, D0 jPage number 0 Cnormal)
MOV BL,OFOH iBlink and reverse video
WMy Cx, 10 ;Ten times

INT 10H ;Call interrupt service

Displaying dilferent characters requires & loop. In text but not graphics mode,
when the display exceeds the rightmost columa, function 09H antomatically continues
the display on the next row at column 00. To display a prompt or message, code a
routine that sets the CX to 01 and loops to move one character at a time from memory
into the AL. (Because the CX is occupied, you can’t easily use the LOOP instruction.}
Also, after displaying each character, use INT 10H function 02H 10 advance the cursor
to the next colamn.
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INT 10H Function 0AM: Display Charocter ot Cursor Poshion

This operation displays a charscter in text or graphics mode. The ooly difference between
functions 0AH and O9H in text mode is that function 0AH nses the curment atiribute,
whereas function (9H sets the attribute. Here 15 the code for function OAH:

MOY A OARH ;Raquest display

MY AL,char :Character to display

MY  EH.page# :Page number

MY O, repetition :Kumber of repeated characters
INT 1(0H ;a1 Tnterrupt service

[NT ZIH aperations that can display & string of characters and respond to screen con-
trel characters are sometimes more convenient to use than INT 10H operations.

INT 10H Function OEH: wiite Teletype

This operation lets you use the monitor as a terminal for simple dispiays. Set function EH
in the AH, the character to display in the AL, page number in the BH, and foreground color
{graphics mode) in the BL:

MW AH,CEH ;Request display

WX AL.char Character to display

M)V BH,page# iActive page number (some systems)
MV BL,color :Fareground colar (graphics smode)
INT  10H +Call interrupt service

The Backspace (DFH), Bell (07H), Carmage Return (ODH), and Line Feed (0DAH) con-
rol characters act as commands for screen formaiting. The operation automatically ad-
vances the curser, wraps characters onto the next line, scrolls the screen, and maintains the
present screen atiributes.

INT 10H Function OFH: Geat Cument Video Mode

You can use this function 0 determine the current video mode. (See alse function 00H.)
Here's an example:

MW At OFH ;Request video mode

INT  10H ;Call dnterrupt service
MP AL,03 ;IF mode 3,

-E 3 Jump

The INT vperation reterns these-values:

AL = Current video mode
AH = Characters per-ling = 20, 40, or 80 (14H, 28H, or 50H)
BH = Current page number.
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INT 10H Function 11H: Character Generator

This complex fenction for VGA, EGA, and MCGA systems initiates a mode set and reseis
the video environment. A discussion is outside the scope of this lext.

iNT 10H Funclion 12H: Select Altemative Screen Routine

This function supports VG A and EGA monitors. To get information on these monitors, sim-
piv load 10H in the BL and wse this function; the operation retoms:

« BH = 00H for cobar and 01H for monochrome

= BL = O{H for 4K, 0LH for 128K, 02H for 192K, and O03H for 256K

= CH = Adapter bits

* CL = Switch setting
The operation supports a number of elaborate functions, such as 30H (select scan lines),
MH {default palette loading), and 34H {cursor emuolation).

INT 10H Function 13H: Display Charaicier Sting

For VGA and EGA monitors, this operation displays sirings of any length with options for
selling the atiribute and moving the cursor. The ES:BY registers should contain the seg-
ment:offset address of the string o display. The operaton acts on the Backspace, Bell, Ciu-
riage Rewrn, and Line Feed control characters. Here's an example:

MOy  AH,13H ;Pequast display string

MON AL, subfunction (0D, gl, 02, or 03 {(see below)

MV BH,page# ;Page number

MY BL,attribute :Screan attribute

LEa BF.address iAddress of string in ES:8P

MOY X, Tength iiength of string

W DX, screen ;:Relative starting location on SCrégn
INT 10H ;Call faterrupt service

The four subfunctions that you set in the AL are:

+ () Display atiribute and string; do not advanoe cursor

» (1 Display atlribute and string; advance cursor

02 Display character and then attribute; do not advance cursor
» (3 Display character and then atiribute; advance cursor

PROGRAM: DISPLAYING THE ASCIl| CHARACTER SET

The program in Figme 9-1 used INT 21H to display the ASCII character set. but the oper-
ation acted on the Rackspace, Bell, Carriage Return, and Line Feed control characters,
rather than dispfaying ther. To solve this problem, the revised program in Figure 10-2 uses
INT 10H with the following functions:
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TITLE A1OBIOAS (CDM} INT 10H to diaplay ASCII character eet
.MODE.L SMALL
.CODE
ORG 100K

BEGTNH: JMF SHORT AXCMAIN

CTR DB a0 ;Counter for ASCII charactera

LOL DB 24 ;Column of sormen

ROM BB 04 ;Row of ECcIT=en

MODE DB 7 ;videc mode

i Main procedure:

i
A1OMAIN PROC HEAR

carl B10OHODE ;Get fmet video made
CALL C10CLE ;Claary moyeen

AZD
CATL L. mMAaseET ;Set cursor
CALL El1QDISF ;Dieplay characters
CMEP TR, OFFH ;Laat charactayr displayed?
JE A30 ;  yem, exit
INC CTR ; Incravent char . counbter
A 0L, 02 ;Increment colummn
THME OO0L, 56 AL erd of ocolumn?
JHE R20 ; mno, hypass
INC ROW ; WEeE, incrament row
Moy SOL, 24 ; ané reset column
JHP AZO

AI0;
CARLL F1DREAD ;Get keyboard character
CALL F1GMODE iRegtore video mode
MoV AX 4C0Q0H 1Bnd of proceasing
INT 21H

ALOMAIN EMDBP

; Ger and set wodeo mode:

E1OMODE PROC WEAR
MoV AH,OFH ;Request get moade
INT 10H
Mo MODE, AL Eave mode
MO AH,00H iRaegqueat. aeat new meoxde
MOV AL,.03 iSrandard color
INT 10H
RET

B1OMUDE ENT'F
i Cleayr gcreen and crsate window:

i .
C1lOCLRE PR WERE

MW AH,08H ;Regquest get current

INT 140H : attribute in AH

MUY BH,AH ;Move ik Lo BH

Mo AX ,0600H 12rrel]l whole acreen

MoV CX. 0000 ;Upper lefr location

L DX.184FH ;Lower right Iocation
INT 10H

MY AX O61L0H ;Create 16-line window
nov BH,16H ;Blue back, brown foregrd.
Moy CX,0418H ;Upper left corner Q4:24
MoV DX,13234H ;Lower right corner 185:54
INT 10H

RET

ClaCLR ENDP

Flgure 10-2 NT 10H 1o Display the ASCT Character Set
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: Set cursor to row and column:

i
DLLGEET PROC NEAR

MoV AH, O2H ;Reques: set curagr
Moy EH, OC ;Page 0 (normal)
My OH, ROW rHew row
Moy DL, COL Hew ocolumn
INT 10H
RET

D1LO3ET ENDP

H Display ASCII characters:

i
ELODISF PROC HELR

Mo AH, OGRH ;Request diaplay
MoV AL.CTR JASCTI char

MoV BH,QC ;Page O

nov X, 01 ;ome character
INT 19H

RET

E1LQDISFE ENDP
: Force pause, gat Keyboard character:

/
F1OREARD PROC WERF.

MV AH,10H :Requeat get character
INT 1&H
RET

FLOREADR ENDF

Restcre original wides mwode:

_____________ L

GLOMODE FROC HEAR

MOy AR, 00H ;Rauest set mods
M AL, MCDE ;original wvalue
IWT 10H

RET

GLOMODE ENDF
END BEGLIN

Figure 10-2  INT 10H w Display the ASCIT Character Set

OFH  Get the current video mode and save it

00H  Ser viden mode 03 for this program, and restere the origimal
modle on exiting.

08H Read the atiribute at the curment cursor position, for use by
fimchien (6H.

064  Scroll up the screen to clear the entire screen, using the
atitibute just read. Also, create a 16-line window with brown
foreground and blue background for the displayed characters.

024 Set the cursor initially, and advance it for each displayed
character.

0AH Display each characier, including contro! characters, at the
current cursor position.

The characters are displayed in 16 columns and 16 rows. This program, like others in

this book, are written for clarity rather than processing speed. You could revise the program
o make it run faster, for example, by using registers Tor the row, column, and ASCII
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character penerator. Also, because INT 1{H destroys only the contznts of the AX register,

the values ia the other registers don’t have w be reloaded. However, the program won’t run
noticeably faster and i1t would lose some clarity.

ASCIl CHARACTERS FOR BOXES AND MENUS

Among the extended ASCII characters 128-255 (80H-FFH) are a number of special char-
acters that are useful for displaying prompts, menus, and ioges, as shown in Appendix B

and Figure 10-3.
The following example uses INT 10H function 09H to draw a solid borizontal line 25
positicns long:
MY AH,OG9H ;Request display
MOV AL, OC4H ;20144 single Tine
MY BH,00 ;Fage number O
MOV BL,OFH :8lack fora, white back, intense
Moy CX, 25 ;25 repetitions
INT 10H i£all dinterrupt service

Remember that although function 09H displays a string of characiers. it does not advance
the cursor.

The simplest way 10 display a box is to define it in the data segment and display the
whole area. This pext example defines and displays a menu in a solid single-line box:

CR Equ 0OH ;jCarriage return

LF EQU DAH ;Line feed

MENU DB ODAH, 17 DUP{GC4HD, GBFH, €R, LF
DB O0E3IH, * Add records *, G83H, CR, LF
CBE 083H, * Delexe recprds *, OB3H, CR, LF
DB 083H., *“ tnter orders . OB3H, CR, LF
D& C¢B3H, ' Print report *, OB3H, CR, LF
D& OB3H., * Update accounts ', OB3H, CR, LF
DE OB3H, " view records ‘., OB3#, CR, LF

DE  0OCOH, 17 DUPLOCAH), OD9H, (R, LF

MOV AH, 40H ;Request display

MY BX, 01 ;File handle for screen

MOV CX, 168 iNumber of characters: 3 rows
LEA D, HENU i X 21 columns

INT Z1H ;Call interrupt service

In the next chapter, Figures 11-1 and 11-2 illustrate a similar meno in a double-line
box, along with “dots on™ characters for a drop shadow 1o the right and bottom of the box.
The fellowing lists the various chatacters:

One-quarter dotson ~ BOH | Solid shadow, upper half DFH
Ome-half dots on B1H | Solid shadow, left half DDH
| Three-quarter dots on  B2H | Solid shadew, nght half  DEH
| Solid shadow DBH | Solid shadow, lower half DCH
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SIMNGLE DOBLE
CHARARCTER LINE LIHNE NIXED LIMNES
Etraight Linmms:
Horizomtal C4H - DR =
Varcical B3H | BAH
Cornersg:
Tep left DAR CSRE g DEH g D5H p
Top right BFH -L BRE 1 BTH 1 B&H 1
HBocbom lafp COH CRH DaH D4 H
Bottom right DSE d pcH A B & BEH o
Middle:
Left T3 CCH CTH CeH
Right B4H BYE BE&H BES5H
Top CZH T CER 1 2R I D18 I
Bottom C1R ChAH DOH CFH
Center Crosm csh 4 CEE 4 D7H § DBH &
Blocka:
One-quarter dota on BOH 3 Sulid shadow, upper half DFH W
One-half deots on a1l &olid shadow, left half  DDH 'I
Threa-gquarter dotg on  H2H 50i1d shadow, Tight half DEH
So0lid ahadcow DBEH 50lid shadow, lowsr half DCH g
i

Figoee 103 ASCI Charwcrers for Boxes avd Menus

PROGRAM: BLINKING, REVERSE VIDEQ, AND SCROLLING

The program in Figure 104 accepts names frorn the keyboard and displays them on the
screen. To make things mose interesting, it displays the prompt with reverse video (blue on
white), accepts the name normally {white on blue), and displays the name at column 40 in
the same row with blinking and reverse video, Here is the formar:

MName? Bepjamin Franklin Bepjamin Franklin [blinking]

| i
Lolumn @ Coelumn 40

To control the placement of the cursor, the program defines and increments ROW for
the screent row and COL for advancing the corsor whes displaying the prompt and name.
{INT 10H function 09H does not autoratically advance the cursor.) The program consists

of the following procedures:

» ALOMAIN provides the mmain logic for accepting any number of keyboard entries.

» BIOPROM displays a prompt for the vser {o enter z name.

» CI0INPT uses INT 2tH function 0AH for keyboard inpus,

» D1ONAME displays dawn the screen until it reaches row 26 and then begins scrolling
up one line for each additional prompt.

+ E10DISP uses INT 10H function 09H for displaying each name as individual
characters.

» QIQSCRN handles scrolling of the screen, and assumes the nomber in the AX on
entry.

= Q2OCURS sets the cursor according to the current values in ROW and COL.
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AIQLOOE:

Ad0 -
ALUMATH
i

BLOPROM

B2o:

B10PROM

ClOINPT

Cl1oINET
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Al(MMSCR (EXE) Rewarsas video, blinking, scrclling
.MIDEL  SMALEL

.STACK &4
DATA
LABEL EBYTE ;Name parametar 1iet:
DE 20 ;  maximum langth cf name
DR 7 ; nmo,. of chara sntered
R a0 DUFR{" '} ; name
B aon
DA T
DR 'HameT '
-] ad
___________ Y e e immm——amu_
. CODE
FROC FAR
o T AX, ddata sInztialize gegment
MO 05, AX ; Ieglarere
MO ES, AX
MO AKX, QEQUH
CAIL QL OSCRN ;Clear acreen
MOV COL, Do Bt column ta @
CALL C2OCURS
CaLL  HLOPROM ;Display prosmpt
CAILL C1QINET ;Provide for input of pame
CME ACTLEN, OO : MG name?
JHE A3D ; if not, bypass
MOV AX, 0600H ;I so,
call QLOSCRN ; Clear BCrasn,
MOV AX, 4C0DH ;End af processing
INT Z1lH
CALL D1 OHAME ;Meplay name
JMF A20TO08
EMDF
Display prompt:
DRCC NEAR
LEA ZL, FROMPT ; 5et addresa of prompo
MOV oL, 05
MOV AL, 71lH ;Reverge video
CALL E1GDISP ;Piaplay routine
INC aT ;Next character in oams
inc TOL :Hexk column
ALl C20CTIRG ; S8t CursoY
DEC COUNT ; Count down
JHE R2U ;Loop n times
RET
ENDFE

Aocaprt input of name:

BPROC HEAR

Mo AH, OAH ;Request keyhcard
LER Lx, PARLIST ;  input

INT 21K

RET

ENDF

Figure 1-4a Blinking, Reverse ¥ideo, and Scrolling

10



Direct Video Display

P
D10HAME

20

DAG:

D10MAME

r

E1GDISP

E10DIZE

i
Q10SCHM

QI0SCRY

¢

Q2DCURS

G2QTRE

DIRECT VIDEOQ DISPLAY

FROC
MO
MoV
Mo

INT
RET
ENDF

PROC

INT

ENDF

PROC
Moy
Mo
MO
MO
INT
1ET
INDE
END
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Diaplay name with blinking revetee wvideao:

FERR

51, KBEHAME ;Inlcimlize nams

0L, 440 ;Sat mcyesn column
Q20CURS ;Set cursar

BL, OF1H ;Blink revearse wvidec
ELODISP ;Display routine

a1 jHext character in name
oL ;Hext screen oolumgl
ACTLEN ;s Countdown name lepgth
DZd ;Lap 1 times

RO, 240 ;Hear bottom of acreen?
030

ROW ; o, incremant row
M. 0edlR ;o oyed,

CGL0ACKN r Bcrall BCcraen

Diaplay charackar:

NEAFR ;BL [attribute) pat on enkry
AH, O%H ;Hequest digplay

AL, [8I] ;0at name character

BH, QO ;Pade nuomber

CK, 01 ;jUne character

10H

fcroll BCIEEn:

WEAR ;AN get pn antry
BH, 17TH jWhite onm blums
[ [ e Y

CX,.184FH ;Full ecresn

10H

Set carsor row/feool:

AM, G2H

BH, 60 ;Page
DH , ROW ; Row
DL, OCL ; Column
10R

AlOMALIH

Figure 10-4b Blinking, Reverse Video, and Scrolling

For some applications, the video display is routed through the operating system and BIOS
may be noticeably slow. The fastest way to display screen characters (fext or graphics) is (o
wransfer themn directly to the appropriate video display area. For example, the address of
page O in the video area for mode 03 {color, text) is BROO[Q]H. Each screen character re-
quires two bytes of memory-—one for the character and one immediately following for ils
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attribute. With a screen size of 80 columns and 25 rows, a page in the video area requires
80 K 25 X 2 = 4,000 bytes.

The first two bytes in the video display area represent. one screen location, for row
00, column DO, and the bytes at FOEH and FHFH represeant the screen location fot row 24,
column 19, Simply moving a character:attribute into the video area of the active page causes
the character to appear immediately on the screen. You can use DEBUG commands 1o check
this featare. First, display the video area a1 BE0O{0JH:

D B300Q: 00

The dispiay shows what was on the screen at the tire you typed the command, which is
psually a set of bytes containing 20 O7H (for blank character, black background, and white
foreground). Note that both DEBUG and you are competing for the same display area and
screen, Try changing the screen with thesz commands to display happy faces (01, 02, and
03) with various atirtbutes (25, 36, and 47} on the top and bottomn rows:

E BBOO; 000 0L 25 02 36 03 47
E BAQ:Fo0 O1 25 02 36 03 47

The program in Figure 10-5 gives an exampie of transferring data directly 1o the video
display area at B9OO{0]H—that is, page 1, rather than e default page 0. The program uses
the SEGMENT AT feature to define the BIOS video display area, in effect as a dummy seg-
ment. DSPAREA identifies the location of page 1, at the start of the segment.

The program displays characters in rows 5 through 20 and columns 10 through &9,
The first row displays a string of the character A{41H) with an attribute of 01H, the second
row displays a string of the character B {42ZH) with an attribute of 02H, and sc forth, with
the character and attribute incremented for each row.

The program establishes the starting position of a page in the video display area based
an the Fact that there are 80 X 2 = 160 columns in a row. The starting position, then, for
row 05, colurmn 10, is {160 X 5 rows) + (10 columns X 2} = 820. After displaying one
tow, the program advances 40 positions in the display area for the start of the next line and
ends on reaching the lewer Q (51H).

The video display segment for page | is defined as DSPSEG and the page
as DSPAREA. The program establishes the ES register as the segment register for
DSPSEG. A1 the start, the program saves the currenl mode and page and then sets mode
03 and page 01.

in the provedure B1OPROC, the starting character and attribute are initiahized in the
AX and the starting video area offset in the DI. The instruction MOV WORD FTR
[DSPAREA +DI1), AX moves the contents of the AL ithe character) to the first byte of the
display arca and the AH (the attribute) to the second byte. The LOOP routine execotes this
instruction 60 times, displaying the character:atiribute across the screen. It then incremerts
the character-atiribute and adds 40 to the DI—20 for the end of the current row and 20 for
indenting the start of the next row {on the screen, 10 columns each). The routinss then re-
peats the display of the next row of characters, _

On completion of the display, the procedure CICINFPT waits for the user 1o press a
key and then the program restores the original mode and page before ending.
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TITLE

BESIN

BEGIN

B10OMODE

B10MODE
C10DIsE

C20:

C1CDISF

DLUEEY

DlCKEY

USING GRAPHICS MODE

P1OGRAFY {COM)
MODEL. SMATL

. CDDE
ORG
FROC
Mo
INT
PUISH
CALL
CALL
CALL
poP
Mo
INT
MO
INT
ENDP

FROC
Moy
Moy
INT
MO
MOy
MOow
INT
RET
ENDP

FRCC
Mow
HOW
Mo

Mo
MoV

INC

PROC
M
INT
RET
ENDF
EHNLDr

100H
NEAR

AH, OFE
10H

AX

Bl 0MODE
C1ODIEE
DLOKEY
AX

AH, GoH
10H
AX, 4 COOH
Z1H

HEAF.
AH, OLH
AL,10H
10H
Ai, UBH
B, G0
HL,O7H
104

NEAR
BX, 00
X, 64
oX, 70

AH, OCH
AL, BL
10H

CX

CX, 575
c20
X, 64
BL

DX

DX, 260
2o

HERR
AH, 10H
16H

BEGIN

175

Graphica diaplay

;PFregarve

; original

; wideo mode

;e graphics mode
;Display color graphics
;Get keybaard respanas
;Restore

; original mods

¢ fin AL

sExit te DOS

;Selb BEGA/VOA graphice mode
;640 cola x 350 rows

;8et backgrourd palette
;Background
;Gray

;8et ipitial page,
:  ooloy, column,
i And row

Write pixel dot

;Set ¢olor

(B, CX, &£ DX are presarved
i Increment o lumn

;Column at STE?

r no, loop

; 7yma, reaet columnn
;Changs color

;Incrament row

rRow at 2807
¢ Ty, loop
; yes, terminate

;Requant keyboard
; dnput

Figure W5 Using Threct Yideo Display

Graphics adapters have two basic modes of operation: text (the default) and graphics.
Use BIOS INT 10H function O0H to set graphics or text mode, as the following two ex-

amples show:
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Mode Tye Adapter Resoluticn Colora
4 H Color Ciah, Bk, MCGA,VGEA 320 x 200 L |
D5H Mono CGA, EGA, MCGA, WGA 320 x 200
LaH Mono CGA, ECA,MCGA, VGA E40 x 240
OEH Color EGA, VA 320 x 200 16
LEH Color EGA, VA 40 x 200 16
OFH Mono EGh, VEA 640 = 350
10H Color BGA, VA 640 x 35D 14
11lH Color MCGA , VG &40 x 4BO 2 of 252,144
12H Color WA 640 x 480 16 of 262, 144
13H LColar MOGA,, WEh 3249 x X004 258 of I62, 144

Flgure k-6 Craphics Modes for Yideo Displays

Set graphics mode for VGA:

MOV AH,ODH iRegquest =et mode

MOY AL, OCH ;oolor graphics

INT 1{H :£all dinterrupt service
Sel text mode:

MYV AH, OOH ;Reguest set mode

MW AL 3H ;Color tewt

INT  10H sCal1] interrupt service

Resolutions and modes for graphics adapters as shown in Figure 10-6 are as fallows.
Graphics modes O4H, (5 H, and D6H. These original CGA mades are also used by the
YGA and EGA for upward compatibility, so that many programs written for the CGA
can run on a VGA or EGA. The address of the video display area for these modes is
BROO[O].

Graphics modes ODH, OEF, OFH, and {0H. These original EGA modes are also used
by the VGA for upward compatibility, 5o that many programs written for the EGA
can ron on a VGA. These modes also suppon 8, 4, 2, and 2 pages of video display
area, respectively, with page O the default. The address of the video display area for
these modes is ADDG{O].

Graphics modes 11H, I2H, and 13H. These modes are specifically designed for the
VA (and the now rare MCGA) and are not usable by ather video adapters. The ad-
dress of the video display area for these modes is AODO[0].

In graphics mode, ROM contains dot patterns for only the first (bottom) 128 charac-

ters. INT 1FH provides access to a 1K area in memory that defines the top 128 characters,
% bytes per character.

Pixedls

Graphics mode uses pixels (picture elements or pels) 1o generale color patlerns. For ex-
ample, mode 04H for standard color graphics provides 200 rows of 320 pixels. Each byte
represents 4 pixels (that 1s, 2 bits per pixei). numbered 0 through 3, as follows:
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byte: 1 o 1 i) I 1l Ch Cl o
pixel: o 1 2 3

AL any given time, there are four available colers, tumbered O through 3. The
limitation of four colors is because a 2-bit pixel provides 4 bit combinations: 00, 01, 1(, and
1. You can choese pixel 00 for any one of the 16 available colors Ffor the background:

COLOR COLOR

Black 0000 | Gray LODO
Blue 0001 | Light bue 1001
Green 0010 | Lightgreen 1010
Cyan 0011 | Light cyan 101

Red o003 | Light red 110340
Magenia {101 | Light magenta 1101
Brown QL0 | Yellow 1110
Light gray Q111 | White 111t

And you can choose pixels 01, 10, and 11 for any one of rwo 3-color palettes:

1 co PALETTEO  PALETTE 1

G 0 - background background
o I ETEEn cyan

1 ] red magenta

1 | brown white

Use INT 10H function 0BH to select a coior palette and the background. If you choose
background color yeliow and paletie 0, the available colors are yeliow, green, red, and
brown. A byte consisting of the pixel vatue 10101010 would display asall red. If you choose
backgreund color blue and paletie 1, the available colors are blue, cyan, magenta, and white.
A byte consisting of pixel value 00011011 would display blue, cyan, magenta, and white.

INT 10OH FOR GRAPHICS

BIOS INT 10H facilitates full screen handling for both graphics and text mode, as described
earlier. The operation preserves the contents of the BX, CX, DX, B, 51, and BP registers,
but not the AX. The foliowing szctions describe each of the functions of INT 10H that are

concerned with graphics.

INT 104 Functfien 00H: Set Video Mads
Function (0H in the AH and mode 12H in the AL set standard VGA color graphics mode:
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Mav  AH, O0H ;Regquest set mode for
Moy AL L 1ZH 7 Gd0) x 4850 YGA resolution
INT 10K ;Call imterrupt service

Setting graphics mode causes the curgor to disappear.

INT 10H Function 04H: Reqd Light Pen Poshtion

Use this function with graphics to determine the staius of a light pen. The operation deliv-
rs the following information:

AH 0 if status s not triggered and 1 i triggered.

DX Row in the DH and colomn in the DL,

CH:BX Pixel location, with raster (korizontal) line iz the BH and column or do
m the BX.

INT 10H Funclion 08H: Read Altribute or Choracter
at Cursor Position

This function ean read both characters and anributes from the display atea in either text or
graphics mode. See the earlier section, “Using EINT 10H for Text Muode.”

INT 10H Function 09H: Display Attribute or Charocter
af Current Cursor Postion

For graphics mode, use the BL for defining the foreground color. 1fbit 7 is 0, the defined
color replaces present pixel colors; ifhit 7 is 1, the defined color is combined {XORed) with
them. For details, see the earlier section, “Using INT 10H for Text Mode.”

INT 10H Function 0AH: Display a Character
at Cursor Position

See the earlier section “Using INT 10H for Text Mode.”

INT 10H Funclion 0BH: Sat Color Palette

Use this funcion to set e color palette and display a graphics character, The valoe in the
BH 00 or O1) determines the purpose of the BL registen

« BH = 00, Select the background color, where the BL contains the color value: in bits
03 {any of 16 colors)

Mo AH, OEH ;Request
MOy BH,00 1 background
W  BL,D& i color red

INT 10H ;Call interrupt service
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* BH = 01. Select the palene for graphics, where the BL. contains the palette (0 or I'):

MO AH,OBH 1Request color

MOV BH,OL ;Select paiettes

W BL,DO 7 onomber 0 (green, red, bBrown)
INT 10H Call Anterrupt service

Once yon set a palette, it remnains set, bot when you change the palette, the whele
screen changes to that color combination, If you use function UBH while in text mode, the
valoe set for color i for the paiette determines the color of the border.

INT 10H Function DCH: Write Pixel Dot _
Use function OCH to display a selected color (background and palette). Set these registers:

AL = Color of the pixe! CX = Column
BH = Page nomber (VGA/EGA) DX = Row

The minimum value for the column or row is 0, and the"maximem valve depends on the
video mode. The following example sets a pixel at colomn 200, row 3

MY AM,OCH ;Reguest write dot

MY AL O3 Colar of pixel

MOV EBH.D :Page number 0O

W CX, 200 ‘Horizontal position (column)
MOV DX, 50 :Wertical position (row)

INT 10H :Call interrupt service

VGA/EGA moddes (DH, OEH, 0FH. and 10H provide 8, 4, 2, and 2 pages of video
display area, respectively. The default page is number 0.

INT 104 Function 00H: Read Pixel Dot

This operation, the opposite of function (CH, reads a dot to determnine its color value. Set
the BH for page number (VGA/EGA), the CX for column, and the DX for row. The mini-
mum value for the column or row is 0, and the maximum value depends on the video mode.
The operation returns the pixel color in the AL.

INT 10H Function 0EH: Wrilte Teletype
See the earlier section, “Using INT 10H for Text Mode.”

INT 10H Function 10H: Set Palette Registers

This function handles VGA/EGA systems. A subfunction code in the AL determines
the operation:
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» 00 Seta palens register, where the BH contains the value to zet and the BL contains
the register to set.

¢ (] Setthe overscan register, where the BH contains the value 1o set.
« 02 Set all patette registers and overscan. ES:DX points to a 17-byie table, where
bytes 0-15 are palette values and byte 16 is the overscan value.

03 Togple the intensityMinking bit, whers 00 in the BL enables intensity and 01 en-
ables blinking,

Other AL sobfunction codes for the ¥YGA under function 10H are OFH (read individ-
ual palette register], O8H {read overscan register), 09H {read all paleite registers and aver-
scan), 10H (set individual color register), 12H (set block of color registers), 13H (select
color page), 15H {read individual color register), 1 7H (read black of color registers), and -
| AH (read celor page state).

INT 10H Function 1AH: Reod/Write Display
Combination Code

This operation returns codes that identify the type of display that is in use.

INT 10H Function 1BH: Retum Functionality /State Information

This complex operation returns information to a 64-byte buffer identifying the video mode,
cursor size, page supported, and so forth.

INT 10H Function 1CH: Save or Restore Video State

This function saves and restores the video state, including the status of color registers, BIOS
data area, and video hardware.

PROGRAM: SETAING AND DISPLAYING GRAPHICS MODE

The program in Figure 10-7 includes the following INT 10H functions for a display of
graphics: .

« OFH = Preserve the original mode

+ 0DH = Set graphics mode 12H

« OBH = Select background coler green

« OCH = Write pixel dots for 640 columns and 480 rows,

The actual window displayed is 210 rows and 512 colurnns (columns 64 through
576). Note that rows and columns ate in terms of dots, not characters.

The program increments the color for each row (so that bits ()00 become D001, ¢tc.)
and, becanse only the rightmast 4 bits are used, the colors repeat after every 16 rows. The
display begins 64 colnmns from the left of the screen and ends 64 columns from the right.
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TITLE ALOGRAPY (COM) Graphics display
.MODEL SMALL
.CODE
ORG 100K

ALOMAIN PROC  NEAR

Mo AR, OFE ;Freaerve

INT 10K ; oxriginal

PUSH AX ;  wideo mode

CALL B1OMODE ;5et graphice oocda
CALL CLODISE ;jDisplay color graphica
CALL D1OKEYE ;Eat keyboard respongs
POP RX ;Resbore

M AH,00R : original mode

INT 10H i {in ALl

WA AL, ACOCH ;End of processing

INT 21H

AlUMATH ENDT

F Bet graphice mode:
BIOIMODE FPROC NEAR

MOV AH, O0H ;Request VGA graphics mode
MOV Al:, 12H (640 cols x 480 rows

INT 1C0H

MOy AH, 9BH ;Requesar color palette
i EH, 00 ;Backyground

MOV BL, & 7H ;Gray

INT 10H

RET

E1OMODE EHDFP

: Tiaplay rows of graphica dota:
C1l0DISF PROC

My B, &o ;5ac initial page,
MOV X, 64 ; calumnn,
MOV DX, 70 p o and row

o20:
MOV AH, OCH ;Reqiest plxel dot
MO AL, BL ;Polor
INT 1CH ;BX, OX, & DX are preserved
INC Cx ; Increment Column
oME Q®, 575 ;Column at STET
THE 2249 ; no, loop
MOV X, 54 ; yas, resekb column
IHC BL ;CThange color
INC DX s Ingeremant row
LMP DX, 280 ;Row at 2B07
INE [wrli) ;o om0, loop
RET ; yesa, ended

ClOO15F EWOF

P Delay, wait for kaybeoard entry:
DI1CKEYH PROC HEAR

MO AH, 10H ;Bequest keyboard
INT 16H 1 ilnput
RET
D1QKEYE EWDP
END A10MATHN

Figure 10-7 Color Graphics Dizplay
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At the end, the program waits for the user to press a key, and ther it resets the display
tw the original tnode. You could modify this program for various graphics modes.

DETERMINING THE TYPE OF VIDEQ ADAPTER

Becanse video graphics adapters support various services, there may be times when you
want to know what type of adapier is installed in a system. A recommended way is to check
first for VGA, then for EGA, and last for CGA or MDA, Here are the steps;

1. To determine whether a VG A 15 installed:

MOV AH,1AH ;Request VoA funccion

MOV AL, O ;7 and subfenctior O

INT 10H ;Call interrupt service

CMP  AL,1AH ;IT AL contains 1AH on return,

JE  VCAFOLND 7 system contaings a YCA
2. To determine whether an EGA is installed:

MOW  AH,12H iRequest ECA Function

MOV AL, 10H Amount of EGA memory

INT MH ;Call dinterrupt service

P BL,A0H (If BL nao "onger contains 10H,
JHE ECAFDUND ¢ system contains an EGA

Because an EGA may be installed along with an MDA or OGA, you may want 1o de-
termine whether the EGA s active. The BIOS data area at 40,0087 contains an EGA
imstruction byte. Check bit 3, where (- means that the EGA is active and | means that
it is inactive.

1. To determine whether a CGA or MDA is installed, examine the word at location
40: 0063, which contains the base address of the memory controller. Note that 3BxH
means MDA and 3DaH means CGA.

KEY POINTS

» The attrbute byte for text mode provides for blinking, reverse video, and high inten-
sity. For color text, the RGE bits enable you to select colors, but not underlining.

» BIOS INT 10H provides functions for full screen processing, such as setting the video
mode, setting the cursor location, scroiling the screen, reading from the keyboard, and
writing characters.

« If your program displays lines down the screen, use INT LOH function 06H to scrall
up before the display reaches the botiom.

» INT }H services that display a character do not automatically advance the cursor.

» The 16K memory for color display permits storing additional “pages” ar “screens.”
There are four pages per 30-column screen.

» The fastest way to display screen characters (text or graphics) is to wansfer them di-
rectly to the appropriate video display area.



Cast

Jalgt: 183

= A pixel (picture element) consists of a specified number of bits, depending on the
graphics adapter and resclution (Jow, medium, or high).

= For graphics modes Od and 05, vou cin select four colors, of which ane 1 any al the

GUESTIONS
10-1.

10-2.

10-.

10-4.

10-5.

10-6.
1)-7.

10-8

16 available coiors and the oiher three are from a color paletie

Provide the attribuge bytes, in binary, for color monitors for the following: fa} yel-
low on brown; (b) light cyan on magenta; (c) green on black, blinkng.

Provide the attribute bytes, tn binary, for monochrome monitors for the follow-
ing: {a) underline only: (b} white on black, normal intensity; (c) reverse video,
mnlense,

Code the foliowing routines: {a) Set the mode for an 80-column monochrome
screen, (b sel the cursor size 10 start at s¢an fine 4 and end at scan lice 1 (v)
scroll up the screen 14 lines: (d) dispiay 25 blinking “dots™ with one-half dots
(BIH) omn.

Under st mode D3, haw many colors are available for backgrourd and for fore-
ground?

Cade the instructipns for displaying 6 club (05H] characters in text mode with yel-
Jow on blue,

What modes permit the use of screen pages?

Write a program that uses INT 21 H function 0AR ta accept data from the key-
board and function 09H to display the characters, The program will clear the
screen, scf sereen colors (your choice), sei the cursor at row 8, column 10, and
accept a se: of data from the keyboard beginning at the curremt positien of the
curser. The set of data could be four or five lines (say, any length up to 25 char-
acters) cntered from the kevboard, with each iine followed by <Emnter> and
stored in fields in the daw segment under the names LINEI, LINE2, eic. You
could use a variely of colors, reverse video, or beeping as an experiment. Then
set the cursor 1o a row 18 and column 10, and display the entered data on one
row for each line of stored data. The program is Lu accept any number of sets of
data and ends when the user presses <Enter> with noe data. Write the program
with a short main logic routine and a series of called subroutines. Include some
CONCISE Cormments.

Revise the program in Question 10-7 so that it uses INT 16H for keyboard input and
INT 10H (unction O9H for the display.

10-9. Expluin how the common attribute byte limits the number of available colors.

10-140.

103-11,

Wrile the instroctious to set graphics mode for these resalutions: (a) 320 X 200,
(b} 64 X 200 () 640 = 480,
Write the instructions for selecting the background color green in graphics mode.

10-12. Write the instructions to read 4 dot from row 44, colummn 120, in graphics mode.
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10-13. Revise the program in Figure 10-7 so that it provides for the following: (a) back-
ground color hlue, (b} row beginning at 50 and ending at 400 {c) column beginning
at 72 and ending at 568,

10-14. Based on the changes you made in Question 1013, revise the program to display
graphics dots one column (instead of row) at a time. That is, display dots down the
screen, then advance to the next column, and so forth.



ADVANCED
FEATURES

OF KEYBOARD
PROCESSING

Objectives: To cover all the keyboard operations and advanced fea-
tares of keyboard input, including the shift status, keyboard buffer,
and scan codas.

INTRODUCTION

This chapter describes the many different operations for handling keyboard input, some of
which have specialized uses. Of these operations, INT 21H function AH (covered in Chap-
ter 83, and INT 16H {coverad in this chapter) should provide almiost all the keyboard opera-
tions you'll tequire.

Other topics in the chapter include the keyboard shift status bytes, scan codes, and the
keyboard buffer area. The shift status bytes il the BIOS data arez enables a program ta da-
termine. for example, whether the <Cirl>, <Shifts-, or <Alt> keys have been pressed. The scan
code is a enique number assigned to each key on the keyboard that enables the systemto iden-
Lify the source of a pressed key and ¢nables a program to check if the user has pressed an ex-
tended function key such as <Home>, <PgUps, or <Armows. Ard the keyboard buffer area
provides space in memory for you to type ahead before a program actually requests input.

Qperations introduced in this chapter are the following:

INT 21H FUNCTIONS INT 16H FUNCTIONS

(1H Keyboard input with echo 00H Read a character

06H Direct console KO 01H Determine if characier present
(TH Direct keyboard inpot without echo  02ZH Return current shift status
08H Keyboard input without echo (5H Keyboard write

185
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DAH Battered keyhoard inpul 10H Read keyboard character

OBH Check keyboard status 11H Dretermine if character present

OCH Clear buffer & invoke funciion 1 2H Return current shift status
THE KEYBOARD

The keyboard provides lhree basic types of keys:

1. Standard characters, which consist of the letters A through Z, numbers 0 through 9,
and such characters as %, §, and #.
1. Extended function keys, which consist of:
« Program function keys, such as <F1> and <Shife=+=<F1>
« Numetic keypad kevs with NumLeck toggled off:<Home>, <Ends>, <Arrows>,
<Del>, <Insz, <PgUp>, and <PgDn>, and the duplicate keys for them on the ex-
tended keyboard
» <Alt>+alphabeiics and <Alt»+program-function keys
3. Control keys <Alt>, <Cirls>, and < Shift>, which work in association with other keys.
BIDS does not deliver them as ASCH characiers w your program. insiead, BIOS
treats these differently [rom other keys by updating their curent stale in the shift sta-
tus bytes in the BIOS data area.

The original PC with its 83 keys suffered from a shor-sighted design decision thal
caused keys on the so-called numeric keypad to perform two actions. Thus numbers shared
keys with <Home>, <End>, <Armows>, <Del>, <Ins>, <Pglip>, and <PgDm>, with the
<NumLocks> key toggling between them. To overcome problems caused by this layout, de-
signers produced an enhanced keyboard with 101 keys and subsequently 194 keys for Win-
dows. OF the 18 new keys, only <F11>» and <F12> provide a new funclion; the rest duplicate
the function of keys on the original keyboard. If yous programs aliow usets 1o press <Fl1>,
<F12», or any of the fancy new key combinations, the users must have an enhanced key-
board and a cornputer with a BIOS that can process them. For most other keyboard opera-
{ipns, your programs need not be concerned with the type of keyboard that is installed.

KEYBOARD SHIFT STATUS

The BIOS data area at segment 40[0]H in low memory contains a anumber of useful data
items. These include the first byte of the current keyboard shift status at 40:17H, when: the
hits et to 1 indicate the following:

BIT ACTHOIN BIT ACTION

T Insed active 3 <Al pressed

& CapsLock state active |2 <Cirl> pressed

5  NumLock state active | 1 <l eft Shift> pressed
4 Scroli Lock state active | 0 <Right Shifc> pressed
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You may vse INT 16H function (02H (covered later), to check these values. Note that
“active” means that the user is corrently holding down the key; releasing the key causes
BIOS to clear the bit value. The 83-key keyboard uses only this shift status byte.

The enhanced keyboards have duplicate {left and right) <Cirl> and <Alt> keys, so
that additional information is needed 1o test for them. The second byte of the keyboard sta-
tus needed for the eshanced keyboard is at 40:18H. where a 1-bit indicates (he following:

BT ACTION BIT ACTION

7 Insert pressed 3 CrrlNumLock (pause) active
6  CapsLock pressed 2 RysReq pressed

5  NumLock pressed 1 Left Al prassed

4  Scroll Lock pressed | O Left Ctrl pressed

Bits 0, 1, and 2 arc associated with the enhanced keyboard. You can test, for exampie,
whether either <Ctrl> or <AlGs is pressed, or both,

Another keyboard status byte resides at 40:96H. The item of interest to us bere is
bit 4; when on, it indicates that an enhanced keyboard is instatled.

Exarcise: Examining the Shift Status

To see the effsct on the shift status bytes of pressing <Cul>, <Alt>, and <Shifts, load DE-
BUG for execution. Type D 40:17 to view the contents of the status bytes. Press <Cap-
sLocks, «NumLocks, and <ScrolLock>, and 1ype I 40:17 again to see the resuls on both
status bytes. The byte at 40:17H should show 70H (0111 000UB), and the byte al 40:15H
is probably 00H. The byte at 40:96H should show the preseace (o absencej of an en-
hanced keyboard.

“Iry changing the contents of the status byte at 40;17H—type E 40:17 00. If your key-
board Lock keys have indicator lights, they should turn off. Now try typing E 40:17 70 to
turn them on again.

You could try various combinations, aithough it’s difficult 1o type a valid DEBUG
command while holding down the <Clrl> and <Alr> keys. Key in ( ta quit DEBUG.

THE KEYBOARD BUFFER

An item of interest in the BIOS data area a1 40: 1EH is the keyhoard buffer. This feature al-
lows you [0 type up to 15 characters hefore a program requests keyboard input. When you
press a key, the keyboard’s processor genetates the key's scan code (its unique assighed
number) and awtomatically reguests BIOS INT 09H.

In simpte terms, the INT 09H routine gets the scan code from the keyboard, eon-
varts it to an ASCII character, and delivers it to the kevboard buffer area. Subseguently,
INT 16H (the lowest level keybaard operation) reads the character from the buffer and
delivers it to your program. Your program need never request INT 09H, because BIDS
performs it antomatically when you press a key. A later section covers INT (0%H and the
keyboard buffer in detail.
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USING INT 21H FOR KEYBOARD INPUT

This section cavers the INT 21H services that handle keyboard input. For this type of key-
board input, insert the required function code in the AH and request INT 21H. All of these
operations except function OAH accept only one character. {To handle a string of charac-
ters, you have 1o code a loop that accepts a character, checks for Backspace and Enter,
echoes the character 1o the screen if necessary, and advances the cursor.} These aperations
have been superseded by function 3FH (covered in Chapter 5), but are included here for
completeness. Tn the discussion of the operations that follow, the term “respond to a
<Ctrl>+<Break> request” means that the system will terminate the program if the vser
presses the <Ciriz+<Bredk> or <Col>+<C> keys together.

INT 21H Function 01H: Keyboard Input with Echo

This operaiion accepis a characier from the keyboard buffer ot, if none is present, waits for
keyboard entry. The eperation teturns cne of two status codes:

» AL = a nonzero value means that a standard ASCII character (such as a letter or pum-
ber) is presernt, which the operation echoes on the screen

« AL = zero means that the user has pressed an extended function key such as <Home>,
<F13>, or <PgUp>, and the AH atill contains the original function. The operation han-
dles extended functions clumsily. attempting 10 echo them on the screen. And to get
the scan code for the Function key in the AL, you immediately have to repeat the INT
21H operaticn. The operation als responds 10 a <Cirl»>+<Breal> request.

The following example illustrates this funciion:

Wi AH, Q1M ;Request keyboard nput

INT Z1H 1Call interrupt service

CMP  AL,OG ;Extended function key pressed?
JHZ ... : no, ASCII character

INT Z1H 1 wes, repeat operation

+ for scan code

INT 21H Funclion 06H: Direct Consola |/G

This rather hizarre operasion can transfer any character or control code with no interference
from DOS. There are two versions, for input and for output. For input, load OFFH into the
DL. If ho character is in the keyboard buffer, the operation sets the zero flag and does not
wait for input. If a character is waiting in the buffer, the operation stores the character in the
AL and clears the zero flag. The operation does not echo the character on the screen and
does not check for <Cirb+<Brealks o <Ctrl>+PrtSc. Anonzero value in the AL represents
a standard ASCII character, such as a lefter or monber. Zero in the AL means thar the user
has pressed an extended function key such as <Home>, <Fl», or <PgUp>. To get its scan
code in the AL, immediately repeat the INT 21H operation.
For screen output, load the ASCII character {not OFFH) into the DL,
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INT 21H Funchion 07H: Direct Keybood Input Without Echo

This operation works like function 01H. except that (he entzred character does not echio on the
screen and the operation does not respond iq a<Ciri=+<Breaks request. You conld vse the op-
eration to key in a password that is to be invisible or where you don’t wani to disturb the screen.

INT 21H Function 08H: Keyboard input Without Echo

This operahon werks like function 01H, except that the entered character does net echo on
the screen.

INT 21H Funclion 0AH: Buffered Keyboard Input

This useful keyboard operalion is covered in detail in Chapter %, Howewver, 115 inability to
accept extended function keys limits its capability.

INT 21H Funcfion 0BH: Check ¥eyboard Sialus

This operation refums FFH in the AL if an input character is available in the keyboard buffer
and O0H f no character is available, Note that the operation does not expect the vser (o press
a key: rather, it simply checks the buffer. The function is related to those others that do not
wait for keyboard input. '

INT 21H Function OCH: Clear Keyboard Bulfer
and Invake Funciion

You mgy use this operation in assoctation with function O1H, 06H, ¢7H, 0BH, or 0AH. Load
the required function into the AL:

MOV AH OCH ;Request keyboard input
MOV AL, funcricn ;Required function

MOV DX KBAREA 1Keyboard input area
INT 21H iCall interrupt service

The operation clears the keyboard buffer, executes the function in the AL, and accepts (ot
wails for) a character, according to the function reguest in the AL. You could use this opera-
tion for a program thal does not allow a user to type ahead.

USING INT 16H FOR KEYBOARD INPLT

INT 16H, the basic BIOS keyboard oparation used extensively by software developers, pro-
vides the following services according to the function code in the AH.

INT 164 Function 00H: Read a Character

This keyboard operation handles the keys on the 83-key keyboard, but does not accept in-
put from the additional keys on the enhanced keyhoard, such as <F11> and «Fl2n, Ses
function 10H, which is the same as this one but also handles the enhanced keyboard.
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INT 16H Function O1H: Determine Whether a Charccter
Is Present

This operation handles the keys on the §3-key keyboard, but does not recognize mput from
the additional keys on the enhanced kevboard. See function 11H, which is the same as this
one but also handles the enhanced kevboard.

INT 15H Function 02H: Return tha Current <Shift> Status

This vperation returns to the AL the status of the keyboard shift from the BIOS data
area at location 417H (40: 1 7H). (See ihe earlier section, “Keyboard Shift Status.™) The
foliowing example tests whelher the <Left Shifi> {bit 1} or <Right Shift> (bit 0} keys
are pressed:

MOy AH,O2H (Request shift status

INT 16H :Call dinterrupt service

QR  AL,0OO0011E :Left or right shift pressed?
B xoax Poyes ...

See function 12H for handling the shift status at location 4 13H for extended functions
from the enbanced keyboard,

INT 16H Function 05H: Keyboard Wiite

This operation atlows your program 10 insert characters in the keyboard buffer as if a vser
had pressed a key. Load the ASCII character inte the CH and its scan code into the CL. The
pperation allews you to key characters into the buffer until it 15 full.

INT 164 Function 16H: Read a Keyboard Character

This cperation is the same as function OOH, except that this one accepts tke additional ex-
tended funcrions from the enhanced keyboard.

The operaticn checks the keyboard buffer for an entered character. If none is present,
the operation waits for the user to press a key. If a character is present, the operaticn deliv-
ers il 1o the AL and it scan code Lo the AH. if the pressed key is an extended function such
as <Homes or <F1, the character in the AL is D0H. On the enhanced keyboard, <F11>and
<F12> also return O0H to the AL, but the other new (duplicate) control keys, such as
<Hame> and <Pglp=>, relurn EOH. Here are the three possibilities:

KEY PRESSED AH AL

Regular ASCIH character Scan code | ASCII character
Extended function key Scan code | 00H

Extended duplicate control key | Scan code | EOH

You can test the AL for 00H or EOH to determine whether the user has pressed an extended
function key:
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MOy AH, I0H ;Request BIOS keyboard input
INT 16M €2l dnterrupt service

CMP AL, DOH jExtended funcrion key?

JE K10 7 yes, exit

{MF AL ,0EOH Extended function key?

JE K1 7 yes, exit

Because the operaiion does mor echo the character on the screen, you have to request
a screen display operation for thar purpose,

INT 16H Functlion 1 1H: Delermine Whether a Chordachar
Is Present

This operation is the same as function O1H, except thal this one accepts the additional ex-
tended functions from the enhanced keyboard.

If an entered character is present in the keyboard buffer. the operation clears the zerv
flag and delivers the character to the AL and its scan code o the AH; the entered characier
remiains in the buffer. If no character is present, the operation sets the zero flag and does not
wait. Note that the operation provides a look-ahead feature, because the character remains
in the keyboard buffer until Funcizon 10H reads 1.

INT 1&6H Function 12H: Retum the Curent Keyboard
Shift Status

This operation 15 similar to function 02H, which deiivers to the AL the status of the key-
board shift from the BIOS data area at location 417H (40:17H). The operation also deliv-
ers 1the extended shift status w the AH, where 2 1-bit means the following:

BT KEY BIT KEY

7 SysReq pressed 3 Right Al pressed
6 CapsLockpressed |2  Right Cirl pressed
3 Num Lock pressed | | Left Alt pressed

4  ScrollLockpressed | O Left Crrl pressed

EXTENDED FUNCTION KEYS AND SCAN CODES

An extended funcion key such as <F 1> or <Home> requests an action rather than delivers a
character. There is nothing in the sysiem design that compels these keys to perform a specific
action: As the programmer, you desermine, for example, that pressing <Home> is to set the cur-
sor at the top left comer of the screen or that pressing <End> szts the cursor at the end of text
on the screen. You could as easily program these keys w perform whoally unrelated operations.

Each key has a designated sean code, beginning with 01 for <Esc>. (See A ppendix F
for a complete list of these codes.) By means of the scan codes, a program may determine
the source of any keystroke. For exarnple, a program could issue INT 16H function 10H 10
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request inpui of ose character. The operation responds in one of two ways, depending on
whether you press a character key or an extended function key. For a character, such as the
letter A, the operation delivers these two Lems:

1. In the AH register, the scan code for the letter A, TEH.
2. In the AL register, the ASCII character A (41H).

The keyboard contains two keys cach for such characters as —, +, and *. Pressing
the asterisk key, for example, sets the character code 2ZAH in the AL and one of two scan
codes in the AH, depending on which key was pressed: O9H for the asterisk above the num-
ber B, or 29H for the asterisk by the numeric keypad. The following example tests the scan
code to deterrine which asterisk was pressed:

{MF AL, 2ZAH iAsterisk?

JNE HID ;o ng, exit

CMF  AH,O8H ;3can code on #8 key?
JE Hig 7 yes, axit

If you press an extended Function key, such as <Ins=>, the operation delivers these
two items:
1. Inthe AH register: The scan code for <Ins>, 52H.
2. In the AL register: Zero, or EOH for a new control key on the enhanced keyboard.

After an INT !6H operation {and some INT 21H operations), you can test the AL. If it con-
tains 00H or EOH, the request is for an extended function; otherwise, the operation has de-
livered a chamacter. The following example tests for an extended function key:

WY AH,LOH ;Request keyboard input
INT 1&H iCall dinterrupt sarvice
CHP AL ,0OH ;Extended function?

JE K20 i yes, exit

CMP AL ,OEQH Extended function?

1IE K20 i yes, exit

In the next exampie, if a user presses the <Home> key (scan code 47H]), the cursor is
set te row 0, column 02

MOV AH, 10H ;Request keyboard input
INT J&H :Call interrupt sarvice
CHMP AL, (WH ;Extended Function?
JE K3 ;. yes, hypass
P AL, OECH iExtended Function?
JHE KSD > o, Exit

K30: CMP AH, 4TH :Scan code for <Home=?
JHE K490 i oM, exit
MOV AH,O2H i Request
M  BH_ 00 i seT Curser
MOy DX, G0 ; to 00:00
INT 10H Call interrupt service
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Function keys «F1»—<F il generate scan codes 3BH—44H, respecrively, and <F1 1=
and <F|12> generate 85H and 86H. The following example tests for function key <F10:

(MP AH, 44H sFunction key <F10=7?
JE  HsO Toyes, exit

Al HS50, the program couid perform any required action.

Keyboord Exercise

The following DERUG exercise examines the effects of keying in varous characters. Use
the command A 100 to key in these instructions:

MW AH, 1Y Cor 00 for an Bl-key keyboard)
INT 16
MF 100

Use the P (Proceed) command to execate the INT pperation. Xey in various normal char-
avters with <Shift> and with <Ctrl>, and compare the resuits in the AH (scan code) and the
AL icharacter} with the list in Appendix F.

PROGRAM: SELECTING FROM A MENU

The next pragram displays & menu with a drop shadow as explained in Chapter 10, and
shown in Figure 11-1. The menu itself is defined in the data segment within a double-lined
box. A user presses <UpArrow> or <DownArrow> and <Enter> to select an item from
the menu.

Add records
Delabe rerordR
Btiter crdsra
Print report
Update accounts
View records

Flgore 11-1  Menu with Dimp Shadow

The programm is kisted in Figure 11-2. The procedures and what actions they perform
are follows:

+ AIOMAIN calls QHOCLEAR (o clear the screen, calls BIOMENL to display the menu
and to set the first item to reverse video, and calls C10INPT 1o accept keyboard imput.

« BIOMENY! displays the full set of menu selections. 1t first uses INT 10H funclion
09H 1o dispiay the shadow box: 8 rows of 19 shadow characters (DDBH). The pro-
cedure then displays the menu defined in the data segment as MENU on top of the
shadow box but offset 1 row and column.

« CI0INPT uses INT 16H for input: <DownAmows> to move down the menu,
<UIpArrows to move up the menu, <Enter>to accept a menu Tiem, and <Esc> 1o guit.
All other keyboard entries are ignored, The routing wraps the cursor around, sa that
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ATTRIE
HINTEEN

A OO0 ;

Advanced Features of Keyboard Processing

ARl1ZEEMU {EXF) Select itam from menu

MODEL SMALL

STACK 54
DATA
EQLT oo 1Top row of menu
EQU o7 ;Bocton row of menu
EQU 16 ;heft column of menu
B o0 Bcreen colump
B Ll jBormen Tow
(v} ? iCharacters per line
CB T jBereen attribube
CR 1% ;Width of menu
ra nrsH, 17 P {oCDH) , OBBRH
OB ORAH, ' Add recorde ', OBAH
b ] QBRH, ' Dalats records ', OBRH
DB C¢BAH, ' Enter ordars ', OBAH
DR OBAKB, ' Print report ‘., OBAH
CR OBAK, " Update acoounts ', OBAH
1] QRAH, ' View records ', UBARH
LE OCAH, 17 DUP[OCDH), 0BCH
B 0%, 'To aelect an ltem, uge <Dp/fUown Arzows'
B * and presE <Epter=.’
DB 13, 10, ¢4, 'Preas <Eggr to exit.’
Mmoo m e mmeaimemm—— e —————mmmm=e
LCODE
FROC FrR
MoV AX, lata ;Initialize segment
MOV D8, AK ; registere
MOV Ed, AX
CALL CLOCLERR jClmay goreen
Moy ROW , BOTROM+ 2 iSet row
. vl COL, 0O i apd colum
CalL L20CTR3 : for curmaor
Mo AT, 40H :Requent display
Moy HX, 01 tHandle for screen
MOV X, A1 i ¥umber of charalters
LEA DX, FROMPT iAddress of prompt
INT Z1H tall interzupt service
CALL  HI1OMENU ;Dipplay menua
MY COL, LEFCOL-1
CALL QZOCURS | Bat Curgor
MOV ROM , TOFROW~1 r3at row ko Kop item
oS ATTRIE, 16H 18et reverge wideo
CALL DlUGLSP ;Highlight current mena line
Chll C10INPUT :Provide For manu seleckion
o AL, ODH iEntar key pressed?
JE A1 0LOGCF i yes, continue
MOV AX, 0500H 1Eg¢ pressed {indicaces end;
CALT QL1OCLEAR iClear screen
MOV BN, ACDOH ;End of procesaing
INT 21H
EHDF

A1OMAIN

Figore 11-3a  Selecting an Tem from a bem

Chap.
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Program: Selecting from a Menu

i Display Iull menu:

BlOMENL

PROC  NEAR

MOV ROR, TOPROW+ 1
B20:

MOV COL, LEFEOL+1

CALlL  QZOCURS

MO AH, 09H

MOV AL, 0DBH

MOV BH, 20

MO BL., §0H

MOV CX,19

INT 10H

INC ROW

M ROW, BOTROW 2

JME B2

Mo ROW, TOPROW

LEA a1, MERD

MOV NTTRIA, 71H
B30: .

MOV 0L, LEFEDL

MOV COUNT, 19
B40:

CALS,  QUOCURS

MOy AH, 09H

MO AL, [SI]

MOV BH, 00

O BL,71H

MOV K, 01

INT 10H

INC 0L

THC 51

DEC COLNT

JHNZE B4

IHC ROW

fn T ROW, BOTROW-+1

JHE B3O

RET

ENDF

R1OMENT

; nccoept input for

CLOINPUT PROC  NEAR
MOV AH, 10H

INT 1E6H

CME AH, 5UH

JE Q2

CMP AH,46H

JE 30

cMp AL, QDH

JE a0

cME AL, 18H

JE cad

JME C18INPUT
C20: MOV ATTRIB, T1H

CALL  DIODIEF

ING ROW

CMF ROW, BOTROW- 1

JeE 40

MOV ROW, TOEROW+1

JMp can

195

;5et top Tow of shadow

;8et left column of shadow
:54f CUYEBOr nNEXt column
;Request dipplay

;Shadow character

;Page O

iBlack ot brown

:1% charackrIE

;Mext cow

;All rows displayed?
Mo, repaat

;Gat top row of nenu
JAddress of menu
;Blue on white

iBet left aplumn of menu
;Ho . eof cpla to display

;Set Curdor next column
Requept dipplay

jGet characker From manu
Page ©

;Blue on whike

one character

;Sat for next eolumn,
; naxt character
;Laet character?

;Ho, repeat

(Next row

thll rows Giaplayed?
i No, rapeat

i Yeg, return

;Request keyboazd
; input
;Down arrow?

PO ArTow?
;Entar key?
;jERcaps key?

jHone, retTy

;Blur omn white

;5et old llne to normal videeo
;Incremsant For next row

jFast botbom row?

j oo, ok

;. yes, reset

Figure 11-3b  Selecting an Itcm from a Mena
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C30:

Can:

Co0:
CIDTHFIT

4

D10DISE

Dt

DloDISE

i
Q1ICLEAR

G10OCLEAR

G20CURS

QGRS

DEC

PRAC
MOVEX

LER
AID
b e

MOW
MO
Moy

INT
INC
INC
DEC
JHZ

RET
ENRDF

FROC
Mo
MoY

INT
RET
ENDF

PRI

MOV
Mo
Mo
INT
RET
EMIF

Advanced Faatures of Keyboard Processing Chap.

ATTRIR, 71H ;Blue on whita

Cl1aDISe ;8et old line to hormal video
ROW

ROW, TOPROW +1 ;Below Eop row?

c40 ; a0, ok

ROW , BOTROM -1 ;  yaEs, reasast

CZOCTIRE ;Eat CUrsorY

ATTRIR, 17H ;Whice on blus

L10D ISP j8at new line to reverse Yideo
C1O0TNFIT

Set menu line to normal/highlight:

NEAR :

AX, ROwW ;Row tella which 1line to selt
NINTEEN ;Muleiply by length of line
81 ,MEMI+1 ;1 for eelected meny line
8. AX

COUNRT. 17 :Characters to diaplay
C2O0CTURS ;8et curesr naxt column

AH, 09H ;Request diaplay

AL, 1311 1Gat character from menu
BH, 00 i Page O

EL, ATTRIB ;Memw ACEribute

X, 01 ;0Ona character

10H

OOl (HexE column

81 ;Set for next charackber
COUMNT ;Last cheracter?

a0 ; no, repeak

0O0L, LEFCOL+1 ;Regmt column to lefe
Q20CTRS ;8et curscr

Clear acresn:

NEAR

AX, 0600H

BH, 61H ;Blue on brown
CX, 0OQ0 ;Full scresn
DX . 184FH

1018 ;Call BIOE

Sat curecr row:column:

BH, QO (Fage 0

DL, OO ; Column

A1 OMACHN

Figure 11-2Zc  Selectry an Mtem from a Menu

11
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rying @ moye the cursor above the first menu lise sets it 10 the last line, and vice
versa, The rontine also calls D10DISPto reset the previous menu line to normal video
and the new (selectad} menn line 1o reverse video.

+ D1DDISF displays the cumrently selected line according to an attribute (vormal or re-
verse video) that has been provided.

* QIOCLEAR clears the entire screen and sets it to blue foreground and brown
back ground.

The program iilustrates menu selection in a simple manper; a full program would ex-
ecute a rontine for each selected item. You'll get a better understanding of this prograra by
© ryping il in as an .ASM file, assembling it, and testing it.

BIOS INT O9H AND THE KEYBOARD BUFFER

When you press a key, the keyboard's processor generates the key’s scan code and requests
INT 09H. This interrupt {at location 36 of the internips services table) points (O an inlermupt-
handling routine in ROM BIOS. The routine issues a request for input frem port %6 (60H):
IN AL S0H. The BIOS routine reads the scan code and compares il with entries in a scan
code table for the associated ASCI1 character (if any). The routine combines the scan code
with its associated ASCII character and delivers the two bytes to the keyboard buffer. Fig-
ure 11-3 illustrates this procedure.

-------- : .
BNS * DO Sean !
misH | mT2in ¥ cos | OMO
Hﬂ“‘ 1 Porstirg

o R AX Flaghter
& &

Krbonnd e ates INT DBH. .
8 INT (H operation oG soan cock o kiybowrd and finds i

ansocasted CHARMCH M Sy}
{3} INT O5H delivers chamcler and ok Sooe 1o keyhoard butter.
(@) 5(5) Progom requasts IN" 16H aither dhrectly or vl INT 21H,
MINT 16 poiannas buler And oRivem chankewr b AL and

803 eoae Ak Figure 1{-3  Keyboard Buifer
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Note that INT O9H handies the kevboard statys bytes ac 40:U7H, 40:18H and
40:06H for <Shift>, <Alt>, and <Ctrl>. Although pressing these keys generates
INT 09H, the interrupt routine sets the appropriate bits in the status bytes, but doesn’t
deliver any characters to the keyboard buffer Also, INT 0%H ignores undefined key-
stroke combinations.

When you press a key, the keyboard processor autematically generares a scan code
and issues INT 09H. When you relfease the key within one-half second, it generates a sec-
ond scan code (the value of the first code plus 1000 0000B, which sets the leftrnost bit) and
issues another INT 09H. The second scan code tells the interrupt rovene that you hive re-
leased the key. If you hold the key for more than one-half second, the keyboard process be-
comes typematic; that is, it automatically repeats (e key operation.

The keyboard buffer requirez one address (the head of the buffer) to tell INT 16H
from where 1o read the next character and another address (the tail of the buffer) to tell INT
09H where 10 store the next character. The two addresses are offsets within segment 40[0)H.
The fellowing describes the contents of the buffer:

ADDRESS EXPLANATION

41AH Address of the current head of the buffer, the next position
for INT 16H to read a character.

41CH Address of the current tail of the buffer, the next position
for INT Q9H to store an entered character.

41EH Address of the beginning of the keyboard buffer itself. The
puffer contains 16 words {32 bytes), although it can be longer,
and hotds keyboard characters and their associated scan codes
as entered. Subsequently, INT 16H will read each character and
its scan code and deliver them to the program. Two bytes are
required for each character and scan code.

When you type a character, INT 09H advances the tail. When INT 16H reads a char-
acter, it advances the head. In this way, the process is circular, with the head continually
~chasing the tail.
When the buffer is empry {INT 1 6H has read alt the stored characters). the head and
tail are at the same address. In the following example, a user has keyed ahead the charac-
ters ‘abceEnter>' INT 09H sicres the characters as follows:

* ‘a’ in the buffer at 41EH and its scan code 1EH at 41FH;
» ‘b’ in the buffer at 420H and its scan code 30H at 421H;
s “c' in the buffer at 422H and ils scan code 2EH at 423H;
s the <Enter> at 324H and its scan code EOH a1 425H.

At this point, [NT 09H has advanced the tail 1o 426H:

a 1EH b 30H C ZEH «<Ept»> EOH . . .
| [ I I | I I [ |
41E 41F 420 421 422 423 474 425 428
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Onee the program has issued INT 16H five times, it has read all the characiers and ad-
vaiced the tail o 426H; because the tail has the same address as the head, the buffer i
how empty.

When the user keys ia 15 characters, the buffer is fiudl, and the 1ail is immediately
behind the head. To see this, suppose the user now types ahead ‘fghijkimnopgrs<Enter>".
INT O9H stores the charecters beginning with the tail at $26H and ¢ircles around lo store
the “<Enter>’ st 422H. The tail is now advanced to 424H, immediately before the head
at $26H:

r s «<ftnt=* f g kR i 4 & 1 m nan & p q
| I ] 1 I 1 | LI I B
41E 420 422 424 426 428 42n 420 42F 430 437 434 436 438 43A 43C

Atthis point, INT 09H does not accept any more typed characters-and, indeed, accepis only
15 at most, although the bufer holds 16. {Can you tell why? If INT 09H werc to aceept an-
other chacacter, it would advance the tail to the same address as the head, and INT 16H
would incorrectly suppoese that the buffer is empty.}

The Shilt, Cii, and Al Keys

INT 09H also handles the keyboard status byte at 40:17H in the BIOS data area, as well as
at 40:18H and 40:96H for the enhanced keyboard, When you press <Shift>, <Cirl>, or
<Ale>. the BIOS routine sets the appropriate bit to 1, and when you release the key, it clears
the bit to 0. Your program may test whether any of the conirol keys are pressed by means
of INT [6H function 02H or by direct reference to the stapus byte.

The .COM program in Figure 11-4 illustrates the use of direct reference to the status
byte at 40: 17H, The program uses the SEGMENT AT feature to define the BIOS data area
as, in effect, a dummy segment. KBSTATE identifies the location of the keyboard status
byte at 40:17H. The code segment contains the following procedures:

« AIOMAIN initializes the address of BIOSDATA in the ES (because the DS contains
the segmenl address of the defined data), waits for the user to press a key and, if other
than <Fnter>, calls B1OTEST. Pressing <Enter> tells the program to end.

= BIOTEST rransfers the keyboard status byte to the BL:

MOV BL,ES:KBSTATE
The ES: segment override operation telis the assembler (o relate the offset address of
KBSTATE with the segment address in the ES. If any of the <Shifi>, <Cirl>, or <Alt>
keys were pressed, the procedure catls C10DISP. Note that just pressing a control key
alone does not safisfy INT 16H; you have to press it in common with another key that
causes a valid keyboard entry, such as <Shift>+<A>, <Ctri>+<F1>, etc. (See Ap-
pendix ) The keyboard status byte reflects the action of the control key.

+ C10DISP displays the appropriate message for the pressed costrob key.

You could modify ihis program to test as well for the enhanced keyboard status byles
at 40:18H and 4{-96H.
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TITLE
ERIODATA

KESTATE
BIQDATA

CODESE

BEGIR:
ALTEEY
CTRE.LEKEY
SHIFKEY

AlUMAIN

Ad0:

AS0:

AlOMATH

BLAOTEST

B2Q:

BaD:

B#d:
B1OTEST

C10DISP

ClanlskE
CODESG
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AlIKBSTA [COM) Testing Alr, Shift, & Crrl

SEGMENT AT 40H Locata BIOS daba area
ORG  17H ;  and

[ 52 ; otatum byte

ENDZ2

SEGHENT FPREA

ARSSME L{5:COCESG,DS:BICDATA
ORG 10G0E .

JMF  ALDMAIN

OB TR1r kay presesd', 15"
DB Ctrl key prepged', '5!

DB 'Shifc key presged"', "5
PFROC

MUY  AX,EIODATA ;jInitialize geg. addreas
MOV ES,RX ; of BICDATA in ESB

MOV AH, 10H jRequest keyboard antry
INT 16H

CME  AL,CDH (Uaer requests end?

JE A% i yes8, axik

CALL BLiOTEST

JME A3G iRepeak

MOV AX,4C00H ;End proceseing
INT 21H
ENDF

PROC

MOV BL., ES:KBRSTATE ;Get kevbgard atatus byte
TEST BL,02900011B ;Either Shift pressed?

JZ B20 ; no, bypass

1LEs DX, ,SHIFKEY

CALL Cl1ODISP

TEST BL, 003001008 ;CErl key pressed?
JZ B30 ;. no, bypaas

LEA DX, CTRLEEY

CALL C1lADISF

TESY BL, 0GL0LCA0R Bl key preafsed?
JZ ng0 i he, bypasa
LEA ©IX,ALTEEY

CARLL Cl0PISF

RET
ENDF

PROC

MOV RAH, O5H ;Recuest digplay
INT 21H

RET

ENDZ

ENDS

ENTI BEGIN

Figure -4 Checking the Kevboard Status Byle
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KEYING IN THE FULL ASCN CHARACTER SET

The entire ASCII set consists of 256 characters numbered 0 through 255 (FFH). Many of
these are standard dispiayable characters, from ASCII 20H (space) through ASCIL TEH (the
tilde character ~3. Because of keyboard limitations, most of the 256 ASCII characters are
not represented on it. You can, however, key in any of the ASCII codes 01 through 255 by
helding down <Alt> and keying in the appropriate code as a decimal value on the numeric
keypad. The system stores your entered value as two bytes in the keyboard buffer: The first
is the generated ASCII character and the second is zero. For example, <Alt>+001 delivers
OLH, and <Alr>+255 delivers FFH. You could use INT 16H with DEBUG's A command to
examine the effect of entering various values:

KEY POINTS

100 MOV AH, 10
12 INT 16
104 JMP 100

See Appendix B for a complete iable of ASCH values.

The shift status bytes in the BIOS data area at 40:17H and 40:18H md:cate the cur-
rent status of such keys as <Cuel», <Alt>, <Shift>, «CapsLock>, <NomLock>, and
<Scrolllocks.

INT 21H keyboard operstions provide a variety of services 1o echo or not echo
characters on the screen, to recogaize or ignore <Cirl>+<Break>, and to accept
scan codes,

[NT i6H provides the basic B1OS keyboard operations for accepting characters from
the keyboard buffer. For a character key, the operation delivers the characier to the
AL and the ey's scan code to the AH. For an extended function key., the operation
delivers O0H ur EOH to the AL and the key's scan code o the AH.

The scan code is a unique number assigned to each key that enables the system to
identify the source of a pressed key and enables a program to check forextended func-
tion keys such as <Home>, <PgUp>, and <Arrow:.

EIOS data area at 40:1EH contains the keyboard buffer, which allows you o Iype
ahead up o 15 characters before a program requests input.

When you press a key, the keyboard's processor generates the key’s scan code and re-
quests INT 09H. When you release the key, it generates i second scan code (the first
code plus 10000000B, which sets the leflmost bit) to tell INT 09H that the key
is released.

BIOS INT O9H retrieves a scan code from the keyboard. The operation uses the scan
code to generate an associated ASCI character, which it detivers to the keyboard
buffer area. BIOS may also set the status for <Ctrl>, <Al or <Shift-.
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QWESTIONS
11-1.

11-2.

11-}
i1-4.

11-5.

11-6.

11-7.

11-8.
11-9.

11-10.

11-11.

11-12,

advanced Featureg of Keyboard Processing Chp. 11

(&) What is the location of the first byte of the keyboard shift status in the BIOS
data area? (b)Y What do the contents 00000G10 mean? (¢} What do the contents
00001 104} mean?

Describe the feamures of the fellowing functions for INT 21H keyboard input:
{2) O1H; (b) O7H; (c) 08H; {d) DAH.
Explain the differences ameng INT [6H functions O0H, LOH, and 11H.
Provide the scan codes for the following keyboard functions: {a) Home; (b) Pgln;
{¢) DownAmow; {d) function key FB.
Use DEBUG to examine the effects of entered keysirokes. To request entey of as-
sembly statements, type A 100 and key in the following instractions:

MW AH. 10 (or AH, 00}

INT 16

IMF 100
Lfse 1T 104,104 to unassemble the program, and vse the P command 1o get DEBUG
to execute through the INT. Execution stops, waiting for your input. Press any key
and examine the AH and AY registers, Continue typing a vatiety of keys. Press Q to
quit DEBUG.
Cade the instructions for INT 16H 1o accept a keystroke; if <Pglip-, set the cursor
to colummn {, row 0.
Revise Figure 1 1-2 to provide for the following features: (a) Revise the drop shadow
from full shadow to three-quarter dots on {B2H). (b) After the initial clearing of the
screen, display & prompt that asks users to press <F | > for 2 menu screen. (c) When
<F1> is pressed, display the menu. (d) Allow users 10 select menu items also by
pressing the first character (upper- or lewercase) of each item. (e) On request of an
itern, display a message for that particular selection, such as “Procedure to Delete
Records.” [f) Add a last line 1o the menu containing the item “Exit from program”
that aillows users o end processing. You'll dso have to revise the procedure
B1OMENU to handle the display of another row.
Undear what circumstances does an INT 09H oceuw?

Explain in simple terms how INT 09H handles <Alt> and <Ctrl> differently from
the way it handles the standard keyboard keys. '

{a) Where is the BIOS memory location of the keyhcard boffer? (b) What is the
buffer's size, in bytes? (¢} How many keyboard characters can it contain?

Exptlain the effect of the following occurrences in the keyboard buffer: (a) The ad-
dress of the head and 1ail are the same; (b} the address of the tail immediatety fol-
lows the head.

Revise Figure 11-4 for the following requirements: () Test also for <CapsLock>>
and <NumLoeks: {b} ranster the contents of the second byie of the keyboard shift
status 10 the BH; (c) test also for <LeftAl and <LeftCirl> pressed, and display an
appropriate message.



PART D——DATA MANIPULATION

] PROCESSING
STRING DATA

w 'lb mih l! w weratiiods’ oot

INTRODUCTION

Up to this chapter, the instructions presented have handled data defined as only one byte,
word, or doublewerd. It is often necessary, however, to move or compare data fields that
exceed these Iengths. For example, you may want to compare descriptions of names in or-
der to sort them into ascending sequence. Items of this type are known as siring date and
may be in either character or numeric fornat, Assembly language provides these siring in-
structions for processing string data internally:

MOVS Moves one byte, word, or doubleword from onz location in
memary W another.

LODS Loads from memory a byte into the AL, a word into the AX,
or a doubleword into the EAX.

STOS  Stores the contents of the AL, AX, or EAX registers into
MEMOCY.
CMPS  Compares byte, word, or doubleword memory locations.

SCAS  Compares the contents of the AL, AX, or EAX with the
contents of a memory location.
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Two other string cperations, INS and QUTS, are covered in Chapter 21. An asso-
ciated instruction, the REP prefix, canses a string instructicn to perform repetitively

50 that it may process any number of bytes, words, or doublewords a specified number
of times.

FEATURES OF STRING OPERATIONS

A string instroction can specify the repetitive processing of one byte, word, or doubleword
{80386 and later) at a time. Thus you could select a byte operation for a string with an odd
number of bytes and a word operation for a string with an even number of bytes. Each string
instruction has a bwie, word, and doubleword version and assumes use of the ES:Dit or
D5:5] pair of regisiers.

The string instructions expect that the DI and SI contain valid offset addresses that
reference byies in memory. The SI register is normally associated with the DS (data seg-
ment) regisler as [¥5:51. The DI register is always associated with the ES {exira segment)
register as ES:DL For this reason, MOVS, ST0OS, CMPS, and SCAS require that an .EXE
progracn initialize the ES regisrer, usvally, but not aecessarily, with the same address as that
in the DS register:

WOV AX,@data ;Cet address of data segment,
WOV DS, AN : store it in D5
MOV ES,AX ;1 and in £S5

Figure {2-1 shows the registers associated with each string instruction,
There are basically two ways 10 code string instroctions:

1. In Figure 12-1, the second column shows the basic format for each operalion,
which uses the implied operands listed in the third column (if you code an
instrction as MOVS, you inclode the operands—for example, as MOVYS
BYTE1.BYTEZ2, where the definition of the operands indicates the length of the
move). A later section, “Alternative Coding For String Instructions,” describes this
format in more detail.

2. The second way to code string instructions is the standard practice, as shown it the
fourth, fifth, and sixth columns of Figure 12-1. You load the addresses of thz operands
in the DF and S1 registers and code the instruciion without operands, for example, as:

LEA DI ,BYTEZ ;address of BYTEZ2
LEA 51,BYTEL ;Address aof BYTEL
MOV SE Mowve BYTEL to BYTEZ

REP: REPEAT STRING PREFIX

The REP prefix immediately before a string instruction, such as REP MOVSB, provides for
repeated execution based on an imitial count that you set in the CX register. REP executes
the siring instruction, decrements the CX, and repeats this operation until the count in the
CX is zero. In this way, you can process strings of virtually any length.
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DfrerY” - Baaie Implied Byte wWord Doubyleword
atign TInstruction Operands Jperation Operation Operacicon
Move MorS BE5:D0I,05:81 MCVEE MOVEW MOVSL
Load LaDs AN, DE: 3T LODER LODSW Lonsh
SEore STDS ES:DI, A% ETOSE STOSH ZTash
Compara MP5 DE:81,E8:D1 CMPSE CMPEW CHRSD
Scan SCAS BE5:BI,AX SCASHE SCASW BCASD

Figure 12-1 Formats fer the Stnog Instructions
The direction tlag (DF) determines the direction of a repealed operation:

* For processing from left to right {the normal practice), use CLD to clear the DF
o Zero.

« For processing from right to defi, vse ST to set the DF 1o 1.

In the following example, assurne that the DS and ES are both initialized with the ad-
dress of the dala segment, as shown earlier. A REP MOVSB operation moves (or rather,
copies) the 25 bytes of DATASTRI to DATASTR2:

DATASTRY DB 25 MR ;Sending Field

DATASTRZ DB 25 DUPC ") ;Receiving field
LD Clear direction Flag
MDY X, 25 ;Initialize for 25 bytes
LEA DI.DATASTRZ tInitialize receiving address
LEA 51 ,DATASTR1 ;Initialize sending address
REFP MOVSE :Copy DATASTRL to DATASTR2

During execution, CMPS and SCAS also set siatus flags, so that the operations can
end immediately on finding a specified condition. The variations of REP for this purpose
are the following:

« REP Repeat the operation until the CX is decremenied to zero.

» REPE or REPZ Repeat the operation while the zero flag {ZF) indicates equalfzero.
Stop when the ZF indicates not equal/zera or when the CX is decremented to Zero.

« REPNE or REPNZ Repeat the operation while the ZF indicates not equal/zero. Stop
when the ZF indicates equal or zero of when the CX is decremented to zexo.

The use of word and doubleword operations can provide faster processing. We'll now
examine each string operation in detail

MOVE STRING INSTRUCTION

MOVSE, MOVSW, and MOVSD combined with a REP prefix and a length in the CX can
move ary number of characters. Although you doa’t code the operands, the instruction
looks like this: :
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[lahel:]|REP MOVSn|{E5:01,D5:51]

For the receiving string, the segment offsct registers are the ES:DI; for the sending
string, the segment:offset registers are the DS:SL. As a result, at the start of an .EXE pro-
gtam, initialize the ES register along with the DS register, and prior w executing the MOVS,
use LEA to initialize the DI and SI registers. Depending on the direction Nag, MOVS in-
crements or decrements the D1 and 81 registers by 1 for byte, 2 for word, and 4 for double-
word, The following example illustrates moving 10 wotds:

WV X, 10 ;Kumber of words
LEA  DIE,STRINGZ ;hddress of STRIWGZ
LEA 5L, 5TRINGD ;Address of STRINGL
REP MOVEW :“DW*‘ 10 words
The instructions equivaient to the REP MOVSW pperation are:
Xz 190 Bypass if O infrially zero
130: WOV AX, [5I] (Get word from STRINCL
MOy [DI],AX 'Store ward in STRINCE
ADD DIL2 :Increment “or next word
ADD  ST,2
LOOP 130 :Decrement X and repeat

190

Earlier, Figure 6-2 illustrated moving a 9-byte field. The program could also have used
MOVSB for this purpose. In Figore 12-2, the procedure B10MVSB uses MOV SB to move a
10-byte field, HEADG], | byte at a time (0 HEADG2. The first instruction, CLD, clears the
direction flag to zero so that the MOVSE processes data from lefi to right. The direction flag
is normally zero at the start of execution, but CLD is coded here a5 a precaution.

The two LEA instructions load the 51 and DI registers with the offset addresses of
HEADGI and HEAD(G?, respectively. Because the loader for a .COM program autormati-
cally initializes the DS and ES registers, the segment:offset addresses are correct for ES:DI
and DS-SL & MOV instruction initializes the CX with 10 (the length of HEADG] and of
HEADG2). The instruction REP MOVSE now performs the following:

» Moves the lefimost byts of HEADG L {addressed by DS:ST) to the lefunost byte of
HEADG? (addressed by ES:DI},

« Increments the D1 and SI by 1 for the next bytes to the night;

+ Decrements the CX by 1;

= Repeats this operation, 1Q loops in all, until the CX becomes zero.

Becanse the direction flag is zero and MOVYSB increments DI and SI, each iteration
processes 1 byte farther to the right, as HEADG1+1 w HEADG2 +1, and 50 on. At the end
of execution, the CX contains 00, the DI contains the address of HEADG2+10, and the 81
contgins the address of HEADG L+ 10—both 1 byte past the end of the name.
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TITLE AL2MCYET (CCM] Ume of MOVER string coperationg
.MODEL SMALL
. CODE
ful:lx] 100H

BEIN: JHP SHORT AlOMAIN

OO

HEADSGI ul:] fCvbernaute ;:Data items

HEADGZ DR 10 el -3

HERDG | 10 DCP{" -}

ALOMAIR PROC NEAR iMain procedure
CALL BlOMYVES ;MVSA subroutine
TALL CLOMVIW :MVEW subroutine
MOV AX  4CO0H ;End of processing
INT 21H

ALCMATIN ENLP
: Use cf MOVEB:

B1OMVIR PROC NHEAF.

CLD ;Lafe ta right

MOV £x, 11 :Mowe 10 bytes,

LER DI, HEADKS2 ;  HEARDG1 to HERDG2
LEA ST, HEADG]

REF MOVSE

RET

BLOMVSE ENDE
f Uae of MOVEE:

[
CLOMVSW PROC HEAR

CLp ;Left to right

MonF CX.0E Move 5 words,

LEA DI, HEADG2 ; HEADG? to HEADGI
LEA 51, HEARDGZ

EEF MOVSEW

RET

C1OMVEN ENDE
END BEGIN

Figure 12-2  Uszing MOV Sining Operutions

If the direction flag is 1, MOVSB wonld decrement DI and 51, causing processing to
occur from right to left. But in that case, to move the contents correctly, you would have to
initialize the SI with HEADXG1+9 and the DI with HEADG2+9.

The next procedure in Figure 12-2, CIOMVSW, uses MOVSW to move five
words from HEADG? to HEADG3. At the end of execution, the CX contains (H), the
DI contains the address of HEADG3+10, and the SI contains the address of
HEADG2+10.

Because MOVSW increments the DLand S1 registers by 2, the operation requires only
5 loops. For processing right to left. set the direction flag and initialize the S1 with
HEADG] +8 and the D! with HEADG2 +8.

LODS: LOAD STRING INSTRUCTION

LODS simply toads the AL with a byte, the AX with a word, or the EAX with a doubleword
from memory. The memory address is subject to the D5:SI registers, although you can over-
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ride the 51 Depending on the direction flag, the operation also increments or decrements
the SI by 1 for byte. 2 for word, and 4 for doubleword.

Because one LOD% operation fills the register, there is no practical reason to use the
REP prefix with it. For most porposes, a simple MOV instruction is adequate. But MOV
generates 3 bytes of machine cede, whereas LODS genecates only 1, although it requires
that you initiaiize the $1 register. You could use LODS to step through a string 1 byte, word,
or doublewerd at a time, examining successively for a paticular character.

The instructions equivalent to LODSBE are

MOV AL, [5I] iTransfer byte 1o AL
ING 51 iIncrement 51 for next byte (sers flags)

In Figurz 12-3, the data area defines 4 10-byte field named HEADG] containing
the value “Cybernauts” and ancther 10-byte field named HEADG2, The objective is
1o [ransfer the bytes from HEADG1 10 HEADG? in reverse sequence, so that HEADG2
containg “stuanrebyC.” LODSB is vsed to access 1 byte at a ime from HEADGI imo

th= AL, and the instruction MOY [DI]AL transfers the bytes to HEADG?Z, from right
1o left

STOS: STORE STRING INSTRUCTION

5TOS siores the contents of the AL, AX, or EAX register into a dyte, word, or doubleword
in memaory. The memory address is always subject to the ES:DI registers. Depending on the
direction flag, STOS also increments or decrements the DIregister by | for byte, 2 for word,
and 4 for doubleword.

TITLE A12L0DST (CcOM] Use of LCDESP string operakion
MODEL ZEMALL
.CODE
a): Ie| 1G0H
BESGIR: JMF SHORT ALOMATIN
! ]
HEADG] CE ' Cybernauta’ ;Data items
HEAL(Z R 10 DUP{20HT
; mmmmmm o m oo —mCemm e memmm—m e - —mmero—oouwes oo
R1LCOMAIN PROC NEARR iMain procedure
cLD ;Left Lo xight
™MoV CH, 10
LEA 51, HEADGL :Ioad address of HEADGL
LEA DI, HEADGZ+ 2 i Load address of HERDGI+Z
AZ0: 1LODSE ;Get character in AL,
MOV [DI], AL ; matore in HEADGZ,
DEC [ad § ; right o left
LOOF A2Q ;Tan chara;ters?
Mo RY, §C00H ;  yea, eX1t
IRT 214
AICHMATH ENLE
ENL BEGIN

Figure t2-3 Using LODSE String Operaticn
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A practical use of STOS with a REP prefix is to initiaiize a data area to any specified
value, such as clearing a display area to blanks. You set the number of hytes, words, or
doublewords in the CX. The instructions equivaient to REP STOSE are;

Wxz? Pid Jump if OX zero

P MOV b1l . AL ;3tare AL in memory
INC/DEC DI iIncrement or decrement (sets flagsd
LOOP P20 ;Decrement CX and rapeat

=5 T4 TR :Dperation complete

The STOSW instruction in Figure 12-4 repeatedly stores a word containing 2020H
{blanks) five imes through HEADCG . The operation stores the AL in the first byte and the
AH in the next byte (that is, reversed}. At the end, ali of HEADMG1 is blank, the CX con-
tains (0, and the I} contains the address of HEADG 410,

TITLE A12ZTOST (QCM) Use of STOSW atring cparation
\MOLDEL SMALL
VOODE
ORG 100H
BEGIN: JME SHORT A1OMATHN
e
HEADG1 1) ‘ Cybermaukt s ! ;Data item
A1LOMATN FHEHS  HEAR Main procedurs
LD ;Lmft to right
Mo AX, 2020H : Mowa
MOV CX,a5 ;5 blank words
LERM DI, HEADKS] ;to HERDHZ1
REP STOS5W
Mo AX, 4CO0DH ;End of processing
INT 21H
ALOMAIN EXNDF
END BEGIN

Figure 124 Using STOSW String Operation
PROGRAM: USING LODS AND S5TOS TO TRANSFER DATA

The program in Figure 12-5 illustrates the use of both the LODS and STOS instructions,
The example is similar o the program in Figure 1)-4, which transfers characters and
atributes dirsctly to the video display area, except that Figure 12-5 contains these
differences: '

+ For the video area, the program: uses video page 2 rather than page 1.

» [In BIOPROC, it uses STOSW to store characters and associated attributes in the video
area, mstead of this instruction and its accompanying two DEC mstructions that
decrement the DH:

MOV WORD FTR [VIDAREA+DI],AX

+ [t defines an itemn named PROMPT in the data segment, prompting the user to “Press
any key . .. ", to be used at the end of processing.

» On completion of processing, the procedure CIOPROMPT mansfers the defined
prompt to the video display area. To this end, it uses LODSB to access characters one
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TITLE AL2DRVID (BRXE) Direct wideo diaplay
. HODEL SMALLL
] =T e e e e e e mm s mm e e s oo s g mes -
VIDSES EECMENT AT DBAODOH ;RBage 2 of video area
VIDMEER DB  1000H DUR(Z)
YIDSEG ENTIZ
.ORTA
FROMPT DB 'Fremgg any key...'
SIACK &4
; mm e memmmmmm o ——mmao— oM amme—m—— oo as_ammr-an—-
. DODE
ALOMAIN FHOC FaR
Moy AX edata ;hddresaabllicy for
MOw 08, BX ; deta sagnant
Mo AX ,VIDSEG ; and for
MY ES,A% i vwideo area
ASSOME ES :VIESEG
oY AH , OFR sRacuient get
IR? 10H : and save
PiIgH AX ¢ current mode
PUSH BX ;  and page
MOV AH, QDH JReguadt ekt
Mo AL, 03 ; mode 03, clear aoreen
INT 10H
MOy AH, O5H iEequest Aet
MOy AL, 02H ; page ¥03
INT LoH
CALL  BLOPROC ;Proceas disgplay arsea
CALL C10PROMFT ;Digplay user prompt
CALY, DlaIMET ;Provide for input
MO AH, 05H ;Reatore
POR BX joriginal
Moy AL _BHR ;page number
INT LOH
POR B ;Regtore wideo
MY RH, Q0H smode [in ALY
INHT 10GH N
Moy AX. 4C0O0H ;End of proceasing
INT 214
ALOMAIN EHRDF
i Store character & acttribuke in vided area:
1
E1JPROC  FROC NEAFR
MOV Al,41H iCharactelr to display
MOy AH, O1H thttribute
Moy DI, 560 ;Start of display area
aig: Mo CX, 6 ;Tharactarp par row
REF S5TOEW ;Repaat &0 times
IHC 10 [Mext attribute
ImC AL ;Hext charactsay
AL DI, 40 ; Indent for nsxt row
CHE AL,51H ;Last character to display?
JHE Ban ;i no, rAapeat
RET P yam, Fetyrn
BEl1OPRDC EHNDP

Figuce L2.5  Using Dot Video Display
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Move prompt to video area:

i
CLAPRCMPT PROC NEARR

Moy AH, 03K ;Haew arcribute in AH
Mo C1.1& ;Chatracters to display
MOY DD, 384C ;Locatlon in diaplay area
LEA 5], PROMDT ;Addrens of prompt

C22: LODSE ;Character into AL
STOSW ;8rore in display area
LOoP g2 15 Eimen
RET JRerurn

C10PRCMPT EHDE
H Accept inpur:

f
D1CINET FROC  WEAR

MOY AR, 10H ;Requent keyhoard
INT 15H ; inpur
RET

D10INET ENDF
END A1OMAIN

Figure 12-5  Using Dircct Video Display

at a time from PROMPT into the Al and uses STOSW to transfer gach character and
its associated attribute from the AX into the video area,

CMPS: COMPARE STRING INSTRUCTION

C'MEFS compares the contents of one memory location (addressed by DS:ST) with that of
another memory location (addressed by ES:D1). Depending on the direction flag, CMPS
also increments or decrements the SI and DI registers, by 1 for byte, 2 for word, and 4 for
doubleword. The npéralion sats the AF, CF, OF, PF, 5F, and ZF flags. When combined
with a REPnn prefix and a length in the CX, CMPS can successively compare strings of
any length.

But note that CMPS provides an alphanumeric comparizon, that is. a comparison ac-
cording to ASCII values. The operation is not suited to algebraic comparisons, which con-
sist of signed numeric values.

Consider the comparison of two strings containing “Jean” and “Foan.” A comparison
from left to right, one byte at a time, resulls in the following:

J:7 Equal
e: o Unequal (¢ is low)
a:a Equal
n:n Equal

A comparison of the entire 4 bytes ends with a comparison of ‘8™ with “n™ (equal). Now since
the 1wo names are nol identical, the operation should end as soon as it makes a Companson
between two different characters. For this purpose, the REP variation, REPE (Repeat on
Equal), repeats the operation as long as the comparison is between equal characters, or until
the CX register aquals zero, The coding for repeated 1-byte comparisons i REPE CMFPSB.



212 Processing String Data Chap. 12

Figure 12-6 consists of two examples that use CMPSE. The first exampie compare:
HEADMG 1 with HEADG2, which contain the same values, The CMPSE operation therefore
continues for the entire 10 bytes. At the end of execution, the CX contains 00, the D) con-
tains the address of HEADG? + 10, the SI contains the address of HEADG 1+ 10, the sign
flag is positive, and the zera flag indicates equal or zero.

The second example compares HEADG2 with HEADNG3, which conlain different
values. The CMPSB operation terminates after comparing the first byte and results in a
high/unequal condition: The CX contains (19, the D1 contains the address of HEADG3 +1,
the SI contains the address of HEADMG2+1, the sign flag is positive, and the zero flag in-
dicates unequal.

The first exarmple resvlts in equal or zere and (for illustrative reasons only) maoves 0l
to the BH register. The second example results in unequal and moves (2 (o the BL register. If
yoh nse DEBUG to mace the instructions, you'll see (102 in the BX at the end of execution.

Warning!: These examples use CMPSB to compare data onz byte al a time. If you use
CMPSW to compara data 8 word at a time, you have to initialize CX 1o 5. But that’s not the
problem. When comparing words. CMPSW reverses the bytes. For example, let’s compare
the names SAMUEL and ARNOLD. For the initial comparison of wonds, instead of com-
paring $A with AR, (he eperation compares AS with RA. So, instead of the name SAMUEL
indicating a higher value, it incorrectly compares as lower. CMPSW works correctly only
it the compared fields contain unsigned numeric data defined as DW, DD, or DQ (that is,
with the data stored in reversed-byte sequence).

TITLE AL2CMPST (OOMY Tise of (MPS string operations
.MODEL, SMALL
. CObE
QRG 100H
BEGIN: JHEP SHORT R1O0MAIH
HEADGL 0B 'Cyhernauts’ ;bate items
HEADG2 DR ‘Cybernauts’ -
HEADG2 0B - 10 gE(* ")
RI1DMATH PR NERR :Main procedure
CLL ;Lefrt o right
Moy CX, 10 ;Initialize Eoar 10 hytes

LEA o2 HEADG2
LEA 51,HEAINGL

REPE CMPSH ;Compara HEADG1 : HERDG2
JHE AZD ; not equal, bYpags
Mo BH, 01 ; egurl, set BH

AZ0
MO CE. L0 sInitialize for 10 bytes
LER D1 HEAI¥3Z
LER S1,HERDKGZ
REPE (MP3B jCompare HERDGZ ;. HERDGS
JE A3 ; egqual, exit
MOy BL, 02 ; not agual, set BL

B30 '
Mo AL 4CGHOH ;End of processing
INT 21H

A1CMATH ENUEP

| END BEGIN

Figure 12-6  Using CMPS Sming Operations
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SCAS: SCAN STRING INSTRUCTION

SCAS differs slightly from CMPS in that SCAS scans a slring for a specified byie,
word, or doubleword valve. SCAS compares the contents of a memeory location {ad-
dressed by ES:D1) with the contents of the AL, AX, or EAX. Depending on the direction
flag, SCAS also increments or decrements the Dl regisier by 1 for byte, 2 for word, and
4 for doubleword. At the end of executien, SCAS sets the AF, CF, OF, PF, 5F, and ZF
flags. When combined witit a REPnn prefix and a length in the CX, SCAS can scan any
string length.

SCAS would be particulasly useful for a rext-editing application in which the pro-
gram has to scan for punctuabion, such as periods, commas, and blanks.

The pregram in Figure 12-7 scans HEADG] for the lowercase letter 'r’. Becanse Lhe
SCASR operation is to continue scanning while the comparison is not equal ot uatl the CX
15 zero, the operation in this case is REPNE SCASE.

TITLE AI2%CAST {OOM) Use of SCASR =ztring operation
.MCDEL SMELL
Rl nl )
ORa 10CH
BEGIN: JHP SHORT RIOMATN
HEAK:1 )z} ‘Cybernauta’ rData item
j Cemmmmm—reemmseaaa- U
ALJMATH PROC HEAR ;Ma.n procedure
LD ;Leift to right
MOV AL.'r
MoV CX,10 ; Bocant HEATMI]
LEAX DI, HBADGL ; for 'r'
REPNE SCASE
JHE A0 ;IE found,
MO AL,03 ; wtore 03 in AL
Al
MoV AH, 4CH
INT 21E ;Bnd of processing
ALOMAIN  ENDP '
EMNT BEGIN

Flgure 12-7 Using SCASE String Operation

When scanning the string “'Cybernauts” in HEADG1, SCASB finds 2 match on the
fifth comparison. If you use DEBUG to trace the instructions, at the end of execution of the
REP SCASB cperation you will see that the zero flag shows zero, the CX is decremented
to 05, and the DI is incremented by 05. (The DI is incremented 1 byte past the actual loca-
tion of the 7.3

The program stores 03 in the AL register (for iHlustrative reasons) to indicate that the
character was found.

SCASW scans for a word in memory that matches the word in the AX register. If you
vsad LODSW or MOV to transfer a woed inta the AX register, the first byte would be in the
AL and the second byte in the AH, Because SCASW compares the bytes in reversed se-
guence, the operation works comrectly.
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EXAMPLE: USING SCAN AND REPLACE

Y¥ou may also want to replace a specific character with another character, for example, to
clear editing characters such as peragraph and end-of-page symbols froem a document. The
following example scans TSTDATA for an asterisk {(*} and replaces it with a blank. if
SCASB locates an asterisk, it ends the operation, TSTDATA contains an asterisk at
TSTDATA+ 5, where the blank is to be inseried, although SCASB will have incremented
the DI register to TSTDATA +6, Decrementing the DI by 1 |DI-1] provides the correct ad-
dress o insert the blank replacement characier,

DATALEN EQU 13 ;Length of TSTDATA
TSTOATA DB "Extra*inmings’

CLD 15er leff to right

MO AL, "' ;Search character
MOy O, DATALEN sLength of TSTDATA
LEA DI, TSTRATA ;Addrass of TSTDATA
REFHE SCASH _ ;Scan TSTDATA

JME EZC :Character found?

MOY EYTE PTR[DI-1],20H  ;Yes, replace with Blank
E20:

ALTERNATIVE CODING FOR STRING INSTRUCTIGNS

As discussed earlier, if you code 2 string instruction explicitly with a B, W, or D suffix, such
as MOVSE, MOVSW, or MOVSD, the assembler assumes the correct length and does not
require operands. Yot can also use the basic instruction formats for the string operations.
For an instruction such as MOVS, which has no suffix 1o indicate byte, word, or douhle-
word, the operands must indicate the length. For example, if CHAR1 and CHAR? are de-
fined as DB, the instruction

REF MOVS CHARL,(HAR2

implics a repeated move of the byte beginning at CHAR2 10 the byte beginning at
CHARL.

Another format allows you to refer to the segment registers explicitly and to use the
PTR directive. If you load the DI and SI registers with the addresses of CHAR!L and
CHAR?Z, vou can code the MOVS instruction as

LEA DI,CHARZ
LEA 5I,CHARL
REP MOWS E5:BYTE PTR[DI],D5:[5I]

Few programs are coded this way, amd these farmats are covered here jusl for
the record.
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DUPLICATING A, PATTERN

The STOS instragtion is usefud for seiting an area according toa specific byte, wotd, or dou-
bleword value. However, for repeating a pattern that exceeds these lengths, you can use
MOVS with a minor moedification. Let's say that yol want to set a display line w the fol-
lowing patiern:

|**1t| |**t*l |**!.’I I***!’I I*‘l**l

Rather than define the entire pattern repetitively, you need only define the first six hytes im-
mediately preceding the display line. Here are the instructions:

PATTEEN DE | #rsw| T :Pattern to be duplicated
DISAREA DB 42 BUPCY) :Msplay area

CLD ;Left to right

MOV X, Z1 ;21 words

LEA DI, DISAREA s tinacion

LEA  SI,PATTERM P SGUrce

REF MOVSW iMowe characters

On executicn, MOVSW moves the first word of PATTERN {1*) to the first word of DIE5-
AREA and then moves the second (**) and third (*1) words:

|*“'l'| |t-ttl

T T
PATTERN DISAREA

At this pélat, the DI contains the address of DISAREA +6, and the S contains the address
of PATTERN+4&, which is alzo the same address as DISAREA. The operation now auto-
matically duplicates the patiern by moving the first word of DISAREA w DISAREA+6,
DISAREA +72 to DISAREA+8, DISAREA+4 10 DISAREA + 10, and so forth, Eventually
the pattern is duplicated through to the end of DISAREA:

[Hrhk | |dhan]| | pues] | weaw) [bwan] [#ax |
) T T T
PATTEIN DISAREA+E  DISAREA+1Z DISAREA+4Z

You can use this technique to duplicate a pattern any number of times. The patten it-
self may be any length, but must immediately precede the destination freld.

PROGRAM: RIGHT ADJUSTING A SCREEN DISPLAY

The program in Figure | 2-R illustrates most of the material described in this chapter. The
procedures perform the following:

» ATOMAIN Initializes thz segment registers, calls BLOINPT, CI0SCAS, DIORGHT,
and EITCLNM.
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TITLE

HRAMEPRR

ACTHLEN
HAMEIHF

PROMIT
NAMELIZ
ROM

.ABE
ARL1OMARTH

AZOLOCP «

A0

A1 UMAIN

3

BLOINPT

B1OIKPT

élﬂSEﬂS

C20-
C102CAS3

Processing String Data Chap. 12

AlZRIGHT (EXE} Right adjust displayed namnss
.MODEL SMALL

_8TACE G4

-DATA

LABEL BYTE iMame parameber limk
CE 31 jMaximum length

bE ¥ JMa. cf chare enter=d
03:] i1 UBR( y Nama

] 'NavweT!, '5°

OB Al DOEBGY '), 13, 10, 'S

DB 1]¥]

LCODE

FROC FAR ;Main procedure

MO AX,ddaca jInitialize

MO 0S5, AX . data segment

MOV ES,AX
MOV AX, 06D0H

CALL SLOSCR ;Clear screen
5UB DX, DX ;8et curgor 00,00
CALL  Q20CURS
CALL B1GINPT jRequeat input of name
TEST  ACTHLEM, JFFH ;No name? (indicates mnd)
JE ADD i yeB, EXit
CRLL  Ci0S5CAS ;8can for aaterisk
HE AL, ' ;Found?
JE AZOLOOF { ¥yes, bypaznsa
AL D10RGHT (Fight adjust namm
ChALL E10CLMM JClaar name
JME AZOLOGE
BRI AX,ACO0H ;End of proccessing
INT 21H
ENLF

Prompt £or inmput:
PROAC
MOV A OH
LE2 DX, PRCMPT :Display prompt
IRT 21H
MO AH, (tAH .
LEA DX, HAMEFPRE iRGoepE  input
INT 21H
RET
ENDFE

Gean name EFor asterigk:
PROC
€L ilefr Lo right
Mow AL, "+ ;Character for scan
OV ox, 30 ;8et 30-byte soan
LEA PI  HAMEIND
REPNE SCASE sABRteTiak foundt?
JE Cz24 ;oo myiyr )
Mo Al 20H ; yea, clear * in AL
RET
BRNDE

Figure 12-8 Right Adjusting on the Screen
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i

1 ORGHT

D20

nga:
I ORGHT

E10CLNM

E10CELNM

G108CR

QLOECR

G2 DCURS

QZOCURS

FROC
STD ;Right to left
HMOVEL CX,ACTHLEN ;Length in OX for REP
LEA 3I,NAMEIHNFE rCalculate rightmoaet
ADD 85I, CX ;r positlon
DR 81 r  of inpit name
LEA DI, RAMEDYS+3) ;Right poe'n of diaplay name
REF MOVSR jMove gbring right co lefr
MOV DH, ROW
MOV DL, 4B
ChLL Q20CURS ;Sef curscr
MOV AH, G5H
LEA DX, NRMEDIS ;Digplay tame
INT 21H
CME ROW, 20 ;Bottom of screen?
JAE D20 ;  no,
INC R{M f increment row
JMF oo
MOV A¥, 0601H ; yem,
CALT O105CR ;  Bcroll and
MO DOH, ROW ;7 Bet CUrBOY
MOY DL, a0
CALL Q2OCITRS
RET
EMDF
Clear naums:
PFROLC
CLD iLefr to righx
L wi REK, 2020H
MOV CX,15 ;Clear 15 words
LEA DI, NAMEDIS
REP STOSW
RET
EMDP
Sernll acrean:
PFROC JAX eet oI entry
MO BH, 3D iCaley arcribute
MOV CX, QD
MOV DX, 184FH
INT 10H
RET
ENDF
Set cursor row/fcol:
FROC ;0K aet on antry
oY A, 02H
oire BEH, BH
INT 10H
EET
EWDP
END A10OMATIH

Right adfuat and diaplay rdes:

Figure E2-8  Right Adjusting on the Screen
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B10INPT Accepts a name ap to 30 characters in length and displays it at the top of
the screen.

CI08CAS Uses SCASB to scan the name and bypasses any input COntaining an as-
terisk.
DIORGHT Uses the length in ACTNLEN in the input parameter list to calculate the
rightmost character of the name, and MOVSB right adjusts each entered name to the
right of the screen, one under the other, as follows:
Willie Mays
Mickey Mantle
Frank Robinson

E10CLNM Uses STOSW 10 clear the keyboard input area.

For the string instructions MOYS, STOS, CMPS, and SCAS, be sure that your .EXE
programs initialize the ES register.

For string instructions, use the suffixes B, W, or D for handling byte, word, or double-
word strings, :

Initialize the direction flag for the required direction of processing: Clear (CL.D) for
lefi 1o right or set (8TD) for right to left.

Doublecheck your initialization of the DI and SI tegisters. For example, MOVS im-
plies operands DIS], whereas CMPS implies operands SLDE.

Initialize the CX register for REP to process the required number of bytes, words, or
doublewords.

For normal processing, use REP with MOVS and 5TOS, and use a conditional REP
{REPE or REPNE) with CMPS and SCAS.

CMPSW and SCASW reverse the bytes in words that are compared.

To process Aght to left, addressing begins at the rightmost byte of the field. For ex-
ample, if a field named COTTTLE is 10 bytes long, then for processing bytes, the load
address for LEA is COTITLE+9. For processing words, however, the address is
COTITLE+8 because the string opeeation initially accesses COTITLE+S8 and
COTITLE+S.

12-1. The siring operations assume that the operands relate to the ES:D1 or DS 51 regis-

ters. [dentify the regisiers for the following: (a} CMPS (operands 1 and 2);
(by MOVS [operands 1 and 2); (c) LODS (operand !}.

12-2. For string operations using REP, (3) how do you set the number of repetitions thin

are 0 occur? (b) How do you set processing right to left?
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12-3.

12-4,

12.5,

12-6.

12-7.

12-8.

The chaprar gives the instructions eguivaient m (a) MGVSE, (b) LODSE, and
(¢} §TOSB, cach with a REP prefix. For each case. provide the equivalen( code for
processing words.

Revise the program in Figure 12-2. (a) Convert the program from .COM to .EXE
format; (b) initialize the ES register; (¢} change the MOVSB and MOVSW opera-
tions to move data from right to left. Use DEBUG to irace through the procedures, ©
and note the contents of the data segment and registers. '
For what conditions do each of the following instructions test? {a) REPE COMPSB:
(b) REPNE SCASB.

Use the following data definitions and for parts (2)-(f) ¢ode the unretated string op-
erations:

DESCRIP B 'Data Tech Advisors'

OUTAREA DB 18 DUR(" ')

fay Move DESCRIFP to ODUTAREA, from left 1o right.

{t) Move DESCRIP wy OUTAREA, from right to lek.

{cy Load the fifth and sixth bytes of DESCRIP into the AX.

{d) Store the AX beginning at OUTAREA + 10,

{e} Compare DESCRIP with OUTAREA (they will be unequal).

(f) Scan DESCRIP fur the first blank character and, if found, move it to the BH.
Revise Figure 12-7 so that the operation scans HEADG! for "na™ as a pair of char-
acters. A check of HEADG ] discloses that “na™ does not appear as a word, as shown
by the following: /Cy/befmianfts!. Two possible solutions are: (a) Use SCASW
twice, The first SCASW begins at HEADG! and the second SCASW begins at
HEADGL +1; (b) or use SCASB and on finding an “n,” compare the byte that fol-
lows it for an “*a.”

Define a 5-byte field containing the hex value COCDCDCDBA. Use MOVSB to du-
plicate this field 20 times into a 100-byte area, and display the result.



| ARITHMETIC I:
PROCESSING
BINARY DATA

]

Objective: To cover the requirements for addition, subtraction,
multiplication, and division of binary data.

INTRODUCTICN

This chapter covers addition, subtraction, multiplication, and division and the use of
unsigned and signed numeric data. The chapter also provides many examples and warmn-
ings of various pitfalls for the unwary traveler in the realm of computer anithmetic. Chap-
tet 14 covers special requirements involved with conversion between binary and ASCII
dula Tormalts.

Although we arc accustomed to performing arithmetic in decimal (base 10)
format, a microcomputer performs its arithmetic only in binary (base 2). Fusther, the
limitation of 16-bit registers on pre-80386 processors involves special treatment for
large values.

Instructions described in this chapter are:

Al ADD with carry IDIY  Dhvide signed

ADD Add IMUL Multiply signed
CBW  Convert byte 1o word MUL  Muliiply unsigned
DG Convert doubleword to quadword NEG  Ncgale

CWD Convert word to doubleword SBB Subtract with borrow

CWDHE  Convert word to extended doubleword  SUB Subtract
DIV Divide unsigned

220



Processing Unsigned and Signed Data 221

PROCESSING UNSIGNED AND SIGNED DATA

Some nomeric fields—or example, a customer number and the day of the month—are un-
signed. Some signed numeric fields—~for exampke, customer’s balance owing and an alge-
braic number—may contain positive or negative values. Other signed nemenc fields—for
example, an employee rate of pay and the value of pi—are supposed to be alwiys positive.

For unsigned data, where all bils are mlended to be data bits, a 16-bit register can con-
tain amaximum of 65,535, For signed data, where (he leftmost bit is a sign bit, the register
can conlain a maximuwm of 32,767, But note that the ADD and SUB instructions do nol dis-
tingnish between unsigned and signed data and, indeed, simply add and subtract bits.

The following example illustrates dhie addition of two binary numbers, with the val-
ues shown a5 both unsigned and signed. The top number contains a L-bit to the left; for un-
signed datz, the bits represent 249, whereas for signed data, the bits represent —7. The
addition does not set the overflow or carmy flags:

UNSICGNED  STGNED
BIMARY ECIMAL DECTIMAL OF CF

11111001 249 -7
+00000010 +2 2
11111011 251 -5 0 0

In this example, the binary resull of the addition is the same for both unsigned and signed
data. However, the bits in the vosigned field represent decimal 251, whereas the bats in the
signed field represent decimal — 5. In effect, the conterts of a field mean whatever you in-
tend (bem to mean and you handle them accordingly.

Arnithmetic Cory
An arithmetic operation transfers the resulting sign bit (0 or 1} to the carry flag. I the sign

bit is a 1, then, in effect, the carry flag is set. Where a carry occurs on ansigned data, the re-
sult 15 invalid. The following example of addition causes a carry:

UNSIONED SICNED
BINARY DECIMAL DECTMAL OF CF

11111100 252 -4
+00000101  + 5 3
(100000001 1 1 01

(invalidl Cvalid)

The operation on the unsigned data is invaiid because of the carry out of adala it, whereas
the operation on the signed data is valid.

Arithmaetic Overflow

An arithmetic operation sess the overflow flag when a carry inio the sign bit does nodl carry
out, or a carry out occurs with no carry in If an overflow occurs on signed data, the result
is invalid (becanse of an overflow into the sign bit). The following example of addition
causes an overflow.



222 Arithmetic |: Pracessing Binary Data Thap. 13

UNSIGNED SIGMED
BINARY DECIMAL ECIMAL OF CF

0I111001 121 +121
+DC001011 + 11 + 11
LROADKT 1047 132 -1z24 E

{valid) Cimvaldid)

An add operaton may set both the carry and the overflow flag. In the next example,
the carry makes the aperation on unsigned data invalid, and the overflow makes the oper-
ation on signed data invalid:

NS ICMED SICNED

BIMARY  DECIMAL  DECIMAL OF CF
11110110 246 -10
+10002001 4137 -119

{1)61111111 127 4127 1 1

(invalidy  dinvalid)

The upshot of all this is that you must have a gond idea as to the magnitude of the
numbers that yaur program will handlg, and you define and process fields accordingly.

ADDITION AND SUBTRACTION

The ADD and SUB jnstructions perform simpie addition and subtraction of binary data. The
general formats for ADD and SUB are:

r

[Tabel:7 | ADD/SUB | register,.register
[1abel:] | ADD/SUS | memary, register
[label :] | ADDSSUB | register, memary
(1zbel:]} | ADD/SUB | reqgister, immediate

[label:] | ADD/SUB | nesory, immediate J

An ADD or SUR operation sets or clears the overflow and camry flags, as descnibed
in the previous section. As with other instructions, there are no direct memory-o-memaory
operations. The following exariple uses the AX register to add CURRAIN 1o RAINFALL:

CURRAIN W 123 ;hefine CURRAIN

RAIMFALL D 25 tDefine RAJMFALL
NGy AX CURRATH ;Mowe CURRATH to AX
ADD A% RATNFALL DAdd RAINFALL to AX
MOy RATHFALL .AX ;Move AX to RAINFALL

As described in Chapter 1, 2 negative binary number is represented in two's comple-
ment form by reversing the bits of the positive number and adding 1. Figure 13-1 provides
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examples of ADD and SUB for processing byte and word values. The procedure B10ADIY
uses ADL} to process bytes and the procedure C103UB uses SUB to process words.

Ovarflows

Be alert for overflows in arithmetic operations, especially for signed data. Because & byte
provides for only a sign bit and 7 data bits {from —128 to +127), an arithmetic operation
can easily exceed the capacity of 2 1-byte register. And & sum in the AL register that ex-
ceeds its capacity may cense unexpected resulis. For example, if the AL contains 60H, then

the insucuon

TITLE R1ZADD {COMIADD and SUH operatlons
MOOEL SMALL
\CODE
ORG 10aH
BEGIN TME SHORT Al1OMAIN
§ Mmoo e e iMieemmmememmmamm—— oo ammma
BYTELl DB E4H ;Dara itema
BYTE2 DB 40H
I¥YTE3 bR 168
WORDL i) 4000
WORL2 bW 200CH
WORD3 bW 10dcK
ALOMAIN PROC WEAF ;Main procedura:
CALL B10ADD ;Uall ADD routina
CALL C1050B ;Call BUBR rouvtine
MOV AX . 4C00H ;End procesming
I I1H
ARLOMALINR ENDIF
: Exanplas of ADD byteca
B1ORDD PROC
Mo AL,BYTEL
MoV BL,.BYTE2
ADD AL, BL ;Regietrer-Lo-reglater
ADD AL, BYTE3 sMenory-toa-regiater
ADD BYTEL ., BL jRegl gter - Lo- mamory
ADD BL, 10H :Immadiace -to-reglacer
ADD BYTELl, 25H rImmediace-to-memory
RET
BlLOADD ENDOF
H Examplea of SUB words
r
C1a8RE FROC
MOV AX, WORDL
WOV BX, WORD2
aUB AX.BX ;Regintar-from-regiater
S8 AX WORD2 sMemory-fram-registar
SUBR WORD1 , BX :Reglaeter -from-memory
SR BX, i000H ;Immediate- from-regiocar
EUB WORDL, 256H ; Ivmmdiate- £xom-menory
RET
105U ENDP
BN EEGIN
Figare 131 Examples of ADD and SLB
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ADD AL, 2{H

generates a sum of 80H in the AL. Having added two positive values, we expect the sum ro
be positive, but the operation sets the overflow flag to overflow and the sign flag 1o nega-
tive. The reason? The valne R0H, or binary 10000000, iz a negative number; instead of
+128, the sum iz —128. The problem is that the Al register is too small for the sum, which
should be in the full AX register, as shown in the next section.

EXTENDING VALUES IN A REGISTER

In the previous section, we saw how adding 20H to the value G0H in the AL caused an in-
correct sum. A better solution would he for the AX to represent the full sum. The instroc-
ton for this purpose is CBW {Coovert Byte to Word), which aulomalically propagales Lhe
sign bit of the AL (D or 1} through the AH. Note that CBW is restricted to the use of the AX.

In the: next example, CBW extends the sign (0) in the AL through the AH, which gen-
erates (060H in the AX. The example then adds 20H. wo the AX (rather than 1o the AL} and
generates the correct resuit in the AX: DOSOH, or +128:

AH AL
- xx BOH
CBW ‘Extend AL sign into AH 00 B0
ADD  Ax, 20H ;Add to AX 0o &0

This example has the same nameric result as the one in the previous section, but the
addition in the AX doas nat treat it as an overflow ar as negative. Stll, althoogh a full word
in the AX allows for a sign bit and 15 data bits, the AX is limited to values from — 32,768
to +32,767.

Extending Words ond Doublewords

The CWD (Convert Word 1o Doubleword) instruction is usad to extend a 1-word signed value
10 a doubleword by duplicating the sign bit of the AX through the DX, Here is an example:

MY AX,WORDL iMave word o AX
CWD ;Extend word to DX:AX

The CWDE (Convert Word to Extended Doubleword, for the B0386 and later) in-
struction is used to extend a 1-word signed value to a dowbleword by duplicating the sign
bit of the AX through the EAX. Here is an exampie:

MOV AX, WORDZ Move word to AX
CWDE ;Extend word to EAX

The CIX) [Cmn:m Doubleword to Quadword, for the 80386 and later) instroction is
used to extend a doubleword signed value to a quadword by duplicating the siga bit of the
EAX through the EDX. Here is an example:

MOV EAX , DEWORD iMove doublsword to EAX
oG :Extend doubleword to EAX:EDX



Parforming Arithmatic On Doubkleword Values 225

PERFORMING ARITHMETIC ON DOUBLEWORD VALUES

As we have seen, large numernic valoes may exceed the capacity of a word, in effect re-
quiring multiword capacity. A major requirernent in multiword arithmetic is reverse-byte
and reverse-word sequence. Recall that the assembler automatically converts the conlents
of defined numeric words into reverse-byte sequence, so that, for example, a definition of
0134H becomes 3401H. The simplest way of defining a doubleword is as a DD The fol-
lowing example adds and stores doubleword values:

DEWORDL DO GliIBLGZH jDefine doublawords
DEWORDZ DO OD125534H '
DEWORDY DD O i

MY EAX, DEWORDL ;Aadd and

ADD EAX, DBWORDZ i Stors
MOy DEWORDS , EAX ; doublewords

The assernbier antomatically arranges the defined data in reverse-byte (and word) se-
quence. For seme applications, however, the data may be defined as word values. For
DEWORD| defined in the previous example, you have to define the words as adjacent but
in reverse order:

W  OBC&H
W O0123H

The assembler then converts these definitions into reverse-byte sequence as 162 BCI2Z3 011,
suitable for doubleword arithmetic. Let's examine two ways 1o perform atithmetic on these
values. The first is simple and specific, whereas the second is more sophisticated and general.

In Figure 13-2, the procedure BIODWD illustrates adding one pair of words
{(WORD1A and WORDIB) to a second pair {WORD2A and WORIY2B) and storing the
sum in a third pair (WORD3A and WORIIB). In effect, the operation is to add values, such
as the following:

Imitial walue: 0123 BLG2ZH
add: 0012 553AH
Tutal: 0136 119CH

Because of Lhe reverse-byte saquence in memory, the program defines the values w.th the
words adjacent but reversed: BC62 0123 and 5534 0012, respectively. The assembler then
slores these doubleword values in memory in proper reverse-byte sequence:

WORDYLA and WORDLB: 62BC 2301
WORD2A and WORDZE: 3455 1200

The procedure BIODWD first adds WORDZA 1o WORDI1A in the AX {the low-order por-
tions) and stores the sum in WORD3A. [t next adds WORDZE 10 WORDIE (the high-
order portions} in the AX, along with the carry from the previous addition. Tt then stores the
sum in WORD3B. Let's examine the operations in detail. The first MOV and ADD cpera-
tions reverse the hytes in the AX and add the leftmost words:
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TITLE

ALIMATY

H

Bl 0DWD

BLODWIx

i
C1o0WD

w20

C1ODWE

AIDBADD (COM) Rdding doublewords
-BMODEL SMALL

- CODE
ORG 1D0H
JMF SHORT A10MRIN
oW OBCEIH ;Data items
oW 0123H
o S5E3AH
oW oOLZH
M 7
el T
PROC NEAR iMain procedure
CALL Rl QDWD ;Sall 1me ADD
Lhnig, 1 00WD ;Call Znd anhD
MOV AN 4CQ0H ;End pracesamsing
INT 21H
ENDP
Example of ADD doublewords:
PROC
MOV AX WORD1A ;Rdd lefrmost word

ADT AX ,WORDZA
MOV WORTY A, AR

L. AX WORD1R ;2dd rightmost word
ADC AX  WORDIEB ;. with carry
[ Lealty WORDAR, AX
RET
ENLF

Gmnaral ized add operabion:
PROC
CLC ;Clmary carry flag
Mo CK. 02 ; 5et loop count
LEA 21 . WORDIA ; Laftmost word
LER DI.WORDZA ;LeftmoBt word
LEA BX , WORDIA ;Leftooat word of Bum
My AX, [81) ;Move word to AX
ADC AX, [BI] ;Add with carry Lo AX
Mo [BX] ,AX ;Store word
INC 5I ;Adjuat addresses for
INC 231 ; next word to right
INC DI
INC DI
INC BX
TR BX
LOOF Cz0 ;Repaat for next word
RET
ENDP

END BEGIH

Figure £3-2  Adding Multiwoed Values

WORD 1A B8C6H2H
WORDZ A +553AH
Total: {1¥L19CH (2C11H is stored in WORD3IA)

Chap, 13

Because the sum of WORD1A plus WORD2A exceeds the capacity of the AX, a carry oc-
curs, and the carry flag is set to 1. Next, the exampie adds the words at the right, but this
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time osing ADC {Add with Carry) instead of ADD. ADC adds the two values and, boecanse
the camry flag is set, adds i to the sum;

WORD1E 0123H
WORD2R +H112H
Flus carry =+ H
Totral 0136H (stored in WORD3B as 3601H)

By using DEBUG 1o trace the arithmetic, you can see the sum 0136H in the AX and the re-
versed values 9C11H in WORD3A and 3601H in WORDGE.

Also in Figure 13-2, the more sophisticated procedure CLIDWD provides an approach
lo adding values of any length, although here it adds the same pairs of words as before,
WORD1A:WORIHE and WORD2A:'WORDZE. The procedure uses the 51, DL and BX as
base registers for the addresses of WORD | A, WORD2A, and WORDAA, respectively. It 1oops
once through the instructions for each pair of words to be added-—in this case, two times. The
first loop adds the leftmost words, and the second leop adds the rightmost words. Because the
second loop is 1o process the words ta the right, the addresses in the SI, DL and BX registers
are incremented by 2. Two INC instructions perform this operation for each register. INC
irather than ADD?} is used for a good reason: The instruction ADD reg, 02 would clear the carry
flag and would cause an incorrect answer, whereas INC does not affect the cearry flag. :

Because of the loop, there is only one add insteuetion, ADC. At the start, a CLC (Clear
Carry} instruction ensures that the carry flag is initially clear. The results in WORD3A,
WORD3EB. and the AX are the same as the previous example.

To make this method work, be sure to (1) define the words adjacent to each other, (2) ini-
Halize the CX 1o the number of words to be added, and (3) process words from left 1o right.

For multiword subtraction, the instruction eguivalent to ADC is SBB {Subiract with
Borrow). Simply replace ADC with SBB in the procedure C10DWD.

Here are the general formats for ADC and SBB:

[1abal:] { ADC/SBE | register, ragister
[tabel:] | ADC/SEB | memory , register
[label:] | ADC/SE8 | register, memory

(label:] AI]EISBBi register,imnediate

[label:] | ADC/SBE  memory,immediate

You could add quadwords using the technigue covered earlier for adding multiwords;
that is, define 1wo pairs of adjacent doublewords and use the EAX register.

MULTIPLICATION

For multiplication, the MUL instruction handles unsigned data, and the IMUL {Integer Mui-
tiplication} instruction handles signed data. Both instructions affect the carry and overflow
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flags. As programmer, you have contro! over the format of the data you process, and yon
hiave the responsibility of selecting the appropriate multiply instruction. The general format
tor MUL and IMUL is

| [Tabel:} | MULSIMUL | register/memory

The hasic multiplication operations are byte times byie, word times word, and (80386 and
later processors) doobleword times doubleword.

Byle Timas Byla

For multiplying twe 1-byte values, the multiplicand is in the AL register, and the multiplier
1 a byte it memory or another register. For the instruction MUL DL, the operation mult-
plies the contents of the. AL by the contents of the DL. The generated product is in the AX
register. The operalion ignores and £rases apy data that may already be inthe AH.

Before mu.'l't'ip‘l'icati on: AH AL

{Ignored}{Multiplicand

After sultiplication: AN

——— Product, —>

Word Times Word

For multiplying two 1-word values, the multiplicand is in the AX register and the multiplier
15 a word in memory or another register. For the instruction MUL DX, the operation multi-
plies the contents of the AX by the contents of the IDX. The generated product is a double-
word that requires two registers: the high-order (leftmost) portion in the DX and.the
low-order {rightmaost) portion in the AX. The operation ignores and erases any data that may
already be in the DX,

3] AN
Before muTtiplication: {Ignared) Multipiicand
After multiplication: High product | Low product

Doubleword Times Doublaword

For multiplying two doubleword valuses, the multiplicand is in the EAX register and the
multiplier is a douhleword in memory or another register. The product is generated in the
EIXX:EAX pair. The operation ignores and zrases any data already in the EDX.

EDX EAX

SBefore molgiplication: (Ignored) Multiplicand

After muitipldicatian: High product Low product
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Aeld Sizes

The operand of MUL or IMUL references cnly the multiplier, which determines the
field sizes. The instruction assumes that the muliplicand iz in the AL, AX, or EAX,
depending on the size of the multiplier. Fo the following examples, the multiplier is i a
registar:

INSTRULTION MULTIPAIER  MULTIPLICAND  PRODUCE

MUL CL byte AL A
MUL BX H_DF"d AX 1 AX
MUL EZX doukb] eword EAX EQX i EAX

Ir the next examples, the multipliers are defined in memory:

3¥TE1l OB 7
WIRD1 DWW
DWORD1 DD 7

INSTRICTION  MULTIPLIER  MULTIPLICAMD  PRODUCT

MIL' BYTEL BYTEL AL AX
MIL WORD1 WORD1 AX D X
MIL CWORD1 DWORDL EAX EDX :EAX

Unsigned Multiplication: MUL

The purpose of the MUL mstruction is to multiply unsigned data. In Figure £3-3, B1IOMUL
pives three examples of the nse of MUL: byte times byte, word times word, and word times
byte. The first exampie multiplies 80H (128) by 40H (64). The product in the AX is 2000H
(8,192). The second example generates 1000 0000H in the DX:AX registers.

The third example involves word times byle and requires extending BYTE] w a
word, Because the values are supposed to be unsigned, the example assumes that bits in the
AH register are 1o be zero. (The problem with using CBW here is that the leftmost bit of
the AL could be L, and propagating 1-bits in the AH would resultin a larger unsigned value. }
The product in the DX:AX is 0040 0000H.

The fourth example uses the EAX for doubleword muluplication.

Signed Mulliplication: IMUL

The purpose of the IMUL (Integer Multiplication) instruction is to mulitiply signed data. In
Figure 13-3, CHIMUL gives the same three examples as BIOMUL, bul replacing MUL
with IMUL.

The first example multiplies 80H (a negative aumber) by 40H {a positive nurrber),
The product in the AX register is EO0OH. Using the same data, MUL generates 2 product
of 2000H. s0 you can see the difference between using MUL and using IMUL. MLUL. oeats
80H as + 128, whereas IMUL weats 80H as — 128. The preduct of —128 nmes +964 15
—8192H, which equals EDOOH. (Try converting EDODH to bits, reverse the bits, add 1, and
add up the bit values.)
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TITLE

B10mrL

i
CLOTMIIL,

C10IMUL

AR13IMULT [COM)
-MCDEL SMALL

. CODE
OF

PROC

PROC
Mo
ML

L wily
IMIL

Mo
CBu
THITL

MOV
IMIL
RET
ENDF
END

1J0H

SHORT AlOMRIN

82000040
ZHO0OLOD

BLOMUL

CLOI ML ;Call IMUL foutlns
AX , 4CO0H ;End processing

21H

AL, BYTREL ;Byte x byte
DY TEZ : product in AX
A, WORDY Mord x word
WORDZ ;7 product in DX:(AX
AlL,BYTEL ;Byte x word
AH,AH ; extand maltiplicand in AH
RORD1 ; product in DK:AX
EAX , DWORDL jDoubleword ¥
WORDZ ; doublewgred
Examples of IMUL:
AL, BYTE] ;Ayte x knte
BYTE2 ; product in AX
AL, WORDL Word x word
WORD2 ; profdust in DX AX
AL,BY¥TEl ;Byte x word
; waxtmnd multiplicand in AH
WORDI ; product in DK:AK
EAX, DWORD1 ;Doubleword x
IMOR 2 ;. doublewoed
REGIH

MUL and IMUL cperaticong

iMain progedure
Tall ML routine

Figore 13-} Mukiplying Unsigned and Signed Values

The second example multiplies 8000H (a negative value) by 2000H (a positive
- value}. The product in the DX:AX is FOOQ 0000H, which is the negative of the product that

MUL generared.
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The third example extends BYTE! to a word in the AX. Because the values are sup-
posed o be signed, the example uses CBW o extend the lefimost sign bit intn the AH reg-
ister: 80H in the AL becomes FFRGH in the AX. Because the multplier. WORDI1. is alse
negative, the product should be positive. And indeed 11 is: 0040 00O0H in the DX:AX—the
same result as MUL, which multiplied two unsigned numbers.

The fourth example uses the EAX for donbleword maltiplication.

In effect, if the multiplicand and multiplier have the same sign bit, MUL and IMLUL
generate the same product. But if the multiplicand and multiplier have different sign bits,
MUL produces a positive product and IMUL produces a negative product. The upshof is
that your program must Xxnow the formar of the data and use the appropriate instruchions.,

You may find it worthwhile to use DEBUG to trace through these examples.

PERFORMING DOUBLEWORD MULTIPLICATION

Conventional multiplication involves multiplying byte by byte, word by word, or doubleword
by doublewaord. As we have already seen, the maximum signed value in a word is +32.767.
Multiplying larger values on pre-80386 processors involves additional steps. The approach
on these processors is to multiply each word separatety and then add each product together.
The following example multiplies a four-digit decimal number by a two-digit number:

1,365
x 12
16,380

What if you could multipty only two-digit numbers? Then you could multiply the 13 and
the 65 by 12 separately, like this:

13 65
x 12 x 12
156 780

Next, add the two products; but ramember, since the 13 is in the hundreds position, its prod-
uck is acwoally 15,500

15.600 (13 x 12 x 100)
+ TBO (65 x 123
16, 380

An assembly program can use this same fechnigue, except that the data consists of
words (4 digits) in hexadecima) format. Eet’s now exatine the requircments for multiply-
ing doubleword by word and doubleword by doubleword.

Doubleword by Word

In Figure (3-4, BIOXMUL rwltiplies a doubleword by = word. The multiplicand,
MULTCAN. consists of two words containing 3206H and 252 1H, respectively. The reason
for defining lwo DWs instead of a DD is to facilitate addressing for MOV instructions that



TITLE

AlOMAIN

V
B1OEMIL

B1OXMITL

C1OCLEAR

ClOCLEAR

DL OXMUL

Arithmetic I: Processing Binary Data

ALIDWMMUL (COM) Multiplication of doublewords
LMODEL SMALL
. CODE
CRG 1008
JMP SHCRT A10OMATIN
oW 2521H Data items
e, 3Z0AKF
.} DAZEH
i} &4 00H
o} i
W o)
oW 1)
[ 0
FROC MEAR Main procedurea
CALL  BlOXMOL ;Call let multiply
CALL C10CLEAR ;Clear product
CALL O10XMUL ;Call 2nd multiply
Moy AX , al0DH . +End procasaing .
INT Z1H
ENDF
Doubleword = word:
PROTC
MOV AN, MULTCAN ;Muleiply laft word
MUL MULTFLR +2 ;i of miltiplicand
MOV PRODIT, AX f2zore product
MOV FRODUCT+2 . DX
M AR, MULTCAN+2 iMeleipy right word
ML MULTELR +2 ;7 of multiplicang
ADD PRODUCT + 2, AXK ;Aadd to stored product
AL PRODUCT #4 DX
RET
EMD'F
Clear product acea:
FPROAC
MOV PROODLCT , Q000 iCleay words
MOV PRODUCT+2 ., 0000 i laft ta right
MOV PRODUCT+4 . 0000
MOy PRODLCT +6 . D000
RET
ENLEF
Doubleword x doubleword:
FROC
Moy AX, MULTCAN iMulcipiicand word 1
MuL MULTELE ;X multiplier word 1
MOV FRODUCT+0 , AX rSrore product
Mo FRODUCT+2 , DX
MOV AX  MULTCAN Multiplicand word 1
ML MULTPLE+2 ; % mulbtipliar word 2
ATD PRODUCT+2, AX shdd to storsd product
ADC PRODUCT+4 , DX
FA 0 PRODUCT+ S, 00 1Ad3 any carry

Figure 13-4a  Muliplying Muldword Yaloes

Chap. 13

move words ta the AX register. The values are defined in reverse-word sequence, and the
asserbler stores each word in reverse-byte sequence. Thus MULTC AN, which has a de-

fined vaiue of 32062521H, is stored as 21250632H.
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MO R MULTCAN+ 2 sMultiplicand word 2
MUL MULTELR ;7 % multiplier werd 1
ADD BRODUCT+ 2, AX jRdd co stored product
ALC PROSUCT+4, DX

ADC PRODUCT +6 , &0 rAdd any carry

Lte it AX, MULTCANS 2 Multiplicand word 2
ML MULTFLR+2 ; x multiplier word 2
KD PRODUCT+4 , AX ;hdd to producc

ADC PRODUCT+5, DX

RET

D1 0XMUOL ENDF
END REGINH

Flgure 13-4b  Multiplying Muliword Yalues

The multiplier, MULTPLR + 2, contain: 640H. The field for the gencrated prod-
uct. PRODUCT, provides for three words. The first MUL operation multiplies MULT-
PLR+2 and the left word of MULTCAN; the product is hex OEBD E4DOH, stored in
PRODUCT+2 and PRODUCT +4. The secand MUL multiplies MULTPLR + 2 and the
right word of MOLTCAN; the product is 138A 5800H. The routine then adds the rwe
products, like this:

Froduct 1: Qch0 DESO E400
Product 2: +138A 5800
Total: 138A BGR0 Eadd

Because the first ADD may cause a carry, the second add is ADC {Add with Carty). Be-
cause numeric data is stored in reversed bywe format, PRODUCT will actually contain ODE4

8066 BA13. The routine requires that the first word of PRODUCT initially contains zero.

Doubleword by Doubleword
Multiplying two doublewords on pre-80386 processors involves four mokiplications:
MULTIPLICAND MLUILTIPLIER
word 2 X word 2
word 2 * word |
wazd ] * o oword 2
word 1 * wond |

You add zach product in the [¥X and AX to the appropriate word in the final product, In Fig-
ure 13-4, DIOXMUL gives an example. MULTCAN containg 3206 2521H, MULTPLR
contains G400 0A26H, and PRODUCT provides for four words.

Although the logic is similar to multiptying doubleword by word, this problem re-
quires an additional feature. Following the ADDYADC pair is another ADC that adds O to
PRODUCT. The first ADC itself could cause a carry, which subsequent instructions would
clear. The second ADC, therefore, adds 0 if there is no carry and adds 1 if there is a carry.
The final ADDYADC pair does not require an additional ADC: Because PRODUCT is large
enough for the final generated answer, there is no carry.
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The final product is 138A 687C RESC CCES6, stared in PRODUCT with the bytes re-
versed. Try using DEBUG to trace through this example.

SPECIAL MULTIPLICATION INSTRUCTIONS

The 80286 and lates processors have additional IMUL formats that provide for immediate
operands and allow for generating products in regisiers other than the AX. You can use these
instructions for either signed or unsigned multiplication, since the results are the same. The
values must be all the same length: 16 or ifor the 80386 and later) 32 bits.

16-Bit IMUL Operaticn

For the 16-bit IMUL, the first operand (a register) contains the multiplicand, and the sec-
ond operand (an immediate value) is the multiplier. The product is generated in the first
operand. A product thatl exceeds the register causes the carry and overflow flags to be set.
The general format for Lhis 16-bit IMUL operation is

L['Iabe'! 11 l TMUL | register, immediate ]

32-Bi IMUL Operation

The 32-hit IMUL has three opetands: The second operand (memory} contains the
multiplicand, and the third operand {an immediate value} contzins the multiplier The
product is generated in the first operand {a regisier). The general format for the 32-bit
IMUL is

l [laberl-:“] i IME l r'e:_n‘ ster Lnemnry.ir;éciiaﬂ

146/32-Bit IMUL Operction

The 80356 and later processors provide yet another IMUL format for 16- or 32-bit
operations. The first operand {a register) contains the multiplicand. and the second
operand (register/memory) contains the multiplier. The product is generated in the
first operand.

l [1.al:|e1:] l II'IUL ‘ Eegister':_r'eg:i;terfmﬁr:quﬂ :

Here are examples of these three IMUL nstructions:

Size Instruction Mmultiplicand Multiplisr Product
1e-bitc WL DX, 25 (114 i5 DX
12-bit IMUL ECH. MULTCAMD, 25 MLILTCAMD 25 E<X

16/32-bit IMUL BEX,CX EX X BX
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MULTIPLICATION BY SHIFTING

For multiplying by a pawer of 2 (2, 4, §, etc.}, you may gain faster processing simply by
shifting teft the necessacy number of bits. For the B088/8086, a shift greater than 1 requires
that you load the shift valwe in the CL register. In the following exumples, the multiplicand

1% in the AX;:
Multipty by 2 (shift Teft 1): SHL Ax,01
Multiply by B (shifr left 3): MOV 0,03 :BOBR/BORG
SHL AX, (L :
Multiply by 8 (shift left 3): SHL AX.03 +80286 and later

The foliowing routine for an 80286 or later processor could be nsefui for lefi shifting
a doubleword product in the DX:AX registers. Although specific 10 a 4-bit shift, it could be

adapted to other values:
SHL DX.0D4 ;Shift DX to lefr 4 bits
MOY BL.AH :Store AH in BL
SHL  AX,04 iShift AX to left 4 hits

SHR EBL.04 ;Shift 8L toe right 4 hits
o DL.BL ;Insart 4 bits from BL im OL

Be especially careful not to shift off a significant digit.

DIVISION

For division, the DIV {Divide) insiruction handles unsigned data and IDIV-{Integer Divide)
handles signed data. You are responsible for selecting the appropriate divide instruction.
The peneral format for DIVADIV is

!_[I_abe‘l :] | DIV/IDIY h regi ster{fqn !

The basic divide operations are byte into word, word into doubleword, anc {80386 and1ater)
doublewaord into quadword.

Byle inlo Word

Here, the dividend is in the AX and the divisor is a byte in memory or another register. The
aperation stores the remainder in the AH and the quotient in the AL. Because a 1-hyte quo-
tient is very small—a maximum of +255 (FFH) if unsigned and + 127 (7FH) if signed—
this operation has limited use.

Before division: AX
——Dividerd —3

After division: A AL
Remainder | Quotient
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Word into Doubleword

For this operation, the dividend is in the DX:AX pair and the divisor is a word in memory
or another register. The operation stores the remaiader in the DX and the quotient in the AX.
The 1Dword quotient allows a maximum of +32,767 (FFFFH) if unsigned and + 16,383
(7FFFH) if signed.

X AX
Before divisigh: High dividend | Low dividend
After division: Remainder Quorient

Doublaword into Quadword

For dividing a deubleword into a quadword, Lhe dividend is in the EDX;EAX pair and the
divisor 15 2 doubleword in memory of another register. The operation stores the remainder
in the EDX and the quotient in the EAX.

EDX EAX
Before division: High dividend | Low dividend
Afrer division: 1 Ramainder Cuocient ]

Fiedd Sizes

The operand of DIVADIY references the divisor, which determines the field sizes. In Lhe fol-
lewing DIV examples, the divisors are in a register, which determines the type of aperation:

OPERATION DIVESDR BIVIDEND {WOTIENT REMAINGER

oI L byte B AL AM
BIV Cx word DX - AX AX X
2I¥ EEX doubleward  EDX: EAX EAX EDx

In the following DIV examples, the divisors are defined in memory:

BYTElL DB ?

WORD1 [ 7

WDl oD 7
- DIVISOR DIVIDEWD OQUOTIENT REMAINDER
DIV BYTEL BYTEL A AL AH
DIV WORD1 WORDL D AX AX DX
DIV DWORDL  DwORDL EOX:-EaX  EAX ED¥

Rernalnder,  If you divide 13 by 3, the tesult is 4 /3, where the quotient is 4
and the tree remainder is 1. Note that a calcolator {and a high-level programming lan-
gnage) would deliver a quotient of 4 333 . .. | which consists of an integer portion {d4)
and a fraction portion (.333). The values 1/3 and .333 are fractions, whereas the | 15 a
remainder,
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TITLE ALIDIV (COM) DIV and EDIV operationa
.MODEL SMALL
CODE
ORG 100H

BEGIN JHMF SHORT ALODMAIN

BYTE1 LB BOH ;Daka icema

BYTE3 DA 16H

WORTL o9 Z000H

WORDZ (1) GOL0H

HORD2 o 1090H

BlOMAIH PROC WEARR iMain procedure
ChLL B14DIV ;fall DIV routins
CALL ClOolpiv - ;Call IDIV routine
MoV RY¥, +Cd0H 1End processing
INT 21H

R1OMAIN ENDE

h Exanples of DIV:

’ SR EESY—asmETT

B1OOIV PROC
Mo AX, WORD1 iWord [ byte
TV EYTEL ; Tmdr:gquat in AHGAL
MY AL, BYTE1 ;Byte / bhytke
aup AH, AH ; extend dividend in AH
oLV BRYTER s rodr:-guct in AH:AL
Moy OX, WORD2 ;Daghlewsrd / ward
MO AX, WORDZ ; dividend in DX:AX
DIV WORD1 ;  rmdr:guot in DE:AK
MOV AX ,WORD1 (Hord [ word
SUB DX, DX ; axtand dividend in BX
oIV WORDI : rodr:guet in DX:-AX
RET

BLODIV ENDF

H Examples of I1DIV:

C1Q0EDTY FROC
MOV AX, WORDL ;Hord [/ byte
1nDIv BYTE1 ; rmdr:guot in AH:AL
MOV AL, BYTEL ;Byta [/ bwte
CEW ; extend Adividend in RY
IDIV  BYTE3 i rmdrquet i AH:AL
MO DX, WORDZ ;houbleword [/ word
MO AX,WORD3 ;7 dividend in DH:AX
IDIV WORDL ;  rmdr:quet in DE:AX
MO AYX, RORD1 ;Ward [/ word
CWL ; exterd dividend in DX
InIv RORD3 ;o rmdr:guot in DX:AX
RET

CLOIDTY ENDF
END BEGIN
Ligure 13-5 Dhvidmg Unsigeed ant Signed Yaluss

Using DIV for Unsigned Dlvision

237

The purpose of the DIV instruction is o divide unsigned data. In Figure 13-3, the proce-
durz B1ODIV gives four examples of DIV byte inlo word, byte inte byte, word into doubie-
word, and word into word. The first example divides 2000H (3092) by 80K {128). The
remainder in the AH is O0H, and the quatient in the AL is 40H (64).
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The second exampie requires extending BYTE! to a word. Because the value is sup-
posed 10 be unsigned, the example assumes that bits in the AH register are (o be Zero. The
remainder in the AH is 12H, and the quotient in the AL is 05H.

In the third example, the remainder in the DX is 1000H, and the quotient in the AX
is DOBOH.

The fourth DIV requires exiending WORD | to a doubleword in the DX register. Af-
ter the division, the remainder in the DX is O000H and the guotient in the AX is 000ZH.

Using IDIV for Signed Division

The purpose of the IDIY instruction is to divide signed data. In Figure 13-5, C10IDEV gives
the same four examples as B 1ODEY, but repiacing D1V with IDIV. The first example divides
2000H {positive} by 80H (negative). The remainder in the AH is D0H. and the quotient in
the AL is COH (—64). (Using the same data, DIV resulted in a quotient of +64.)

The results, in hex, of the remaining three examples of IDEY are:

IDIV EXAMPLE REMATNDER (DX} QUOTIENT (AX)

2 EE (-18) FeB (-5
] 1O} (40967 00BD (128}
4 OO0 000z

Only Example 4 produces the same answer as did DIV, In effect, if the dividend and divi-
sor have the same 2ign bit, DIV and [DIV generate the same result. But if the dividend and
divisor have different sign bits, DIV generates a positive guotient and IDEV generates a
negative quotient.

You may find it worthwhile to use DEBUG to trace through these examples.

Ovarflows and Infemupls

DEY and IDIV operations assume that the quotient is significanily smaller than the original
dividend. As a consequence, the operation can easily cause an overflow; when it does, an
interrupt occurs, with unpredictabie results. Dividing by zere always causes an interrup.
But dividing by 1 generates a quotient that is the same as the dividend and could also cause
an interrupt.

Here's a useful mule: If the divisar is a byte, its contents must be greater than the left
byte (AH} of the dividend; if the divisor is a word, ils contenis must be greater than the left
word (DX} of the dividend; if the divisor is a doubleword, its contents must be greater than
the left doubleword (EDX) of the dividend. The following illustration uses a divisor of 1,
although other values could serve:

DIVIDE (PERATION DIVIDEND DIVISOR QUOTIENT
word by byte: 0123 ol (1323
Doubleward by word: Q0031 4026 0001 C1)402E

In both cases, the generated quotiznt exceeds its available space. You may be wise to in-
clude a test prior to a DIV or IDIV operation, as shewn in the next two examples. 1n the
first, DIVBYTE is a 1-byte divisor, and the dividend is already in the AX:
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CMF  AH DIVBYTE iCompare AH to divisor
INB F5D ;Bypass iF not smaller
Goiv DIVBYTE ;rivide word by byte

Iz the second example, DIVWORD is a 1-word divisor, and the dividend is in the
DX:AX:

{MFP  OX, DIVRORD iConpare DX to diwvisoer
INg  FrO iBypass if not smaller
oIy DIVWORD ;Dtvide doubleword by word

For 101V, the logic shouold account for the fact that either dividend or divisor could
be negative. Because the absolwe value of the divisor must be the smaller of the wo, you
could use the NEG instruction to set 4 cegative value tiemporarily wo positive and restore the
sign atter the division,

Division by Subtraction

If a quotient ix too large for the divisor, you could perform division by means ol successive
subirgetion. That is, subtrage the divisor from the dividend, increment 2 quotient value by 1.
and continue subtracting until the dividend is Jess than the divisor In the following exampla,
the dividend is in the AX, the divisor i3 in the BX, aad the quotient is developed in she CX:

SUE X, CX iClear gquotient

D2n;  CWP Ak, BX IF dividend < diwvisar,
a3 D30 Coexit
SLB AX, EX sSubtract divisor from dividend
InC X shdd 1 to quotient
IMP D20 ;Repeat
b0 ... Duptient in Cx, remainder in AX

At the end of the routine, the CX conlains the quot.ent and the AX coatains the re:nainder.
The example is intentionally primitive to demonstrate the technique. If the quotient is in the
DX AX pair, include these two operations:

1. At D20, compare AX to BX only if DX s zere,
2. After the SUE instruction, insett SBB DX {00,

Note that & very large quotient and a small divisor may cause thousands of leops at a
cost of processing time.

DIVISION BY SHIFTING

For division by a power of 2 (2, 4. 8, and so on}, you may gain faster procussing !-:lmp_lj,' by
shitting right the required Rumber of bits, For the BUB&/80%6, a shift greater than 1 requires
shift value in lhe CL register. The following examples assume that the dividend is in the AX:

Divide by 2 (shift right 13: SHR AX,01
Divide oy 8 (shift right 33: MOV (L,03 ; BO8E /H086
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SHR Ax, CL
Divide hy 8 (shift right 3): SHR (L,03 ;80286 and later

The following routine for an 80286 or later processor could be useful for cight shift-
ing a doubleword product in the DX:AX pair. Althoogh specific ta a 4-bit shift, it counld be

adapted to other values:
SHR AX, O4 ;Shifr A to right 4 hits
MOv . BL,DL ;Stare DL in BL
SHR 0¥, 04 ;Shift DX to right 4 bits
SHL BL.pd4 ;Shift BL 1o Teft 4 bits
OR DL,BL iInsert 4 bits from 8L in CBL
REVERSING THE SIGN

The NEG (negate) instruction reverses the sign of a binary value, from positive to negative
and vice versa. In effect, NBG reverses the bits, just like NOT, and then adds 1 for proper
two's complement notation. The general format for NEG is

L_[]__abﬂ:} EE F'egisterfmmiﬂ

Here are some unrelaed examples:

NEG (L ;8 bite
MEC  BX ;16 bits
NEC  EDX 332 bits
NEG BINVAL ;Byte or word in memary

Reversing the sign of a 32-bit {or larger) value involves mare steps, Assume that the
DX:AX pair contains a 32-bit binary number. NEG cannot act on the DX:AX pair concur-
rensly, and using it on both registers would invalidly add 1 te both. Instead. use NOT o flip
the: bits, and use ADD and ADC to add the 1 for two's complement:

NOT DX (Flip bits

NOT  AX ;Flip bits

ADC AX,1 cAdd 1 to AX
ADC DX.0 :Add carry ta DX

One minor problem remains: 1t is all very well to petform arithmetic on binary data
that the program itself defines or on data already in binary fonm on a disk file. However,
data that enters a program from 2 keyboard is in ASCH format. Althongh ASCII data js suit-
able for displaying and printing, it requires special adjusting for arithimetic—a topic dis-
cussed in the next chapter.

THE NUMERIC DATA PROCESSOR

This section provides a general introduction to the numeric data processor. a full discussion
is putside the scope of the book. The system board contains a socket for an Intel Numenic
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[rata Processor, known as a coprocessor. The BOST coprocessor operates in conjunction with
an B(E/R6, the BO2B7 with an BO2ES, the BO387 with an 80386, and so forth.

The coprocessor has its own instruction set and floating-point hardware for perform-
ing such operations as exponentiation and loganthmic and tnigonometric operations. The
cight ®0-bit floating-point registers can represent numeric values up to 10 to the 40th
power, The coprocessor's mathematical processing is rated about 100 times faster than a
regular processor.

The 8087 consists of eight B0-bit registers, R1-R8, in the following formar:

5 exponent signi ficand

9 |78 g4 | 63 o

Each register has an associated 2-bit Lag that indicates s status:

00 Comains a valid number

01 Contains a zern valoe

10 Contains an invalid number
11 Isempty

The coprocessor tecOgnizes seven types of mmeric data:

1. Word integer: 16 bits of binary data.

S nunber

15 (14 a

2. Short integer: 32 bits of binary data.

5 number

31 130 o

3. Long integer: 64 bits of binary data.

5 number

63 62 it

4. Short real: 32 bits of Ploating-point data,

| 5 axponent significand

| 31 |30 23 | 22 o
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5. Lang real; 64 bits of [loaung-point dara.

5 exponent T sigmificand

63 |62 "~ 52 | 51 0

6. Temparary reaf; 80 bits of floating-print data,
[ 1

5 exponent significand

7o | JE £4 | b3 o

7. Packed decimal. 18 significant decimal digits.

5 zeros significand

7al7s 7217 0

Types 1, 2, and 3 are common binary two's-complement formats. Types 4. 5. and 6 repre-
sent floating-point numbers. Type 7 contains 18 4Dbit decimat digits. You can lead any of
these formats from memory ino a coprocessor register and can store the register contents
o memoery. However, for its caleulations, the coprocessor converts ail formats in its reg-
is1ers inte temporary real. Data is stored in mermory in reverse-byte sequence.

The processer requests a specific operation and delivers numeric data 1o Lhe co-
processor, which performs the operation and returns the result. For assembling, use the ap-
aropriate B0x86 directive,

The INT 1} H instruction can help determine the presence of a coprocessor. The op-
sration delivers ihe equipment status o the AX, where bit 1 on means that a coprocessor is
present.

KEY POINTS

+ The maximum signed values for 1-byte accumulators are +127 and — 128.

For muitiword addition, use ADXC to account for any carry from a previous ADD. [f

the uperation is performed in a loop, use CLC to mitialize the carry flag to zero.

[Ise MUL for unsigned data and IMUL for signed data,

Wilth MUL, if a multiplicr is defined as a byre, the multiplicand is AL; if the multi-

plier is a word, the multiplicand is AX: it the multiplier is a doubicword, the mulli-

plicand is EAX.

» Shift left {SHI. or SAL) for multiplying by powers of 2.

» Use DIV for unsigned data and [DIY for sigred data.

« For division, be especially careful of overflows. The divisor musi be greater than the
contents of the AH if the divisor is abyte, DX if the divisor is a word, or EDX if the
divisor is a doubleword.
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» With DTV. it a divisor is delined as a byte, the dividend is AX, if the divisoriz a word,
the dividend is DX: A X, if the divisor is a doubleword, the dividend is ERX.EAX.

* Shift right for dividing by powers of 2—SHR for unsigned Helds and SAR for signed
fields.

QUESTIONS
13-1.

13.2,
13-3,

13-4,

For both unsigned and signed data, (a) what are the maxirhum values in a byte and
{b) what 15 the maximum valse in a word?
Distinguish hetween a carry and an overilow as a result of an arithmetic aperation.
For the following binary additions, show the sums as binary numbers and a3 un-
signed and signed decimal aumbers, pluz show the serings of the overflow and
carry flags

Ca) 00130011 (b3 02110130 {c3 13Q10110

+00011000 +00011001 +01011001

Revise Figure 13-2 5o that the routine adds three pairs of words instead of two. De-

fine the additional words as WORD3A and WORD3B and change the old
WORD3A and WOREIB to WORDAA and WORDAB,

For Questions 5-8, refer to the Following data. with words properly deftned in reverse

saguence:
YALUEL Dw Q153H
W 1624H
VALUEZ DW 0328H
Dw 3C44H
RESIHT Dw O
D O
W 0
13-5. Code the instructions 1 add the following: {a} the word VALLE!L to the word

13-4,

13-7.

13-8,

13-9.
13.10.

VALUEZ2: (b) the doubleword beginning at VALUEL o the doubleword at
VALUE2
Explain the effect of the following related instructions:

5TC

MOy DX, WALUER

ADC DX, VALUEZ
Code the instructions to muhliply (MUL} the following: (2} the word VALUEI by
the word VALUEZ2; {(b) the doubleword beginning at VALUE} by the word
VALUE?. Store the product in RESULE.
Code the instructions o divide (IDIV) the fellowing: ta) the word VALUE] by 36;
{b) the doubleword beginning at VALUE] by the word VALUE2.

What divisors other than zero canse overflow errors?

Refer (0 the section “Multiplication by Shifting,” which illustrates shifting left 4
bits. Revise the example for a left shift of 2 bits.



ARITHMETIC II:
PROCESSING
ASCII AND BCD
DATA

Objective: To examine ASCH] and BCD duta formats, 1 perforn
arithroetic in these formetz, and ko cover conversions between thess

INTRODUCTION

The natural data format for arithmetic on a computer 18 binary. As seen in Chapier 13, bi-
nary format causes no major problems, as fong as the program itself defines the data.
However, much of the numeric data that a program must process i in a form other than
binary. For example, numeric data enters a program from a keyboard as ASCIL charac-
ters, in base-10 format. Similarly, the display of numeric vaiues on a screen is in ASCI
formal.

A related numeric format, binary-coded decimal (BCD), has occasional uses and
appears as unpacked and as packed. The PC provides a number of instructions that facil-
itate simple arithmetic and conversion between formats. This chapter also covers tech-
nigues for converting ASCII data into binary format to perform arithmetic, as well as
techniques for converting the binary results back into ASCII format for viewing. The pro-
gram at the end of the chapter combines much of the material covered in Chapters 1
through 13.

If you have programmed in a high-level fanguage such as C, you are used & the com-
piler accounting for the radix (decital or binary} point. However, the computer doca not
recognize a radix point in an arithmetic field, so that you as an assembly language pro-
grammer have t0 account for its position.

244
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Instruciions introduced ia this chapter are:

AAA ASCIT Adjust After Addition

AAS ASCH Adjust Afier Subtraction

AAM ASCI Adjust After Multplication
AAD ASCH Adjust for Divisior

DAA Decimal Adjustment Adter Addition
DAS Decimal Adjustrment After Subtraction

DATA IN DECIMAL FORMAY

To this point, we have handled numeric values in binary and ASCT formats. The PC sys-
tem also supports binary-coded decimal (BCD) format, which allows for some limited
arithmetic operations. Two uses for RCD format are:

1. BCD permits proper rounding of numbers with no loss of precision, a feamre Lhat is
particularly useful for handiing dollars and cents. {Rovnding of binary numbers that
represent dollars and cents may cause a loss of precision.}

2. BCDis ofien a simpler format for performing arithmetic on small values entered from
a keyboard or for cutput on the screen or printer.

A BCD digit consists of four bits that represent the decimal digits 0 through 9:

Binary BCD digit | Binary BCD digit
oa00 [H 0101 5
ool 1 0110 &
Qo110 i 0111 T
oll 3 1M B
4100 4 1001, o

You can store BCD digits as unpacked or as packed.

1. Unpacked BCD contains a single BCD digit in the lower {rightmost) four bits of each
byte, with zeros in the upper four bits. Note that although ASCII tormat i3 alse in a
sense “unpacked,” it isn't called that

2. Packed BCD contains two BCD digits, one in the upper four bits and one in the lower
four bits. This format is commonly used for anithmetic using the numeric Coproces-
sor, defined by the DT directive as 10 bytes,

Let's examine the representation of the decimal nuraber 1,527 in the three decimal
formats:

Format Contants Langth
ASCIT 31 35 3 37 Four bytes
Unpacked BECD Q1 05 02 07 Four bytes
Facked BCD 15 27 Two bytes
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The processor performs arithmetic on ASCH and BCD values one digit at & ime. You
hiave o use special instnctions Tot converiing between the two Tommats,

PROCESSING ASCH DATA

Because data that yvou enter from a keyboard 15 in ASCIL format, Lhe represeniation in mem-
ory of an entered decimal value such as 1234 is 31323334H. But performing anthmetic on
the ASCII value involves the AAA and AAS instroctions:

[label:} [ Afs | GASCLI Adjust AFter Addition

flabel:] Afs [ tASCTI Adiust After Subtraction

These instructions are coded without operands and automatically adjust an ASCII value in
the AX register. The adjustment occurs because an ASCII value represents an unpacked
base-10 number, whereas the processor performs base-2 arithmetic.

Adding ASCH Numbaers
Cansider the effect of adding the ASCIE numbers 8 (38H) and 4 {34H):

IEBH
+340
Tatal BCH

The sum 6CH is neither a correct ASCII nor a correct binary value, However, ignore the
leftmost 6, and add 6 to the ightmost hex C: Hex C ples &6 = hex 12, the comrect answer in
terms of decimal numbers. Why add 67 Becanse thai’s the difference between hexadecimal
(16) and decimal (19). Although a little oversimplified, it does indicate the way in which
AAA performs its adjustment.

The AAA operation checks the rightmost hex digit {4 bits) of the AL register. f the
digit is between A and F or the avxiliary camy flag {(AF) is 1, the operation adds 6 to the AL
register, adds | to the AH register, and scis the carry (CF) and auxiliary carry flags to 1. [n
all cases, AAA clears the leftmost hex digit of the AL o zero.

As an example, assume that the AX contains 0038H and the BX contains 0034H. The
34 in the AL and the 34 in the BL represent two ASCII bytes that are to be added. The sum
of the 8 and the 4 shoutd be 12. Addition and adjustment are as follows.

ADD  AL.BL tAdd 34H to IBH, equals QDECH .
AR sAdjust For ASCII Add, equals O102H

Because after the ADD the rightmost hex digit of the AL is C, AAA adds 6 1o the AL, adds
t to the AH, sets the CF and AF flags, and clears to zero the leftrmost hex digit of the AL
The resule in the AX is now 0102H.

Ty restere the ASCI) representation, simply insert 3s in the lefimost hex digits of the
AH and AL wo get 3132H, or decimal 12

R AX 3030H :Result is mow 3132H
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In the next example, the AT flag affects the result. This ime, the ADD operation adds
39H to 39H in the AL, giving 72H and seiting the AF {becapse of the carry from bit 3 Lo bit
4). Although the value in the rightmost four bits is only 2, because the AF is sel, AAA adds
6 1o the AL, adds 1 wo the AH, and clears the {efimost hex digit of the AL, The resolcin the
AX s now corrected as 0108 (or 18).

All that is very well for adding 1-byte ASCIH rumbers. Adding multibyte ASCIT
numbers, however, requires a loup that processes from right to left {low order (o high or-
der) and accounts for carrigs. The example in Figure 14-1 adds two 3-byte ASCIT num-
bers, ASCVAL| and ASCVALZ2, and produces a 4-byte sum, ASCTOT Mole the
following points;

« A CLC instructicn at the start of B10ADD zeros the CF {lag,

» Fotlowing 820, ADC is used for addition because an ADD may cause a carry that
should be added to the next (leil) byte.

+ A MOVZX instruclion clears the AH on each lcop because each AAA may add I o
the AH. ADC, however, accounts for any carry. Note that the use of XOR or SUB to
clear the AH would change the CF flag.

= When loping is complete. the procedure moves the AH (containing either a fipal OO
or 013 10 the lefimost byle of ASCTOT,

+ At the end, ASCTOT contains 01020702H. To insect ASCIL 3 in each byte, the pro-
gram calls C10CONV, which loops theough ASCTOT in memory and ORs each byte
with 30H. The result is $1323732H. ar decimal 1272, which the program displays be-
fore ending.

The routine did not use OR afler AAA to insert lefomost 3s, because QR sets the cary
flag and changes the effect for the ADK instructions. A solution that saves the flag seqings
is to push (PUSHF) the Rags register, execute the OR, and then pop (POFF) the flags to re-
store them:

AL AL, [DI] ;add with carry
ANB, shdjust for ASCIT
PUSHF tSave Tlags

QR AL I0H cIasert ALCIT 3
POPF rRestore flags
MO [BX].AL (Store sWm

Subiracting ASCI Numbers

The AAS instuction works like AAA. AAS checks the rightmost hex digit (4 bits) of the
AL, If the digit is between A and F or the auxiliary carry is 1. the operation subtracts & from
the AL, subtracts 1 from the AH, and sets the auxiliary {AF) and carry (CF} {lags. [n all
cases, AAS clears the lefimost hex digit of the AL to zero.

The next two examples assume that ASCVAL [ contains 33H and ASCVALZ contains
35H. The first cxampte subtracts ASCVALZ (35H) from ASCVALI (39HL AAS does nol
need to make an adjusiment, because the fightmost hes digitis tess than hex Ac
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TITLE AMARSCAD [(20M)  Adding ASCIT rumbetrs
MOTDEL SMALIL
.ConE

iB6

oRG 100H

BEGIN: JME SHORT AlIMATN

ASCVALL DB b1 - FRECII itens

ASCTVAT.2 o8B “TEL

ASCTOT DB Tpoogr, &

MOV AH,G2H iRequesrt display
LEA DX, ARSCTOT ; Etotal

INT 21H

MY AX, 4C00H ;End procemaing
INT Z21H

A1OMALTIN ENLFE
i Add ASCII waluea:
BLOALD FROC NERR
CLC iClear carry flag
LER 831 ,A5CVALL1+2 ;Initialize ASCII nuoabers
LER DI ASCVALZ +2 -
LER B ASCTOT+3

MO CE, 02 ;Initialize I loops
B2a:

MOvEN  AX, [8I] ;Load ASCII byte in RX

ADC AL, [D1] ;Add twicth carry)

ARR ;hdjumr For RSCII

My [BX} ., AL ;Stars mum

DEC g1

DEC DI

BEC BX

roar B2 JLaop 3 Cimes

MOV (BY] , KH (A and, stor:e CArIy

RET

B1OADD ENDF
i Copwvert binary to ASCLI:

ClOCONV  PROC  NEAR

LEA BX ,ASCTOT+3 rCanvare ASCTOT

MO CX, 04 ; to ASCII
C20;

. DR BYTE PTH[BX] ,30H

DEC Bx )

LCOP 20 Lo 4 timeg

RET

Clacouy ENDF
END BEGIN

Figure 14-1 Adding ASCTI Numbers

AX AF CF
MOV AL ASCVALL »O039
SUB  AL,ASCYAL2  ;0D0S 0
AAS 10004 ]
R AL, 30H ;0034

The second example subtracts ASCVALL (39H) from ASCVAL2 (35H}. Because the
rightmost digit of the result is hex C, AAS subtracis 6 from the AL, subtracts 1 from the
AH, and sets the AF and CF flags:

0
4]
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AX AF CF
MOV AL, ASCVALZ ;0035
SUB AL, ASCYALL SOOFC 1 1
AL (FFOGB 1 1

The answer, which should be —4, is FROSH, its ten's complement, which has little value.

PROCESSING UNPACKED BCD DATA

Multiplication and divisicn of ASCII numbers require that you first convert the numbers
into vnpacked BCD format. You can use the AAM and AAD instructions 1o perform arith-
metic directly on unpacked BCD numbers:

[Tabel1:] | AaM ! :ASCTII Adjust AfFter Multiplication

[label:] | AAD | ASCTI Adjust Befare DHwision

Multiplylng ASCH Numbers

The AAM instruction corrects the result of maltiplying ASCIH data in the AX register. How-
ever, you tmust first clear the 3 in the leftmost hes digit of each byte, thus converting the
value to unpacked BCD. For example, the ASCIL number 31323334 becomes 01020304 as
unpacked BCD. Also, because the adjustment is only one byle at a time, you can muluply
only 1-byte fields and have to perform the operation repetitively in a loop. Use only the
MUL {unsigned muitiplication). net the IMUL, operation.

AAM divides the AL by 10 (0AH) and stores the quotient in the AH and the remain-
der in the AL. For example, suppose that the AL contains 35H and the CL contains 39H.
The fellowing code multiplies the contents of the AL by the CL and converts the result w0

ASCH format:
INSTRUCTION CDMMENT AX  CL
AND L ,0FH ;Lonwert CL to 09 on3s 09
AN AL ,0FH ;Convert AL to 05 HIH LR
MUL L sMUttiply AL by CL oo 09
AAM ;Convert AX to unpacked BCD 0495
DR  AX,3030H ;Convert AX to ASCIT 3435

The MUL operation generates 45 (002DVH) in the AX. AAM divides this valve by 10, gen-
erating a quctient of 04 in the AH and a remainder of 05 in the AL. The OR instruction then
convers the unpacked BCD value to ASCI format.

Figure 14-2 depicts multiplying a 4-byte ASCI1 multiplicand by a 1-byte ASCTI mult-
plier. Because AAM can accommodate only 1-byte operations, the procedure BIOMULT
steps through the multiplicand one byte at a time, from right to left. A1 the end, the unpacked
BCD produdt is 008090105, which a toop in CIOCONV converts Lo true ASCI format as
3138393135, or decitnal 18,915. The program displays the product before it ends processing.

If the multiplier is greater than one byte, you have to provide yet another loop that
steps through the multiplier. In that case, it may be simpler to conver the ASCII data to byi-
nary format, as covered in a later section,
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TITLE R14RSEMU (CoM] Mulclplying ASCII numbers
_MODGEL SMMALLL
COODE
TRG 100K
DEGIN: JME ALOMATN
NULTCRM CB TITHY JASCIT itema
NULTFLR CB =
ASCPROD LE S IP(Q), 8T

ALCMAIN FROC HEAR
CALL BH1DMILT
CALL C1oCnHEw

Mo AH, 03K ;Request display
LEA 0¥, ASCPROD

INT 21H

MO AM, 4aC00H ;End processing
INT 21H

AlLOMATHN ENDF

i Mulrinly ASCII numkers:

B1OMULT ERCC HEARR
MOV TH, 0d iIndcrialize 4 loops
LEA SI, MILTCAN+3
LEA DI, ASCPROD+4

BND MULTPLE , OFH ;Clear ASCIT 3
820 :
Mo AL, [581] jLoad ASCII character
RND AL, OFH ;Tlear ASCIT 3
ML MULTFLRE sMuleiply
RAM sAdjuet for ASCII
ADD AL, [DI] rhdd ter
BAR ;  mrored
MOA? [DI1].AL ;  prodacc
LEC oI
MOV iCI) . AH ;Store product carry
CEC 51
LOGE B2D jLocp 4 bimes
RET

B1OMIILT ENLP
H Convart product to ASCIT:

C10COKY  PROC  NEAR

LER B, ASCPRODI4 ;Right to left,
Mo oK, D5 ; % bytea

e 1
R BYTE PTR[BX],30H
D BX .
LOOE 20 ;Loop 4 times
RET

CloC0ONvy ENDP
ENI BEGIN

Figure 14-2  Muliiplying ASCII Mumbers
Dividing ASCIl Numbers

The AAD instruction provides a correction of an ASCIT dividend prior to dividing. jusi as
with AAM, you first clear the lefimost 3s from the ASCU bytes to create unpacked BCD
format. AAD allows for a 2-byte dividend in the AX. The divisor can be only a single byte
containing (0} to 09.
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Assnme that the AX contains the ASCIT valae 28 (3238H) and the CL contains
the divisor, ASCH 7 {(37H). The fellowing instructions perform the adjustmem ind

drvision:
INSTRUCTION COMMENT AX €L
AKD L OFH ;Lonyert to unpacked BCD 3236 o7
AND  AX ,OFOFH yCanvert to unpacked BOD (208
AAD yCanvert to binary 00l1c
DIV L (DHvide by 7 0004

AATY multiplies the AH by 10 (0AH), adds the product 20 (14H) to the Al and clears the
AH. The result, 001 CH, is the hex representation of decimal 23.

Figure ¥4-3 allows for dividing a 1-byte divisor into a 4-byte dividend. The proce-
dure B10DIY sieps through the dividend from left to right. LODSE gets a byte from
DIVDND inio the AL (via the 51), aod STOSB stores bytes from the AL inte QUOTNT
{via the DI). The remainder stays in the AH register so that AAD can adjust it in the AL.
At the end, the quotient, in unpacked BCD format, is 00090204, and the remainder in
the AH is 02, The procaedure CIKCONY converts the quotient to ASCII format as
30393224 (from teft to right this time). The program displays the ASCII quotient, 0924,
before ending.

If the divizer is greater than one byte, you bave to provide yet another loop to step
through the divisor. Better yei, see the later section “Conversion of ASCII o Binary
Format.™

PROCESSING PACKED BCE DATA

In the preceding example of ASCII division. the quotient was 00090204, IF you compress
this value, keeping only the right digii of each byte, the resnlt is 0924, now in packed BCD
format. You can aiso perform addition and subtraction on packed BCD data. For this pus-
pose, there are two adjusiment instructions, DA A and DAS:

[label:] | DA | :Dacimal Adjustment After Addition

MNabel:] BAS | :Decimal Adjustmant After Subtraction

DA A comrects the result of adding two packed BCD values in the AL, and DAS corrects the
result of subtracting them. Once again, you have o process the BCD fields one byte (two
digits) at a nme.

The BCD sum in the AL consists of two 4-bil digits. If the value of the aghtmost digit
exceeds 2 or the AF flag is set, DAA adds 6 to the AL and sets the AF. If the value in the
AL now exceeds 99H or the CF is set, DA A adds 60H to the AL and sets the CF. Otherwise,
it clears the AF and CF. The following example should clarify this procedure.

Consider adding the BCD values 057336 and 069427, With the CF flag cleared to 0,
start the addition with the nghtmost pair of digits.
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Arithmatic II: Processing ASCI and BCD Data Chap. 14
TITLE Arapsctny {(COMY Dividing ASCII numbers
.MODEL SMALL
. CODE
ORG 100H
BEGIN: JHE ABORT A10MATIN
DIVDND DB ' 3658 :ASCII items
DIVEOR OB g
ASOQUOT DB 4 pURQ), *E’
JlmmIH BPROC  NEARR
CALL BlopIwv
~ARLL C1 QORI
Moy AH,059H ;Diaplay
LEA DX  ASCOUST ; quaklent
INT 21H
Mo AX . 4T700H ;End processing
INT 21H
A1DMAIN ENDP
; Divide ASCIY numbers:
B1ODIV  PROC  NEAR
MOy o8, 0d ;Iniciaize 4 loops
BB AH AN . ;Clear _eft byte of dividend
AND DIVEQOR, OFH ;Claar diviger of ASCII 3
LEA 5I,DIVDRD
LEA DI ASCOUCT
B24:
LODER ;Load ASCII byke
ANT ML OFH Clear ASOIT 3
ARD rAdjuet for divide
oIV DIVEDER (bivide
STOSE ;Store gquotient
LOOE BZC ;Four timea?
RET ;7 yes, sxit
B1ODIV ENDF
; Cepvert product to ASCIT:
CLOCONY  PROC  WEAR
LER BX,ASCQUOT jLeftmeat byte,
MOV Cx,04 : % by.es
C24;
R BYTE FTE[EX],20H ;Clear ASCIT 3
ING BX ;Nexe byre
LOOP o203 iLoop 4 times
RET Exic
21O EMDFP
ENWD BEGIH
Figure 143 Dividing ASCT] Numbers
BCD HEX EIMARY STORED BCD
First &, clears CF 36 ie 0011 0110
27 Fi 010 4111
63 50 0161 1101
AA adds O6H, sets AF QOO0 9110
011 001l 63
second ADC, sets  CF 78 75 Glll 1000
9 o4 1001 0100
(1372 10 (130000 1100
DAA adds 06H, sets AF 300 0110
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ool 10

GAA adds 60H (because 0110 0000
CF set}, sets CF {111 o010 7e

Third ARC, adds 1 as 05 0G0 0101

(because CF ser], Q& 06 000 0110

clears CF 1 1 0000 0001

12 oC 0030 1100

DAA adds 06H, sets AF 200 0110
2001 0010 12

The BCD sum is now comrectly stored as 127263,

The program in Figure 14-4 illustrates the foregoing example of BCL» addition.
The procedure B 10CONY converts the ASCIT values ASCVAL] and ASCVAL2 to the
packed BCD values BCDVAL] and BCDVALZ, respectively. Processing, which is
from night to laft, could just as easily be from left to right. Also, processing words is eas-
ier than processing bytes because you need two ASCII bytes to generate one packed
BCD byte. However, the use of words does require an even number of bytes in the
ASCII field. '

The procedure C10ADD performs a loop three times to add the packed BCD num-
bers to BCDSUM. The final total is 80127263H, which you can confirm with DEBUG—
use D S:114.

CONVERTING ASCII DATA TO BINARY FORMAT

Performing arithmetic in ASCIE or BCD format is suitable only for short fields. For most
arithmetic purposes, it is more practical to convert such numbers inte binary format. In fact,
it is easier to convert from ASCII directly to binary than to coavert from ASCII to BCD
. lobinary.
Conversion from ASCII to binary is based om the fact that an ASCIT number is in base
10 and the computer performs arithmelic in base 2, Here is the procedure:

1. Start with the rightmost byte of the ASCII field and process from right to left.

2. Strip the 3 from the left hex digil of each ASCII byte, thereby forming a packed BCD
nutnber.

3. Multiply the first BCD digit by 1. the second by 106 {0AH), the third by 100 (64H},
and so forth, and sum the products.

The foliowing exampie converts ASCIL number 1234 to binary:

Decimal Hexadacimal
Step Product Step Froduct
4 X1l - 4 4 % 014 = 4H
310 - E18 3% 0AH = 1EH
2 = 100 = 200 2% bd4H = CBH

1 ® 1000 = 1060 1 % 3EBH w» FEBH
Total: 1234 04hzH



TITLE

Arithmetic Iz Processing ASCil and BCD Data Chap. 14

AL4BCDAD [COM)
MODEL SMATLL

Convert ASCII to BCD and add

. CODE

QRG LOCH

JHP SZHORT R1COMAIN

DR rOSTRAG! ;ASCII data items

]2} L1 F R

[ )=} haf :BCD data iteme

] ‘oaon’

DR i DUR(D)

PROC NEAR
SI,ASCVALY+4 ;Initialize for ASCYALL
a1, BCDVALL+2
210008V ;Call convert rogtine

RI1OMATN

B1ACONY

B20:

E10C0MY

Cl1OATD

cio:

ClOADD

BI,ASCYALZ -4
21, BCIVALZ -2

;jInitialize for ASCVALZ

31 000NV ;Call copvert roubloe
=1 DADD “Call add roukine

AM, ACO0H ;End procesaing

21H

Convart ASCII ko BCD:

LX,03 ;He. of words fo convert
AX, [3E] ;Get RSCII pair
AH, AL
AL, 4 iSLift off
hY, D4 : ASCII 3g
[BT] ,AH ;Srore BCOD digits
87,02
oI
B20 ;Three Limea?
;  yeB, TeLumn
add BID nunbers:
DROC
XOR AH, RH ;Clear AH
LEA SI.BCDVALL+2Z ;Initialize
LEA DI, BPCOVALZ+2 ;. BCD
LEA BX, BCOSTM+ 2 ; addreasen
My CX, B3 ;¥-byte fielda
CLC
MOV AL, [51] ;Get BCOVALL [or LOLSH)
ALC AL, [DT] Jhdd BODVALZ
[ar.EY rbecimal adjuat
MoV [BX] , AL ;Store in BCLSUM
DEC 51
DEC DI
LEC BX
LOGE 20 ;Loop 3 times
RET
ENDE
END BESIN

Figure L4-4  Converting and Adding BCD Numbers

Try checking that the sam 04D2H really equals decimal 1234. In Figure 14-5, the proce-
dure BICONY converts ASCII number 1234 10 its bizary equivalent. An LEA 1nstruction
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TITLE R14AICEI (COM) Convert ASCIT ta binary format
-MODEL SMALL
.CODE
CRG 1040H

BEGIN - JME SHORT R10OMATH

ASCVAL DR ‘1234 ;Data items

BINVAL W 4]

ASCLEN TH 4

MOLERCT LW 1

AlODMAIM PROC HEAR iMain procedurs

CALL BLOCONY

MOV AN 4C00H

INT 21H 1End processing
Al OMAIN ENDF

Bl 0OONY PRUHC NERR

Mo BX, 10 ;Mult facter
MoV CK,0g iCount for loop
LEA 5T, ASCVAL+3 ;hddreca of ASCVAL
Hz0: .
Moy AL, [B1] 18elect ASCII characker
AMD AE,000FH ;Remowe 3-zone
ML MUOLFACT ;Muleip’y by 10 factor
ADD BINVAL, AX ;Add to binary
MCY X, MULFACT ifalculate next
ML BX ;7 10 factor
MO MITLFACT, AX )
DEC SI :Laat ASCII character?
LOOF BZq : g, continue
RET H yeg, return
Bl DCONY ENDFP
ENL BECIN

Figure t4-5  Convertiog 45C1 Numbers wo Binary Format

initializes the address of the oghtmost byte of the ASCII field, ASCVAL+3, in the 5] reg-
istar. The instruction w1 B2{0 that moves the ASCIT byie 1o the AL is

M AL, [5T]

The operation uses the address of ASCVAL+3 o copy the riphtrnost by e of ASCVAL into
the AL. Each iteration of the loop decrements the SI1by 1 and references the next byte (0
the left. The loup repeats for cach of the four bytes of ASCVAL. Also, each iteration mul-
lipliess MULFACT by 10 {0AH), giving multipliers of 1, 1Q {DAH), 100 {64H), and s0 forth.
Al the end, BINVAL contains the correct binary valug, D2{04H, in reverse-byie sequence,
which you can confirm with DEBUG.

The routineg is ceded for clarily; for faster processing, the muluplier could be stored’
in the D1 register,

CONVERTING BINARY DATA TO ASCII FORMAT

To print ot display the result of binary arithmetic, you have to convert it mto ASCII fermat.
The operation involves reversing the previous step: Instead of muliplying, continue divid-
ing the binary number by 10(0AH) until the quotient is less than 10. Each remainder. which
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can be only 0 through 9, successively generates the ASCII number. As an example, let's
convert 4D2H back into decimal format:

Divide by 10  Quotient  Remainder
alaoz 78 '
al s ¢ 3
Alc 1 ?

Because the quolient (1) is now less than the divisor (JAH), the operation is complete. The
remainders from right 1o left, along with the Jast quotient, form the BCD resull: 1234. All
that remains is to store these digits in memory with ASCII 3s, as 31323334,

The program in Figure 14-8 converts binary number 04D2H to ASCII format. The
procedure BIOCONYV divides the binary number successively by 10, until the remaining
quotient is less than 10 (0AH), and stores the generated hex digits in ASCH format as
31323334, which the program displays before ending. You may find it useful, if not down-
right entertaining, to reproduce this program and trace its execution step by step.

TITLE Al4EINAS (COM] Consert binary data to ASCII
.MOGEL SMALL
L DODE
ORG 100H
BEGIN JME SHORT A1DMAIH
; Mo maememwe— mm e oo samEomE—— - —m oo mmo o= -
ASCVAL DR 4 DUFLY '), &' ;DAacAa items
BINVAL oW D4DZH
ALCOMATHN PROC NERR iMain procadure
CALL B1OOCATV
MOV AH, 09H ;Dimplay
LEAM DI, ASCVAL i ABCII wvaluw
ILNT 21H
MO A, ACOOH ;End processing
INT 21H
A1OMAIN ENOP
BLOCORY PROC NERR
MOV CxX,001a ;iDivision fmctor
LEA 51, ASCVRL+3 ;hddreas of ASCWAL
MOV AX,BINVAL Gt binary anount
B20: .
oMP AX,CX Value < 107
JB BaO ; yea, mxik
EOR DE. DX Clear upper guotient
DIV cX ;Divide by 10
OR DL, 30H
Mo [51]1.0L Btore ASCII rharacter
! DEC sI
f JHME B2 G
BAD:
oOR AL, 30H ;Btors lagt gquotisnk
Moy [SI).AL ;  as ASCII character
RET
B1OCOWY EMLP
ENLC BEGIN

Figure 146 Converting Binary Numbers o ASCI Format
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SHIFTING AND RCUNDING A PRODUCT

Suppose your product contains three decimal places and you have to round it and reduce it
1 two decimal places. As an example, if the product is 17.385, add 5 o the rightmosl (un-
wanted) decimal position, and shift right one digir:

Product: i7. 385
Ade 5: + 0.00%
Rounded product: 17.390 = 17.39

If {a} the product is 17.3855, add 50 and shift two digits, and if (h) the product is
1738555, add 500 and shift three digits:

{a) 17.3855 (b} 17.38555
+ 0.0053 + 0.00500
17.3905 = 17.39 17.39055 = 17.39

Further, a number with siz decimal places requires adding 5,060 and shifing four dig-
its, and so forth, Now, because a computer normally processes binary data, 17.385 appears as
43E9H. Adding 5 10 43E9H gives 43EEH, or 17390 in decimal format, So far, s good. But
shifting one binary digit resnlts in 21 FTH, or 8695—indeed, the shift simply halves the value.
You require 2 shift that is equivalent to shifting right one decimal digit. You can accomplish
this shift by dividing the roundzd binary value by 10, or hex A: Hex 43EE divided by hex
A = 6CBH. Conversion of 8CBH to a decimal number gives 1739, Now just insert a decimal
point in the correct position, and you can display the rounded, shifted value as 17.39.

By this method, you can round and shift any binary number. For three decimal places,
add 5 and divide by 10; for four decimal places, add 50 and divide by 100. Perhaps you
have noticed a pattern: The rounding factor (5, 50, 500, etc.) is always one-half of the value
of the shift factor (10, 100, 1000, etc.).

Of course, the radix point in a binary number is implied and is not acually present.

PROGRAM: CONVERTING ASCH DAJA

The program in Figure 14-7 allows users (o enter the number of hours worked and the rate
of pay for employees and displays the calculated wage. For brevity, the program omits some
error checking thal would otherwise be included. The procedures are as follows:

A1OMAIN Handles initialization and invokes the procedures for
entering data and calculating wage.

BIOINPT  Accepts hours and rate of pay in ASCII format from the
keyboard. These values may contain a decimal point.

CI0HOUR  Initalizes conversion of ASCII hours to binary.

DIORATE  Initializes conversion of ASCIT rate to binary.

EIOMULT Performs the multiplication, rounding, and shifting. A
wage with zero, one, or two decimal places does not reguire
rovnding ar shifting,
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TITLE A145CHEMF [(EXE! Enter hours and rate, diapliay wags
JHODET, SMATLIL
LSTACK B4
.DATh
LEFCLHL BT 28 ;Bquareae for screen
RITCOL EQU 52 ;. locationa
TOPROW BT 14
BOTROW EOU 14
HREPAR LABEL BYTE ;Hours parameter list:
EW Da 4 H
A EN Dz 7 B
HRSEFLD D3 e Bap{?) :
RATEFRR LABEL BYTE iRate parametar 1i8C:
MAXRLEN 03 & ;
ACTRLEN 03 7 :
RATEFLD 03 & DUR([?) H
MESSHGL b3 "Hours worked? !
MESS2 D3 'Rate af pay? !
MESHG3 Da ‘Wage = !
ARSCWACE [EES 10 DOP(AOH), 13, 14
MEZ2424 02 'Press any key to continue or 8o b guite
ADLTUST D 7 :Data icema
HIHVAL. it 1))
HINHREZ ji ) a0
EINREATE ) o0
[mw) DB oo
LECIND ;) oo
MULTAD ju | 01
HODEC DN oA
ROW DB [v14]
EHIFT el ) ?
TEMWD DW 14
e
.386
L DONE
ALOMATN PROC FAR
M AX, idata ;Initialize DS
M Dg, AX ; and Ef regiatmers
Mo ES. AX
CALL OlgECR ;Clear Acreen
BIDLOOE:
CALL Q3OWIN ;Qlear window
CALL 2 CURS ;Set Cursor
CALL R1OIRPT jAccept hours & rate
CALL C10HOUR ;fonwvert hours ko binaty
Chia, L1ORATE ifonvert rate to binary
CALL E10MILT ;Caloulats wage, round
CALI F1OWAGE ;Convert wade Eo RSCIT
CAT.L Glanrsg iMaplay wage
CALL H1OPRUS ;Panae for uper
cME RL . 1BH 1EBc pressed?
JHE B2 OLAIGE ; no, conbtirnue
CALL | QlOSCR ; YyeB, clear screen
MOV AX, 4C00H +End procesging
INT 21H
AlLODMLIN ENDE

Figure 14-Ta Thsplaying Employce Wages

14
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H Input hours & rate:

4

BLOTIMWET PROC HEAR
Mo ROW, TOPROW+ 1 ; 3at surasy
MO 0L, LEFCOL+3
CALL Q2 0CTORS

INC ROW

MOV AH, 40H iRequeat display
MOV BX, 0L iFile handla

MOV X, 14 iBo. of charactere
LEA Dx |, MESSG1 ;Promplt for hours
INT 21H

MOV AH, JAH

LA DX, HESFAR jAccent houre

INT 21H

Mo CoL, LEFCOL+2 i S5ar column

CALL Q2 0C0ORE

INC ROW

MO AH, 40H ;Regquwar display
MO BY .0 ;File handle

MOV £X,12 tHa. of characterm
LEA DX, MESSIE2 ;Frompt for rate
INT 21H

Moy AH. CAH

LEA DX RATEEAR (ACoARE rate

INT 2Z1H

RET

B1GINPT ENDF
: Frocess hours:

i

1 DHOUR FROC NEAR
MOV HODEC, 00
MIVZX X, ACTHLEN

LEA 81 ,HRSPLD-1 ;8mt right poaition
AT =% I s § ;. of hours
CALL J10ASBI ;Convert Lo pinazy

M AX BINVAL
MOV BINHRS , A
RET
C10HOUR ENDP
H Froceas rabe:
[
D1ORATE PROC NEAR
MOVEZ CX,ACTRLEN

LER SI1,RATEFLD-1 ;5et right position
ADT EI.CK 1 of rate .
CALL J1O0AERI ;Convert to binary

MOV AX ,BINVAL
M EBEINRATE. AX

D1 ORATE ENLP
i Multiply, Tound, and shifE:
E1OMULT FROC NEAR

MOV X, 05

1EA DI, RSCWAGE ;Set ASCII wage
MOV AK, 303CH ; to 108

LD

REF STOSW

Flgure 14T Digplaying Employce Wages



EXd:

E3f:

Eal:

ESD:

ETD:
EHQ:
E]QMILT

F1OWAGE

F3l:

F40:

FS4:

Fel:

FlOWAOE

MOV
Mo
M
CME
JA

DEC
DEZ

Moy
MOV

ENMDP

FROC
LEA
MOV
ADD

MP

JNE
DEC

ENDF

Arithmatic I

SHIFT, 10
AINTOST, 01
X, HODEC
CL, D&

E44a

ox

ox

E3n
RODEC, 02
RY,01

TENWD
EZQ
SHIPT,ARX
A¥.,1
ADJUST, A&

AX , RINHES
BINRATE
AZX , ADJUST
o¥, 00

DX, E8HIFT
ESQ

BY,AX
E7q

ADTUIST, OO
EBd

EHIFT

X, DX

Procassing ASCH and BCD Data Chap. 14

;I1f more than 6
i decimala, error

;Bypama if 0, 1, 2 decs

jCalculate shift factor

Calowlate round valume

JCalculace waAge
jRound wage

;Product toa large
¢ for DIVY

Clear AX

;Bhift
H no,
Shife
iCleaT

regquired?
bypase
WAJE
remainder

Convart wage to ASCIT:

HEMR

I, ASCHAGE+T

;5et decimal point

BYTE PTRI[SI).".'

S1,H0DES

;2et right skart poa'n

BYTE FTRISI], " . ¢

Fdi
&1

DX, B0
FSé

AX, 0010
F&a

TENWL
DL, 30H
(#21,DL
51

DX, DX
Fa0

AY,, 30H
[B1].,AL

;Bypass if at dec pos'n

;IE DK:-AX < 10,

; wparation finished

;Remainder ia ASCII digit
;Btore ASCII character
;Clmar remainder

;5tore last ASCII
; rcharacter

Fignre 14-7¢  Displaying Employee Wages
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1

GLODISP

G20:

G300

G10DISE

i
H1O0PALIS

H1OPAUS

J10ASHI

T2

J40:

5 53333 F33E

254643

ERALEITE

INT

E

ENDF

FROC
MOV

338

22

JR3GE8EE 233

INC

Display wage:

COL, LEFCOL4+3
02 0CURS

X, 08

I, ASCWAGE

BYTE PTRI[BI].,30H
=30

BYTE PTRI5I],20H
BI r

H20

AH. 40K
BX,OL
X,19

DX, MESSGI
21K

Paume For user:
NHEAF

oL, 29
ROW, 22
QIACTRS
AH, 480
BX,01

CX. 40

DX, HESSG4
21K

AN, 104
16H

261

:Sat ocolutni

itlwmar leading zerca

; to blanka

;Heguest display
;File handle

i#o. of characters
iHage

;Ser curaor

sRegquest display
1File hapdle

No. of characters
;hisplay paume

;Request raply

Cobvart RSCII to binary:

MULT10,0C001
BINVAL, G0
DECIND, 00
BX.BX

AL, [BI]
AL,'."
Jan
DECIHND, 01
JED

AX, HODFH
MULT10
BINVAL,AX
AX, MULT10
TENWD
MULT10, AK
DECIND, 02
Jso

BX

;Cliear BRX

;Gme ASCII character
;Bypage if dec point

Mulciply by factor
;Ade £o binary
;Calculate neoct
; factor = 10

;Reached decimal point?

; wea, add to count

Figure 14-7d  Displering BEnployee Wages
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JE0:

J90
JIOASRT

&

Q108cR

Q108TR

&2 CCURS

Q2O0CTRE
i

é:i ONIN

CIOWIN

Arithmaetic II: Precessing ASCIH and BCD Data

DEC
LOCF
CHE
J2
ADD
RET
ENDE

PROC
MoV

INT
RET
ENDF

PROC

Ly
INT

ENDE

FROC
MOV
MOV
'
MoV
MOV
Mo
INT
RET

ENDF

END

571

J20

DECIND, 04 JEnd of loop

J90 ;Any decimal point?
HODEC, BX ; yea, add to total

Scroll whole mormen:

AN, G0600H

BH,30H ;AtEribute
CX, 00

DX, 184FH

10H

Bet cursor zow:column:

HERR

AH, 02

BH, DD ;Page 0
DH, ROW St row,
DL, COL ; caolumn
10H

Scroll diaplay windeowr:

AT, 0605H iFive rows
EH,15K sAttribute
CH, TOPROW

L, LEFCOL

H, BOTROW

OL,RITCGOL

10H

AlOMARIN

Flgere 14-7¢  Displaying Emplores Wapes
FIOWAGE Inserts the decimal point, determines the rightmost position to begin
staring ASCII characters, and converts the binary wage to ASCIL

GIODISP  Clears leading zeros of wage to blanks and disptays the
wage.

HIOPAUS  Displays the calculated wage antil the user presses a key.

Pressing <Esc> fells the program to discontinue processing.
J10ASBI Converts ASCII to binary (a common reutine for hours and

for rate) and determines the number of decimal places in
the entered value,

J10SCR Serolls the whole screen and sets it to black on cyan.

QI0WTIN Scrolls a window in the middle of the scraen where hours,
rate, and wage are displayed as brown on blue,

Chap, 14
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Urnitafions. A limitation of this program is that the total number of decimal places
inhours and inrate of pay must be 6 or less. Another limitation is the magnitude of the wage
tiself. It hours and rate contain s lotal that exceeds six decimal ptaces, or if the wage ¢x-
cecds about 6,553.50, the program clcars the wage 1o zem. In practice, 2 program would
print a warmning message or would contain procedures 1o overcome these limitations.

Emor checking. A program designed for users other than the programmer not only
should produce warning messages, but also should validate hours and rate of pay. The only
valid characters are the numbers 3 through 9 ind one decimal point. For any other charuc-
ter, the program should display a message and redisplay the input prempt. A useful in-
straclion for vahidating is XLAT, which Chapter 15 covers.

In practice, test your program thoroughily for all possible conditions, such as zero val-
ues, extremely high and low values, and negative valucs.

Negative volues. Sume applications involve negalive amounts, especially for re-
versing and correcting entries. Youcould allow aminos sign following a value, such as 12.34 -,
or preceding the value, as —12.34. The program coutld then check for a minus sign during con-
version 1 hinary. £3m the other hand, you may want to leave the binary number paositive and
sirply set an indicator w record the fact that the amount is negative. When the arithmetic is
cemplete. the program, if required, can insert a minus sign to the lef or right of the ASCII field.

If you want the hinary nuruber to be negative, convert the ASCIE inpyt to binary as
usual. {See the section “Reversing the Sign" in Chapter i3 for changing the sign of a binary
field.) And watch out for using IMUL and IDIY to handle signed data. For rounding a neg-
afive amount, subtract 5 instead of adding 5.

KEY POINTS

= An ASCII ficld requires one byte for each characier. For a numeric field, the night-
most hali-byie contains the digit, and the kefimost half-byte contrins 3.

» Clearing the lefunost 3s of an ASCI] number to 0s converts it 1o unpacked binary-
coded decimnal (BCD) fenmat.

« Compressing ASCTI characters to lwo digits per byte converts the field 1o packed bi-
nary-coded decimal (BCD) data.

v Afer an ASCL add. vse AAA to adjust he answer; after an ASCH subtract, use AAS
to adjust the answer.

« Before an ASCI muliplication, conven the multiplicand and muitipher 10 unpacked
BCD by clcaring the leftmost hex 3s to 0s. After the multiplication, use AAM o ad-
just the produc:.

« Before an ASCII division, convert the dividend and divisor to unpacked BCD by
clearing the lettmost hex 3s, and use AAD to adjust the dividend.

« For most arichmetic purposes, convert ASCII numbers to binary. Whep converting
fram ASCII to binary furmat, check that the ASCTI characters are valid: 30 though
349, a decimal puint. and possibly a minus sign.
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QUESTIONS
14-1.

14-2,
14-3.

14-4,

14-5.

14-6.

14-T,

Arithmetic I): Processing ASCHl and BCD Data Chap. 14

Assume that the AX contains ASCIE B (003ZH) and the DX contains ASCIT 6
(0036H]. Explain the resuolts of each of the following unrelated operations:
(a) ADD AX,35H {b} ADD AX,DX

AAA AAA
() SUB AX, DM (d) SUB AX.OBH
AAS AAS

Use hex nolation 1o show the decimal value 3796 in the following fonmats: {a)

ASCIL (b) unpacked BCD; (c) packed BCD.

An unpacked BCD field named BCDAMT contains G2050904H. Code a loop that

causes its conteats to be proper ASCIE 32353934H.

A field named ASCAMT1 contains the ASCII decimal value 215, and another field

named ASCAMT2 contains ASCII 4. Code the instructions to multiply the ASCII

nurnbers and to store the product in ASCPROD.

Use the same fields as in Question 14-4 1o divide ASCAMT] by ASCAMT? and

store the quotient in ASCQUOT.

Provide the manual caicuiations for the following: (&) Convert ASCII decimal value

30846 10 binary, and show the result in hex format; (b) convert the hex value back

to ASCIL

Code and run a program that determines & computes ’s memory size (see INT 12H in

Chapter 3), converts the size 1o ASCII format, and displays it on the screen as follows:
Memary siz# i5 non bytes
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INTRODUCTION

Many program applications require fables or arrays conaining such data as names, de-
scriptions, quantices. and rates. This chapter begins by defining some conventional tables
and then covers methods for searching through them. Techniques for searching tables are
subject to the way in which the tables are defined, and many methods of defining and
searching other than those given here are possible, The definition and use of tables largely
involves applying what you have already learned. Other commonly used features are the
use of sorting, which rearranges the sequence of data in & table, amd the se of linked lists,
which use pointers to locate items in a tzble,
The only instruction introduced in this chapter is XLAT (Translate).

DEFINING TABLES

To facilitate searching through them, most tables are arranged in & consistent manner, with
each entry defined with the same format {character or numeric), with the same length, and
in ¢ither ascending or descending order.

A table that you have been using throughout this book is the definition of the stack,
which in the following is a table of 64 uninitialized words, where the name STACK refers
to the first word of the table:
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STACK DWW 54 DUP(?)

The following rwo tables, MONTABL and CUSTABL. initialize character and nu-
meric values, respectively. MONTABL defines alphabetic abbreviations of the months,
whereas CUSTABL defines a rable of customer numbwers:

MOMTABL DB 'lan’, “Fahk’, 'Mar’, ..., 'Dec'
CUSTAEL DB 205, 208, 200, 212, 215, 224,

All entries in MONTABL are three characters, and all entries in CUSTABL are three dig-
its. Bul note that the assemnbler converts the decimal numbers 1o binary format and, pro-
vided that they don’t exczed the value 235, stores them each in one byte,

A table may also contain a mixture of nameric and character values, provided
that thair definitions are consistent. In the following table of stock items, each humeric en-
try (stock number) 1s 2 digits (1 bytc), and cach character enry (stock descripiion) is
9 byies:

STOKTEL DB 12, 'Computers', 14, 'Paper....", 17, ‘Dis«<ettes’,

The four dots following the description “*Paper”™ are to show that spaces should be pre-
sent; that is, spaces, not dots, are to be keyed in the descripton., For added clarity, you may
code each tahle entry on a separate Hne:

STOKTBL OB 12, 'Computers’
DE 14, ‘Paper.__.'
DB 17, "Diskettes'

The next exampte defines a table with 100 cntries, each initialized w0 15 blanks
(1500 bytes):

STORETEL DE 200 DOPCES DUPCY *3)

A program could use this lable o store up o 100 values that it has generated internally, or
it couwld use the table to store the contents of up to 1{K) entries that it accepts from a key-
board or reads from a disk file.

Tables on Disk

In rcal-world situations, many programs are table driven. Tables are stored as disk tiles,
which any number of programs may require for processing. To this end. a program can read
a wable file from disk into an “emply” table defined for that purpose. The reason for this
practice is bacause the contents of tables change over time, I{ each program defines its own
tables, any changes require that ali programs redefine the tables and be reassembled. With
table files on disk, a change to 2 table simply involves changing the contents of the tile.
Chapter 17 gives an example of a table file.
Now let’s caamine different ways touse tables in programs.
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DIRECT ADDRESSING OF TABLE ENTRIES

Supposc that & user eoters a numeric month such as 03 and that & program is to convert it
1o alphabetic format—in this case, March. The routine to perfarm this conversion invelves
defining a table of alphabetic months, all of equal length. The length of each eniry should
be that of the longest name, September, in this format:

MONTEL OB 'Januasry. .’
DE ‘'February.'
bE ‘March....'

DR ‘December. '

The eniry ‘January’ is at MONTBL+00, ‘February® is at MONTBL+09, *March” is at
MONTBL +18, and so forh. To locate month (3, the program has to perform the follow-
g steps:

1. Convert the entered menth from ASCII 33 to binary 3.
2. Deduct 1 from this number: 3 — | = 2 (because month Q1 is at MONTBL +00)
3, Multiply the new number by 9 (the length of each entry). 2 X 9 = 18,

4. Add this product (1) to the address of MONTBL; the resull is the address of the re-
quired description: MONTBL+ 18, where the entry “March™ begins.

This techmique is known as direct table addressing. Because the algorithm calculates
the required rable address directly, the program does not have to search successively
through each entry in the table.

Direct Addrassing, Example 1: Table of Months

The program in Figure 15-1 provides an example of a direct access of atable with the narnes
of the months. The procedure BLOCONV assumes 11 (November) as input and converts the
month from ASCII 1o binary format like this:

Load ASCII month in AX = 3131H
Use 3030 for XOR funpacked month) = OLO1H
If leftmost byte nonzera, clear = QMIH
and add 0AH {decima} 10) = QROBH  (decinal 113

The procedure C10LOC determmmes the actual location of entries in the tahle:

Peduct 1 from mpnth in the AX < OO0AH  Cdecimal 100
Mulriply by 9 (length of entries) = 0(03AH (decimal 300
Add address of table (MONTEL) = MONTEL+SAH

The procedure transfers the description (“Novemnber™) flom the table to ALFMON, whare
D1ODISP displays it. One way 1o improve this program is 1o accept nutneric months from
the keyboard and to verify that the values are between U1 and 12, inclusive.
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TITLE AISDIHREC {O0M} Direct table addressing
.MODEL EMALL
. CODE
ORG 100H
HEGIN; JMP SHORT A1QMAIN
; mmemmmamm e mmmmmm e —m o — o mmammmmmee——————
HINE e 3
FONIN DB “1lr
ALFMON 0B 9 LUF {20H)
MONTHBL 2] *January °*,; 'FPabruary . ‘Mazrch .
DB ‘hApril L) TMay ', *June '
DE fTuly ', tAugust ., 'September’
oa ‘Octoker ', ‘'Novemker ', "December ©
388
ATOMATIN PROC HEAR Main progedire
CALL Bl GCORY ;Cenvert to hinary
CARLL CloLac jLocate month
CRLL D1ODISE ;Digplay aipha month
MOV AX , 4L00H ;End proceasing
INT 23H
ALOMAIN ENDF
H Convert ASCIL to binary:
BLOCONY PROC
MOV AH, MONIN ;5et up month
MOV AL, MONIN+1
XOR AX,2A930H ;0lear ARCII 38
MP AH, 32 ;Month 01-097
g2 B20 ; Yea, bypaas
IoR AH , hH ; tem, olaar AH,
ADD AL, LD ; correct for binacy
B20: RET
B1OCOKY ENDE
i Locate month ie table:
CLOTHOC FROLC
ILRBA 5I .MONTEL
CEC AL iCorrect for table
MUL NINE rMultiply AL by 3
ADD SI.AX
HOVEX CX,NINE ;Tnitialigze 2-char wwvae
LD
LEA DI, ALFMON
REF MOVZER ;Move 2 characters
RET
C1oL0C ENDE
! Display alpha wonth:
PLODISE  PROC
WY AH,40H ;Requast display
MOV BX, 01 ;File handle
NCY CX, 0% ;9 rharactera
LER OX , ARLFMON
IRT 21H
EET
Dl1oDISF ENDFP
END

BESIN

Figure 151 Direct Table Addressing: Example 1

Direct Addressing, Example 2: Tables of Months and Days

The program in Figure 15-2 retrieves today’s date from the system and displays it. IMT21H
function 24H delivers the following binary values:
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TITLE ARISDISDA (EXE) Display day of we=ek amxd month
[ MODEL SMALL
STRCK B%
.DATA
SAVEDRY OB T
SAVENON DB - T
TEN DB 1d
ELEVEN DB 1t
TWELVE nB 12
DAYSTEL DB 1Sunday., $ ', 'Monday, % '
DB 'Tuagday, & ', '"Wedneaday, §'
e ] ‘Thursday. % ', 'Friday. § '
oh 'Saturday. % °
MONTBL DB ‘January $ ', 'Pebruoary § ', ‘March § '
DE 'April % ', 'May & ', "June § '
-] "July § ', "Auguet § ', "September 5°'
v ‘Dotoler 5 ', 'Movember $ ', ‘Deacamber 5
P LD LR LT
. CODE
Al10OMAIN PROC FAR
i AX edata ;Initialize
=1 D8 AKX ; segment registers

Yy ES . AX
MV AX, CEQCH

CALL G102CR iCleay aoresn
CALL QROCURS 8at Cursor

MOV AH, 2RH ;Get today'a date
INT 21H

MY SAVEMCNH, TH ;Sava month
MOV BRVEDAY , DL ;Save day of month

CALL  BlLIOAYWE ;Display day of week
CALL  ClOMONTH ;Display month

CALL D10DAYMO ;Diegplay day

CALT, E10INET sWair for input
CALL Q1O5CR ;Clear BoTEen

Moy AX,4CODR ;End processing

INT . 21H

ARlOMATIN ENDE
H Display day of wasak:

i
B1ODAYWK FROC NEAR

MUL THELWVE jDay ({in AL) x 12
LEAR DX, DAYSTBL sAddresn of table
RIID DX, AX ;: plus ocffeest
MOV AH,09H ;Regquent diaplay
INT 21H

RET

BlODAYWN ENDF
; Digplay month:

CLONMONTH PROC  HWEAR

MOV © AL, SAVEMON ;Gmt month

DEC AL iDmcrament by 1

MUL ELEVEH jMultiply by erery length
LEA OX, MORTEL ;hddrasa of table

ALT DX, AX ; plum offeet

Mo AH, 09H ;Requeat display

INT z1H

RET

CLOMCNTH ENDP

Figure 15-2a  Direct Table Addressing: Exsngle 2
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. 386

i
D1oDAYMO FROC

DIV
OR

INT

MoV
INT
RET

D1ADAYMOQ ENDE

r

E1QINFT

ELGINET

)

élDSCR

Q10SCR

éZUCURS

QROHTRE

FRCC

PROC
MO
MO
MO
MOV
INT
RET
EMDF¥
END

Defining and Processing Tables Chap. 15

Dieplay day of mooth:

HEAR

AN, SAVEDAY (Get day

TEM (Convert from binary
AX,3030H i to ASCII

BX, AX ;Save ASCII day
AH, 02H ;Regquest dieplay
L, BL ; f-rar digit
21H

A, 0ZH Request Jdisplay
L, BH ;Becond digit
21H

Wait for keyboard input:

NEAR
AH, 10H JRedguant input
16H jCall B1OS

Serall Boresn:

NERR

AX 0E00H ;Requeat aerall
BH,LTH ;White on blue
CX, D000

DX.184FH

10H ;Call BIOS

Sat curgor

NERF.

AH 02H ;Requeslt %&b Curgor
BH, Q0O ;Page

CH,1D  Row

DL, 24 oolumn

14 ;Call BIDS

A1CMATIN

Flgure 15-2b  Direct Table Adidressing: Example 2

AL = Day of week (where Sunday = () ®H = Month {01-12)
CX = Year (not used by this program) DL = Day of month (01-31}

The program wses these values to display the alphabetic day of the week und the month in
the form “Wednesday, September 12.” To this end, the program defines a table of days of
the week nmamed DAYSTBL, beginning with Sunday, and a table of menths named
MONTBAL., beginning with January.

Entries in DAY STBL are 12 bytes long, with each description followed by a comima,
blank. $ sign, and padded with blanks wo the righe. INT 21H function 09H displays all char-
acters up to the % sign; the cornma and blank are jollowed on the screen by the mouth. The
procedure B10DAY WK multiplies the day of the week by 12 (the length of each entry n
DAYSTBL). The product is an offset into the table, where, for example, Sunday is at
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DAYSTBL+, Monday is at DAYSTEL+12, and sc forth. The day is displayed dizcectly
from the table.

Entties in MONTBL are 11 bytes long, with each description followed by a blank,
and § sign, and padded with blanks to the right. The procedere CIOMONTH first decre-
ments the month by 1 so that, for example, month 01 becomes entry zero in MONTEBL. It
then multipiies the momb by 11 {the length of cach entry in MONTBL). The product is an
offset into the table, where, for example, January is at MONTBL.+0, February al
MONTBL+ | 1, and so forth. The procedurs displays the month directly from the table.

The procedure DIODAYMO divides the day of the mont by 16 (o convert it from bi-
nary 1o ASCII format. Because the maximum value for day is 31, the guotient and the re-
mainder can each be only one digit. (For example, 31 divided by 10 gives a quotient of 3
and a remainder of 1.) INT 21H function O2H displays each of the twa characters, includ-
ing the leading zero for days less than 10; suppressing the leading zero involves some mi-
nor prograin changes.

At the end, the program waits for the user o press a key betose it ends processing.

Although direct table addressing is very efficient, it works best when entries are in
sequence and in a predictable order. Thus it would work well for entries that are in the or-
der 01,02, 0%, ... or 106, 107, 10K, . . ., oreven 03, 10, 15,.. . . However, few applica-
tions provide such a neat arrangement of table values. The next section examines tables with
values 1hat are sequential, but not in a predictable order.

SEARCHING A TABLE

Some tables consist of unigue nombers with no apparent patteri. A typical example is a
table of stock items with noncotisecutive nummbers such as 034, 038, 041, 139, and 145, An-
other type of 1able—such as an income 1ax 1able—contains ranges of values, The follow-
ing sections examine both of these types of tables and the requirements for searching them.

Tables with Unique Entfries

The stock item numbers for most businesses are usually not in consecutive order, Rainer, they
tend to be grouped by category, perhaps with a leading number to indicate furniture or apph-
ance or Lo indicate that it is Yocated in a certain department. Also, over time, some items are
deleted from stock and other items are added. As an example, let’s define u table with siock
numbers and their related descriptions. These could be defined in separate tables. such as

STOKNOS DB 'O%','10','127, ...
STOKDESC DB 'Excavators’, ‘Lifters...", 'Presses...' ., ...

Fach step in a search could increment the address of the first table by 2 (the length of each
entry in STOKNOS) and the address of the second 1able by 10 {the length of each entyy in
STOXDESC). Or, a procedure could keep a count of the number of loops executed and, on
finding a match with a certain key stock number, muktiply the count hy 10 and use this prod-
uct as an oftset 1o the address of STOKDESC.
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O the other hand, it may be clearer to define stock ntumbers and descriptions in the
same tahle, with one line for each pair of items:

STONTBL D& ‘057, 'Excavatars’
DE 107, "Lifters..."
JB '1i° . Prasses...'

The program in Figure 15-3 defines this table with six pairs of stock numbers and de-
sctiptions. The search routine at the start of BIOTABLE begins comparing the first byte of
the input stock number, STOKNIN, with the first byte of siock number in the table. The re-
sults of the comparison can be low, high, or equal.

1. Low If the comparison of the first or second bytes is low, the program determines that
the stock number is not in the table and at B4( could display an error message {not
coded). For exasnple, the program compares input stock item 01 with table item 03,
the first byte is equal, but becanse the second byte is low, the program determines that
the iterm is not in the table.

2. High. Ifthe comparison of the first or second bytes is high, the progeam has to con-

* tinue the search; to comparzs the inpui stock item with the next stock item in the table,
it ierements the 81, which contains the tabte address. For example, the program com-
pares inpul steck item 06 with table itlem 05. The first byte is equal, but the second
byte is high, so it compares the input with the next item in the table: stock ilem 06
with table itern 10, The first byte is low, so the program determines that the item is
nol in Lhe table.

3. Egual. If both the first and second bytes are equal, the stock number is found. For ex-
ample, the program compares input stock item 10 with table itern 05. The first byte
is high, $0 it compares the input with the next item in the (able: Stock iternt 10 with
table item 10. Because the first byte is equal and the second is equal, the program has
found the item: at B30 it calls C1ODISP, which copies the deseniption from Lhe table
inlo DESCRN, where it is displayed.

The search loop performs 2 maximum of six comparisons, If the number of lxops ex-
ceeds six, the stock number is known to be not in the table.

The table couid also define unit prices. The user keys in stock number and quantity
s0ld. The program could locate the stock item in the table, calculate amount of sale (quan-
tiry soid times unit price}, and display description and amount of sale,

It Figure 15-3, the item number is 2 characters and the description is 1. Frogram-
ming details would vary for different numbers of entries and different lengths of entries.
For example. to compare 3-byte fields, you could use REPE CMPSE, although EEPE in-
volves the CX register, which LOOP already vses.

Tabre: with Ranges

Income tax provides a typical example of a table with ranges of values. Consider the fol-
lowing hypothetical table of taxable income, tax Tates, and adjustment factors:
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TITLE

r
ALOMAIR

ALOMATH

B1OTABLE

B29:

Baf:

B40:

H
B5a:

Bed:
E10TARBLE

C10DIER

ClODIEF

A1STARAR (CCM) Table search Uaing CHMFP
MODEL SMALL

, CoDE
ORS 100H
JHE SHORT AR1OMAIN
D& ‘12 ;Input Btock no.
0 5T, Excavatora’ ;Start of tabkle
DB 18", "Lifters . B
D& 12T, TPregaen - K
DB “15T,'Valves . i
DB T23r,'Proceasora” H
DR 27T, T Pumps y ;End of table
DR 10 ODUP(T}) ISave area
PROC NEARR
Al B1lOTARLE
MoV AXK . 4C000H (End proceaalng
INT 21H
ERDFE
FROC HELR
MOV CX, 06 ;Initialize comparas
LER 81, 2STOKTEL
MoV AL, STOKNIKE
CHE AL, [31] ;Brocki (1l o table
JHE B3Q (Mot =qual, exit
MoV AL, STOKNIK+1 ;Equal:
CHF AL, [51+1] i stock¥(2) @ takle
JE BS O ;  agual, found
JB B4 0 ;Low, not in table
AL 3T,11 ;High, get naxt eotry
LOGOP B20D

Mok in Eable
. ;Deplay errar megpage
Jme B30
CALL C1ODISE
RET
BYDE
DPROC NEAR ;Display descripniug
MV CX,J5% ;Length of deasription
LEA DI,DESCRIP (Addrema of depoription
INC 51 ]
INC ST ;Extract dsscription
REF MOVSW i from tayla
MOV AR, ATH jRequeat diapleay
MOV BX, 0L ;Fila handle
MW L, 10 ;10 charactera ]
1EAM D¥,D23CRID ;Stock descripticon
INT 21H
RET
BN}
END ¢ BEGIN

Figure 18-3  Searching a Table Using CMP
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TAXABLE IMCOMECS) RATE ADJUSTRENT FACTOR

G-1,000.00 L 0.0
1,200.01-2, 500, 0 .15 050. 00
2,501.01-4,250.00 .18 125. 00
4,250.01-6,000.00 .20 260.00
6,000 .01 and over 23 390,00

In the iax table, rates increase as taxable income increases. The adjustment factor cornpen-
sales Tor gur calculating taX at the high rate, whereas lower rates apply to lower levels of
income. Entries for taxable income contain the maximum income for each step:

TAXTEL 0D 100000, 10, Q00
0o 250000, 15, Q3000
0D 425000, 18, 12300
00 00000, 20, ZE000
DD 999993, I3, ISHN

To perform a search of the Lable, the program compares the Lxpayer's actual taxable in-
come starting with the first entry in the 1able and does the following, according 1o the re-
sults of the comparison:

» High: Mot yet found; increment for the next entry in the table.

« Low or equal: Found; use the associated rate and adjustment factor. Calculate the tax
deduction as (taxable income * [able rate) — adjustment factor. Nate that the lasi en-
try in the table contains the maximum value (999999, which always correctly forces
an end to the search.

searching o Table Using Sting Comparisons

REPE CMPS is useful for comparing itern numbers that are two or more bytes long. The
program in Figure 15-4 defines STOKTBL, but this time revised as a 3-byte stock number,
Because STOKNIN is the first field in the data arez and STOKTBL is next, they appear in
the data scgment as follows:

STOKNIN STOKTABL

(.
Cata: FH IG35Excavaturs[D?8Li frers... | 049Presses. .. | .

T 1 |
Hax pffset: 000 603 10 Q1D

‘The last entry in the table contains stock item *939" (the highest possible stock number} o
force the search to end. The program could have used LOOP to force an end of search, but
REPE makes the CX unavailable for LOOP. The search routine compares STOKMNIN (ar-
bitrarily defined (0 contain 123) with each table entry, a3 follows.

STOENIN  TABLE ENTRY RESULT OF COMPARISON
1:3 033 High, check next entry
123 038 High, check next entry
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0000
0003

ROLD

Qoin

G02ZA

nBa7

[+]+L X}

Qa5l
QUSE

o40ag
oo
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to0s
aao7
Oo00A
oD
oooF

oooF
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TITLE AISETRSE (EXE]) Takle search usjing CMPSE
.MODEL  SMALL

ETRCE 64
' .LATA
STOKNIN DR 1z3a’
STOETEL DB 10315, "Excavators' Define table
o] '"naR  'Lifrere '
Da 149, 'Presacs !
DB ‘102", Walves '
DB 123", 'Procesacra’
LE 127", 'Pumpa '
0a regg, 10 DUP(" ') ;Znd table
DESCRN 3z ] 10 DR LT) ;Save AYEa
' .CODE
ALOMAIR PEDC TFAR
MOV RY,edata ;Initiaiize
MOy D5, AKX H Begqent
MOV EE,AX ; ragisters
CALL. Bi1gTARLE .
MOV AN, 4CODH iEnd processing
14T 21H
ALOMATYE ENDE
Bl1OTARLE PROC NEAR
LD ) .
LEA DI, STORTEL Initialize table
BI0: ¢+ addreesa
MOy CX, 03 iCompare 3 bytes
LE& BI,8TOFNIN  ;Init stockf adér
REFE CHMPEB 1BEocki : tlyla
JE R0 i equal, et
J8 B4Q ¢ low, not ancry
ADE DI, X (hdd O to offuet
AOD oI, 10 ;Next table item
JHE B2D
B3q; ]
ChLL  CAIPISPL iDieplay descx'n
e B3l
B4 -
; <Digplay error messages
BE0:

" RET
B10TABLE ENDP

Figure 15-4a Searchirg a Tuble Using CMESB

044 High. check next entry
102 High, check next entry
173 Equal, entry found
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on2F CT1IDIEZFL PROC NEAR

102F B% Q0Dps MoV oo, 1) ;S5ar £> move 5 worda
9032 BB F7 MOV 51,01

¢34 BD 3E OOSE R LEA DI,DESCEN ;addr of dmper'n
of13e F3,/ A% REP MOVEW iGet deacr'n

ap3x B4 40 MOV AH, 4 0H ;Request digplay
003C BB 00O MOV BX, 01 ;File handle

0ozF BY O040A My CX, 10 ;10 charactera
0042 BD 18 OOSE R LEA DX ,DESCAN ;Btock desdription
nhag CD 21 INT 21H

o4 C3 RET

rR4g C1DDIEP.. ENDE

END Al DMATN
Fignre 154b  Searching a Takle Using CMP5EB

The precedurs B 1OTABLE initislizes the DI to the offset addrass of STOKTBL (413},
the CX to the length (03} of cach stock item, and the SI 1o the offset of STOENIN (000).
As long as the bytes contain eqgual values, the CMPSE operation compares byte for byte,
and auiomatically increments the DI and 51 registers for the next bytes. A conparison with
the first table entry {123:035) ends with a high comparison after the first byte, the DI con-
tains (04, the 51 contains (001, and the CX contains (02,

For the second comparison, the DI should contain 010 and the SE should contaim OO0,
Correcting the 51 simply involves reloading the address of STOKNIM. To cortect the ad-
drexs of the table emry that should be in the DI, however, the increment depends on whether
the comparison ended after one, two, or threz bytes. The CX contains the number of the re-
maining uncompared bytes, in this case, D2. Adding the CX value plus the length of the
stock description (that of the previously compared stock item) gives the offset of the next
table item, as follows:

Addrass in DI after (MPSE: 44
Add remaining length in CX: + 02H
Add Tength of stock description: + OAM
Next offsat address in tabie: Mon

Because the CX contains the number of the remaining uncompared bytes (il any), the arith-
metic works for all cases and ends after one, two, or three comparisons. On an equal com-
parigon, the CX contains 0, and the DI is already incremented 1o the address of the required
description. The pracedure calls C10DISPL, where a REP MOVSW operation copies the
description into DESCRN in order to display it.

Tables with Variable-Length Entries

It is possible 1o define a table wilth variable-length entries. A special delimiter character such
as 00H could follow each entry. and FFH could distinguish the end of the table. The SCAS
instruction 1% suitahle for scanming for the delimiters. However, you must be sure that no
byte within an entry contains the bit configuration of a delimiter; for example, an arithmetic
binary amoun{ may contain any possible bit configuration.
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THE XLAT (TRANSLATE) INSTRUCTION

The XL AT instruction translates the contents of a byte into another predefined value. You
could nse XLAT, for example, to validate the contents of data iterns or, if you transfer data
between & PC and an IBM mainframe computer, to franslate data between ASCIT and
ERCDIC formats. The general format for X1LAT is

[fabel:] | XLAT | ;Mo cperand

XLAT expects that the address of the table is in the BX register and the byte to be wanskaed
is in the AL, The following example converts ASCII numbers 0-9 into EBCDIC format,
Because the representation of (-9 in ASCH is 30-39 and in EBCDIC is FO-F9, you could
use an OR operation o make the change. However, let’s also convert all other characters ta
a blank, which is 40H in EBCDIC, To use XLAT, you define a translation table that accounts
for all 256 possible characters, with EBCDIC codes inserted in the ASCII positions; that is,
the EBCDIC characters in the ASCII locations and EBCDIC blanks in all other locations.
Because the number 0 is ASCI 30H, the EBCDIC numbers begin in the table at location
30H, or decimal 43

NLTABLE D8 458 DUP{40H) 1EBCDIC blanks
DR OQFOH,OFIH, OF2H,0F3H, ..., 0F% ;EBCDIC 0-9
DE 198 DUF(40H) ;EBCDIC Blanks

The following example perfarms the initialization and transiation of an ASCII item
named ASCNO into EBCDIC format:

LEA  BX,XLTABLE ;Address af tasle ir BX
MOA kL, ASIND ifharacter TG translate in AL
KLAT :Translate to EBCDIC

XLAT uses the AL value as an offset address; in effect, the BX contains the starting address
of the table, and the AL contains an offset value within the table. 1f the Al value is 00, for
example, the table address would be XLTABLE+D (the first byte of XLTABLE containing
40H). XLAT would replace the 00 in the AL with 40H from the table.

Note that the first DB in XLTABLE defines 48 bytes, addressed as XLTABLE+00
through XITABLE+47. The second DB in XLTABLE defines data beginning
at XITABLE+48, If the AL vawe is 32H (decimal 50), the 1able address is
XL TABLE+50; this bocation contains F2 (EBCDIC 2), which XLAT would insert in the
AL register.

The program in Figure 15-5 modifies XLTABLE so that it converts ASCH minus sign
(2D) and decimal point (2E) to EBCDIC (60 and 4B, respectively) and now loops through
a 6-byte ASCII field. Initially, ASCNO comains —31.5 followed by a blank, or hex
2D33312E3520. At the end of the Joop, EBCNO should contain hex 60F3F14BF340, which
you can verify by means of DEBUG.
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TITLE

ALOMAIN

A1OMATN

page £0,1az2
AlBXLATE (COM) Transalate ASCIL to EBCDIC
.MODEL SMALL
.COOE
CORG i00H
JME AL DOMAIN
fmsmmummm o semassememmmmEEmTA oo —C—— oo mmmsmam==eo—-
Da -31.5 TASCII item Lo canvert
D& § DORi" "} ;Converted ERCDIC itbsam
DB 45 DUF (40H]) jTranelate table
OB S0H, <BH
OB 40H
[ m):) OFOH, OF1H, CF2H, OF3H, DF4H
DH 4FS&H, 9FEH, CF7H, OFBE, DF9R
DB 198 LDUP{40H}
FROC FEAR
LEA EI. ASCHO ;hddress of ASCND
LEh DI ,EBECHNO ;Addyama of EBCHND
MO X, 086 ;Length of items
LEA BX , XLTARLE rhddrepa of table
LOOSE j@at ASCII char in AL
ALAT ;Tranelate character
ETOSR ;8tore AL in EAIND
LOoF A20D ;Rmpeat & times
Mo AN, ACOOH ;Epd procesaing
INT 21H
ENDE
END BEGIHN

Figure 15-5  Converting ASCIT Numbers to ERCDIC

PROGRAM: DISPLAYING HEX AND ASCII CHARACTERS

The program in Figure 15-6 displays all 256 hex values (00-FF}, including most of their
related ASCII symbols, for example, both the ASC1] symbol 5 and its hex representation,
5§3. The ful! display appears on the screen as a 16-by-16 matrix:

oo 01 02 03 {4 05 06 OF 08 09 0A 0B OC 0D OF OF

LFD Fl F2 F2 F4 F5 F§ F7 F& FO FA FB FC FI FE FF

b -

As shown in Figure 8-1, displaying ASCII symbols causes no serious problem. How-
ever, displaying the hex representation of an ASCHI value is more involved. For example,
you have 1o convert 00H to 3030H, 01H to 3031H, and so forth.

The program defines HEXCTR initially with 00 and subsequently increments ithy 1
for each of the 256 ASCII characters. The procedure B10HEX splits HEXCTR into its two
hex digits. For example, if HEXCTR contains 4FH, the routine would extract the hex 4,
which XLAT uses for the transiation. The value returned wo the AL is 34H. The routine then
extracts the F and translates it to 46H. The result, 3446H, is displayed on the screen as 4F.
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TITLE A1SASCHYE (COM] Display ASCIT and hex characters
.M3DZL S5MALL
. CCDE

1
QRG 1006

BEGIN: JHME SHORT A_OMATIH

DISFROW L] 14 papd{s TOF1 "3y, 13

UEXCTR TR aaq

X¥LATAB oR 30H, 31H,32H,33H, 344, 35H, 36H,37H, 38H, A3H
fn):] 41H, 42H,43H,44H ,45H, 45H

L10OMATH EROC AR iMain procedurs
CATL R10CLR ;Clear goreen
LEA 51, DISPROW

AZOLIOE:
CALL B1UHEX ;Tranalate
CALL C10DISPEL ;  and diaplay
CMP HEXCTER ., CFFH ;Lapt hex value (FFPIT
JE AR50 ; wves, [arminate
INC HEXLCTR ;e incr next hax
JHFP A2 OLOOCP

ASD: MoV FR¥,ACDDE JEnd srocessing
INT 21H

ALOMAIN  ENDP .
; Convert ASCil to hex:

B1OHEX PROC HNEARR

MOVZX  AX,HEXCTR ;3mt hex pair in AX

S8HR AX, N4 ;Bhift off right hex digit
LER BX,XLATAR ;8ec takle addreans

XLAT rTranslate nex

MoV [81].AL :Biore left character

MO AL, HEX{TTR

ANT AL,OFH ;Clear left hex digit
KLAT :Translate hex

oY f8I]+1,AL ;8tore right character
RET

B1OHEX ENLF
: Digsplay aa hex characters-
C10DISPL  BROC  BEAR ;
MY AL, HEXCTR 3t hex character

MO [21I]+3, AL
ME Rl 14K E0F characcer?
JE Cza0 i  ¥ed. bypasa
CHE AL,OTH iLower than 77
JB 2340 i yem, ok
CME AL,1GH ;Higher/egual 1e7
JAE Cac ; yea, ok

Q30: ;Elpe force blark
MOV BYTE PTR [SX]+3,24QH

C30: ,
RLD 51,05 (Hert locatiom in Tow
LEA DI, DISPROWLE]
CHMP DI, 3t iFilled up row?
JNE C4d ; no, bypase

Figure 15-68 Displaying ASCIL and Hex Waloes
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MY RH,40H ;¥ea, regaeat display

Moy BX,.o1 ; file handle

MO Tx,81 ;  entire row

LER DX, DISPROM

INT 214

LEA 51, DISPROW ;Rwoet display row
cad: RET

ClIDISPL ENDY

: Clear screen:
Q1 0CLA BRI HERR
Mowr Al 0500H (Requegst acroll
oy B, &1H JALEribute
Moy CK, 0040
MOV OX,l184FH
INT 10H
RET
D1CCLER ENDF
ENT AZGIMN

Figure 15-5b  Displaying ASCH and Hex Yalues

The procedure C 10DISPL converts non-ASCIT characters 1o blanks. Because INT 21H
funcdon 40H treats 1AH as an end-of-file character, the program also changes it to blank. The
procedure displays a full row of 16 characters and ends afier displaying the 16th row.

There are many other ways of converting hex digits to ASCII characters; for example,
you could experiment with shifting and comparing.

SORTING TABLE ENTRIES

Often, an application requires soriing data in a table into ascending or descending se-
quence. For example, a user may want a list of stock deseriptions in ascending sequence,
or a list of sales agents’ total sales in descending sequence. There are a number of table
sort routines, varying from relatively slow processing but clear, 1o fast processing but ¢b-
score. The routine presented in this section is fairly efficient and could serve for most
table soriing. .

A general approach to sorting a table is to compdre a table entry with the entry im-
mediately following it. If the comparisen is high, exchange the cntres, Contintue in this
fashicr, comparing entry 1 wich entry 2, entry 2 with entry 3, and so on to the end of the
table, exchanging where necessary. If you made any exchanges, repeat the entire process
from the start of the table, comparing entry | with entry 2 again, and so forth. At any ping,
if you proceed through the entire table without making an exchange, you know thal the table
is sorted into sequence.

In the following psendocode, SWAP is an item that indicates whether an axchange

wasg made {YES) or not made (NO).
T10: Initiatize address of last entry in the table
T20: Set SWAP to NO

Initialize address of start of the table
Ti0: Table eotry > next entry?
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¥es: Exchange entries
Sat SWAP to YES
Increment for next eptry in the table
At end of the tablae?
Ho: Jump to T30
Yes: Does SWAF = YES?
¥es: Jums to 720 (repeat sort)
Mo End &f sort

The program in Figure 15-7 allows a user to key in up to 30 names from the key-
board, which the program stores in a table named NAMETARB. [t contains the following
procedures:

» AlOMAIN calls BIOENTER to accept a natne from the keyboard, calls C105TOR 10
siore the name in a table and, when all the names are keyed in, calls D1OSORT and
FHIDISF

B10ENTER prompis the user to key in a name, accepts it. and fills it to the right with
bianks. When ail the names are keyed in, the aser just presses <Enters, with no name,
CI105TOR stores each name successively in the table.

D10SORT and E1OXCHG sort the table of names into ascending sequence.
FLODISP displays the sorted table.

-

Note that the table entries are all fixed-length 20 bytes; a routine for sorting variable-
length dala would be more complicated.

LINKED LISTS

A linked Hst contains datz in what are called cells, like entries in a table, bul in no specified
sequence. To facilitate forward searches, each cell contains a pointer that indicales the lo-
cation of the next entry in the list. (A cell may also conlain a pointer to the preceding entry
s0 that searching may proceed in either direction.) The method facilitates additions and
deletiuns to a list withou! the need for expanding and contracting it.

Consider a linked list that contains cells with part number (4-byte ASCII value), unit
price {binary word), and a pointer (binary word) to the next part number in the sequence.
Thus each entry is 8 bytes in length. The pointer is an offset from the start of the list. The
linked list begins at offset 0000, the second iter in the series is at (024, the third is at 0032,
and so forth:

OFFSET PART NO. PRICE  LOCATION OF KEXT PART NO.

0000 Q103 12.50 Q24
H¥B 1720 08 .95 0016
noleé 1827 03.75 oo0c
o024 0120 13.8¢ opiz2

(W34 (2C5 25,00 aoaa
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TITLE AISWMECRT [EXIE} Gort hames antered from terminsl
.MODEL SMALL
LBTACK B4
ATA
EAMEPAR  LABEL BYTE ;Name parameter list:
MATHLEN [ :] 21 ; maximum length
HAMELEN B ? ; nho. of chare entarad
BAMEFLD CH 21 Dl ') i hale
CRLF CcBe 13, 14
ENDADDR (w,] T
MEAS{3] CB "Hame? "
HARMECTR B on
HMAMETABR =S 3N ODUP {20 DUE[' ') ;Hame table
WAMESAV ra 20 DUPLRl, 13, 10
SWAPRED LR 00
.CODE
A1OMAIN FROC FAR
Mo AX gdata ;Tpivialize DS and
MOV L&, AKX ; BS teglatsra
MOV ES,RK
LLD
CALL QLOCLE ;Rlear aorasn
CALL Q20CURS ;Set cureor
LEMA DI HAMETRE
A2 DLOOF -
CALL  Bl1OENTER ;Apcept name from KB
HF NAMELEN , G0 PATY MDTE names’?
JZ R3O0 ; @, go to aort
e HAMECTR, 30 ;30 namea entwred?
JE Ao ; yemB, go to acrt .
CALL C1OSTOR ;5tore entered name in table
JMP AZQLOOP
h3a: ;EBnd of input
ChALL Q10CLE i2lear acreen
CALL L20CURS ; and st cureor
CME HAMECTE &1 ;me or oo pame entered?
JRE A ;. yes., axit
CALL D1RSORT :5ort stored names
CALL  FlO0RISF ;Haplay Borted namea
AdD: MO AX, 4CO0H ;End proceasing
INT i1H
B1O0MATH ENDP
; Rcoept name as inpuk;
B1OENTER PROC

Ly AH, 40H
oy EX, 01

o CK, 46

LER DX, MESEG]
INT Z1H

MO AH, OAH

LEM DX, FAMEPRR
INT Z1H

JRequest display
;File nandle

& charactera

; Prompt

rhccept nans

Figure 15-7a Sordng a Table of Names
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B2«

B1OENTER

C1OSTIR

C105TOR

¥
D10SORT

D20

D3

D1G8CRT

E10XCHG
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MoV AH, 40H ;REquest diaplay
Hov BX. 0Ll ;File handlse
HOY CX, 62 ;2 charactara
LEA DX, CRLF iReturn/line foed
INT 21H
Ly EBH, 00 ;Clear characters after name
WO BL, FAMELEN ;GeEt count of chaxe
MoV CX.21
230, ] CX, BX iCale ramaining Length
MoV WAMEFLD [BX] . 20H ;8et name to blank
INC BX
LOOP B20
RET
ENDP

Store name in cahls:
FROC
RC HANMECTER ;Add bo puobeer of names
CLD . .
LER 5I,HAMEFLD
oY X, 1a jTan worde
REF MOVSW jName [SI} co table (DI
RET
INDF

Bort nameg in cable:
PROC
g DI, 40 iBet up Aatop addr=as
Moy EHRDADDR, DL
MCAT HSWAPPEL}, D ;S5et up akarkt
LEA A1, HAMETLR ; of table
[ uil X, 20 ;angth of compare
il LI, 5I
ADD pI,20 ;Hext pame Eor compare
WOV AX.,DI
Moy BX,SI
REDE CMPSE JCompars name to next
JHBE D4 ; Do axchange
CAIL E1O0XCHG ; exchange
MoV 21.,AX
w i 81, ENDADDR ;End of table?
JRE v Iv] ;: no, continue
CHF EWACFED, 00 [Any swapsd
JHZ o2aq ! yes, conbinue
RET : oo, ehd of sort
ENDF

Exciange tahle entries:
PROC
MOV X, 10 Humber of characters
LER DI, NAMESAV
. 51,BX
REP MOVIW jMove lower item Lo gsave

Figure 15-T6  Sonting a Table of Names
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Mo TK. 10 ;Rumber of chavacters

Wony DI.EBX

REFP MOVEW ;Move higher item Eo 1ower
MOV ox, 10

LEA 8T, HAMESAY

REF MOVEW iMeve saye to higher item
MGV SWAPFED, 01 ;24gnal sxchange made

EET

E10RCHG  EMDP
i Digplay sorted namwes:

FLODISP  FROC

LER 51, NAMET”AR
K20 :
LE} DI, HAMESAV ;Init ' ze start of table
MoV CX, 10 sCount for loop
RETP MOVEW
Moy AH, 40H ;Request diaplay
MO BX, 41 ;File handle
M CX, 22 ;20 charactera + CR/LF
LEAR DX, HAMESAV
INT 211
nEC HAMECTR +Ia thie last cne¥
JNZ K20 ; no, loop
RET ; ¥es, exit
F1lOoCISE ENDFE
F Clear gcreen:

Q1oLLR FROC

MO AN, DED0H

WS BH, E1H ;Aactribute
Moy <K, 0Q :Full screen
MOV DX, 184FH

IHT 10dH

RET

QLACLR ENDP
H Set cursor:

i
Q20CURI EFROC

MO RH, 0 2H ;Regquest Bet Ccursor
W BH, 40 iPage 0

Mo DN, 00 ;Lacacion 0Q:Q0

INT 10H

RET

QZOCURS  ENDP
END AIOMAIN

Figure 15-T¢  Sorting a Table of Names

The item at cffset 0016 contains 0000 as the next address, either to indicate the end of the
list or 1o make the list circular, '

The program in Figure 135-8 uses the contenis of the defined linked list, LINKLS'T, t0
locate a specified part number, in this case, 1720. The search begins with the first item in
the table. The logic for using CMPSB is similar to that in Figure 15-4. The procedure
BI10LINK cempares the part number (1720) with each item in the teble, according to the
results of the comparison:

¢ Low: The item 15 not in the table,
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TITLE

FARTHO
LINKLST

AJOMATN

BIOLINE

Bz0h:

B30 :
B4O:

BSO:
B10LINEK

A1SINFIS (EXE] Uee of a Linked List
HMODEL SMALL

.STACK 54 ;Define atack
.DATA
DB ‘172t jPart number
[n):] ‘p1o3t jLhinked liamt cahle
| 1250, 24
bH i
W 0895, 1%
CE ‘iga7’
(vl ) a37s, 40
DE Dlzof
D 13pg, 2z
o ;| ‘azos!
oW 2500, 08
. CODE ;Dafine code segment
FROC FAR
MOV AX ., @data ;5et address of data
MV DS, AX : amgmant ia DS
MCY ES, AXx : and E& register
CALL BI1OLINK
MCY AN, 4C0O0H ;End proceasing
INT 21H
ENDE
PROC NEAE.
CLD
LEA DI, LINKLET ;Initialize table address
MOV TX, 04 ;S5et to compare 4 bytea
LER 21, DARTHGD ;Inic za pared addreaas
REPE CMPEE ;Parch - table
JE B30 ; equal, exit
JB B4D ;: low, not in table

ADD DI, X add CX value to cffsek
ADD DI, 02 ;0et affaset of next item
MoV ox, D11

LEA DI, LINELST

AT 01, bx

cMp DX, ap ;LaBt takle entry?
JHE B20O
IME BAD

cItem Founds
JHP BoO

«Dipplay srror messacex

EHL AlDMATH

Flgure 15-8 Using 2 Linkesd List

285

= High: The prcedure gets the offset from the table for the next item o be compared.
If the offset is not zero, the comparison 15 repeated for the next itern; if the offset is
zero, the search ends withont finding a match.

» Equai: The itzm is found.
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A more complete progeam could allow a user at a kevboard to enter any part number
and could display the price as an ASCII value.

THE TYPE, LENGTH, AND SIZE QPERATORS

The assemblzr supplies a number of special operators that you may find useful. For ex-
ample, the length of a table rmay change from time (o time and you may have to modify a
program to account for the new definition and add routines that check for the end of the
table. The vse of the TYPE, LENGTH, and SIZE operators can help reduce the number of
instructions that have o ke changed.

Consider this definition of a table with 12 words:

RATHTBEL [L[w 12 DUPCY) ;Table with 12 worids

The program can use the TYPE operator to determine the definition {DW in this case),
the LENGTH operator to determine the DUP factor (12), and the SIZE operator to deter-
mine the number of bytes (12 X 2 = 24}, The following examples illustrate the three

operaltors:
MOV AX,TYPE RAINTEL TAX = QOD2H (2 bytes)
MW  BX,LENCTH RAINTBL :BX = OODCH (12 byres)
MOV CX,SI7FE RAINTEBL :CX = Q01BH (24 bytes)

You may use the values that LENGTH and SIZE return to end a search or a sort of a
table. For cxample, if the SI register contains the incremented offset address of a search,
vou may test this offset using

CMP  5I,.5TZE RAINTEL

Chapter 26 describes the TYPE, LENGTH. and SIZE operators in detail.

KEY POINTS

« For most purposes, a table contains related entries with the same length and data for-
mat.

* Atable is based on its data format; for example, entries may be character or numeric
and typically each the same length.

» 'The maximum numeric value for a DB is 256 and that pumeric DW and DD reverse
the bytes. Also, CMP and CMPSW assume that words contam bytes in reverse
sequence.

+ If a table is subject to frequent changes, ar if several programs reference the table,
store it on disk. An updating program can handle changes to the table, Any program
can then load the table from disk, and the programs need not be changed.

« Under direct table addressing, the program catculates the address of a table entry and
accesses that entry directy.
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» When searching a table, a program successively compares a data item against sach
entry in the table until it finds o match.

« The XLAT instruction facilitates tranzlating data from one format to another,

QUESTIONS

15-1.
152,

15-3,

15-4.

15.5,

15-6.

157,

15-8.

15-4.

Distinguish between processing a table by dizrect addressing and by searching.

Dwefina a table named TEMPTBL with 365 words, ininalized to (a) zeros for binary
data; (b} blanks for character daca,

Define three separate related tables that contain the following data: (a) ASCII item
numbers 05, 0%, 12, 19, and 23, (b} ilem descriptions of videotape, receivers,
modzms. keyboards, and diskettes; (c) itemn prices 12.50, 93,75, 8745, 7935,
and 15.95,

Revise Question 15-3 so that all the data is in the same table. For the first item, de-
finc its number and description on the first line and its price on the second line: for
the second #tem, define them on lines three and four, and so forth.

Revise Figure 15-1 so that it accepts the month from the keyboard in numeric
(ASCII) format. If the entry is valid {}-12), locale and display the alphabetic
month: otherwise, display an error message. Allow for any number of keyboard
entries; end processing when the user replies 10 the prompt with only <Enter>.
Also, revise the table so that 2 *$° sign follows each entry. Instead of transferring
the description to ALFMON, the program should display it directly from
the table.

Code a program that allows a nser o enter item pumkers {ITEMIN) and quantities
{QTYTN) from the keyboard. Use lhe table defined in Question 15-4, and inclode a
search touline that uses ITEMIN to locate an item number in the table. Extract the
description and price fram the 1able. Caleulate the valae (quantity X price) of sach
sale. and display descriplion and value on the screen.

Using the description table defined in Question 15-3. write a program that {a) moves
the conterts of the tabke to another (empty) table; (b) sorts the contents of this new
table into ascending sequence; (c) dispiays each descriplion on one row of the
screen. Provide for scrolling the screen.

Revise Figure 15-5 lo reverse the process—that is, translate EBCDIC data
to ASCII formal. The EBCDIC characters to translale are minus sign (60H}, dec-
imal point (4BH), and numbers 0-9 (FOH-F3H). All other characters are 10
be translated to ASCII blank. For data, use a string of EBCDIC hex characters
containing FOFDF1F24BF5F060 (defined as OF0OH, OF1H, etc.), which are o
be translated 0 ASCII format and displayed. The hex result should be
303031322E35302D.

Wrile a program (o provide simple encryption of data. Define an 80-byie data area
named CRYPDATA containing any ASCII data. Arrange a translation table to
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convert the data somewhat randomly, for example, At M, E to R, Cto X, and 50
forth. Provide for all 256 possible byte values. Arrange a second translation table
that reverses (decrypts) the data. The program should perform the following ac-
tions: {a) Dlisplay the original contents of CRYPDATA on a lioe; {b) encrypt
CRYPDATA and display'the encrypted data on a second line, (¢} decrypt CRYP-
DATA and display the decrypted data on a third line (which should be identical to
the first line).
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m ORGANIZATION

Objective: mmmmmammmm
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INTRODUCTION

A serious programmer has to be familiar with the technical details of disk organization,
particularly for developing utility programs that examine the contents of diskeaes and
hard digks.

This chapter explains the concepts of tracks, sectors, and cylinders and gives the ca-
paciti¢s of some commonly vsed devices. Also covered i3 the organization of important data
recorded at the beginning of a disk, including the boot record (which helps the systemn load
the operating system fron disk into memory), the directory (which containg the name, lo-
cation, and status of each file on the disk), and the file allocation table {or FAT, which al-
locates disk space for files).

Where a reference to a disk or diskette 15 required, this text uses the general
term disk.

DISK CHARACTERISTICS

For processing records on disks, you need some familiarity with the terms and characieris-
tics of disk organization. A disketie has two sides (or surfaces), whereas a hard disk con-
tains a number of two-sided disks on a spindle.
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Tracks and Sectors

Each side of a diskette or hard disk contains a number of concentric iracks, numberad be-
gmning with 00, the outermost track. Each track ts formatied into rectory of 512 hytes,
where the data is stored.

Both disketles and hard disk devices are run by a comtrofler that handles the place-
ment of the read-write heads on the disk surface and the ansfer of data between disk and
memeory. There is a read-write head for each disk surface. For both diskette and hard disk,
a request for a read or a write causes the disk drive controller to move the read-write heads
(if necessary) to the required track. The contreller then waits for the required sector on the
spinning surface to reach the head, at which point the read or write operation Lakes place.
For a read operation, for example, the controller reads each bit from the sector as it passes
the readfwrite head. Figore 16-1 illusirates these features.
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There are |wo main differences between a bard disk and a diskette drive. For hard
disk, the read-write head rides just above the disk surface without ever touching
it, whereas for diskettc, the read-write head actoally touches the surface. Alse, a hard
disk device rotates constantly, whereas a diskette device stars and stops for each
read/write operation.

Cylinders

A evlinder is a vedtical set of all of the tracks with the same number on each surface of a
diskeitz or hard disk. Thus cylinder 0 is the set of all rracks numbered 0 on every side, cylin-
der 1 is the set of all tracks numbered 1, and so forih. For a diskette, then, cylinder & con-
sists of rack 0 on side 1 and track © on side 2; cylinder 1 consists of rack 1 on side } and
track 1on side 2; and so forth. Side number and head are the same; far example, dizsk head
1 accesses the data on side 1.

When writing a file, the controller fills all the tracks on 1 cylinder and then advances
the read-writ: heads ta the next cylinder. For example, the system fills all of diskette cylin-
der 0 {al} the sectors on track G. sides | and 2), and then advances to cylinder 1, side 1.
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As scen, a reference 1o disk sides {heads), tracks, and sectors is by number. Side and
track numbers begin with 0, but sectors may be numbered in one of two ways:

1. Physical secior: Sector numbers on each track begin with 1, so that the first sector on
the disk is addressed as cylinder 0, headfside 0, sector 1, the next as cylinder 0,
head/side 0, sector 2, and so forth.

2. Relarive sector: Sectors may be rumbered relative to the start of the disk, so that the
first sector on the disk, on cylinder @, track 0, is addressed as relative sector 0, the
next one as relative sector 1, up o the last sector on the disk.

Different disk operations may use one or the other method. depending on how ac-
cessing is 1o be performed.

Disk Controliar

The disk controller, which is located between the processor and the disk drive, handles
all communication berween them. The controller accepts data from the processor and
converts the data into a form that is usable by the device. For example, the pracessor may
send a request for data from a specific cylinder-head-sector. The role of the coniroller is
to provide the appropriate commands to move the access arm to the required cylinder, se-
lact the readfwrite head, and accept the data from the sector when the data reaches the
read-write head.

While the controller is performing its work., the processor is freed for other tasks. Un-
der this approach, the controller handies only one bit at a time. However, the controller can
aiso perform faster A0 by bypassing the processor entirely and transferring data direcily 1o
and from memory. The method of transferring a large block of data in this manner is known
as direct memory access [DMA). To this end, the processor provides the controller with the
read or write command, the address of the [/Q buffer in memory, the number of sectors to
transfer, and the numbers of the cylinder, head. and starting sector. With this method, the
processor has (o wait until the DMA is complete, because only one component at a lime can
use the memory path.

Clusters

A eluster i8 a group of sectors that the system treals as aunit of storage space. A cluster size
is always a power of 2, such as 1,2, 4, or 8 sectors. On a disk device that supports one sec—
tor per cluster, sector and cluster are the same. A disk with two sectors per chister would
ook Iike this:

Fectur ! sectoﬂ l_sec‘l:ur I sector | l sector | sectnr_‘
cluster cluster cluster

And a disk with four sectors per cluster would look like this:

| Sector I sector I secror I secior | { sector l sector 1 sector | sectoar |

cluster clustar
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A hard disk typically has four sectors per cluster. A file begins on a cluster boundary
and requires a minimum of one cluster, even if the file occupies only one of the four sec-
tors. A clustet may also overlap from one track to ancther, .

A 100-byte file (small enough 1o fit on one sector) stored on disk with four sectors
per cluster uses 4 X 512 = 2,048 bytes of storage, although only one sector woukd contain
duta. For each file, the system stores it clusters in ascending sequence, although a file may
be fragmenled so that it resides, for example, in clusters &, 9, 10, 14,17, and 18.

Disk Capacity
Here are cormmon diskette storage capacities:
Tracks per Sectors .i_vtes Sectors
Side par per Total, par

Capacity {Cylindars)} Track Sectar Two Sides Cluster
525" 3a0KB 40 9 514 168,640 P
5.25" 1i.ZMB 80 1% 512 1,228,800 1
35" 720KB 0 9 512 Far ., 2ED 2
35" 1.44MB L] 18 517 1,4?4,_550 1
3.5" 2.38BMB B0 kL 512 2,949,120 -

For hard disks, capacities vary considerably by device and by partition. Useful opera-
tions for determining the number of cylinders, seciors per track, or read-write heads include
INT 21H functions 1FH and 440DH with minor code 50H, both covered in Chapter $8.

THE DISK SYSTEM AREA AND DATA AREA

Certain sectors are reserved for the purpose of supplying information about the files on the
disk. The organization of diskernes and hard disks varies according te their capacity. A hard
disk and some diskettes are formarted as self-booting—that is, they enable processing 0
start when the power is urned on or when a user presses Lhe Cul + Alt + Del keys. The
reneral organization of a disk consists of a system area, followed by a data area that com-
prises the rost of the disk.

System Areq

The svstem area is the first area of a disk, on the outermost track(s) beginning with side 0,
rack 0, sector 1. The information thal the system stores and maintains in its s¥stem area is
1sed to determine, for example, the starting location of each file siored on the disk. The
three components of the sysiem area are:

1. Boot racord
2. File allocation table (FAT)
A, Directory
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The sysiem area and the data area are organized like this:

Enot System | User
racord | FAT (Directory | Files [Files

— System area-——- [e—Data area—

The following list gives the organization of various diskette devices, showing the
starting and ending sector numbers for the boot record, FAT, and directory. Sectors are iden-
tified by relative sector number, where relative sector @ is cylinder O, track {, sector 1, the
first sector on the device {explained earlier in the section “Cylinders™):

Davice foot FAT Directory Sectors/Cluster
5.2%" J60KB 1] 1-4 5~11 z
5.25" 1.8 0 1-14 15-Z% 1
3.5" F20KB [+ 1-6 =13 2
3.5" L. 44M8 [H] i-18 19-32 1

For hard disk, the Jocations of the boot record and the FAT are usually the same as for
diskette, whereas the size of the FAT and the location of the directory vary by device.

A formarted diskette contains the following information in terms of beginning physi-
cal and relative sectors:

120K (9 sectors/track) 1.44ME (13 sectors/track)

Relative Ralative

Flie Cyl, Side Sactor Sector Cyl. 5ide Sector Secior
Beot record g 4 1 a 0 0 1 0
FAT1 a [0 2 1 o ] 2 1
FATZ ) L 4 4 [+ 1] 11 10
Cirectory i) 0 A 7 a i3 2 19
Data area 4] 1 £ 1 0 1 16 33

Data files on 720K diskettes begin on cylinder 0, side 1, sectors 6 throngh 9. The system
stores records next on cylinder 1, side 0, then cylinder 1, side 1, then cylinder 2, side O, and
so forth. This feature of filling data on opposite sides (in the same cylinder) before pro-
ceeding to the nexs cylinder reduces the motion of the disk head and is the method nsed on
both diskettes and hard disks.

Data Arec

The data aree for a boatable disk or diskette begins with two system files named 10.8YS
and MSDOS.SYS (for MS-DOS) or IBMBIO.COM and IBMDOS .COM (for 1BM PC-
DOS). When you nse FORMAT /S to format a disk, DOS copies its system files onto the
first sectors of the data area. User files either immediately follow the system files or. if there
are po system files, begin at the start of the data area.

The next sections sxplain the boot record, directory, and FAT.
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THE BOOQT RECORD
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The boot record contains the instructions that 1oad (ot “boot™) the system files [OSYS, MS-
DOSSYS, ad COMMAND.COM {if present) from disk into memory. Al formaned disks
contain a boot record even if the system files are not stored on it. The boot record containg
the following information, in order of offset addzess:

00H
03H
L

OBH
ODH
OEH
10H
11H
13H
15H

16H
180
1AH
ICH
LEH
20H
24H

25H
26H
27H
2BH
3&H
JEH-1FFH

Shott or far jump to the bootstrap routing at offset TEH
or 3EH in the boot record

Manufacturer’s name and DOS version mumber when boot was
created

Bytes per sector, usnally 200H (512)

Sectors per chuster (1. 2, 4, or 8)

Reserved sectors

Number of copies of the FAT {] or 2}

Number of oot directory eniries

Total number of sectors if volume is less than 32 MB

Media descriptor byte {same as first byte of the FAT,
described later)

Mumber of sectors for the FAT

MNumber of seciors per track

Mumber of read-write heads (sides or surfaces)

Mumber of hidden sectors

Boatstrap loader routine for DOS versions through 3.3
Total number of sectors if volume is greater than 32 MB

Physical drive number (for diskete, A = 0; for hard disk,
BOH = dnive C, 21}

Reserved by the system

Extended boot sector signature (contains 29H)
Yolume 1D

Volume label

Reserved by the system

As of DOS 4.0, the bootstrap loader begins here

BOS 4.0 exiended the boot record with additional fields from 20H throwgh 1FFH. The
original boot record is 20H (32) bytes, whereas the extended version is 200H (512) bytes.

THE DIRECTCRY

All files on a disk begin on a cluster boundary, which is the first sector of the cluster. For
each file, DOS creates a 32-byte (20H) directory entry that describes the name of the file,
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the date it was created, its size, and the location of its slarting cluster. Directory entries have
the foliowing format:

BYTE
(WH-07H

08H-0AH
0BH

OCH-15H
16H-17H

18H-15H

IAH-1BH

1CH-1FH

PURPOSE

Filename, as defined in the program that created the file.

The first byte can also indicate the file status:

» D0H  File has never been used

» 05H Fiist character of filename is actvaily ESH

» 2ZEH  Entry is for a subdirectory

» ESH File has been deleted

Filenome extension, such as EXE or ASM

Fite attribute, defining the type of file (note that a file

may have more than one attribute):

» 00H Normal file

» 01H  File that can only be read {read-oaly)

« 02H Hidden file, nat displayed by a directory search

« O4H  System file. not displayed by a directory search

= O8H Volume label (if 1his is a volume label record, the
label itself 15 in the filename and extension fields)

= 10H Subdirectory

« 20H  Archive file, which indicates whether the file was
rewritten since the last update.
{As an examplz, code 07H would mean a system filz {04H)
that is read only (O01H) and hidden (02H).}

Reserved by the system.

Time of day when the file was created or last updated;

stored as 16 bits in binary format as [hhhhhmmmmmmsssss|-

Date when the file was created or last updated, stored as

16 bits in binary format as \yyyyyyymimmmddddd). The year

can be 000119 (with 1980 as the starting point), the month can be
01-12, and the day can be 0t-31.

Starting cluster of the fite. The number is relative to the

last two sectors of the directory, Where there are no system files, the
first data file begins at relative chuster 002. The actuul side, track, and
cluster depend on disk capacity. A zero entry means that the file has no
space allocated to it

Size of the file in bytes, When you create a file, the

syslem calcnlates and siores ils size in this field.

For numetic fields that exceed one byte in the directory, data is stored with tl_w hytes
in reverse seqhence.
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THE FILE ALLOCATION TABLE

The purpose of the FAT is to allocate disk space for files. The FAT contains an entry for
each cluster on the disk. When you create a new file or revise an existing file, the system
revises the associated FAT entries according to the location of the file on disk. The FAT be-
Eins at sector 2, immediately followmg Lhe boot record. On a disk where a cluster consists
of four sectors, the same number of FAT entries can reference four times as much data as
disks where a closter consists of one sector. Consequently, the use of clusters with multiple
sectors reduces the number of entries in the FAT and enables the system to address a larger
disk slorage space.

The cripinal designers providad for two copies of the FAT (FATI and FATZ), pre-
surmably because FATY could be used if FAT1 became corrupted. However, althoogh FAT2
15 still maintained, s use has never been implemented. The carlier seetion “Disk System
Area and Data Area” includes both FAT] and FAT2 in the FAT storage requiremments, All
other discussions in this book concern FAT],

First Entry in the FAT

The first byte of the FAT, the media descriptor, indicates the 1ype of device (see also
byte |5H in the boot record), including the following:

FOH 3.5 rwo-sided, 18 sectors/track {1 44MB) and 3.57,
two-sided. 30 zectorsfrack (2.83ME)

FEH Hard disk (incloding RAM disk)

FGH 35", two-sided, 9 sectorsfrack (720K B)and 53.257,
two-sided, 15 sectorsftrack (1.2MB}

FCH 525", one-sided, & sectorsfrack {(1830XKE)
FDH 5257, two-sided, 9 sectorsftrack (360KB)
FFH 5.25", req-sided, B sectorsftrack {320KB)

Note that FOH and FOH each identify two different dizk formats.

Sacond Enfry in the FAT

The second FAT entry contains FFFFH for diskette FATs that support 12-bit FAT entries and
FFEFFFH for hard disks that support 16-bit FAT enuies. The first two FAT entries look

like this:
1.44MB diskette LFﬁ[FF[FFi|]|[]]|
Hard disk (s [ er [Pr]ff . |- ].--1--] --- 1. -]

As already described, the first field on a disk is the boot record, followed by the FAT
and then the directory. The data area is next. The entire picture is as follows:
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t_c'luster ﬂ_[zﬂustar 1J::‘Iu5ter Elcmster 3 A cTuster nr
BN

You would expect that the data area would be the stasting point for clusters; however,
the first two cluster numbers (0 and 1) point to the directory, so thal Lthe data area for stared
data files begins with cluster number 2. The reason for this odd state of atfairs will soon be
made ¢lear,

|/rd'ir'ectr}r'y Area —

e datz area

Pointar Entrias in the FAT

Following the first two FAT entries are pointer enfries (hat relate to every cluster in the data
area The directory {at 1 AH-1BH) contains the location of the first cluster for a file, and the
FAT contains 2 chain of pointer entries for each succeeding cluster.

The entry leng:h for disketies is 3 hex digits {1 172 bytes, or 12 bits), but for hard disk
itis 4 hex digits (2 bytes, or 16 bits). Each FAT poinier entry indicates the use of a partic-
ular cluster according to the following formal:

ﬁ! BITS 18 BITS EXPLAMATION
000 D000 Referexced cluster is cummently unused
nna OnIf Relative number of next cluster for a file
FF0O-FF& 1 FFFO-FFEG | Reserved cluster
FF? FFF7 Unusable (bad track)
F¥=F FFFF Last clusier of a file

The first lwo entries for 2 | 4AMB diskette (a 12-bit FAT] look like this:

T

FAT entry: feos [er | . ] - -] -

relative cluster: 0 1 Z . 3 4 5 [ L. end

The term “relative cluster” means the cluster to which the FAT entry points. [na
sense, the first two FAT entries (0 and 1) point to the last twi clusters in the directory,
which have been assigned as the start of clusters; the directory indicates the size and start-
ing closter for files.

The directory contains the starting cluster number for each file and a chain of FAT
pointer enmies thae indicate the location of the rext cluster, if any, at which the file contin-
ues. A pointer entry contaiming (F)FFFH indicates the last cluster for the file.

Sample FAT Enfries

The following examples should help clarify the FAT struciuse. Suppose a diskelte containg
only one file, named CUSTOMER.FIL., that is {ully stored on closters 2, 3, and 4. The di-
zectory entry for this file contains the filename CUSTOMER, the extension FIL, 00H o
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indicate a normal file, the creation date, O002H for the location of the first relative cluster
of the fiie, and an zoiry for the size of the file in bytes. The 12-bit FAT entoy would appear
as foilows, except that pairs of bytes would be reversed: '

FAT entry: LFOFIFFF]DDSTDD#'FFF'...l.‘.l N

Relative clustar; 0 1 2z k] 4 5 E ... end

For the first two FAT entries, FQ indicates a two-sided nine-seciored {1 44MB) diskette, fol-
Jowed by FFFFH, For a program to read CUSTOMER.FIL sequentially from disk into
memory, the system takes the following steps:

* For the first clusier, searches the disk direcizy for the filerame CUSTOMER and ex-
tension FIL, extracts from the directory the tocation of the first relative cluster (2) of the
file, and delivers its contents {data from the sectors) to the program in main memory.

+ For the next cluster, accesses the FAT pointer entry that represznts relative cluster 2.
From the diagram, this entry contains 003, meaning that the file continues on relative
cluster 3. The system delivers the contents of this cluster to the program.

= For the last cluster, accesses the FAT pointer entry that represents relative cluster 3.
This eniry containg 004, meaning that the file continues on relative cluster 4. The sys-
tem delivers the contents of this cluster to the program.

The FAT entry for relative cluster 4 contains FFFH to indicate that no more closters
are allocated For the file. The system has now deliverad all the file's data, from clusters 2,
3. and 4,

We've just seen how FAT entrizs work in principle; now ler's see how they work in
terms of reversed-byte sequence, where a little more ingenuity is required.

Hancling 12-Bit FAT Enhies In Reversed-Byle Sequence

Following is the same example of FAT entries for CUSTOMER FIL just covered, but sow
with pointer entries in reversed-byte sequence. The 12-bit FAT for this file looks like this:

FAT entry: {For Teer [ 034 Tooo [ rro [ hux | . ]

Relative cluster: 0 1 2 i 4 L]

Bul what's needed now to decipher the entries is to represent them according Lo relative byfe
rather than cluster:

FAT entry: (e [ /F [ FF [03 [ 40 oo [#F [oF [..]

Relative byte: 0 1 Fa 3 & 5 [ 7

Here are the steps used 10 access the clusters:

» To process the first FAT entry, multiply 2 (the file's first cluster as recorded in the di-
rectory} by 1.5 (the length of FAT eniries) to ge 3, (For progrzmming, multiply by 3
and shift right one hit.) Access the word at bytes 3 and 4 in the FAT. These bytes con-
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tain 03 40. which, when reversed, are 4003, Because cluster 2 was an even number,
use the last three digits, so that 003 is the secomd cluster for the file.

+ For the third cluster, multiply clusier number 3 by 1.5 to get 4. Access FAT bytes 4
and 5. These contain 40 (K, which, when reversed, are 0040. Because cluster 3
was an odd pumber, use the first three digis, so that 004 is the third cluster for
the file.

=« For the fourth cluster, muliply cluster 4 by 1.5 to get 6. Access FAT bytes 6and 7.
These contain FF OF, which, when reversed, are OFFF. Because cluster 4 was an
even number, use the last three digits, FFF, which mean that this is the last entry.
(Whew!)

Hondling 146-Bif FAT Entries

As mentioned earlier, following the media descriptor for bard disk is FFFFFFH. FAT
pointer entries sre 16 bits long and begin with bytes 3 and 4, which represent cluster 2. The
ditectory emry provides (he starting clusters for files, and pointer entry FFFFH indicates
end-of file. Determining the cluster number from each FAT entry is simple, although the’
bytes in each entry are it reveérse sequence.

As an example of 16-hit FAT entries, suppose the only file on a particular hard disk
occupies four clusters (at 4 sectors per cluster, or 16 sectors in alf). According to the di-
rectory, the file starts at cluster 2. Each FAT pointer entry is a full word, so that revers-
ing the bytes involves only the one entry. Here is the FAT, with pointer entries in
reversed-byte sequence;

FAT encry: [rare | erer | o300 | osc0 | osoo | erre | . ]
O 3 4 5

1 2

Relative clustar:

The FAT entry for relative cluster 2, 030G, reverses as 0003 for the next cluster. The FAT
entry for relative cluster 3, 0400, reverses as 0004 for the next cluster. Continue with the
chain of remaining entries in this fashion through to the entry for cluster number 5.

If your program has 1o determine Lhe iype of disk that is installed, it can check the me-
dia descriptor in the boot secior dirscily or, preferably, could use INT 21H function 1BH or
1CH.

EXERCISE: EXAMINING THE FAY

Let’s use DEBUG ip examine the FAT for & disk. For this exercise, you’ll need two for-
matted blank 3.5" diskettes with 720K and 1.44MB capacities, without the system files
copied on them. Copy twe files onto each disk. The irst file should be larger than 312 bytes
and smaller than 1,024 bytes, to fit onto two sectors; ADJASMI ASM is suggested. The
second file should be larger than 1,536 bytes and smalier than 2,048 bytes to fit onto four
sectors: ALODRVID.ASM is suggested. You’'ll see that the FATs for the twa diskettes arc
similar. bur not identical.
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Procedure for the 720K Disk

First insert the 720K diskette in drive A (or B if necessary). Load DEBUG and key in the
L {load) command {more fully explained in Appendix E):

L1 008 20 {for drive B, Jse L 100 L O 20

The L comunand entries are:

» 100H is the starting offset in DEBUG's segment where the data is to be read in.
+ The first & means use drive A {or 1 for drive B).

+ The second O means read data beginning with relative sector Q.

« 200 means read 20H (32) sectors.

You can now examine the boot record, directory, and FAT for this diskete. To stant
the display, key in the command I 10¢. Because the file is stored beginning at offset 100H,
you ¢an locate the records this way:

1. The boot record is at the start, a1 100H.

2. The. FAT follows the boot sector: 100H + 200H (1 sector. 200H or 512
bytes) = J00H.

3. The directory follows the FAT: 300H + [6 sectors X 200H] = FOOH.

The boot recotd. Some of the fields on the boot record are:

+ Segment offset 103H shows the manufacturer's name and DOS version when the FAT
was created.

« Offset 10BH shows the number of byies per sector (where 0002H reverses as 0200H,
or 312 bytes).
« Offset 115H i3 the media descrptor, FOH for this diskette.

Check cut the other fields.
The Directory. For the directory, key in the command [» B}, where:

» Offset FOOH conains the filename for the first file, AGASMI.ASM.

» Offset FLAH gives the starting cluster number (0200, or 0002) for this file.

« Offset F1CH-F1FH gives the size of the file in bytes.

« Offset F20H begins the entry for the second file, A10DRVID.ASM. Note that FiaH
shows its starting cluster as 0300, or 0003,

Tha FAT.  For the FAT, key in the command D 300, which should display:

FAT entry: EX FF[FF|FF|4F|m|FF]oF|...|

Relative byte: 1] 1 . 3 1 5 [ 7
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« P2 is the media descriptor.
= FE FF at bytes 1 and 2 is the content of the second £1eld.

The pointer entries beginning at byte 3 can be calculated like this:

= For the first file, multiply 2 {its first cluster according ¢o the directory) by 1.5 t get
3. Access offset bytes 3 and 4 in the FAT, which contain FF 4F, and reverse the bytes
to get 4FFE Becinse cluster 2 was an even number, use the last three digits. FFF,
which tell you that there are no more clusiers for this file.

» For the secand flie, muitply 3 (its first cluster according to the directory) by 1.3 (o
get 4. Access offiet bytes 4 and 5 in the FAT, which contain 4F 00, and reverse the
bytes to gel 004F. Because cluster 3 was an odd number, use the first three digits. 004,
which ideniify the next cluster in the series. Multiply cluster 4 by 1.5 {0 get 6. Access
offset bytes 6 and 7 in the FAT, which contain FFOF, and reverse the bytes 1o get O0FFF.
Because cluster 4 was an even number, use the first three digits, FFF, which indicate
the end of the data.

Procedure for the 1.44MB Disk

Now insert the 1.44MB diskette in drive A, and enter the DEBUG command L 100 0 0 30,
{Load 30H sectars because there's more FAT on 1.44MB diskettes.} The boot record begins
at 100H and the FAT follows at 100H + 200H = 300H. Because the FAT for a | 44MRB
diskette is 1R seciors long, the directory is at 300H + {12H X 200H) = 2700H.

The boot record.  Use I 100 1o display the boot record. Note that the media de-
scriptor byte at | L5H is FO and the number of sectors per claster (at 10DH) is 1.

The directory.  For the directery, key in the command D 2700, The first file name
is at 2700H and its starting <luster (2) is at 271A. Tke second file name is at 2720H and its
starting cluster (43 is at 273A. (The starting cluster far the second file on the 720K diskerte
was 3 because that format has two sectors per cluster. whereas a 1.44MBE diskette hais one
secior per cluster.)

The FAT.  For the FAT, enter the command D 300, which should display:

FAT entry: Fib FF FF 03 fald ) FF ! 05 G0 I 00 a7 | O FFW
Relative byte: 0 1 2 3 4 5 & 7 B g 10 11

According o the directory, the first file starts at cluster 2, so multiply 2 by 1.5 toget rel-
ative byte 3. Bytes 3 and 4 contain 03 F0, which reverse as FO03, Becanse cluster 2 wag an
even nuriber, use the last three digits, 003, Cluster 3 X 1.5 is 4; relative bytes 4 and 5 contain
FO FF. which teverse as FFF). Because cluster 3 was an odd number, use the first three digits,
FEF, which indicate the end of the file. We now know that the file resides on clusiers 2 and 3.

Use the same technique to trace through the chain for the second file, which begins
with cluster 4, or refative byte 6.
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INT 21H provides some supporting sérvices for programs to access information about
the directory and the FAT, including functions 47H (Get Current Directory) and 1BH and
1CH (et FAT Information}, described in Chapier 18,

PROCESSING FILES ON DISK

Data on disk is stored in the form of a file, just as youn have stored vour programs. Although
there is no restriction or the kind of data that you may keep in a file, a typical user file would
consist of records for customers, inventory supplies, or name-and-address lists, Each record
contains information about a particular customer or inventory item. Within a file, all records
are usually (but not necessarily) the same length and format. A record contains one or more
fields that provide information about the record. Records for a customer file, for example,
could contain such fields as customer number, customner name, and amount owing. The
records could be in ascending sequence by customer number, as follows:

|#1iname|amtl E!E | name 1amt1 |#31 name]ant| ﬁ#n| nate |a.rnt|

Proczssing for files on hard disk is similar to that tor diskette; for both, yon have to
supply a path name to access files in subdirectonies.

Intemupt Services for Disk Input/Output

A number of special interrupt services support disk input/outpul. A program that writes (or
creales) a file first causes the system to generule an entry for it in the directory. When all
the file’s records have been writien, the program cfoses the file so that the system can com-
plete the directory entry for the size of the file.

A program that is to read a file first opens the file to ensure that it exists. Once the
program has read all the recards, it should close the file, making it available to other pro-
grams. Because of the directory’s design, you may process records in a disk file either se-
quentially {one record after another, successively) or randomly (records retrieved as
requasted, throughout the file).

The highest level of disk processing is via INT 21H, which supports disk accessing
by means of a directory and “blocking” and “unblocking” of records. This methed performs
some preliminary processing before tinking to BIOS. Chapter 17 covers the use of DIS op-
erations to write and read disk files, and Chapter 18 discnsses various operations thar sup-
port directories and disk files.

The fowest level of disk processing is via BIOS interrupt 13H, which involves direct
addressing of track and sector numbers, and is covered in Chapter 9.

KEY POINTS

» Each side of a diskette or hard disk contains a number of conceninc tracks, starting
with track number D0. Each track is formaited into sectars ot 512 bytes, starting with
sector number 1,

+ A cylinder is the set of all tracks with the same number on each side.
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QUESTIONS

A sector miay he referenced by cylinder-head or by relative sector number,

A cluster is agroup of sectors Lhal the system treats as o unit of storuge space. A clus-
ter size Is always a power of 2, suchas 1, 2, 4, or ¥ sectors, A file begins on a cluster
boundary and requires a mianbnoam of one cluster,

Regardless of size, ali files begin on a cluster boundary.

The bool record contains the instructions that load (or “boot”™) the system files
TOSYS.S5YS, MSD{S.COM, and COMMAND.COM from disk into memory.

The directory conlains an entry for each fik on a disk and indicates the filename, ex-
tension. file attribute, time, date, starting sector, and file size.

The purpose of the file allocation tahle {FAT) is 1o allocate disk space for files. The
FAT begins at sector 2 immediately following the boot record and contatns one entry
Tor each cluster for each file in the directory.

16-1. What is the length in bytes of a standard sector?

16-2. What is a cylinder?

16-3. What is the purpose of a disk controller?

16-4, {a) What is a cluster? (b) What is its purpose? (c) What is the disk space (in terms

of bytes) used for each of cluster sizes 1, 2. 4, and 87

16-5. Show how to calculate the capacity of a diskette, based on the number of cytinders,

16-4.

seclors per Irack, and bytes per secior, for {a) a 3.5", 1.44MB diskette and (b) a
5.257, 360K B disketle,

What are the thige pans of the disk sysem arga?

16-7. (a) What is the purpose of the bootrecord” (b) Wherte is it located? {cy How can you

use it to determuine the number of sectors per track?

16-8. How does the directory indicate a deleted file?
16-9. What is the indication in the directory tar (a) a normal file; (b} a read-only file: (c)

d system file?

16-10, What is the additional effect on a diskette or hard disk when you use FORMAT /S

to formar?

16-11. Considera file with 2 size of 3,165 {decimal) bytes. {4) Where dues the system store

the size? :b) What is the size in hexadecimal format? Show the value as the system
slores it

16-12. Where and how does the FAT indicie that the device on which il resides is on (a)

« hard disk; (bya 3.57, 1.44MB diskette; (¢} a 5.25”, 360KB diskette?

16-13. Bow dowes the FAT indicale 12-bit entries and 1&-bit entries?
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INTRODULCTION

The original services for processing disk files used a method called file contral blocks
{FCBs). This method, although still supported by DS, can address drives and filenames,
but not subdirectories. Succeeding DOS versions introduced a number of extended services
that are sirnpler and more capabte than their original counierparts. Some of these operaticns
involve the use of an ASCILZ string (o initially identify & drive, path, and filename; a file
handle for subsequent accessing of the file; ind special return codes to identify errors.
Althaugh no new assembly language instractions are reguired, this chapter intreduces
a nurnber of INT 21H services for processing disk files. Here they are, arranged by category:

OPERATIONS USIMG FILE HAMDLES OPERATIONS USING FCBS
ICH Create file CGFH Opan File
IDH Qpen file 1I0H Close File
IEH Clase file 14H Read record
3FH Read record 15H wWrite recard
40H Write record 16H Create file
42H Move file pointer 41H Read record randomly

OTHER SERVICES 2ZH Write record randomly

INT 25H Absolute read 27H Read block randomly
INT 26H Absoiute write Z8H Write block randoaly
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The chaptet covers the services for writing and reading disk files, and Chapter 18 cov-
2ré the various support services required for handling disk drives, directories, and files. As
a reminder, the term cluster denotes a group of one or more sectors of data, depending on
the device,

ASCIIZ STRINGS

When using many of the extended services for disk processing, you first provide the sys-

tern with the address of an ASCHZ siving containing the filespec: the location of the disk

drive, dircerory parh, and filename (all optional and within apostrophes}, followed by a byte

of hex zeros; thus the name ASCIIZ soing. The maximum length of the string i1s |28 bytes.
The following example defines a drive and filename:

PATHMAML DB “E:SALFRANRD.ASM®  00H

This example defines a dave, subdirectory, and filename:

PATHHAMZ DE “F:AUTILTITYSALFRANRD, EXE" , OOH

The backslash, which may also be a forward slash. acts as a path separator. A byte of zeros
lerrminates the string. For interrupts that require an ASCUZ string, load 1ts offset address in
the DX register, for example, as LEA DX PATHNAM]I.

FILE HAMDLES

As discussed in Chapier %, you may use file hundles directly for cenain standard devices:
0 = input, 01 = oulput, 02 = error output, 03 = auxiliary device, and 04 = printer. Other
L/Q services involve the use of a file handle for aperations that access files; for these, vou
have to request the file handle number from the systerr. A disk [ile must first be opened;
unlike transferming data trom the keyboard or to the screen, the system has to address disk
files through its directory and FAT entries and must update these entries. During program
execution, each file referenced must be assigned its own unique file handle.

The system delivers a tile handie when you open a file for input or create a file for
output. The nperations invoive the vse of an ASCILZ string and INT 21H functien 3CH or
3DH. The file handle is a unique 1-word number retogned in the AX that you save in a word
data item and vse for all subseguent requests to access the file. Typically, the first file
handle returned is 03, the second is (6, and so forth.

The PSFE contains a default file handle table that provides for 20 handles (thus the
nominal limit for opened files), but you can use INT 21H function 67H 10 increase the limil,
as eaplained in Chapter 24,

ERROR RETURN CODES

The file handle operations for disk deliver a completion status via the carry (lag and the fﬂux
register. A successful operation clears the carry flag to 7ero and performs other appropsiale
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functions. An vnsuccessiul operation sets the camry Nag o 1 aond retoms an emor code in the
AX. depending on the operation. Figure 17-1 lists error codes 0136, other codes are con-
cerned with networking,

01 Inmvalid functisp pumber 20 Unknown anit

rz File not found 21 Driwve not ready

03 Path not found 22 1Inkngwn command

04 Too many £ilea open 241 CRU cata errds

05 hAoceas denzed Z4 Bad requept structura length

e Invalid Landle 25 Sack error

07 Memory control block destroyed 2§ Unknown media type

08 Insufficient memory 27 Sector nobt found

02 Invalid memosrey block address 26 Printer out of paper

10 Invalid envirzcnment 29 Write fault

11 Invalid formak A0 Read taulr

12 Trvalid acosss sode 31 Oeneral failoars

13 TIrwatid data 3% Sharing wioclation

15 Tnwalid ¢rive specified 33 Lock wiolation

1% ACtempht Co rerove directory 34 Invalid disk changs

17 HNob game device 15 FCB unavailabkle

1A HNo more files 1% Sharing buffer overflow
. 1% Write.protected disk

Figpare 17-1  Major Disk Ervor Retum Codes

If these errors aren’t enough, you can alsg use TNT 3%H for addilional information
about errors. (See Chapler 18.)

The Following sections cover the requircments for creating, wnang, and closing
disk files.

FILE POINTERS

The system maintains a separate fife pointer tor each file that a program is processig. The
create and open vperations initialize the value of the file pointer (o zeto, the file's starting lo-
cation. The file pointer subsequently accounts for the current offset location within the file.

Each read/wrile operation causes the systetn to increment the file pointer by the oum-
ber of byles Iransferred. The file pointer then points 1o the location of the next record 1o be
accessed. File pointers facilitate both sequential and random processing. For randon ac-
cessing of a record, you can use INT 21H tunction 42H (covered in a later sectiun) to set
the file pointer to ary location ia the file,

USING FILE HANDLES TO CREATE DISK FILES
The procedure for writing a disk file is the following:

1. Use an ASCIZ string 10 get a file handle from the system;
2. Use INT 21H fupction 3CH to create the file;

3. Use INT 21H function 40H o write rocords in the file;

4. At the end, use INT Z1H function 3EH to close the file.
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INT 21H Functlon 3CH: Create File

For cregting & new file or overwriting an old file with the same name, first use INT 21H
function 3CH. Load the CX with the required file attribute (covered in Chapter 16} and the
DX with the address of the ASCHZ string (the location on disk of the new file). Here's an
example that creates a normal file ondrive E wilh attribute {:

FATHMAM1 DB 'E:ZACCOUNTS.FIL®,OOH

FILHAND]L Dw 7 ;=ile handle
MOV AH, 3CH ;Request create Tile
M OX, 00 ;Hormal attribute
LEA DX, PATHNAM] ;ASCTIIZ string
INT 21H ;Call interrupt service
¢ errar ;Special actien 9F error
MOV FILHAYGL, AX ;5ave handle in word

For a valid operation, the system creates a directory emtry with the given attribute,
clears the carry flag, and sets the handle for the file in the AX. Use this file handie Tor all
subsequent accesses of the file. The named file is opened with its file pointer set to zero and
15 now available for writing. [f 2 fite with the given name already ¢xists in the path, the op-
enthion sets up a zero length for overwriting the new file on the old ene.

For error conditions, the operation sets the carry flag and retums a code in the AX:
03, (4, or 05 (see Figure 17-1). Code 05 means that cither the directory is full or the refer-
enced filename has the read-only anribute, Be sore to check the carry flag first. For exam-
ole, creating a file probably delivers handle 05 to the AX, which could easily be confused
with eror code 05, access denied. Related services for creating & file are INT 21H func-
ions SAH and SBH, covered in Chapter 18.

INT 2iH Function 40H; Write Record

For writing records on disk, use INT 21H function 40H. Load the BX with the stored file
handl:, the CX wilh the number of bytes to write, and the DX with the address of the out-
put area. The following example uses the file handle from the preceding create operation to
write a 256-byte record from OUTAREA:

FILHAND]L D™ 7 ;File handle
OUTAREA [ 256 DUPC: ') ;ITputl area

MOV AH, 40H ;Request write record

MOV BX, FILHANDIL ;File handl=

MY X, 256 ;Record length

LEA DX, QUTAREA ;hddress of ocutput arsa
TIHT 21H ;Call interrupt service
JC errord Special action if errar
(WP AX, 256 (4171 bytes written?

INE arror3 :IF not, error
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A valid operation writes the record onto disk, increments the file pointer, clears the carty
Mag. and sets the AX to the number of bytes actuaily written. A full disk may cause the
number written Lo differ from the number reguested but, because the system does not re-
port this condition as an ermor, you have to test the value returned in the AX. An invalid
operation sets the carry flag and returns to the AX error cade 05 {access denied) or 06 {in-
valid handle).

iNT 21H Function 3EH: Close File

When you have finished wriling a file, you have (o cfoye it Load the [ile handle in the BX.
and use INT 21H fonection 3EH:

MW AH, 3EH ;Requast ¢lose file
MY BX,FILHANMDL ;File handle
INT Z1H :€al1l interrupt service

A successful close operation writes any remaining records still in the memery bufler and
updates the FAT and the directory with the date and file size. An unsuccessful vperauon sels
the carry flag «and returns in the AX the only possible error code, 06 {mmvalid handle).

Program: Creating a Disk File

The program in Figure 17-2 creates a file from names that a user keys in. Its major proce-
durcs are the following:

v AJOMAIN Calls BI1OCREAT, C1OPROC and, il at the end of input, calls FIMT.SE.

« BIOCREAT Uses INT 21H function 3CH te create the file and saves the handle ina
data item named HANTHLE.

« CIOPROC Accepts input from the keyboard and clears positions from the end of the
name Lo the end of the input area

+ DIOSCEL Scrolls the screen when near the bottom row.

« EIOWRIT Uses INT 21H function 40H to write records.

+ FIOCLSE At the end of processing, uses INT 21H function 3EH to close the file n
order to create a proper dirgctory entry.

The input area is 30 bytes. followed by 2 bytes for the Enter {DH) and Line Feed
((AH) characters, for 32 bytes in all. The program writes the 32 bytes as a fixed-length
record. You could omit the Enter/Line Feed characters, but you should include them
if you want to sort the records in the file, because the DOS SORT program requires
these characters to indicate the end of records. For this example, the command to
sort the records from NAMEFILE.DAT into ascending sequence in NAMEFILE.SRT
vould bz

SORT F:<NAMEFILE.DAT =WAMEFILE.SRT

(SORT processes from NAMEFILE.DAT to NAMEFILE. SRT.}
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Fage 60,132

TITLE ATCRFPIL {EXE] Create diak file of names
: MOGDEL SMALL

ETACE &4

DATA
NAMEPLR 1LABEL BYTE ;Faramecer liet:
MAXT.EN Ca an ;Maximum length
HAMELENW CB 7 shetual length
HAMERED R A0 CUOPL' '), ODH, OAH ;Entered names,

; CRLF for writing

ERRCDE CH o0 ;Brror indicator
HANDLE W 7 ;File Landle
PATHNAM LR "F:Z\HAMEFILE.DAT', 0
FROMFT LR "Nama? !
BCW LB Gl

AlOMATH FRO(C

AZOLOOFE =

90 MOV

A1OMAIN ENDF

B1OCREAT FROC
MOV
MOV
1EA
INT
Jc
™oy
RET

B2D:
LEA
CRLL
EET

BElOCREAT ENWDF

rddd Open erreor *#4:', (DH, DAH
rede Wrice error 4, CDH, OAH

FLR

AX,#data ;Initialize data
D2, AX i aegmant

ES,AX

A, 0600H

QL105CR :Clear Ecreen
QZOTURE 1 Get CUrgor
B1OCREAT iCreate File
ERRTDE, O} ;Create arrory
A2OLOOR ; yes, continoa
ADO : no, exit
C10FROC

KAMELEN, 0D ;End of inpuc?
AZ QL0 : no, continue
F10ZLSE ; vyes, closa,
AY , ACO0H ;End procesaing
21H

Create disk E:le:

MEAR

B 3CH ;Eecquest Ccreate

CxH, La ;Hormal

OX , PRTHMAM

21H

Bz20D ;Exroxr’?

HANDLE, AX ; no, fave handle
i Ywens,

DX, OPHMSES i mYFrOY message

X10ERR

Figure 17-28  1fsing a Handle to Create a Filke

ang

Note two points. (1) The Eater/Line Feed characters are included after each record
only to facilitate the sort and could otherwise be omitted. {2} Each record could be in vari-
able-length format, only up o the end of the name; this woeuld involve some extra pro-

gramming, as you’ll see later.
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C1OPROC

Cah

ClOoPROC

4

M OSCRL

D20:

Dad:

DI G3CREL

E1OWRIT

E20D:

E1QWRIT

Cisk Storaga N: Wiiting and Reading Files

Accept input:

;Request diaplay
jHandle

;Length of prempt
iDisplay prompt

;Reqguest input
; hocapt name

;Ia there a name?
; no, Exic
jBlank for s-oring

jLengeh

;Addre=as + length
;Caloulate remaining
; length

;Set to blank

;Hrite dirk record
;Chack for scrall

;Bottam of screent
; yeR, bwpass

; no, add to row
;8croll one row

jReget Ccursar

Rrequest write
;10 for name, 2 for CR/LF
;Valid write?

FR =1- )
; tal. error rottine

FROC NEAF
MO AH 470H
MoV HX, 01
MOV Cx, 08
LER DX, PROMEPT
IAT 21H
Mo AH, 0AH
LEA DX, HAMEERR
INT 21K
CHMFP HAMELEN, 0O
JZ COh
W AL, 20H
875 K, cH
MOy CL, RAMELFN
LER DI, AAMERFC
ADDF DI,.CcX
NEG cX
ADD CX, 30
REPF STO3ER
CALL E1QWRIT
ChRLI. N} A8CRL.
RET
ENDH

Chark for scroll:
PROC NEAR
HFP RCOW, 18
JAE D23
INC ROW
JMF Dagp
MOV AX,0501LH
CARLL Q1U5CR
CALL QZOCTIRS
RET
ENTF

write digk record:
RO HNERR
MO BH . 40H
WOV BX HANDLE
WO CX. 32
LER X, HAMEREC
INT 21H
JHC E2Q
LEA” DX , WETHMSG
CALL X1JERR
MO NAMELEM , 0
RET
END D

Figure 17-2b  Using a Handle to Create a File

Chap. 17
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FlaCL3E FROC

Clcge disk Elle:

I

HEAR
Mo HAMEREC , 1AH ;8et BOF mark
CALL E10WRET
MO AM,IEH ;Ragquaast clope
N BX, HANDLE
INT Z1H
RET

T10CLSE EHWDE

¢

Q1OECR PROC

ECrull Bcreen:

WEAR AKX Bt N mnEIy
MOV BH.1lEH 18et yellow on Llue
HOY CX,00DD
Moy DX, l184FH
INT 108 ;serell
RET
210508 ENDP
I Set curacr:
: e
H2QCRS FROC HNELR
M AH, 0ZH ;Regquest
Mo BH, 04 j Het curson
, MoV DH ., ROW sRow
[ty DL, ad ;oalumn
INT 10H
RET

QA LTRSS INDP

K10ERR FROC

Display difk error meagage:

NEAR ;DK containe
Mo AR, 40H ;i address of measage
Mo BX, 01 jHandle for screen
MO CX, 21 ;Length
INT 21H
Mow ERRCDE, 01 et error code
RET
X10ERR EHNLFP
EHD A1GMATIN

Figure 17-2b  Using a Hzndlc to Creaic a File

USING FILE HANDLES TO READ DISK FILES

This section covers the requirements for epening and reading disk files using file handles.
The procedure for reading a disk file is the following:

1. Usc an ASCIZ string to get a file handle from the system.
2. Use INT 21H function 3DH to open the file..

3, Use INT 21H function 3FH t read records from the file.
4, At the end, use INT 21H function 3EH to close the file.

INT 21H Function 3DH: Open File

)f your program is 1o read a file, first use iNT 2iH function 3DH to open it. This operation
vhecks that a File by the given name actally exists. Load the DX with the address of the re-
quired ASCILZ string. and set the AL with an access code:
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BITS REQUEST BITS REQUEST
P2 M0 = read anly ' | 1 = Reserved
01 = write only 4-6 Sharing mode

| 010 = read/write 7 Inheritance flag

Before reading a file, be sure to use funciion 3DH to open the file. not function 3CH
to create it. The [ollowing example opers a file for reading;

FILHAND Ow 7 ;Fila handle

W AH,3IDH ;Request open TiTe

MV AL, 0O iRead anly

LEA [¥,PATHNM1 JASCIIZ string

JHT Z2:H ;Call dinterrupt service
I errord sSpecial action if error
KOW  FILHANDZ , AX 15ave handle in word

If a [ile with the given name exists, the operation sets the record length to 1 (which you can
override). assumes the file’s current attribute, sets the file pointer to O (the stan of the file),
clears the carry flag, and returns a handlz for the file in the AX. Use this file handle for al!
suhsequent accesses of the file.

If the file does not exist, the operation sets the carry flag and returns an ermor code in
the AX: {12, 03, 04, 05, or 12 (see Figure | 7-1). Be sure to check the camy flag first. Forex-
ample, creating a file probably delivers handle 05 o the AX, which could easily be con-
fused with error cade 05, access denied.

INT 2 1H Function 3FH: Read Record

To read records, use INT 2 1H function 3FH. Load the file handle in the BX, the number of
bytes to read inthe CX. and the address of the input area in he DX, The following example
uses the lilc handle from the preceding cxample to read a 512-byte record:

FILHANDZ T™W 7
INARER (L] 512 DUFC* ")

Moy &H, 3FH iRequest read record

MOy BX, FILHANDZ :File handle

MY X 517 :Record length

LEA DX, IMNAREA 1Address of input araa
INT 21H ;Call interrupt service
1c errors rSpecial actien if error
P oax 00 ;Z2ero bytes read?

JE  endfile . yes, end of file

A valid vperation delivers the record to the program, clears the carry flag, and sets the AX
to the number of bytes actually read. Zero in the AX means an attempt to read from the end
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of the file; this is & warning, nol 4n emor. An invalid read sets the carry flag and returns (o
the AX ermor code 05 (access denied) or 06 (invalid handle).

Because the system limits the number of files open at one time, a program that suc-
cessively reads a numsber of files should close them as soon as 1t is through with therr,

Program: Reading o Disk Flle Sequentially

The program in Figure 17-3 reads the file created by the program in Figore 17-2 and sorted
by the DOS SORT command. Here ure the main procedures:

» ALOMAIN Calls BIOOPEN, CIOREAD, DIODISP and, if at the end. closes the Nile
and ends processing,

= B1DOPEN Uses INT 21H function 3DH ta open the file and saves the handle inadata
itemn named HANDLE,

= CI10REAL Issues INT 21H funciion 3FH, which uses the handle to read the reconds.

= DIODISP Displays the reconds and scrolls the screen. Because Enter and Line Feed
characters already fallow each record, the program does not have to advance the cur-
sor when displaying records.

USING FILE HANDLES FOR RANDOM PROCESSING

The preceding dhscussion on processing disk files sequentially is adequate for creating a
file, for printing its contents, and for making changes to small fiies. Some applications,
however, involve accessing a particular record on a fite, snch zs information from a few em-
ployees or inventory parts.

To update a file with new data, a program that is restricted to sequential processing
may have to read every record in the file up to the one that is required. For example, to ac-
cess the 300th record ina file, sequentiail processing could involve reading through the pre-
ceding 299 records before delivering the 300th (although the system could begin at a
specific record numbet].

The general solution is to use random processing, in which a program can directly
access any given record in a file. Although you create a file sequentially, you may access
the records sequentially or randomly.

When & pregram first requests a record randomly, the read operation nses the direc-
tory 1o locate the sector in which the record resides, reads the entire sector from disk into a
buffer, and delivers the required record to the program.

En the next example, records are 128 bytes long and four ta a sector. A request for
random record nomber 21 causes the following four records ta be read from the sector
into the buffer:

record 20 record #21 I racord #&2 l recard #23

When the program requests the next recerd randomly, such as number 23, the operation first
checks the buffer. Because the record is already there, it is transferred directly to the
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TITLE ARX7RIFIL (EBXE)
.MODEL SMALL
.STACE &4
-DATA

ENTFCDE ]} [#1]

HANDLE oW ?

[OAREA o) 32 DBt ')

OFPENNEG OB
DATHNAM oH
READMIS juics
ROW DB

A1OMATH PROC
MOV
MOow
MO
MO
CALL
CALL
TALT
CMF
JNZ
AIZOLOOP :
CALEL
CHE
JHE
CALL
JHE
ABY - MOV
MOV
INT
A9 MOV
INT
AlOMAIN ENDVP

1

Bl QOTEN PRI
MO
M
LEA
INT
JC
MY
JMF
B20:
MY
LEA
CALL
Bob: HET
BLOOPEN ENLDP

’

{1 CREAT rROC
M
MOV
MO
LEA
INT
Jo

Figure 17-3a

lddd Cpen &FrOX

Chap. 17

Fead digk reccrde seguentially

JEnd process indicakor

saxe:, DM, TOAH

'F:\HAMEFILE_SRT"' . 0
14w+ Read errar ATv*', ODH, OARH

ad

FAR

AX, adata
DG, AX

ES, AKX

AX, D600
D1OSCR
G2ZOCURS
B1DOFEN
ENDCDE, 0D
ASD

C1OREAD
ENDCDE, 80
AAD
D10hI1sSe
AIAOLODE
A, 3EH
EX, HANDLE
21H

AX . 4C00H
Z1H

Cpean file:
NEAFE
AH,3DH

AL, %0

PX, PATHNAM
21H

BID
HANDLE, AN
Ba0

ENDCDE,J1
DI . CFENMSG
X10ERE

CODE

Inicialize

geqment
reglgters

iClmar ecreern
;Seb cursox

iOpen £file
iValid spen?
;o ono, =xit

;Read disk record
;Normal read?

; nm,  exit

; yes, display name.
;  &ontinue

;Requeat aloae file

;End processing

; Requeat open
;Hormal file

rBrror?
; no, save handle,
;  return

;o yea,
; diaplay
;  error medsage

Aead dimk recoxs:

NEAR

AN, 3FH
BK, HANDLE
CK.,3z2

0K, LOAREA
ZLH

C2i

;Requaat read

;30 for nams, 2 for CR/LF

:Prrcr on read?

Reading Reconds Sequentiatly
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I15

;End cE file¥

JEOF markayy
;o yha, axit

H o .
;  invalid read

jForce end

;Requeat display
;8et handle
; and length

;Bottom of gorment

; vyes, Lbypaes

; e, increment Fow

;8ceroll
;5at curpor

;AX sat oo entry
iSet color

;Eequent Ecroll

jRequast Eet
H CUrasr
;oW

; column

J0X containe addrean
;Handl= for acresn

; Length

; of mesasge

CMP AX, 0O
JE £30
CMEP IOARRER, 1AH
JE can
JMF 80
c20:
LEA DX, READMSG
CALL XI10ERR
CAak; MO ENDCDE, 31
Cad: rET '
1 OREAD ENDE
H Diaplay name:
OD10pISP FROC HEAR
MO AH.40H
Mo BX.01
MOV CH, 32
LEA D%, TORREA
INT 21H
P ROMF . 20
JAE [#]- D]
IWC ROV
JMEP 0an
DA
Mo AX, 0501H
CALL Q105CH
CALL Q20CIRS
090 RET
DODISE ENDP
: Scrnll screen:
DLO0BCR PROC NEAR
MOV EH.1EH
MO CX, 9000
MOy DX, 184FH
INT 10H
RET
G1USCR EMDP
F SwE curaoy:
G20CURS BPROC HEAR
MO AH, 02H
ity BH, DD
OV DH, ROW
MOV OL, G0
INT 1CH
RET
Q2 OCURS ENDF
i Diegplay diak error message:
X10EER PROC HELAR
Moy AH, 40H
MOy BX, o1
MOV CX, 20
IWT 21H
RET
X1 0ERR ENTIP
ENT ALOMATM

Figure 17-3 Reading Records Sequentizlly
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program. If the program requests a record number that is not in the boffer, the operation
uses the directory to locale the sector containing the record, reads the entire sector inlo the
buffer, and delivers the record to the program. in this case, requesting random record num-
hers that are close wgether in the file results in fewer disk acoesses.

INT 21H Funclion 42H: Move File Pointer

The open operation initializes the file pointer wo zero, and subseguent sequertial reads amd
writes increment it for each record processed. You can vsge function 42H (Move File Pointer)
to set the file pointer anywhere within a file and then use other services for random retneval
ot updating of records.

Tc request function 42H, set the file handle in the BX and the required offset as bytes
in the CX:DX. For an otfset up to 65,535 bytes, set zere in the CX and the offset value in
the DX. Also, set a method code in the AL that tells the operation the point from which 10
take the offset:

(X! Take the offset from the start of the file.

01 Take the aoffset from the cument location of the file pointer,
which could be anywhere within the file, including at the
start.

02 Take the offset from the end-of-file. You can use this method
code for adding records to the end-of-file. Or you can
determine the file sizz by clearing the CX:DX to zeto and using
method code 02.

The tollowing example moves the pointer 1,024 bytes from the start of a file:

MOy AH, 424 :Request move painter
MY AL, 00 : to start of file

MOW  BX,HANDLE1 ;5etr file handle

My OX, 00 iUpper partton of offset
MOy DX, 1024 iLowar portion of offsetr
INT 21H ;Call dntertupt service
1 error ;Special action if error

A valid operation clears the carry flag and delivers the new pointer location in the DX:AX.
You may then perform a read or write operation for random processing. An invalid operation
sets the carry flag and retums in the AX code 01 {invalid methed code) or 06 {invalid handle). -

Progrom: Reading a Disk Fle Rundomly

The program in Figure 17-4 reads the file created in Figore 17-2. By keying in & relative
record number that is within the bounds of the file, a user can request any record in the file
1o be displayed on the screen. If the file contains 24 records, then valid record numbers are
01 through 24. A nuraber entered from the keyboard is in ASC1I format and in this case
should be only one or two digits.
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Femad d.gk records randomly

TITLE A1TRDRAN {EXE]
.MODEL.  SMALL
JSTACE 64
.CATHR

HANTILE Dy T

RECINDY OW 7

ERRCLE TH Jul4]

FRCMET LB
IGAREA LB
PATHNANM DB
OPFENMSG 0B
REATMSC be
ROW TB
COL DB

RECDEAR LABEL
MAXLEN DB
ACTLEM e
RECTNG DB

_ 388

AlJMATHN PROC
WO
Mo
MR
wons
CALL
CALL
CALL

JHA

A3 :
JHP
RS Moy
INT

Al1OMAIN EHDE

r

PRCGC
MO
MO
LEA
INT
JeC
MRS
RET

i
B10QFEN

'Record number?
i2 DUP{" 't

;File handle
iRecord index
rRead error indicacor

DMek record area

'FA\HAMEFILE.SRT',Q

rawr OpEM BXror vwd !l
lavk Read arroar wwt!

ad
g

BYTE

3

-

3 puplt ')

FAR

AX, @data
D8, AX

EZ, AX

AX, 0e00H
J10SCRN
QEOCTURS
B1OOPENR
ERRCDE, 09
A3

C1GRECH
RCTLEN, O
SO

D1 GREAD
ERRCDE, 00
330
E10DISE

A2 OLOOE
BX, aCO0H
41H

Jpen file:
HEAR

MEH . 3DH

AL, 040

DX, PRTHHAM
21H

B20O
HRHLLE, AR

ODH, OAH
CDH, OAH

;Irput parameter list:

; maximum length
; actual length
; reacord number

iInitializm

;  pegment
; Teqistera

JClmay AoreEwn
;9mt oursor

jOpen file
;Walid capent?
; T, mxit

;Request record #
ANy more requeste?

7 mo. exit

jRead digk record
sHermal raad’?

i Tw, bypasa

; yes, diaplay name,

7 continue
1BEnd proceseing

(Requeest opan
rHormal Eile

iErrart
; nn, save handls

Figure 17-da Reading a Disk File Randomly
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hz0:

B1O0OPEN

i

élDREEN

Cdb:

C3d:

caf.

C1O0RECH

ﬁlﬂREAD

D23

MoV
LEA
CRLL

EMNDF

XOR
MoV
JMP

MoV
MoV

AND
DEC

ZHL
MOV

CALL
RET
ENDFP

PROC

MOV

Disk Storage I; Writing and Reading Files

ERRCDE, 31 ;i YER,

DX, QPEMMS3E digplay

X10ERR eYroy HBeafags

Get record oumber:

NEAR

AH. 4AUH ;Regqueat diaplay promp
B, 1 ;File handle

CX. 15 ;15 characters

DX, PROUMPT

21H

AH, OAH ;Request input

DX, RECEF AR F of record number
2IH

ACTLEM, 01 ;Check length C, 1, 2
40 jLangeh O, teyminate
it

AH,AH ;Length 1

AL, RECCOHND

c3an

AH, RECIND ;Length 2

AL, RECTNO+1

&Y. DFOFH ;Clmar ASCII 3E
;Convert to kinary

AL iAdjuar (lst racord i:

AL, 05 iMuleiply by 16

RECINDE, AX jSave index

oL, 20

QEDCURS

fead disk record randomly:

WZAR
A1, 42ZH ;Request et file poil
AL, D4 ; to gtavt of file
Bi,HANDLE 1File hapdle
o, on ;Upper pertion of off:
DX, RECINDX ;Lower porvien of otf:
21H
L2a ;Error condiklon?

; wes, hypass
AH, 3FH rhequest read
BYX, HANDLE
CX, 32 ;30 for pama, 2 For O
¥, IOAREA
21H
020 ;BError on read?
IOAREA, 1aH :EOF markerT?
[1X84] ; yes, exit
noQ
¥, REATMSG ;Invalid read
X19ERR ;Dimplay mearage

Figure 17-4b Reading a Disk File Randormly

The program is organized as follows:

Chap. 17

« AIOMAIN Calls B10OPEN, C10RECN, DIOREAD, and E1GDESP; ends when the
user has no more requests.
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D30
08a:
L1OREAD

E1ODTSP

BESD:
E1ODISP

r

aIUSCRH

213S8CRN

i
L2DoTRa

Q20CTRI

X10ERR

X10EFR

MO
EET
ERDF

PROC
Mo
MOV
MOV
LEM
INT
[, i
TMP
JRE
INC
JHEP

How
CALL
CALL
RET
ENDF

PROC

MO
WOV
INT
RET
ENDPE

RET
ENDE

FROC
OV
MO
MO
INT
InC
RET
ENDE
END

ERRCDE, 01

Diaplay name:

AX ., 0801H
Q1DSCEN
QZOCURS

Scrcll scresan:

BH, 1EH
X, 1000
DX, 184FH
10H

S@F SUYACIK

AH, 02
BH, 00
OH, ROW
DL, COL
10H

;Foroe end

;REequest dieplay
;5et hendle
; and length

;Clear =olemn
;Bobtom of Bcreen?

i wes, bypasas

; na, Lncrement row

iScrall
i5et cursor

(AN el On EOLIY
;5et color

jRaquast scroll

;Regumst Bt
; Cursor

; row

7 cglumn

Pisplay disk errcor meggags:

HERE
AM,40H
BY,01
X, 20
21H
oln ]

A10MAIN

;DX containe addreas
iHandle

;Length

;. of message

Figure 17-4¢  Reading a Disk File Random.y

« B10OPEN Opens the file and gets the file handle.
« C10RECN Accepts a recerd number from the keyboard and checks its length in the

parameter list. There are three possible lengths:

00 End of processing requested

01  Ome-digit request, stored in the AL

2  Two-tigit request, stored in the AX B
The procedure has to convert the ASCIE number o binary. Because the nurpher isin !he
AX, the AAD instruction works well for this purpose. The system recogmzes locution

313
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(} as the begintung of a fle. The program deducts 1 from the actual ovmber (so that a
user request, for example, for record | becomes record 0}, multiplies the value by 16
{the length of records in the file), and stores (he resolt in a field called RECINDX.
For example, if the entered number 1= ASCII 12, the AX would contain 3132,

An AND instrection converts this valoe o 0102, AAD further converts it to (O0C
(12}, and. SHL effectively multiplies the number by 16 to get CO (192). An improve-
ment would be for the procedure o validate the input number ((1-24).

« DIOREAD Uses fimction 42H and the relative record location from RECINDX to set
the file pointer and issves Fonction 3FH ta deliver the required record to the program
in [QAREA.

= E1ODISP Displays the relricved recond.

PROGRAM: PROCESSING AN ASCII FILE

The preceding examples created files and read them, but you may also want Ip process
ASCTI files created by an editor or word processing program. You need to know the onra-
nization of the directory and FAT and the way in which the system stores data in a sector.
The data in an _ASM file, for example, is stored cxactly the way yoo key it in, inchuding the
characters for Tab (08H). Enter (ODH), and Line Feed (3AH). To conserve disk space, the
spaces thal appear on the screen immediately preceding a Tab character or spaces on a line
ta the right of an Enter character arc not stored. The following illusirates an instruction as
entered from a keyboard,

<Tab=MOY<Tab=AH, (9 <Enter>
The hex representztion for this ASCIT data would be
094D4F 56054 14820 30390004

where 9H is Tab, 0DH 15 Enter, and OAH is Line Feed. When an editor ar word process-
ing program reads the file, the Tab, Enter, and Line Feed characters autematically adjust the
cursor on the screen.

Let's pow examine the program in Figure 17-5, which reads and displays the file
A 17TRDFIL.ASM (from Figure 17-3), one seclor at 4 time. The program performs much the
same functions as DS TYPE, where each line displays everything up to the EntcrfLine
Feed characters.

« A10MAIN Calls BIOOPEN, CIOREAD to read the first sector, and D1OXFER, and
closes the file at the end.

+ B1OOPEN Opens the file, saves the file handle, and determines the size of the tile
(based on the low-order portion of the file size in the AX).

» CI0READ Reads a full sector of data into SECTOR.,

» D10XFER Transfers data from the sector 1o a display line, calls EIODISP to display
it, calls C1OREAD for the next sector, and continues processing until reaching the end
of the file.
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TITLE AlTRDASC (EXE] Readfdisplay an ASCILI file
.MCDZL SMATLL
. EThCY 54
.DATA
TISARER DE 120 DJUE.' '} ;Nigplay area
ENDCDE CW oa ;End proceass indicater
FILESIZEE LW o ;File aize (low-ordaer)
HANLDLE CwW ¥} ;File handle
OFEMMI: LB '*44 Open mrror R
PATHNAM ] '"FLWAZOPRTAR ASM! | 0
ROMW CgB o
SECTCE B 512 DUFr" ] ;InpuL area
CCDE
ALOHMATH PROC FAR iMaln procedure
MOV AX.@data ;Initialize
MOV DS . AX ; gegment
MOV ES,AX ;  reglsters
MO A DELOH
CALL (H98CR ;Clear acreen
CAT, Q20CTRS JSeL cursor
ChTT, B1G3SFEN ;O0pen Eile
CMP ENTKTDE, 00 :¥alid open?
JHE FA L ;  #am,  exit
TALL C1MREAD ;Yez, read 18t disgk agctor
cMP ERDCOE, 40 ;End-file, oo daca?
JE F. T i yes, Bxit
CALL DIOXFER iDiaplay/read
AHY:
MO AH,3EH ;Ragquesat close Iile
Mo - BX HANDLE
KT 23N
MOV AX . 4C0DOH ;End processing
INT 21

A1OMRIN ENDF
; Opan disk file:

élﬂCPEH FROC HEAR

Moy AN, IDH ;Request open
MO al, 0o rRmad only
LEA DX, FPATHRAM
INT 211
JHC B2t ;Teat carry [lag.
CALL X13ERR ; error if aowmt
RET

B20: MOV HMRNDLE, AX ; Bave handle
MR AH,42H ;Reguest get pointar
MOV AL, Q2 ; to end of file
Mo EX, HANTILE ;. ba datarmine
Mo CX, 0 ; File mize
(Ll nx,cx ;
INT Z1H
MOov FILESTZE, X ;8ave aize {(low-order)
MOV AH,42H tReger file poin;er
MOV AL,OD . ; to gtart of file
MO DX, CX :
INT 21H
RET

B10OPEN EHDF

Figure 17-5a HReading ar ASCl File



ClORERD

CLORERD

. 0XFER

DI0:
D30

CED:
D90
[l OXFER

H1ODISE

FROC

MoV
LEA
INT
Moy
HET
ENDE

PROC
CRD
LEA

LEA
CMF
JRE
CALL
ZHE

LEA

LEA
CHE
JB
Moy
CALL
LER

LODSE
STOSE
LET
JZ
TME

CALL
JHP
CALL

ERTIE

PROC
Moy
[l
LEA
NEG
ALD
LEA
INT
w1
JRE
INC
JHE

Disk Storage H: Writing and Reading Filas

Read diak secror:

X, 512
DX, SECTOR
I1iH
ENDCDE, AX

jRecueat read

;Device
;Length
;Buffer

:8ave status

Transfer data to digplay line:

HEAR

51, SECTOR
OI,DNSARER

OX, SECTOR+512
S1.0X

D449

C1QREAD
ENL¥EE, QD
-]
5I,3ECTOR

DX, DTSARER+8D
DI, 0%

os0
[DT] ., om0sH
E1QDTER

1, DISARER

FILESIZE
oao

AL, QAH
D3n
E10D15FP
D20
E10DISE

Dieplay Lline:
KEAR
AH,40H

EX, 01

R, DISARER
oH

cx,. bl

DX, O-2AREA
21H

ROW, 22

B2l

ROW

EZ0O

;8mt lefr-rto-right

1End of

;End af

i

iBed of

¢

¢

i [311]

no,
yea,

Yes.,

r

yea,

sector?
bypaez
road nexk
fila?
exit

DISAREART
DYRAES
et CRSLF,

and display

to AL,
tAL to DI},

1M 81
INC EI

tAll chars processed?

r

yad,

exit

sLine feed?

‘

4

e,
yeda,

loop
digplay

Digpigay last line

;Request display

rHandle

ifalenlace
length of

r
r

litne

;Botbam of acreen?

i

no,

Figure 17-8b  Reading an ASCI File

exit

Chap. 17
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EZ]: MOy AX DEC1H ;Qerall
TALL QiDgCR
CALL Q2 0CURS

E93: RET

E1IDISF ENDE

: Soroll screen:

7
QLRECR PROC NEAR ;AX set on entry

MOV EH. 1EE ;Eer color atkribute
MO CX, 0000 r3croll

MOV DX, 1B4FH

INT 1GH

RET

C115CR ENDF

i Sakf ouraors

C20CIRS DR HEAR
MO AH . 0O2H ; Request ast
MOV BH. 00 {  cursar
Moy LDH, RCH
MO BL, O
INT 10H

{20CURE ENDP
7 DMzplay disk error mesaage:

i
X10ERR FROC HEMAR

MOV AH,40H Request display
MY R, 0T ;Handle
[ <X, 18 ;Length
LEA LK , OQPENMEG
INT 21H
MOV EMINCDE, 01 :Brror indicatar
RET
X1GERR EWDE
END AL OMATH

Figure 17-%¢ Reading an ASCH File

The procedure transfers one byte a1 a time from SECTOR to DISAREA, where
the characters are to be displayed. Ft has to check for the end of a sector (to read an-
other sector) and the end of the display area. For conventional ASCII files. such as
.ASM files, each line is relatively short and is sure to end with Enter/Line Feed, Nan-
DASCII files. such as EXE and .0OBJ files, do not have lines, 50 the program has to
check for the end of DISAREA to avoid moving dats into the area that follows. The
program is intended to display only ASCII files, but the test for the end of DISAREA
j2 insurance against unexpected file types.

These are the steps:
1. Initialize the address of SECTOR and the address of DISAREA.
2. If at the end of SECTOR, read the next sector, If at the end-of-file, exit: other-
wise initialize the address of SECTOR.
3, If at the end of DISAREA, force an Enter/Line Feed, display the line, and ini-
tialize DNSAREA.
Get a character from SECTOR and store it in DISAREA.
If all the characters have been processed, exit.
If the character is Line Feed (CAH), dispkay the line and go 1o step 2; otherwise

go to step 3.

o
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» EIODISP Displays the data in the display line up to and including the Line Feed, Be-
cause lines in an ASCII file are in variable-lengih format, you have 1o scan for the end
of each line before displaying it. (The monitor accepts Tab characters {09H) and au-
tomatically sets the cursor on the next location evenly divisible by eight.)

Scrolling can be a problem. If you perform no special tests to determine whether
you have reached the bottom of screen, the operation ancomatizally displays new lines
vver old and, if the old line is longer, 0ld characters still appear to the right. For proper
scrolling., you have to count rows and test whether vou are at the botom of the screen.

* XI10OERR Displays a message for a disk error.

Try running this program under DEBUG with an appropriate drive number and ASCII
file. Afier each disk inpot, display the contents of the input area and see how your records
are formalted. Enhancements o this program would be to prompt a user to key in the file-
name and extension and to ust the fll DX AX for the file size.

ABSOLUTE DISK I/O

The purpose of the DOS INT 25H and 26H instructions is to enable absofire reads and
writes to process & disk directly, for example, in tacovering a damaged file. In this case, you
do not define file handles or FCBs, and you lose the convenience of directory handling and
blocking or deblocking of records that INT 21T H provides, Mote that INT 21H funetion 44H
{covered in Chapier 18) provides a similar service and has superseded INT 25H and 26H.
Because these operations treat all records as if they were the size of a sector, they
directly access 2 whole sector or bleck of sectors. Disk addressing is in terms of relative
record aumber (relative sector). To determine a relative ecord nomber on two-sided
diskettes with 9 sectors per track, count each sector from track @, sector 1, as follows:

TRAMCK  SECTOR RELATIVE RECORD NUMBER
0o 1 0 (the first sector on the disk)
0 2 1
1 i 9
1 9 17
2 9 26

A formuba for determining the relative record number on diskettes with 9 sectors is
Relative record number = (track x 93 + {sector - 13
Thus the relative record number for track 2, sector 9, is
€2 x99 +{9-1) =18 + B «~ 76

Here is the required coding for disk partitions that are less than 32 MBs:

Moy AL drived ;0 for A, 1 for B, eic.

MOV B, addr ;Address af parameter block

M)Y [¥,sectors ;Mumber of sectors to read/write
MOV  Dx,sector# ;Beginning relarive sector number

INT  25H or 26H :Absolute read or write
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gL [error] (CF is set on an error
POPF ;Fop Flags

INT 25H and 26H destroy all registers except the segment registers and vse the carry
flag to indicate a successful (0] or unsuccessful (1) operation. An unsuccessfol operation
returns one of the following nonzero codes (o the AL:

10000005 Attachment Tailed to respond

1000000  Seek operation failed

00001000 Bad CRC read on diskette

0000100 Requested sector not found

GOO00011  Attempt to write on write-protected diskette
00000010  Other error

The ENT operation pushes the flags onto the stack. Because the onginal flags are still
on the stack vpon retuming from the operation, pop them after checking the carry flag.

Since [X03 4.0, you can use INT 25H and 26H o access disk partitdons thal exceed
32 megabytes. The DX is not used, and the BX points to a 10-byte parameter block in the
following {ormat:

0OH-03H  32-bit sector number

O4H-05%H HNumber of sectors to readfwrite
D6H-0FH Offset address of buffer
03H-09H Segment address of buffer

DISK SERVICES USING FILE CONTROL BLOCKS

This section briefly covers the FCB services for creating disk files and processing them se-
quentially and randomly. These services were introduced by the first version of DO and
are still available ander all versions.

Disk processing for the FCB services involves defining a file control block (FCH)
that defines the file and a disk transfer area (DTA) that defimes reconds. You provide the sys-
tem with the DTA address for all disk /O operations. Because the FCB method does not
support file handies or path names, its use is restricted to processing files in the current di-
rectory. Also, FCB operations do not usz the error codes listed in Figure 17-1 and they do
not clear or set the camry flag to indicate success or failure. (A vanation of FCBs exist in the
program segment prefix (P5P1).

File Control Block

The FCB, which you define in the daia area, contains the following information about the filz
and its records (you initialize byves 0015 and 32-36, whereas the system sets bytes 17-31):

0 Disk drive. For most FCB operations, 00 is the default drive,
01 is drive A, 02 is drive B. and so forth.

1-8 Filenome. The name of the file, left adjusted, with trailing
blanks, sf any.
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9-11  Filengme extensien. Left adjusted if fewer than three
characters.

12-13  Current block number. A block consists of 128 records.
Read/write aperations vse the curent biock number and current
record number (dyte 32) to locate a patticular record. The
number is relative 10 the beginning of the file, where the
first block is (), the second = 1, and so forth.

14-15 Logical record size. An open operation initializes the
racord size 1o 128 (BOH), although yoo may change it o ypur
own required record size.

16~19  File size. The file size from the directory, which your
program may read, but should not change.

2021 Dare. The daie from the directory, when the file was created
or last updated.

22-31 Reserved, not available to the program.

32 Current record nuniber, The curment record number {0-127)
within the current block (see bytes 12-13). The system uses
the current block and tecord to \ocate records in the file.

33-36 Relative record number. For random read/write, this entry
must contain a relative record nuaber. Becanse of the limit on
the maximum file stze (t 073,741,824 hytes), a file with &
short record size can comain more records and may have a
higher maximuen relative record number than a file with a longer
record size. If the record size is greater than 64, byte 36
contains J0H.

Preceding the FCB is an optional 7-byte extension, which you may use for process-
ing files with special attributes. To use the extension, code the first byte with FFH, the sec-
ond byte with the file attribute, and the remaining 5 byles with hex zeros.

Using FCBs To Create Disk Flles

A program using these disk services defines an FCB for each file referenced. Disk opera-
tions require the address of the FCB in the DX register and use this address to zccess fields
within the FCB. Operations include create file, set disk transfer area {DTA), write record,
and close file,

INT 21H function 15H: crecteMe.  On initialization, a progeam uses INT 21 H func-
tion 16H to create a new FCB file:

MY  AH, 164 ;Reguest cCreate
LEA DX FCBEnane ;1 FER disk File
INT Z1H ;Call fnterrupt service

The operation searches the directory for a filename that matches the entry in the FCB.
one is found, it renses the space in the directory and, if none is found, it searches for a va-
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cunt entry, The operation then initializes the lile size w0 zero and opens the file. The open
step checks for available disk space and sets one of the following return codes in the AL:
{OOH = space is available; FFH = no space 15 available. Open also initializes the FCB cur-
rent block number to zero and sets a default value in the FCB record size of 128 (BOH) byres,
Before writing a record, you may override these defanlts with your own values.

The disk transier area.  The disk transfer arca (DTA) identifies the location where
you store records for writing on disk. Because the FCB conlains the record size, the DTA
does not require a delimiter to indicate the cnd of the record. Only one DTA may be active
at any time. Use function 1AH o supply the system with the address of the DTA:

MY AH, 1AH ;Reguast set address
LEA DX, ,DThname + of DTA
INT Z1H ;Cal1l interrupt service

If a program processes only one disk file, it noeds 0 initialize the DTA only once ror
its entire execution. For processing more than one file, it most initialize the approprinie
DTA immeadiamely before each readfwrite.

INT 21H tunction 15H: write record.  To write a disk record sequentially under ihe
FCB method, use function '3H:

MOV AH,15H ;Request write FCB recerd
LEA DX, FCBrame : saguentially
INT 22H :Call dnterrupt seryice

The write operation uses the informaticn in the FCB and the address of the current DTA.Tf
the record is the size of a sector, the operation writes il Otherwise, the aperation fillsrecords
into a buffer area that is the length of a secror and writes 1he boffer when it s full. For ex-
ample, 1f each record is 128 bytes long, the operation fills the buffer with 4 reoords
4 % 128 = 512) and then wnites the buffer into an entire disk sector.

A successful write operation adds the record size to the file size field and incre-
ments the curtent record number by 1. When Lhe current record number exceeds 127. the
pperation clears it to 0 and increments the cwrrent block number. The operation returns a
code in the AL: 00H = write was successful; 01H = disk is full; 02H = DTA s too smail
for the record.

iNT 21H function 10H; close fle.  When finished writing records, you may write
an end-of-file marker { LAH in the first byte of a special Jast record), and then use [unction
10H w close the file:

MOY A, 10H iRequest ¢lose the
LEA DX, FCBnamsa ; FCR file
INT Z1H ;Calt dinterrupt sarvice

The close operation writes on disk any partial data sull in the disk bufter, updates the di-
reciory with the date and file sizz, and retoms a code to the AL: QO0H = close was SUCCCSRS-
ful: FFH = file was not in the cormmect location in the directory. perhaps cansed by a user
changing a diskette.
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Using FCEs For Sequential Reading of Disk Files

A progream that reads & disk fle defines the FCB exactly like the one used 1o create the file,
Sequential read operations include cpen file, set DTA, read record, and close file.

INT 2tH funcHon OFH: Cpen file. Furnction {FH opens a file for input;

M AH, OFH ;Reguest open
LEA DX, FCBname 7 the FCB f{le
INT 21H iCall inmterrupt service

The open operatien checks that the directory contains an entry with the filename and ex-
tension defined in the FCB. If the entry is nol in the directory. the operation retaoms FRH in
the AL, If the entry is present. the operation returns OCH in the AL and sets the actual file
size, date, current block number (0}, and record size (30H) in the FCB. You may subse-
quenmly override this record size.

The disk trongler areq.  The DTA defines an arza for receiving input records, in the
same format used to create the file. Use function 1 AH to set the address of the DTA., as you
do for creating the 'fila.

INT 21H functon 14H: read record.  Use funcliom 14H o read an FCB disk record
sequentiatly:

MY .ﬁH,laiH ;Reguest read FCE record
LEA DX,FCBname ; sequentially
INT 21H :Call interrupt service

The operation retumns a code in the AL: 00 = successful read; 01 = end of file, o> data was
read; 02 = DTA is too small; 03 = end of file, record was read partially and filled out with ze-
ros. A successful read operation uses the information in the FCB o deliver the disk record, be-
ginning at the addresx of the DTA. Ar attempt to read past the last record of the file causes the
operation to signal an cnd-of-file condition that sets the AL to 01H, for which you should test.

Using FCBs for Randeom Processing

The requirements for random processing involve inserting lhe required record number in
the relative record field (bytes 33-36) and issuing a random read/write command. To locate
a record randomly, the system converts the relative record number to he current block
{bytes 12-13) and current record (byle 32).

INT 21H function 21H: read record randomly.  The open operation and setting of
the DTA are the same for both random and sequential processing. For example, for a pro-
gram that is to read relative record number 05 randomly, insert OS000000H in the relative
record number and request function 21H:

M AH, 21H ;Regquest FCB
LEA D FCBnawe : raydom read
INT 21H ;:Call interrupt service
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The operation returns a code in the AL: (0 = successful read; 01 = end of file, no more
data available; 02 = DTA too small; 03 = record has been partially tead and filled out with
7erni. A successtul operation converts relative record number to current block and record,
uses this value to locate the required disk record, and delivers it to the DTA. A fuulty re-

sponse can be caused by an invalid relative record number or an incorrect address in the
CTA or FCB.

INT 21H function 22H: write record randomiy.  The create operation and setting
of the DTA are the same for both random and sequoential processing. With relative record
number initialized in the FCB, use function 22H to write a record randomly:

MOV AH 224 ;Request FCB random
LEA DX, FCBname ;. wWrite
IMT 21H :Call interrupt service

The operation returns a code in the AL: (X = successiul write; 01 = disk full: 02 = T¥TA
tou small

Rondom Biock Processing

If 2 program has sufficient space, one randoim block nperation can write an entire [ile from
the DTA onto disk or can read the entire file from disk into the DTA. You first open the file
and initialize the DTA. Yoo may then begin processing wilth any valid relative record num-
bet and any number of records, although the block must be within the file’s range of records.

INT 21H fanction 28H: write block randomly.  Use {unction 28H for a random
block wiite of an FCB file:

MOY  AH, 23H rRequest FCB random block write
MOy Ox racords :5et number of records

LEA D¥,FlBrame ;Adddress of FCB

INT 21H iCall interrupt service

The operation convers the elative record number o the current Block and recurd, which it
uses to determine the starting disk location ard retumns a code in the AL: 00 = successful
write of all records: {11 = no records written because of insufficient disk space; 02 = DTA
oo smatl. A valid eperation sets the relative record, current block, and current record for
the next record number.

INT 21H Funchon 27H: read block randomly.  Use funciion 27H for a random
block read of an FCE file:

MOy AH,27H ‘flequest FCE random block read
MOy CX, records ‘Initialize number of records
LEA DX, FCEname :hddress of FCEB

INT 23H ‘Call interrupt service

The operatien retums a code in the AL: 00 = successiul read of all records; 01 = has read
to end of file, last record is complete; 02 = DTA too small, read not completed; 03 = end
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of {ile. has read apartial recond. The operation stores in the OX the aciaal number of records
read and sets The relative record, current hlock, and current record for the next record.

KEY POINTS

QUESTIONS

Many of the disk services reference an ASCUHZ string that consists of a directory path
(ollowed by o byte of hex zeros,

(O grors, many of the disk functions set the carry tlag and return an error coide in
the AX.

The system maintains a file pointer for cach file that a program ix processing. The cre-
ate aril open operations set the value of the file pointer to 2ero. the file’s starting lo-
cation.

The create [unction 3CH s used prior to writing a file, und vpen [uncaon 3IDH prioy
to reading a file,

The create and open functhions retum a file handle that you wse Jor subsequent file
UCCESEING.

A program that has completed writing a file should close it so thet the system may
update the dirccrory,

A program using origina]l INT 2| H functions for disk 1O defines a file control biock
(FCP) For cach file that it accessas.

An FCB block consists of 128 reconds. The current block number, combined wiih the
current reeord number, indicates the disk record o be processed,

For an FCB. the disk transfer arca (DTA) is the location of the record that is to be
weitten or read. Initialize each DTA prior o excoution of @ readfwrite operalion.

Of the following guestions, the first 10 concemn disk operations invalving file handles, and the re-
mainder involve FCB disk operations,
17-1. What are the error return codes [or (2) invalid handle: (b} path not found; {c) write-

protected disk?

17.2. Deline &1 ASCIZ siring numed ASCPATH for a fle named PATIENT.LST on

grove D

17-3. Far the file in Question 17-2. each record contains patient number {3 chavacters),

name {20, street addaess (200, city (200, date of birth {mmddyy), M/F code, room
number (2), and bed number (2). Provide the instructiors Lo (g} define an item
natved FHANDLE fur the file handle; iby define the ficlds for the patient record;
{e) create the [ile; (d) write a record from PATNTOUT: and (g) ciose the file, En-
clnde tests for errors.

17-4. For the file in Question 17-3, code the iastructions to (a} open the fiic and (b} read

each record inro PATNTIN and display it. Complete the program and provide data
to Lest it
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17-5.

17-6.
172-7.

1i-8.

17-9.

17-10.

17-11.

17-12.

Revise the program in Figure 17-3 so that a user at & keyboard car key in a tilenume,
which the program uses o locate the file and o display its contents. Provide for any
sumber of requests and for pressing only <Enter:> 10 cause processing to end.

Uinder what circumstances should you close a file that is used only for input?

Write a program that allows a user o key in part numbers (3 characters), par de-
scriptions (12 characters), and unit prices (xxx.xx) on a terminal. The program is 1o
use file handles to create a disk tiie containing this information. Remember 10 con-
vert the price from ASCII o binary. Following is sampie input data;

fart Description Price Part Dascription Price

|023 | Assemblers  |[QQ315)F  |122}Lifters 110520
024 | Linkages 004301 | 124|Procassors 21335
| 027 | Compilers jo0525]  |127iLabelers | ODED |
| 049 | Compressaors |00%20] | 232|Bailars | 05635 |
|1l4 tExtractors (11250 |237|Grinders | 0E250|
|117 IHauters [00630| 909 | QD0 |

Write a program that displays the contents of the file created in Question 17-7. It
will have to convert the binary value for the price to ASCII format.

Using the file created in Cuestion 17-7, write a program for the following requin:-
ments: (a) Read all the records into a table in memory; (b) request a user to kevin part
number and quantity; {c) search the table for par number; (d} if the part number is
found, use the table price 1@ calculate the value of the part {quantity X price); {e) dis-
play description and calculated value. Allow any number of keyboard requests.
Revise the program in Question 17-8 so that it does randorz disk processing. Define
a tahle of the valid part numbers. Request a user to key in a part number, which the
program locates in the lable. Use the offset in the table to calculate the offset in the
file, and use INT 21H function 42H to move the file pointer. Display description
and price. Request the user o enter guantity sold; then calculate and display amount
of sale iquantity > price).

Provide the full set of instructions (MOY through INT 21H} fer the following FCB
vperations: (a) create; (b} set DTA; (c} sequential wite; (d} open; (¢} sequential read.
A program uses the record size 10 which the FCB open operation defauls. (a) How
long is this record size? (b) How many records wouid a sector contain? {¢} How
many records would a diskette contain, assuming it is ssored on four tracks with 9
sectors per teack? (d) If the file in part (¢) is being read sequentially, how many phys-
ical disk accesses will occur?
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INTRODUCTION

This chapter introduces a number of useful operations involved with the handling of disk
drives, the directory, the FAT, and disk files.
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OPERATIONS HANDLING DISK DRIVES
ODH: Reset disk drive

{EH: Select defavlt drive

19H: Get default dove

1BH, 1CH: Get drive information
IFH: Get default drive parameter block (DPB)
2EH: Setfreset disk verify

32H: et drive parameler block (DPB)
36H: Get free disk space

A400H: Get device infermation
S401H: Set device information
44H; Read contol data from drive
4405H: Wote control data to drive
4406H: Check Lonput status
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4407H: Check outpui siatus

4408 H: Determine if rtemovable media for device
4400H minor code 41H: Write disk sector
A400H muno: code 61H: Read disk sector
440DH minor code 42H: Format track

440DH minor code 46H: Ser media ID

4400H minor code 60H: Get device parameters
44)DH minor code 66H: Get media 1D

440DH minor code 68H: Sense media type
54H: Get verify state

5UH: Get extended error

OPERATICMNS HANDLING DISK FILES OPERATHINS HANDLING

THE DIRECTORY AND FAT
29H: Parse filename J9H: Create subdirectory
41H: Delete file 3AH: Remove subdirectory
43H: Gelset file atribute ABH: Change coment directory
45H, 46H: Duplicate file handle 47H: Get current directory

4EH, 4FH: Find matching file

56H: Rename file

57H: Getset file dateitime

5AH, SBH: Creale temporary/mew file

Errar codes cited in this chapter refer to the lisl in Figure 11-1.

QPERATIONS HANDLING DISK DRIVES
INT 21H Funcfion 0DH: Reset Disk Drive

Normally, closing a file causes the operation to write all remaining records and update the
directory. Under special circumstances, such as between program sSIEDPS OF o0 an erer con-
dition. a program may use function ODH to reset a disk drive:

MY AW, OGH ;Reguest reset disk
INT 21H ;Cal1l interrupt Service

The operation flushes all file boflers and resets the read/write heads to cylinder 0; it does
nol automatically close the files and returns no values.

INT 21H Function 0EH: Select Defoult Disk Drive

The main purpose of function 0EH is to select a drive as the cument default, To use i, set
the drive number in the DL, where 0 = drive &4, 1 = B, and sa forth:
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MY AH QEH ;Request set default
MOv DL ,Q3 ; drive D
INT 21H iCall interrupt service

The operation delivers the pumber of drives (al]l types, including RAM disks) 1o the AL,
Because the system reguires at least two logical drives A and B, it returns the value 02 for
a Idnve system. (Use INT 11H ior detemmining the actual momber of dnves.)

INT 21H Funclion 19H: Get Default Disk Drive
This function deterrninas the default disk drive:

MY AH, 1% ;Request default drive
INT 21M :Call intarrupt service

‘The operation retums a drive number in the AL, where O = A, | = B, and so forth. You
could move this number directly into your program for accessing a fike from the default
drive, although some disk operations assume that | = drive A and 2 = drive B.

INT 21H Function 1BH: Get informdation for Default Drive

This operation, now superseded by function 36H, retwens information about the default
drive:
M¥ AH, 1BH ;Request information re drive

INT 23H ;Call interrupt service

Because the operation changes the DS, you should PUSH it before the interrupt and POF it
after. A successful operation returns the following information:

AL  Nomber of sectors per cluster

BX Pointer (T}S;BX) to the first byte {media descriptor} in the FAT
CX  Size of the physical sector, usvally 5i2

DX  MNumber ¢f clusters on the disk

The product of the AL, CX, and DX gives the capacity of the disk. An unsuccesstul
operation returns FEH in the AL.
INT 21H Funclion 1CH: Get Information for Specific Drive

This operation, now superseded by function 36H, returns information about a specific drive.
To uwse it, insert the required drive nomber in the DL, where 0 = defanll, 1 = A, and
so forth:

Wy AH, ICH ;Request disk information
MW DL.drive :Device aumber
INT I1H +Call interrupt service

The operation is otherwise identical to function |BH.
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INT 21H Functlon 1FH: et Defoult Drive Parameter
Block (DPB)

The drive parameler block (OPB) is a data arca containing the foliowing low-level infor-
mation aboul the data stracture of the drive:

OFFSET SIIE COMTENTS

(KIH Byte Dove oumber (0 = A, eIc)

Gly Byte Logical unit for driver

02H Word  Sector sizz in byles

04H Bytz Sectors por cluster minus |

{5H Byic Sectors per cluster (power of 2)
1313 Word First relanve sector of the FAT
08H Byle Number of copies of the FAT

¥H Word  Number of rooi directory entries
OBH Word First relative sector ol ficst chuster
ODH Word  Highest cluster number plus 1

OFH Word | Sectors occupied by cach FAT

I'H Word First relative sector of the directory
13H Dword  Address of device driver

17H Byte Media descriplor

IEH Byte Access flag (0 it disk was accessed)
19H Dword  Pointer 1o next parameter block
1D Word Last allocated cluster

IFH Word  Number of free clusters

PUSH the DS before issuing this function, and POP it after returning:

FUSH DS

MO¥  AH, 1FH tRequest address of DPB
INT  21H ;Call “nterrupt service
. {access the DPB)

FOF DS

A valid operalion clears the AL and returns an address in the DS:BX that points to the IPE
for the default drive. For an error, the AL is set to FFH. See also Function 32H.

INT 21H Function 2EH: Sel/Reset Disk Write Vedification

This function allows you to verify disk write operations, thal is, whether the data was prop-
erby written. The operation sess a switch that tells the system 1o verify the disk controller’s
cyclical redundancy check (CRC), a sophisticaied form of panity checking. Loading & in
the AL sets verify off and 01 sets verify on. The switch stays sct until another operation .
changes 11. Here is an ¢xample:
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Mdv  AH,ZEH ;Request wverify (or MOW AX 2ECQIH)
WMoy al.01 ;5et verify an
INT 21H ;Call interrupt service

The operation does not relurn any valve; il simply sets a switch. The system subse-
quently responds to invalié wrilc operations. Because a disk drive rarely records data in-
comectly and the verificalion causes some delay, the cperation is most useful where
recorded data is especially critical. A related function, 54H, returns the current setting of
the verify swiich.

INT 21H Funchtion 32H: Get Drive Farameter Block {DPE)

To get the DPB, load the drive number in the DX (where U = defauli, 1 = A, ctc.). (See
function | FH: other than requesting a specific drive, this function is identical.}

INT 21H Funclion 3&6H: Get Free Disk Space

This function delivers informaticn about the space on a disk device. Touse it, Ioad the drive
number (¢ = defauit, 1 = A, 2 = B, 21.} in the DL:

My AW, 3E6H iRequest free disk space
MO BL.D ; for default drive
INT 21H ;Call interrupt service

A successful operation returns the following: AX = number of sectors per cluster:
BX = numbet of available clusters; CX = number of bytes per sector; DX = total number
of clusters on device, The product of AX, CX, and DX gives the capucity of the disk. For
an invalid device number, the operation retutns FFFFH in the AX. The operation docs not
set or clear the carry flag.

INT 21H Function 44H: 1/O Control for Devices

This elaborate service, 10CTL., compmmicales information between a progrum and an open
device. To use it, lowd a subfunction valoe in the AL (o request one of a number of actions.
A valid operation clears the carry ftag. An efror, such as invalid file handle. sels the carry
flag and returns a standard error code to the AX. The major IOCTL subtunctions {ullow.

INT 21H Funclion 4400H; Get Device Information

This operation returns information abeut a [lile or device:

MOy AX, 44004 iRequest device information
M  BX . handie :Hardle of file or device
IMT Z1H ;Call interrupt service

A valid operation clears the carry flag and returns a value in the DX, whers bit 7 = 0 rneans
that the handle indicates a fle, and bit 7 = { means a device. The other bits have this meai-
ing fur file or device:
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ALE IBit 7 — )
-5 Drivenumber (0 = A, 1= B, cic.)
L I = file nol written 1

DEVICE 1Bit 7 — 1I:

Standard console input

Standard console ontput

Mull device

Clock device

Special device

0 = ASCII miode, | = binary mode
For input, 0 = end of file returmed

o oln B e R —

An error sets the carry flag and retums code 01, 05, or 06 in the AX.

INT 21H Function 4401H: Set Device Information

This operation sets device information, as shown for function 4400H. To usz it, load 1he file
handle in the BX and ihe bit setup in the DL for bits 0-7. An error sets Lhe carry fiag and
relurns code 01, 05, 06, or 0DR in the AX,

INT 21H Function 4404H: Read Control Data from Drive

This operation reads control data rom a block-device driver (disk drive). To uwse it,; load
the drive (0 = default, 1 = A, efc.) in the BL, the number of bytes to read in the CX. and
the address of the data area in the DX. A successful operation returns to the AX the num-
ber of byles transterred. An exror sets the carty flag and refurns code 01, O3, or {yDH in
the AX.

INT 21H function 4405H:; Write Control Data to Drive

This operation writes control duta to a block-device driver. The setup is olherwise the same
as for function 4404H.

INT 21H Function 4406H: Check Input Status

This service checks whelher a file or device is ready for input. To use it, Joad the handle in
the BX. A valid operation returns one of the [ollowing codes in the AL:

« Device:  (KH = not ready or FFH = ready
« Fle, O0H = BOF reached or FFH = EOF not reached

An error sets the carry flag and retums cede 01, 05, or 06 in the AX.
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INT 21H Function 4407H; Check Oulput Stotus

This service determines whether a file or device is ready for owtput. A valid operation ro-
turns one of the lollowing codes iy the AL:

« Device: MH = nut ready or FFH = ready
« File: (0H = ready or FFH = ready

An error sets the carry lag and returns code 1, 03, or 06 in the AX.

INT 21H Funclion 4408H: Defermine If Rermovable
Media for Device

This senice determines whether the device contains removable media, such as diskede. To
use it. boud the BL with the drive number (0 = defanh, 1 = A, ete). A valid operation clears
the carry flag and returns one of the following codes in the AX: 00H = removable device
or01H = hacd device. An error sels the carry Tug and returns code G or OFH {invalid drive
number) in the AX_

INT 21H Funcilon 440DH, Minor Code 41H: Write Disk Sactor

This operation writes data from a boffer 1o one or more sectors on disk. To use it, load these
registars:

MOV AX, 4400H ;Request write disk sector

MOy  BX drive ;0rive (0 = default, 1 = A, €tcC.)
Moy CH,O8H Device category = OSH

MOy CL,41H :Minor code = write track

LEA DX, devblock ;Address of device block

INT Z1H :£all interrupt service

The address relurned in the DX points to a device Block with the following format.

devblock LABEL 8YTE (Device block:

specfune DB O + Special funcrions {zero)

rwhead W head : Read/write head

rwcyl Dl cylinder + [ylinder

rwsectl DWW sector ;o Starting sectar

resects DM nuember ;  Number of sectors

rebuffr W  buffer 1 Dffset address of buffer
W SEL _DATA : bAddress of data segment

The eniry numed rwbutfr provides the address of the butter in segment:ofiset (DS.DX) for-
mat. stored in reverse-word seguence, The SEG operator indicates the defirition of a seg-
menl, 11 this case the data segment, _DATA. The buller identifies the data area o be wnillen
and should be the Jength of the sumber of sectors % 312, suchas

WRBUFFER DB 1Cz4 DUF (73 ;Output buffer

A successtul operation clears the carry flug and writes the data. Otherwise, the
aperation sats the carry flag and retums error code 01, 02, or 05 in the AX.
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INT 21H Function 440DH, Minor Code 42H: Fermat Track

Tor wse this function o format tracks, set these registers:

MOV AX | 440DH rRequest format track

MOV BX drive irive (0 = defeoit, 1 = A, et
MY CH 08 iDevice category {O8)

MOy CE,42H sMinor code = format track

LEA OX,block ;hddress of block (D5:0DX3

INT  21H :Call intarrupt service

The address retumed in the DX points 1o a block with ihe fallowing format:

Blkname LABEL EYTE ;isk infarmation block:
specfun D3 [: ; Special Function, code [
diskhd D 7 ; Disk head

cylindr Dl 7  Cylinder

tracks OW 7 : Mumber of tracks

A successful operation ciears the carry flag and formats the tracks. Otherwise, the apera-
tion sets the carry Nag and returns ermor cede 01, 02, or 05 in the AX.

INT 21H Function 440DH, Minor Code 44H: Set Media ID

For using this function to set the media [D, set these regisiers:

My a3, 4400H ;Request set media ID

M BX, drive ;0rive {0 = default, 1 = A, etc.}
M3 [CH, 08 :Device category [DBE)

Mo CL, 46F iMinar code = set med'a ID

LEA [¥.block raddress ¢ bloack (D%:DX)

INT 21H iCall interrupt service

The address returned in the DX points 10 a med.a block with the following format:

bikname LAEEL BYTE iMedia block:

infoley DM i} i Information level = O
serialy DO T r Serial asumber

voplahel DE 11 DUF (73 ; Wolume "abel

filetyns DE & DUF (7] ; Type of FAT

The field named filctyp contains the ASCIE value FAT12 or FAT16, with trailing blanks. A
succassful operalion clears the carry flag and sets the 1D. Otherwise, the uperation sets the
carry flag and retamns error code 01, 02, or 05 in the AX. {See also funciion 440DH, minor
code 66H.

INT 21H Functlon 440DH, Minor Code 40H:
Get Device Parameters

For using this function to ger device parameters, set these registets.

MY AX | A40DH fequest get deyice parameters
MOY BN, drive :0rive (0 = default, 1 = A, etc.)
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WMOW  CH, D :Device category (O]

Moy CL, 60H iMinor code -« get parameters
LEA OX,block sAaddress af block (D5:0X)
INT Z1H 1Call dnterrupt service

The address returned in the DX points tc a device parameter block (DPB} with the follow-
ing format:

specfun LB 7 Special functions (0 cr 1)
gavtype 08 7 (Device type

devattr W 7 iDevice attribute

cylindr Dw 7 ‘Humber of cylinders

medityp DB 7 Media type

bytesec DW 7 ;Bytes per sector

secclus DB 7 (Sectors per cluster

ressect [W 7 iNumber of reservéd sectors

fats e 7 iNumber of FATs

rootent W 7 iHumber of root directory entries
sectors W 7 1 Total number of sectars

mediads DB 7 iMadia descripror

fatsecs DW 7 ;Nunher of szctors par FAT
sectrak W T ;Sectors per track

heads w7 ;Mumber of heads

hidsect DD 7 ;Humber of hidden sectors

axsects DO 7 :Number of sectors if sectors fie'd = O

If the field named specfun is 0, the information is about the default medium in the doave; if
1, the information 1% about the cument medium. & successful operation clears the carmy flag
and delivers the data. Otherwise, the operation sets the carry flag and retums error code 01,
02, ot 05 in the AX.

INT 21H Funcfion 440DH, Minor Code 61H: Read Disk Sector

This operation reads data frem one or more sectors on disk to a buffer. To use i, set the
CL with minor code 61H, otherwise, technical details for the pperation are identical to
those for minoer code 41TH, which writes sectors. Figure 18-1, covered later, illustrates
the Tunciion.

INT 21H Funciion 440DH, Minar Code &6H: Get Media ID

For using this function to et the media ID, sel these registers:

MoV AX, 4400H :Reguest media ID

MOy BX.drive prive (0 = default, 1 = A, &ti.)
MOy CH, D8 :Device category (03

MOy  CL,66H :Minor code = get madia ID

LEA DX,.block ‘Address of block (RS:DK)

INT 21H i£all interrupt service

The address returned in the DX points to a media block:
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Blkname LABEL BYTE iMedia hlock:

infolev Dw 4] ; Information level = 0
sarialn DD ? ; Seriz]l number
volabel DB 11 DUR 72 ; ¥olume labal

filetyp OB B OUP 7} ; Tyxe of FAT

A successful operation clears the carry flag and sets the 1D, The field named filetyp con-
tains the ASCII value FAT12 or FAT16, with trailing blanks. Otherwise, the operation sets
the carry flag and retemns error code 001, 02, or 03 in the AX. (See also function 440DH, mi-
nor code 46H.)

INT 21H Function 4400H, Minor Code 68H:
Sermse Media Type

To use this function to request the media type, set these registers:

MO AN 440DH ;Reguest media type

MV BX. drive ;Defve (0 = default, 1 = A, etc.d
MOy CH, 08 :Device category [08)

MOV CL,58H iMinor code = get media type

LEA DX, block ;Address of block (D5:0%)

INT 21H :Call interrupt sarvice

The address returned in the DX points w a 2-byte media block 1o receive data:

default DB 7 ;01 for default value, 02 for other
medatyp DB 7 102 = FIOK, UF = 1.44MB, (9 = 2 SEME

A successful operation clears the carry flag and sets the type. Otherwise, the operation sels
the camry flag and retums error code 01 or 05 in the AX.

Other OCTL operations for function 44H, nol covered here, are concerned with
file sharing.

INT 21H Function 54H: Get Verfy State

This service can determine the status of the disk write-verify flag. (See function 2EH for
setting the switch.) The operation returns (0H to the AL for verify off or 01 H for verify on.
There is ne error condition.

INT 21 H Function 59H: Get Extended Enor

This operation provides additional informatiom about errors after execution of INT 211 ser-
vices that set the carry Nlag, FCB services that return FFH, and INT 24H error handlers. The
operation retarns the tollowing:

A¥ = Exterded error ode BL = Suggestad action
BH = Error class CH = Location

Also, the operation clears the carry flag and—watch for this-—destroys the contents of the
CL, DI, D8, DX, ES, and S] registers. PUSH al! required registers prior to this intermpt.
and POP them afterward. The following sections explain the errors:
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Extended eror cade (AX). Retumns some $0 or more eror codes: code 00 means
that the previous INT 21H operation resulted i no error.

Enror

01H
02H

(3H
04H
(15H
U6H
07H
8H
(uH
0AH
OBH
WCH
OnH

class (BH).  Provides the following information;

Out of resource, such as storage channel

Temporary situation {not an error), such as a locked file
condition that should go away

Lack of proper authorization

Syshem software error, not this program
Hardware failure

Senious system crror, not this program

Error in this program. such as inconsisient reguest
Requested item not found

Improper Gle or disk formart

File or itern is locked

Llisk error, such as CRC error or wrong disk
Filc or item already exists

Unknown ermor ¢lass

Action {fl). Provides information on the action (w ake:

il
o2
10X
04
N
L
07

Eemry a few times: may have to ask user to Lerminale.
Pause first and retry a few times.

Ask user to reenter proper request.

Close files and terminate the program.

Terminate the program immediately; do not close Files,
[gnore the error.

Request user to perform an action (such as change diskere)
and retry the operation.

Lecatlon (CHY  Provides additiona! informacdon on locating an erros:

0l
0z
03

Unknown situation, can’( help 04 Serial device problem
Disk storage problem 05  Memory problem
Nerwork problem

PROGRAM: READING DATA FROM SECTORS

The program in Figure 18-1 illustrates the use of IDCTL function 44H subfungction ODH
minor code 61H. The program reads daw from a sector into a buffer in memory and dis-
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TITLE

RN
ok
XLATAH
RIEATM S0

ROBLOCK
ROHELD
ROCYLE
RNEECT
ROMOSEC
RECBUEEFR

IQRUTTFH
L3EE

ALIMATH

BEL:
B30

ALOMA LN

¢

BlOREAT:

BLIRERD

croolse

20

AlERDSCT [EXEr Read disk sector
.MOLDEL S5MALIL

.S9TACE 64

- DRTA

0®E a0

LR ol

B A0H, 31H, 32H, 33H, J4H, 35H, 36E, 17H, 30H, 313H
LB 41, 4230, 44, 99 H,45H, 46H

LB 'wxs Aepad error *%*t, DDH, GAH
LB ks ;Black

oW [t) ; astrucrtire

L L H

W B i

o i ;

oW IORUEER H

D SEG _LATA B

bR 512 oIl ¢, ;Diak sechor area
TODE

PROCC IR

Moy AR Bdata ;Inicial:ze

Mo DE, MK H SEGMETL

Mo BZ, AX ; registera

;Clear screen
jSar Curenyt
;Her secLor Jdata

TN 250 ;If walid read, bypass
LEA 0y ARARDMES 1 ipvalid, displav
CALL X14ERR H ATE2T Tessade

JHMP b4a

CALL CLLDISE
Mo AL, GCDOH
Iny LY

jConvert and display
;End procerRaIndg

Read espctor daba:

FROC NEAR

MOV A, 4400H ;I0CTL for block device

L Lo BX,d1 Drive A

MRS (H, 4 ;Device cabegary

Moy L, 61K ;Read sector

LER Or, ROBLOCE ;hddress af hlock struckure
INT 21H

RET

ENL?

D.splay sector dabta:

PROC HERR

LEA 81,ICEYFFE

HOY ml, {81] o
ZHR AL, 04 ;Bhift off Tight hex digit
LEA BI, XLATAE rSer bable address

zLar iTranelats hex

CALL  Q3InDISPL

Figure 18-k8  Reading sk Secuors

343
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INC CoL

MOV AL, [EI]

AHD AL, OFH :Clear laft hex dig-t
XKLAT ;Tranglacs hex

CATL Q30DISTL

INC 51

IWC ol

CHe 0L, e ;Rightmosa: acreen loc
JEE cao Mo, repeat

THT RUW sYen, increment row

MOV COL, a0
CALL o2 0CUR S

cMp ROM, 15 AL last row?
JBE C20D :Ho, repeakb
RET

C1anTsE ENDE
i Scroll acremn:

CLOSCE EROD  HEAR

MOV AX, O600H ;Request sgroll
MOV HH,1lEH 18%et actribute
MoV R, 0000

MOov DX, 1B4FH

INT 10H

RET

Q1CECR EMDOF
v Gzt cursar:

&2CCURS EROC WEAR

Moy AH,02H :Request Bekt
MoV BY, 00 ;1 cureor
MOV CH , RO DIow

MOV 0L, COL ;  column
INT 1JH

RET

Q2CCURE EHDE
; Digplay characcer:

Eﬂ CDISPL  PROC HEAR

MOV AH, &2H ;Recquest display
MOV CL , AL ; chararter

INT 21H

RET

S3MDISPL ENLCP
i Display diek error measage:

ilDERR PROC MNEARFR

Moy AH, 40H ;0¥ containa address
Mo BX, G1 ;Handle
MOV CK, 20 ;Length
INT 21H ; ©f message
INT ROW
RET
X1dERR ENDF

ENL Al OMARIN

Figore 18-1b  Eeadine Dask Sectors

plays cach input byie as a pair of hex characters, as was done in Figure 15-6. The block
structure in the data sepment, RDBLOCK, arbitrarily specifies a head, cylinder, and start-
ing sector, which you can change for your own purposes. RDBUFFR defines two addresses:

1. 10BUFFR ix the offset addrass of the input bufler, which provides for one sector (512
bytes) of data.
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2. SEG _DATA uses the SEG operator to identify the address of the data segmeat for
the IOCTL operation.

Major procedures mn the code segment are:

* AJOMAIN Cails BIDREAD and, if a valid operation, calls C10DISP.

* BIOEEAD Lises the TOCTL operation wo read the data from the sector into IOBLUFFR.
(The test for a valul read is made on returning from the procadure.}

+ CHIDISP Converts each byte in ICBUFFR into two hex characters for displaying.
Two XLAT instructions handle the conversion for each half-byte. The routine dis-
plays 16 rows of 32 pairs of characters in columns 0-63 and rows 013,

You could enhance this program by allowing & user at the kevboard to cequest any
SECTOr

OPERATIONS HANDLING THE DIRECTORY AND THE FAT

INT 21H Funclion 39H: Craate Subdirectory

This service creates a subdirectory, just like the DOS command MEDIR. To use it, load the
DX with the address of an ASCIIZ string containing the drive and directory pathname—t’s

that simple:
ASCstrg DB “d:Mpathname'  00H (ASCITT string
MY AH L 39H ;Request create subdirectory
LEA DX, AS{strg ;Address of ASCYIZ string D5:DX)
INT 21H ;€all interrupt service

A valid aperation clears the carry flag: an error sets the camry flag and returns code 03 or O3
in the AX,

INT 21H Function 3AH: Remove Subdiractory

This service deletes a subdirectory, just like the XS command RMDIR. Note that you can-
not delete the current (active) directory or a subdirectory containing files. Load the DX with
the address of an ASCIIZ sring containing the drive and directory pathname:

ASCstrg DB 'd:iyparnname'  JO0H [ASCITZ string

WOy AH, 3AH ;Requast delete subdirectory

LEA DY ASCstryg :Addrass of ASCIIZ string (05:DX)
INT 21H ;Call dinterrupt service

A valid operation clears the carry flag; an crror sets the camry (lag and rewrns code 43, 03,
or 10H in the AX.
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INT 21H Function 3BH: Change Currant Direclory

Tais service changes the current directory to one that yoo specify, just as the TS com-
mand CHDIR does. To use it, load 1he DX with the address of an ASCITZ string containing
the new drive and directory pathname:

ASCstrg DB ‘d:ypathrame ' 004 ASCITZ string
MOY  AH, 3EH ifequest charge directory
LEA D%, A5%Cstrg cAddress of ASCIIZ string (IF5:DAD
INT 21H :tall interrupt service

A valid operation clears the carry flag: an eror sets the carry flag and returns code 03 in
the AX.

IMT 21H Function 47H; Get Current Directory

‘'his function determines the current directory for any drive. To use it, define a buffer space
large enough to contain the longest pussible pathname (64 bytes), and load its address m
the SI. Identity the drive in the D3, by 0 = default, 1 = A, 2 = B, and so forth:

buffer DE 64 DUF{ZOH) 164-byte buffer space
Wy  AH.47H ;Request get directory
MOy DL drive Drive
LEA 5T, buffer ;Address of buffer (D5:DI)
INT 21H ;Call inmterrupt service

A valid operation clears the carry flag and delivers the name of the current directory (but
not the drive) to the buffer as an ASCIIZ sung, such as PCPROGSYTESTDATAL, A byte
containing OGH identifies the end of the pathname. If the tequested directory is the root, the
value returmed is only a byte of 00H, In this way, you can get the current pathname for us-
ing to access any file in a subdirectory. An invalid drive number sets the camry flay and re-
turns error code DFH In(be AR

INT 21H Function 56H: Rename Flle or Directory

See the next section for this funeton.

PROGRAM: DISPLAYING THE DIRECTORY

The pregram in Figure 18-2 illustrates the use of twe of the functions described in the pre-
ceding section, The procedures perform the following:

= AIOMAIN Calls BIODRIV and € 10PATH, and waits for a keyboard entry before
ending.

» BLODRIY Uses function }9H to get the default drive in the AL register. The drive is re-
wimed as 0 ifor A). | (for By, and so forth. To adiust the nomber to its alphabetic equiv-



Program: Displaving the Directory 347

TITLE AIBSETOR (OCM! Geb current direcbory
CMODEL SMall
.CCOE
ORG 1a0L0H

B=ZG5IN: JME SHORT ALCMATN

PATHNAM ] H] &4 DUR(T *) JCurrent pathname

Y ALOMATIN FPECC WEAR

CAT.L, HB1ODRIV ;Get/display drive
CALL  T10PATH :Get fdiaplay path
Y AH, 10H ;Pauee untll user
INT 16H ; presoes a key
Mo B, 4C00H :BEnd processing
INT Z1H

ALOMATH ENDE
H Ger cdefault drive:

BLODRIV  PROC  NEAR;

Moy AH, 15H ;Request defaule drive
INT 21H

ADD AL, 41H ;Change hex no. o letcear
MO DL, AL ; O=A, 1=B, eka.

CALL DSk ;Oieplay drive number,
MOV i1

AL OD1CCISE i colan,

M O, "4

CaLl,  DIOGISE : backslarh

RET

B10DRIV ENDF
: 5et pathname for currsnt directoary:

C10BATH  PROC  NEAR:

Mo AH,47H jReqieat pathname
MOy oL, a0
LEA 31, PATHNANK
INT 21H

L] HE
e EYTE PTR [SI),90H ;End of pathname?
JE ol ;.  ves, exit
Mo AL, [BI] ;Pisplay pakhoame
MoV DL, AL ;. one byte at
CaLl Dl oDISP :  a rtiwme
INC =3 |
JME Caq Repeat

T34 ¢ RET

CIOCATH ENTr
5 Disp_ay aingle character:

T10DISP  PROC  NEAR DL et on entry

MOV A, Q3H ;Request digplay
INT 21"
RET
D10DIER ENMLF
ENL BEGIN

Figure 18-2 Geting the Curent Birectory

alent, the procedure simply adds 41H, so that 00 becomes 41H {A), D1 becomes 42H
(B}, and 5o forth. lithen displays the drive letier [ollowed hy a colon and backslash (1),

» C10PATH Uses function 47H to get the pathname for the current directory. The proce-
dure tests immediately for the 00H ASCHZ delimiter, becausc a defanlt io the root di-
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rectory would deliver only that character. Otherwise, the routine displays each charac-
ter up to the delimiter.

* DIODISPE Displays a single character.

The program intentionally contains only features necessary ta get it to work; a full
program would include, for example, clearmy the sereen and seiling colors,

OFERATIONS HANDLING DISK FILES

This section desgribes the operations that process disk files.

INT 21H Function 29H: Parse Fllename

This service converts a command line containing a file specification {filespec) of the form
d:filename.2x1 into FCH format. The fenction can accept a filespec from a user, for exam-
ple, for copying and deleting files. To vse it, load the SI register {uscd as DS:S1) with the
address of the filespec to be parsed, the DI (used as ES: D1} with the address of an area where
the nperation is to generate the FCB format, and the AL with a bit value that controls the

parsing method:

MO
MOy
LEA
LEA
INT

AH, I9H iRequest parsa filename

AL, code ;Parsing method

0L, FCBrama iAaddress of FCB (ES:DI)

SL, filespec ihdress of filespec (D5:5I)
Z21H ;Call dinterrupt service

The codes for the parsing method are;

EIT

0
0
]

bed b

4-7

VALUE ACTION

0
1
i

1
0

Means that filespec begins in the first byte.

Scan past separators (such as blanks) to find the filespec.
Sel drive ID byle in the generated FCB: missing drive =
0, A =10t, B =02, and 50 forth,

Change Jdrive ID byte in the generzted FCB only if the
parsed filespec specifies a drive. In this way, an FCR
can have its own default dove,

Change filename in the FCB as required.

Change filename in the FCB only if the filespec
contains a valid filename.

Change filename exiension as required.
Change extension only if filespec contains a valid extension,
Must be zero,

For valid data, function 29H creates a standard FCB format for the filename and ex-
tension, with an ¥-characler filename filled out with blanks if necessary, a 3-character ex-
tension filled out with blanks if necessary, and no period between them.
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The eperation recognizes standard punctuation and converts the wild cards * and ?into
a string of ong or more characlers, For example, FROG1 2 * becomes PROGI2BB7?7 (2
blanks ta fill out filename and 77? for the extension). The AL returns one of the following.
codes: H = no wild cards encountered, 0] H = wild cards converted; or FFH = invalid
drive speeificd,

After the operation, the DS:51 contains the address of the first byte after the parsed
flespec. and the ES:DI contains the address of the first byte of the FCB. For a failed opera-
tion, the hyie at D1+ § is blank, althaugh the operation attemmpts to convert almost anything
vou throw at it

Te make this operation work with file handles, further ediling includes deleting
blanks and inserting a period between filcname and extension,

INT 21H Functlon 41H: Delate Flle

This Junction deletes a file (but not read-only) from within a program. Load the address
in the DX of an ASCITZ string conlaining the device path and fikname, with no wild-
card references:

ASCztrng DB ‘d:ipathnane’.UDH JASCIIZ string

MOv  AH,41H sReguest delete File

LEA DX, ASCstrog “Address of ASCITZ string (D5 DK
INT 21H (Catl dnterrupt service

A valid operation clears the camry flag, marks the filename in the directory as deleted, and
releases the file's allocated disk space in the FAT. An error sets the carry flag and retuns
code 02, 03, or 05 in the AX.,

INT 21H Function 43H: Get or Set File Attribute

You can use this operation either (o get or set a file attribute in the directory. The operation
requires the address of an ASCILZ string containing the drive, path, and filename for 1he re-
quested file. {Or use the default directory if no path 15 given,)

Gt file gttibute.  To ger the fite attribute, load the AL with code 00, as shown by
the following example:

ASCstrng DB “d:pathname' 00K ARCIEZ string

MOY  AH,43H ; Request

MOY AL, QD : get attribute
LEA DX, ASCstrng CASCTIZ string {D5:0X}
INT 21H Call interrupt service

A valid operation clears the carry flag, clears the CH, and returns the current anribule
the CL:
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BIT ATTRIBUTE BIT AYTRIBUTE

] Read-only file 3 Volume label
| Hidden file 4 Subdirectory
2 System like 5 - Archive file

An error sets the carry flag and ceturns code 02 or 03 o the AX.

Sef file citribade.  To set the file attribute, foad the AL with code 01 and attribate bargs )
inthe OX. You may change read-only. hidden. system. and archrve files, but nat the volume
label or subdirectory. The following exampie sets hidden and archive attributes for a fite:

MY AH, 43H :Request

MYV AL, 0L : sat attributes,

MW CX,ZH : hidden and archive
LEA DX, ASCstrng (ASCLIZ string (05:DXD
INT 21H :Caill interrupt service

Avalid nperation clears the carry flag and sets the directory entry to the attzibute inthe X,
An invalid operation sets the carry flag and returns code 02, 03, or 05 10 the AX.

INT 21H Function £5H: Duplicatle a Flle Handle

The purpose of this service is to give a file more than one handle, The uses of aid versus
new handles are idemical —-the handles reference the same file, file poinfer, and butter area.
One use 1% to request a file handle and use that handle (o close the file. This action causes
the systzm to flush the buffer and update the directory. You can then use the orginal file
handle to continue processing the file. Here is an example of function 45H:

Moy AH,45H ‘Request duplicate hand’e
MY BX,handle ifurrent handle to be duplicated
INT 21H :fall interrupt service

A successful operation clears the carry flag and returns the next availuble file handle in the AX.
An error sets the carry Bag and retums error code O or 06 to the AX. {See also function 46H.}

INT 21H Function 46H: Force Duplicale of a File Hondle

This service is similar to function 45H, excepl that this one can essign a specific file
handle. You could use the service 1o redirect outpnt, for example. 1o ancther path. To use it,
load the BX with the original handlc and the CX with the second handle. A successtul op-
eration clears the carry ag. Anerror sets the carry flag and relums eer code 04 or 610
the AX. Some combinations may not work: for example, handle O is always keyboard in-
put, 04 15 printer oulput, and 03 (auxiliary) cannot be redirected. (See also lunction 45H.)

INT 2 1H Function 4EH: Find First Matching Flle

You can use function 4EH to begin a search in a direetory for the first of (probably) related
fiies and use function 4FH ta continue searching tor succceding files of the group. You have
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to define a 43-byta buffer for the operation Lo rewwm the located directory entry and issue
function | AH {set DTA)before using this service, For beginning the search, serthe CX with
the file attribule of the filename(s) 10 be returned-—auny combiation of wad anly Chit ),
hidden (bit 1. system {bit 2), volume labet (bit 3), directory (bil 43, or archive (bt 5). Load
the DX with the address of an ASCIIZ string containipg the fiespec: the string may (and
probably would) contain the wild-card characters 7 and *. For example, a request tor file-
spec EAASMPROGEWI2* ASM causes the operation to begin with the first file that
matches the stiring. Here's an example:

DTaname DB 43 PUP{T)
A3Csrrng DB “ASCIIZ string’,0O0H

MW AH,1AH sRegquest set DTA

LEA DX ,DTAname ;area for DTA {DS:DX3
INT 2IH Call intarrgpt sarvice
MOV AH 4EH iRequast First march
MOY  Cx, O0H ;Hormal attribute

LEA DX, ASCstrng  (ASCILZ steing (D5:DX)
INT  21H ;call dnterrupt zervice

An oparatjon that Incates a mateh clears the carry flag and fills the 43-byte (2BH) DTA with
the following:

FILEOTA LAREL BYTE irile OTA:
(M 21 DUR{ZOH] ¢ Reserved for subseguant search
FILATTE DE 0 : File attribure
FIL.TIME oW Q ; File time
FELDATE Dl L} ; Fite date
LOSITE O i ; File size: Tow word
HISIZE W 0 : File size; high word
FILNAME DR 13 Dm{20M) : Mame and axtension as an ASCITZ

string, followed by hex DM

An error sets the carry flag and retums code 02, 03, or 12H. If you plan to use func-
rion 4FH subsequently, do not change the conteals of the DTA

A unique vse for function 4EH is 1o determine whether a reference is to a filename or
1 a subdirectory. For example, if the retumed atiribute is 10H, the reference is w a sub-
directory. The operation also returns the size of the file, which is illustrated in Figar. 20-2.
You may use function 4EH to determine the size of a file and function 36H to check the
space available for writing it. This aperation supersedes the obsolete function 11H.

INT 21H Function 4FH: Find Nexi Malching Flle

Before using this service, issue funciion 4EH 1o begin the search in & directory and thea
function 4FH o continue searching:

MOy AH,4FH ;Request next match
INT 21H Call dinterrupt service
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A successful operation clears the carry flag and returns to the AX codes DO {filename found)
or 18 (no more files). An error sels the carry flag and retoms code 02, 03, or 12H o the AX,

This operation supersedes the now-obsolete function 12H. Figure 18-3 Later illus-
teates functions 4EH and 4FH.

INT 21H Function 56H: Rename File or Directory

This service can rename a file or directory from within a program. To usc it, lead the DX
with the address of an ASCIIZ sinng containing thi old drive, path, and name of the file or
directory to be renamed. Load the D1 (combined as ES:D) with the address of an ASCIZ
siring containing the new drive, path, and name, with no wild cards. Drive numbers, if vsed,
st be the same in both strings. Because the paths nced not be the same, the operation can
both rename & file and move it e another directory on the same dnve:

cldstrng DB ‘d:hcldpathyoldname', QOH
newstrng DB ‘d:vnewpathynewname ', O0H

MOV  AH, SEM ;Request rename Fileg/directory

LEA DX, sldstrng (050X
LEA L[, newstrng ;ESDI
INT Z1H ;Calt interrupt service

A suceessful operation clears the carry flag; an error sets the carry flag and retums o the
AX code 02, 03, 05. or 1IH.

INT 21H FuncHon 57H: Get/Set a File's Date and Time

This service enables a program to gel or set the date and time for an open file. The formals
for time and date are the same as those in the directory:

BITS FOR TIME BITS FOR DATE
UBH-0OFH Hours (OH-OFH Year (relative o 1980

05H-0AH Minuies  05H-08H Month
OOH-0MH Seconds 00H-04H Day of month

Seconds are in the form of the number of 2-second increments, 0-29. Load the request
(0 = pet or 1 = get} in the AL and the file handle in the BX. For requesting set, load the
time in the CX and the date in the DX. Following is an example:

MDY AH.57H rRegquest set

MOV AL,D1 ¢ File's date and time
MY BX, handle iFile handle

MOY X time iHew Time

Moy DX,date iNew date

INT Z1H iCall interrupt servica

A valid operation clears the camry flag; a get operation teturns the time in the CX and date
in the DX, whereas a sel aperation changes the dale and time entries for te file. An invalid
operation sets the carry flag and returns in the AX error code 01 or 06.
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INT 21H Funciion SAH: Creote o Temporary Fite

This service would be uselul for & program that creates temporary files, especially in
networks, where the names of other files may be unknown and the program is o aveid
accidentally overwriting themn. The operation creaies a file with a unique name within
the path, _

Ta use this service, load the CX with the required file artribute—any combination
of read only (kil 09, hidden (bit 1}, system (bit 2}, volume label (hit 3), directory (bit 4).
and archive (bit 5). Load the DX with the address of an ASCIIZ path—drive (it neces-
sary), the subdirectory (il any), a backslash, and 00H, followed by 13 blank bytes for the
new filename:

AsCpath DE  ‘d:ivpathnamey ', 00H, 13 DUPL20HD

MOy AH, SAM ;Request create File

WO O attribute :File attribute
LEA OX, ASCpath ;ASCI1Z path
INT Z1H ;Call interrupt service

A successful operation clears the carry flag, delivers the file handlie 1o the AX, and appends
the new filename to the ASCIIZ string beginning at the 00H byte. An invalid operation sets
the camy flag and returns code 03, 04, or 03 in the AX.

INT 21H Function 58H: Create a New File

This service creates a file only if the named file does not already exist: otherwise il is iden-
tical to function 3CH (Create File). You could use funiction SBH whenever you don’t want
10 overwrile an existing file. A valid operation clears the carry flag and returns the file
handle in the AX. An invalid operation (including finding an identical filename) sets the
carry flag and retums code 03, (4, 03, or 50H in the AX.

PFROGRAM: SELECTIVELY DELETING FILES

The program in Figure 18-3 illustrates the use of functions 4EH and 4FH to find all file-
narmes in the directory and funcion 4 1H to delete selected files. The program assumes dnive
F.. which you may chanpe, and consists of (he following procedures:

» AlOMAIN Calls procedures B1OFIRST. CIONEXT, DIODISFL, and EIODELET.
B10FIRST Sets the DTA for function 4EH and finds the first matched entry in the di-
TRy

C1ONEXT Finds succecding matched entries in the direclory.

D10DISPL Displays the names of the files and asks whether they are to be delercd.

EIODELET Accepts a reply Y (yes) to delete the file, N (noj 0 keep il, or <Enter> to
end processing, and deletes the files requesied.

As a precaution during (esting, use (emporary copied files.
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TITLE
CODESG

BEGIM:
TAB

LF

R

CRLF
PATHINAM
DILMEG
ENDMSZ
ERRMSE]
ERRMSC;
PROMEPT

AZ0:

L

A1OMATH

BR1OFIRST

320D
ELDFIRET

R1IESELDL (COM) Salect and delete files
SESMENT PARA 'Code!
-MOEL EMALL

LODE

OFG 100dH

JME BI10OMAIN

zEalh o9

EQ0 1o

B 13

DE R, LF

CE TF %% ®', 0OH

)] TAE, "Delste '

Lk TR, 1IF, 'Mo mors directory entriea', CR, LF
DB 'Imvalid pachffile:*

DE "Write-procecced disk”

B 'Y = Dmleate, W = Keep, Ent = Exir', TR, IF
DB 43 DUP{20H!

FROC NERR ;Main procedure

CATLL Q1O05CRN ;Clear scraen

caLL QEO0TIRE ;Set cursor

CALL, BlAFIRST ;  directoyy entry

CME A, D0H ;1f no entries.

JH=E RS0 i axilb

MO CX, 34 ;Length of prompb

LEA GX , PEOMEP'T ;Pigplay initial prompt
oarl. RICLINE

ChLI.  D1GDISPL iDieplay tilename

CARLL E10DELET ;Delete if requeatsd
oME AL, OFFH ;Reguasr for finlahy

JE AL i yem, &xiC

MoV Ccx, 02 ;Length of data

LER, D¥, CRLF ;E=t curacr ofl

ChRiL QIQLTRE ;. next liae

CALL C1LOMIXT ;Gmt next directory entry
CMFP A, 00H ;Any more encxies?

JE AZO i yep. loop

s 0 A, 20Q0H ;End processing

INT 21H

ERDE

Find fire: enkry in directory:

PROC HLAR

MO BH, LAH ;eet DTA for funcbion
LEA Dk, DISKEERER ;o calls

INT 21H '

pEO AH , AEH jLovate firet dirvectory
MOy ¥, no ¢ enkry .
LEA DY, EBATHNAM ;addregs of ASCIEE sbring
_HT 21H

JHC BS0 ;Vaiid operationT

PISH A ;. no,

How THL 1T ; display anding

LEA Itk . EREMEG1 5 MRCAAge

LALL QICLINE H

TGP AL

AET

ENDLE

Figure 18-3a  Sclectively Dieteting Files

Chap. 18
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C_OKEXT

a0
C1OHNEKT

r

N1ICDTISEL

D30

ol 5PL

i

E10DELET

B
E94;:
E1JdDELET

¢

D108CRE

Q1 DSCRE

ENDF

PROC

INT
P
JE
R

Mo
LEA
INTE

MC¥s
LEA
CALL
ety
RET
ENDP

FROC

Find succeeding entriss in divectory:

NEAR
AH, 4FH
Z1H
AX, 00
Cap

X

TR, L8
DX, ENIMEE
QI0LINE
A

(Read directory entry
(Gat next

:More ertries?

; yen, BDypass

1 no,

; daaplay ending
;. mesgage

Display message and filename:

REMR

OX, 08

DX, DELMSGE
JIDLINE
SI,DISKAREA+IEH
oL, [SI]

24 DCHAR

51

BYTE #TR [5I],00H

Dig
DL, 17
H JCHAR

;Lengtl of mespage
;Digplay deleote mesgsage

;Stare of fiiename
izet char for display

;Hext character

;Hex fera stopper?

;  ho, get next char
; y=a, exit

Delete reccord if reguesated:

ARH,10H

1&H

AL, 0DH

ESE

AL, 0Q100000¢RH
RL: I}ri

E30

A¥,41H

%, DISKAREA+ 1EH
21H

E9Q

CX, 20

¥, ERRM3E7
Q30LINE

AL, DFFH

Screes functions:

NEAR

hX¥, DBDOH
BH, 1EH
oX, 10
DX, 1B4FH
10H

jAccant 1-character
; reply {y/n
;Erter charactex?

i ves, axit

JForoe lowercags
iDelere reguestsd?
1 no, bypase

{ yes,

; addreas of filename
¢ deleke entry

i ¥alid delete?

; no, display

;  warning message

; Bnd-of -procage indicator

;Request Clear scresn
r8et attribute

Figure 1583 Selectively Deleting Files

356



ARG Disk Storage W ENT 21H Functiars for Supporting Disks and Files Chap. 18

22 0CIME FROC NEAR
MOV AH, 024 i Request

MOV BH, 4D : Sef CUTRERT
™MoV JH, Lo JRow D

Moy 3L, 10 ;Column 10
INT 10H

Figure 183 Salectively Deleting Files
KEY POINTS

« (perations involved with handling disk drives joclude reset, select defaull, get drive
information, get free disk space, and the extensive operation 1/O contrel for devices.

» Operations involved with handling the directory and FAT inclode create subdirectory,
remove subdirectory, change current directory, and get current directory.

» Operations involved with handling disk files (other than create, open, read. and write)
include renarme file, get/set attribote, find matching file, and getiset datz/time.

QUESTIONS

Use DEBL'G for thesc questions. Key in the A 100 command and the required assembler
instructions. Examine any values remrned in the regislers.

18-i. The following questions involve disk drives:

{a) Function 19H to detennine the current defaalt disk dnve.

{b) Function 1BH for information about the current defavlt disk drive.

{c] Function |FH for information about the defanh DFB.

{d} Function 36H to determine the amovnt of free disk space.

(2) Function 4400H o get information on the device in use.

(fi Function 4408H to determine whether any media in vse are removable.
() Punction &0DH miner code 60H to get the device paramerers.

(h) Function 440DH mincr code 66H to get the media 1D.

18-2. The following questions involve directories:

{a) Function 39H to create a subdirectory. For safety, you could create iton a
RAM disk or diskette. Use any name.
ity Function 56H to rename the subdirectory.
{c) Function 3AH to remove the subdirectory.
18-3. The following questions involve disk files (use a copied file for this exercise):
{a) Function 43H to get the sttribute from a file on a diskette.
(bd Function 56H (o renarme the file.
() Function 43H to set the attribute 10 hidden.
{d) Function 57H to get the file's date and time.
{e) Function 41H to delete the file.

18-4. Write 2 small program from within DEBUG that simply executes INT 21H function
20H (Parse Filename). Provide for the filespec at 81H and the FCB at SCH: both
are in the PSP immediatcly before the program. Enter various filespecs, such as
D' PROG1.DOC, PROGZ, PROG3 ™, and C:*. ASM. Check the results at offset SCH
after each execation of the parse,



DISK STORAGE
IV: INT 13H DISK
FUNCTIONS

INTRODUCTION

In Chapters 17 and 18, we examined the use of the INT 21H services for disk processing.
You can alse process directly at the BIOS level, although BIOS supplies no antomatic use
of the directory or blocking and deblocking of records. BIOS disk operation INT 13H reats
data as the size of a sector and hardles disk addressing in terms of actual track and sector
numbers. INT 13H disk operatons invelve resetting reading, writing, verifying, and for-
matting the drive.

Most of the INT 13H operations are for expenienced software developers who are
aware of the potential danger in their misuse. Also, BIOS versions may vary according to
the processor used and even by computer model.

This chapter introduces the following INT 1 3H functions:

Q0H
01H
ZH
{O3H
O4H
05H
08H

Reser diskfdiskene svsiam
Read disk/diskete status
Read sectors

Write sectors

WVerify sectors

Farmat tracks

Get drive parameters

0CH
ODH
OEH
OFH
15H
6H
I"TH

Seek cylinder

Alemate disk reset
Read sector buffer

Writs sector buffer

Get disk/diskette type
Change of diskette status
Set diskeie type

357
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(%H  Iniialize drive 18H  Set media type for format
0AH ERead extended sector buffer I9H Park disk heads
OBH Write extended sector bulfer

EIOS STATUS BYTE

Chap. 18

Mopst of the INT 13H functions clear or set the carry flag on success or failure and retum 4
status code 1o the AH register. BIOS maintains inforreation in its data area about each de-
vice and its status. The stans byte shown in Figare 19-1 reflects the indicator bats to be
found in the BIOS data area at 40:41H for the Diskettz Drive Data Area and at 40:74H for
the Hard Disk [ata Area. (See Chapter 25 for details.)

Code

Etatue

OOE
¢lEk
02E
23K
04k
O5H
0&H
O7H
08H

0&H
10H

20 H
40H
AOH

ARH
BEH
CCH

Mo error

Bad command, nob Tecognized by the concroller
Addresas mark on disk not found

Writing on protectad disk attempted

Invalid track/eeckor

Repet operatiosn failad

Diskatce ramoved eince .ast acoess

Drive paramstars Weong

Direct memory accaas [(DMA} overrun (data accsgged
too fast to enter)

DMR across a 54K boundary atrempted on read/writs
Bad TR on a read encountered [error check
indicated corrupted datal

Contraller failed (hardware failure}

Seek cperation failed (hardware failure)

Device failed to respond idisketts: drive door ocpan
or hn diskette; hard disk: cime out}

Drive not ready

ncéefined error

Write fault

Figare 191 INT 12H Status Codes

If a disk operation retumns an error, a program's usual action is to reset the disk (func-
tion 00H) and to retry the operation three times. If there is still an error, the program could
display a message and give the user a chance to change the diskette, if that’s the solution

the problem.

BASIC INT 13H DiSK QPERATIONS

This section covers the basic INT 13H disk operations, each requiring a function code in

the AH register.

INT 13H Function 00H: Reset Disk Syslem

Use this operation after a preceding disk cperation has reported a serious error. The op-
eration performs a hard reset on the diskette or hard drive controller; that is, the next time the
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drive is accessed, it first resets to cylinder (. For a diskette, set the DL to the drive number
{0 = drve A, ete.), and for hard disk sct the DL w0 a valve of 80H or higher {80H = the first
drve, R1H = the second, aic.). An example of the use of function H0H is as follows:

MOy AH.CHOH ;Request raset disk
MOy DL, &0 sHard disk
INT 13M :Call dinterrupt service

A valid operation ¢lears the carey flag: an error sets the carry flag and refoms & status code
in the AH. Function 0DH is a related operalion.

INT 13H Function 01H: Reoad Disk Status

This operation gives you another chance (o examine the status of the most recent disk op-
eralion. {See stuus byte in Figure 19-1.) Set the DL to the usual code (0 = drive A, ¢
for diskette and a value of 80H or mere (R0H = the first drive, etc.) for hard disk. This op-
eration returns to the AL the status code that the last disk operation would bave returncd 1o
the AH. The operation, which should always be valid, clears the carry flag and returns s
own status code, 00OH. in the AH.

INT 12H Funciion 02H: Reod Disk Sectars

This operation reads a specified number of sectors on the same track dinzetly into memory.
To use il, initialize the following registers:

AL Nutber of sectors, up to the maxirmum for a track

CH Cylinder/track nomber (numbers begin with ()

{’L Bits 76 Cylinderftrack nomber (high-order two bits)
Bits 50 Starting sector number {numbers begin with 1)

DH Headside nomber (0 or 1 for diskete}

DL Drive numkber for diskene (0 = A} or hard dove (B0H or higher)

ESBX  Address of an I#O buffer in the data area, which should he
large enough for all the sectors to be read. {BX in this case
is subject 1 the ES))

The following example reads one sector inlo an area named INSECT:

INSECT DB 512 DUPL?) ;Araz for input
MOy AH 02H ;Reguast read sector
MDY AL, 0L 0ne sectar
LEA  BX,INSECT ;Input buffar (ES:EX}
MW CH,05 iTrack 05
iy 1,03 Veector Q3
M DH, 00 ;Head OO
MOY  DL.QO3 (Drive 03 (D)
INT 13H :Call interrupt sarvice
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A valid operation clears the carry flag and returns to the AL the number of sectors that the
operation has actually read. The contents of the DS, BX, CX, and DX registers are pre-
served. An error sets the camy flag and returns (he status code in the AH; reset the dove
{function GOH) and retry the operation.

For most situations, you specify only one sector or all sectors for a track. Initialize
the CH and CL, and increment them to rzad the sectors sequentizlly. Once the sector num-
ber exceeds the maximum for a track, you have to reset 1t 10 01 and either increment the
track nuenber oo the same side of the disk or increment the head number for the next sids.

Tasting Whether a Diskette is Reody

A program may issue a request for accessing a diskette that has not yet been inserted. A stan-
dard practice is o attempt the operation three times before displaying a message to the user.
The example that foliows uses INT 13H function 02H in an attempt to read a sector of data,
Try using DEBUL 0 enter the instructions {but not the comments} and test Lhe code with
and without a diskette present in drive A. For an installed diskette, the operation should read
the contents of the disk’s boot record, 512 (200H) bytes, beginning at tocation DS:200H.

The code is:
0100 MOV CX,03 ;fount for loop
0103 PUSH Cx Psave count
0104 MOV AX 0201 rRequest read one sector
0107 MW BX, 0204} ;Input address
010A MOV X, 0001 iTrack and sectar numbers
010D MOV DX, 0000 ;Head and drive numbers
0114 INT 13 ;Call dnterrupt service
0112 P X ;RBSTOre count
0113 INC 118 ;If no error, Exit
0115 L ;IF error,
0116 LOOF 103 iotry 1 times
0112 MNOF ;That®s it

INT 13H Function D3H: Write Sectors

This opetation, the opposite of function 02H, writes a specified area from memory (512
bytes or 2 multiple of 512} onto designated formatted sectors. To use il, lead the registers
and handle processing just as for funcion 02H. A valid operation clears the carry flag and
delivers to the AL the number of sectors that were written; the contents of the DS, BX, CX,
and DX registers are preserved. An error sets the carry flag and retumns a status code in the
AH; reset the drive and retry the operation.

PROGRAM: USING INT 13H TO READ SECTORS

The program in Figure 19-2 uses INT 13H o read sectors from disk into memory. Note that
there is no open operation or file handle. The major data areas are:
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TITLE R1ISBICRD {EXE] Read disk sperors wis BIOS

JMODEL  SMALL

LETACE &4
e m—mmmm o mm o A e e e e e e e e mme e

JRTR
TURADR = 03a01H jBeginning track-a&ctor
ENDADR oW 040°H JEnRing erack-gecter
ENDCLIE JiE! o4 ;End praceso indicator
REALDMEE in;:! 'awd Repd arrocy wed!
CELTIN s 512 DUPL' ) ;Input area for sector
SIDE B og

L CODE
AlGMATH BPROC FAR

MOy AX &data ;Initialize

Moy DS, AX i e

WMoy ES, bt ; Tagiztera

MO AX, 1600H ;Fegquedt goroll
AZOLOGP:

ChLL C103CRHE Llear screen

CALL Q2OCURS ;Sel Suraor

CALL B1lOADDR ;Calculate diak sddrese

Howr X, CURADR

Moy Dx, EWDAD=R

cMp” C¥, 0% AR encing eector?

JE ALl i yes, axit

CALL CIOREAD ;Read £isk record

CME ENDCDE, b2 iWormal read?

THZ ROD ; no, exik

CALL D1BDISE ;Diaplay sector

JHP A2 OLOOP rRepeat
A90: MOV AX, 4C00H

iRT 21H ;End procesaing

AlLOMATH ENDF
H Calculate next disk address:

BlOADDR PROE HERE

Moy CX, CUTRACE ;3et rrack/fsector
THMBP CL,ih ;fast lagt aector?
JHNE BoC ;. no, exit
MO oL, o 58t Bector Eo 1
™MP S10E, &0 ;Oypags if gide D
JE Bz
INC TH ;Increment track
B20:
KGR SILE, 01 ;Chang:s side
MOy CUBADME , X
B2aQ; nET

B1UANDE EMLF
H Read disk sector:

C1lAREARD BROC MEMAR

Mo AN, G2H ;Regquest read

Mo AL,01 Humker aof sectora
LER BX,SECTIN ;Addreas of buffer
Mo CX, CURRSR ;Track/gector

Moy DH, SILE 15ide

MOV DI, Q0 ;Orive A

INT L3H

Figure 19-2a [hing INT [3H to Bead Disk Sactors
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C50:

CME
JE
T
CALL

IHC
RET

C10REARD EHDE

r

D1001SP

Diobhlse

i
Q10SCRN

Q105CREN

Q2 0CUTRS

Q2 RCURE

H

X10ERR

H1AERR

CURADR

PRCC
O
MO
MOV
LEA
INT
MOV
INT
RET
ENDF

BROC
MO
BT
MenF
MO
INT
RET
ENDP

PROC
MG
Mo
Moy
ENT
RET
END&

PROC
MOy
MOV
MO
LEA
INT
RET
ENDP
END

Disk Sto rage IV:

AH, OB
oo
EHDRCLRE, DL
X10ERE

CURATR.

INT 13H Disk Functions Chap. 1%

;Normal read?

P Wen, =mxitb

;Na,

;7 ipwalid read

;Increment sector

Display sector:

REAR

AH, 4DH
BX. Q1

TH,. 212
DX, SECTIN
21H

AH, 10H
1&H

Clear screen:

X Q409
DX, 184FH
1aH

Set curascr:

DX, 0ano
LOH

jRequest dieplay
;Handle
;Length
JAddzresa 2f ippuc

Welt for kevboard
;. entry

;Raquest acroll
;Set actribute
;Full peorzen

;Eequert aet
;. Cureor

Diaplay disk crror message:

HEAR
AFL, 4 H
BX,d1

CX, 18

TR, READMSG
21W

AIOMATIN

PLOZTAI inCremsnls,

ENDADR

;Request display
jHandle
;Lengch of message

Figure £9-2b  Using INT 1 3H to Reud Disk Sectors
Contains the beginning track (03} and sector (01), which the

contains the ending track ({4} and sector (01}, The total

number ol seclors is % {for track 3) X 2 (for two sides} = 18,
(One way to enhance the program woeuld be to prompt the user for
the starting and ending track and sector,

SECTIN

Defines 512 bytes as an area for reading in a sector.
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The main procedures zre;

AIOMAIN  Calls BIDADDR, C10READ, and D10DHSP, and ends after reading
the last requested sector.

BIDADDR  Calculates each disk address in terms of side, track, and
sector, When the seclor number reaches 10, the routine resets
the sector to G1. If (he side is 1, the program imcrements the
track number; the side number is then changed, from Qo | or |
from 1 1o Q. This process works oniy for diskettes ibecause
they are two-sided) that contain 9 sectors per rack.

CIOREAD  Reads a disk sector From drive Az (which you may change)
inte SECTDY and increments the sector number for a valid read
Operaliohn.

D10DISF Displays the contents of the currently read sector. The
display acts on CR. Tib, ete, and the procedure waits for the
user to press a key before continuing.

Try resning this program upder DEBUG. Trace through the instructions that initial-
ize the segment registers. For the input operation, adjust the starting and ending sectors to
the location of the disk’s FAT, (See Chapter 16.) Use G {Ca) to execute the program, and
exsmine the FAT and direciory entries in the SECTIN.

As an alternative wo DEBUG, your program could convert the ASCII characters in the
inpur area to their hex equivalents and display the hex values just as DEBUG does. {See
also the program in Figure 15-6.) In this way, you could examine the contents of any sec.
tor—even hidder ones --and conld allow a nser to ener changes and woie the changed sec-
tor back onto disk.

Note that when INT 21H creates a file, it inserts records in available clusters, which
may not be contignous on disk. For that reason, you can’l expect INT 13H tc read the file
sequentislly, although: you could access the FAT entries for the location of the next clister.

OTHER INT 134 DISK OPERATIONS
The tollowing describes additional INT |3H disk services.

INT 13H Funclion G4H: Verify Sectors

This operation simply checks that the specified sectors can be read and performs a cyclical
redundancy check (CRC). When an operation writes (0 & sector, the disk controller calcu-
lates and writes a CRC checksum immediately following the sector, based on the bits that
are set. You car use function 04H 1o read the sector, recalculate the checksum, and compare:
it with the storad value. Note that the verification consists of recalculating the checksum
rather than checking that the byte values in the sector agree with the output data in mem-
ov. Yon could vse this function after a write (function (3H) te ensure more reliable output,
although at a cost of more processing time.
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Load the registers just as for function 02H, but since the operation does not parform
true verification of the written data, there is no need to set an address in the ES:BX. A suc-
cessful operation clears the carry flag and returns to the AL the number of sectors actually

verified; the contents of the DS, BX, CX, and DX are preserved. An error sets the cary flag
and returns a status code in the AH; reset the drive and retry the operation.

INT 13H Function 05H: Fornat Tracks

Read/write operations require information on formatting to locate and process a requested
sector. This operation farmats racks according to ane of four different sizes. Prior to exe-
cution of the operation, use function 17H to set the diskette type and function 18H © set
the media type. For formatting disketies, initialize these registers:

AL, Number of secters to format
_CH Cylinderfirack number {numbers begin with )
H Head/sile number (0 or 1 for diskette)
DL Erive number for disketie (0 = A) orhard drive (BOH or higher)
ES:BX Segroent:offset addiess that points to a group of address
fields for a rack. For each diskefte sector on a track, there
must be one 4-byte entry of the form T/H/S/B, where
Byte 0T = Cylinderftrack number
1 H = Headfside number
2§ = Sactor number
1B = Bytes per sector {00H = 128, 01H = 256, 02H = 512,
O03H= 1024y

For example, if you format mack 03, head 00, and 512 bytes per sector, the first entry for
the track is hex 03000102, followed by one entry for each remaining sector.

The operation clears (if valid) or sets (if invalid) the carry flag and returns the status
code in the AH.

INT 13H Functlon 08H: Get Disk Drive Porameters

This usefu) fonction returns information about 2 disk drive. To vse it, load the drive num-
berinthe DL (0 = A,1 = B for diskette and B0H or higher for hard disk). A successful
operation returns the tollowing:

BL Diskette type (0IH = 360K, 02H = 1.2M.03H = 720K, 4H =
L 44M)

CH High cylinderitrack number

L Bits (-3 = high sector number
Bits 67 = high-order 2 bits of cylinder number

OH High head number
DL Nomber of drives attached to the conupller
ES: D For disketies, the sezment offset address of an 11-byte



Cther INT 13H Disk Operations 365

diskette drive parameter table. Two relevan fields are:
Offset 3 gives bytes per sector (00H = 12E, 01H = 256, 02H =
512, 03H = 1024)

Offset 4 gives sectors per track

You can use the DEBUG command D ES;olfsel (the offset returned in the D1) 1o dis-
play the values, The operation clears (if valid) or sets (if invalid) the carry flag and remurns
the status code in the AH.

INT 13H Funclon O%H: Initialize Drive

BIOS performs this tunction when you bool up your computer, according to its own hard
disk table. The DI containg the drive number (80H or higher). The operation clears {if valid}
or sets (if invalid) the carry flag and reterns the status in the AH. BIOS INT 41H and INT
46H are related operations.

INT 13H Funcfion 0AH: Read Extended Sector Buffer

The sector buffer on hard disks includes the 512 bytes of data plus 4 bytes for an error cor-
reciion code (ELC), used for error checking and correcting the data. This funclion can read
the whole sector buffer cather than just the daa portion. To read an extended bufter, load
these registers:

AL Number of seclors (up to the maximurn for the drive)
ES:BX Segmenl.ofiset address of the inpul buffer
CH Cylinderftrack numbet

CL Bits (—5 = high sector number

Bits 6—7 = high-vrder 2 bits of cylinder number
DPH Head'side number
DL Drive number {BOH or higher)

A successful operation returns to the AL the number of sectors transferred. The operation
clears (if valid) or sets (if invalid) the carry flag and returns a status code in the AH.

INT 13H Function 0BH: Write Extended Sector Buffer

This function is similar to function OAH. cxcept that, rather than read the sector bulfer, it
writes it {inciuding the ECC code) anto disk.

INT 13H Funclion 0CH: Seek Disk Cylinder

This function positions the readfwrite head on a hard disk ai a specified cylindar {track), but
does not (ransfer any data. To seek a cylinder, load these registers:

CH  Cylinderftrack number

L Bils {33 = sector number
Bits 6-7 = high-order 2 bizs of cylinder/track number
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DH Headfside numhber
DI, Dmive (30H or higher)

The operation clears {if valid) or sets (i invalid} the carry fiag and retums a status code in
the AH,

INT 13H Function DDH: Alternate Disk Resat

This operation is similar to function {0H, except that this one is restricted to hard disks.
Load the drive {30H or lngher) in the DL, The operation resets the read/write access arm o
cylinder O. It clears (if valid) or sets (if invalid) the carry flag and returns a statas code in
the AH.

INT 13H Function OEH: Reod Sector Bulfer

This operation is similar to function 0AH, except thal this one reads the 512-byvte dama por-
tion of the sector and not the ECC bytes.

INT 13H Function OFH: Write Sectar Buffer ~

This operation is similar to function 0BH, except that this one writes only the 51 2-byie data
portion of the sectlor, oot the ECC bytes.

INT 13H Functions 10H: Test for Drive Ready; 1 1H.
Recdlibrate Hord Drive; 12H: ROM Dlagnostics; 13H: Drive
Diagnostics: and 14H: Confroller Diagnostics

These functions perform internal diagnostics and report specified information for BIOS and
for advanced utility programs. The operations clear (if valid) or set(if invalid) the carry (lag
and return a status code in the AH.

{NT 13H Function 15H: Get Disk Type

This function retursis information about a disk drive. To use it, load the DL with the drive
{0 = A, etc. for diskette or 30H or higher for hard disk}). A valid operation retorns one of
the following codes in the AH;

00H No driveidisk present

QIH Dixkette drive that does not sense a change of disketie
02ZH Diskette drive that senses a change of diskeite

03H Hard disk drive

For return code 03 in the AH, the CX:DX pair contuins the total number of disk sectors
on the drve. The operation clears or sets the camry flag, and retums eror codes in
the AH.
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INT 13H Function 16H: Change of Diskatlta Status

This function checks for a change of disketie for sysiems thal can sense a change (see ulse
function 153HY. To use this service, lnad the DL with the drive number {3 = A, eic.}. The
operatiom Tetarns one of the following codes in the AH:

00OH No change of diskette (carmy (lag =

O01H [ovalid disketle parameter (carry {Jag = 1)

06H  Drisketie changed {carry Aug = 1}

BOH Diskette drive not ready (carry flag = 1)
Status codes 01 H and 80H are errops that set the carry flag, whereas 06H is a valid statos
that also seis the carry flag—a potential source of confusion.

INT 13H Funcilon 17H: Set Diskefte Type

Thiz operation sets up the combingtion of drive and diskette. Use function 1 7H along with
function 05H for disk formattng. To use this service, load the drive number (0 = A, 21c.)
in the DL and the diskene type in the AL. Diskette types includc:

OIH 360K diskete in 360K drive
i2H 360K diskette in 1.2M drive
03H  1.2M diskette in 1.2M drive
(4H 720K diskepe in 720K drive
05H  1.44M diskette in L4440 doive

The gperation clears (if valid} or sets (if invalid) the carry flag and rewrns the status in
tha AH.

INT 13H Function 18H: $et Media Type for Format

Use this operation immediately betore executing funciion O5H. To set the mediatype. load
these regisiers:

CH  Number of racks (Jow.-order & bits) _

CL  Number of wacks (high 2 bits in bits 7-6}, sectors per track (bits 3-0)

DL Drive {0 = A, etc.)

A valid operation returms in the ES:D a pointer o an 11-byte diskette parumeter ble. Sec
funetion ORH.) The operstion clears (if valid) or sets (i invalidy the carry flag and returns
the status in the AH.

INT 13H Function 19H: Park Disk Heads

This operation requires the drive number in the DL (BOH and higher for hard disk). The op-
eration clears {if valid) or sets Ui invalid) the cary flag and returns the status 1n the AH.
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KEY POINTS
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» BIOS INT {3H provides direct access to tracks and sectors.

* INT 13H does not supply automatic directory hundling, end-of-file operations, or
blocking and deblocking of records.

* The verify sector operation performs an elementary check of data written at same cost
of processing time.

+ A program should check for the status byte after each INT 13H disk operation.

QUESTIONS
19.1,

19-2,
19-3.

19-4.

19-5.
19-6,
19-7.

19-8,

19-9.

19-14.

What are the two major disadvantages of vsing BIOS INT L3H? That is, why is the
use of iINT 21H usually preferred?
Under what circumstances would & programmer use INT 13H?

Most INT 13H operations retum a status ¢ode. {a} Where is the code retuened?
b} What does code O0H mean? {c) What does code O4H mean?

What is the standard procedure for an error retwmed by INT 13H? Thart is, how do
you check for an error and what action do you take?

Code the instructions to reset the diskette controller.

Code the instructions 1o read the diskene status.

Using memory address DISKIN, drive B, head G, track 5, and sectar 4, code the in-
structions for INT 13H to read three seciors.

Using memory address DATAQUT, drive A, head 0, track 7, and sector 3, code the
instrugtions for INT 13H to write one sector. Be sure to use a spare diskette for this
EXETLIE.

After (he write operation in Question 19-8, how would you check for an atempt 1o
write on a protected disk?

Hased on Question 19-8, code the instructions o verify the write Gperation.



FACILITIES
FOR PRINTING

mmmmﬁmﬁrmwhm
ous mierTupt operations.

INTRGODUCTION

Compared to screen and disk bandling, printing appears 10 be a relatively simple process.
‘There are only a few operations invelved, all done either through DOS INT 21H or BIOS
INT 17H. Special commands to the printer inciude Form Fezd, Line Feed, Tah, and Car-
riage Returm.

A printer must understand a signal from the processor, for example, to eject to
a new page, t feed one line down a page, or to tab across a page. The processor also
must understand a signal from a prirter indicating that it is busy or out of paper. Unfor-
tunately, many types of printers respond differently to signals from 2 processor, ang
one of the more difficult tasks for software specialists is w interface their programs to
such printers.

This chapter introduces the following interrupt operations for hamdling the
printer:

INT 214 FUNCTIONS INT 17H FUNCTIONS
40H Pnni characters  (0H Prini character
QO5H Print character  O1H Initialize port
{2H Get printer por status
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COMMON FRINTER CONTROL CHARACTERS

Siandard charzcters that control primting on all cormunen prinwrs for the PC include
the fullowing:

DECIMAL HEX FUNCTION
09 {¥H Horizonial Tab
I OAH Line Feed {advance one hine)
12 (CH  Form Feed (advance 1o next page)
- 13 ODH  Carriage Retorn (return Lo keft margin}

Horizontal tab.  The Horizontal Tab ((9H) control character causes the printer to
advance the current print posilion to the next tab stop {usually. i set, every 8 positions). The
command works only on printers that have the fesiure and when the printer tabs are set up.
You can issue 4 string of blunk characters (o get around 4 printer’s insbility © taty,

Line feed. The Line Feed (DAH) controt charscter advances the printer by a single
line and two successive ling teeds cause a double space.

Formieed. Initializing the papzr when yon power up a printer deternines the stan-
ing position tor the top of a page. The defaaltlength for & page is 11 inches, which provides
66 lines at & lines per inch. Neither the processor nor the printer automaticaily checks for
the bottom of a page. Whether you use cut sheets on a laser printer or continuouws forms, as
programmer you are responsible for directing the priater to bepin printing on the nexr page.
To contro! paging, connt the fines as they print, and on reaching the maximum for the page
{such as 60 lines), issue a Form Feed (0CH) cormmeand, znd then reset the program’s line
count o Qor 1.

At the end of printing, deliver a Line Fead or Form Feed command to force the printer
to print the last line still in its buffer. [ssuing a form feed at the end of printing ensures theat
the last sheet feeds out of the priater.

Camage refurn.  The Carriage Return (0DH) control character, normally accom-
panied with a Line Feed, resets the printer to its lettrmost margin, This character is known
as <Emer> or <Retmn: on the keyboard and as CR on the screer.

INT 21H FUNCTION 40H: PRINT CHARACTERS

We have already used file handles in the chapters on screen handling and disk processing,
For printing with INT 21H function 40H. load these registers:

AH  Function 40H CX  Number of characters to print
BX File handle 04 DX  Address of the data io be printed

The following example prints 27 characters from a data item named HEADING be-
ginning at the lefirost margin. The Cammiage Return (ODH) and Line Feed (0AH) charac-
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ters immediately following the text in HEADING cause the printer to reset 1o column 0 and
advance 1 line.

HEADINC BB ‘Mowuntain Qutfitting Corp.', ODH, JAH

MOV AH, 40H ;Request printing

MOV BX 04 jHandle 04 for printer
MOV 27 15end 17 characters

LEA DX, HEADINC idddress of print area
INT 21H i£all interrupt service

A successful operation prints the texl, clears the carry flag. and returns in the AX the num-
her of characters printed. An unsuccessful operation sets the carry flag and retoms in the
AX ermor code 05 (access denied) or 06 {invalid kandle). An end-of-file marker (Ctrl-Z o1
0AH) in the transmitted data also causes the operation 1a cnd.

Twa conditions that intercept an attempt to print are:

1. The printer pawer is not turned on. The system displays
“write Fanlt Error Writing Device PRN"
-"Abort Retry Ignore Fail"

2. Out of paper or a paper jam. The system displays
“Printer out of paper error writing device PRN™

PROGRAM: PRINTING WITH PAGE OVERFLOW AND HEADINGS

The program in Figure 9-2 accepts names from a user at the keyboard and displays them
down the screen. The prograra in Figure 20-1 is similar to that one but instead directs the
names to the printer, Each printed page contains a heading followed by a double space and
the entered names in the following farmat:

List of Employes Mames Page 01
Annie Ha 1
Fanny Hi“1
Damny Rose

The program counts each line printed and, on nearing the botom of a page, ejects the form
to the top of the next page. The major procedures are the following:

« AIOMAIN Calls BIOINPT and CLOPRINT and ends processing when the user
presses only <Eners.
+ B1CINPT Prompts for and accepts a name from the keyboard.

« CLOPRINT If at the end of a page {60 lines), calls MIOPAGE: prints the name {its
lengih is based on the actual length in the keyboard input parameter hist).

» DIOPAGE Advances to a new page, prints the heading; resets line count and adds o
page count.

» PI0QUT Comrman routine that handles requests to print.
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TITLE AZDPRTHNM (EXE] Accept sntered namees and print
.MODEL SMARLL
-SETACE 643
DATA
HAMEPAR LABEL BHYTE ;Keyboard parampeter list:
MAXMI ZN DB 20 ; maximum _ength of name
HAMELEM B 7 ; agtual le=ngth enterad
NAMEFLE Fa | 2a BURp{ "} ; name entered
;Heading linm:
HEADZ DB ‘List of Employee Hames Pagm
PAGECTH b ] gl ODH, QARH, OBRH
FFEED n-] aCH iFParm fead
LFEED DB ODH, DAH ;CR, line feed
LINECTR OB ox
FROMET JB 'Hame? *
4 e o mm e o m e —mmmemm oo m o —amarnaea-
-CODE
ALOMATN FROC FAR
MY AX edata ;Initialize
MO D&, AXE ;  Begmentc
MOV ES, AX ; registers
CRILL QIOCLE ;Claar arresn
CALL D140PAGE Page heading
AZOLOOF :
MOV DX, Q0 ;Set oursor to 00,04
CALL QZOICRE
CALL B1IINPT jAocept input of namoe
CALL C1ICLE
CHE NAMELFEN, O& (Hame entorsd?
JE R3D ; no, exit
CALL C13FRINT ; Yes, prepare printing
JME ARILOOP
A0 MOV CX, 0L jEnd of processing:
LEA DX, FFEED ; uome characper
CALL F1OOLFT ; fLoxr form feed,
MOW AN, 40700H ;  exit
IRT 21H

ALOMAIN ENDE
H Accept input of name:

B1OGINPT PROL NEAR

B AH 40QH (Requegt dimplay
MO BX,01 !

Mo X, 08 ;5 characters,
LEA DX, PROMPT ;I Pprompt megaacs
INT 2iH

MO AH, ORH ;Request keyboard
LEA DX, MAMEPAR ;  input

INT 21H

RET

BE1OIKPT ENCP
i Prepare for printing:

C10PRINT PROC  NRAR

ME LINECTR, 60 ;End of page®
JB [ ; ng, bypamsa
CALL D OPAGE ;  ves, print heading

Figure 20-1a  Prinbng with Page Overflow and Headinpgs
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C20:

C10PRINT

i
PLOPASE

D30

o3 RET
CLOFAGE

i
PLOOUT PROC

CH, G

CL, HAMELEL
DX, NAMEFT.D
PLOOUT

X, 02

DX, LFEED
PLDOUT
LINECTR

;9et no. of charactara
;Bar addraas =f nane
;Print name

jRegquast CR,

; !ina faag

;Add to line count

Fags heading routine:

WORD PTR PAGECTR: 3120H

brE B

-, 01

DX . FFEED
PF1O0JT
LINECTR. 03

oK, 3T

DX, HEADG
F10O0UT
PRGECTHR+1
PFRGECTR+1, 3AH
Dag
PAGECTR+I, 30H
PRUOBECTR

Print routine:

;Firat page?
{ yes, bypass

; e,
¢ fForm feed,

;7 resek line count
iLepgth heading, page
jdddreas of heading

Add Lo page counk
;Fagea no. = Lax 3A?

no, hbypans
yag, aab to ASCYI

b

L

NEAR ;X snd DX get ot entbry

MO AH, 40H ;Recrueat prink
MO BX, 04 ;Handlw
INT 21H
RET

PLOOTT ENDP

i Cleay @Cresn:

; [

ZFLOCLR FROC HEAMF.
MY AX, 6 Q0H ;jRequesr BCIoll
MO BH, 60H jAreribute
MOV CX, 8000 iFrom 04,00
MOV DX, l184FH i ot Z4,TH
INT 10H
RET

C10CLR ENDF

i Eet curesnr rowfool:

L20CTRE PROC HERR ;DX pet on entry
ML AH, 13H [Faguest gaf CUTBOY
MOV BH, 00 ;Fage number o
INT 10H
RET

Q20 CIRA ENDEF
END A10OMATH
Figure X-1b Frinling #ith Fage Cverflow and Headings

At the beginning of execution, it i8 necessary (¢ print a heading, but not 13 gjeg o a
new page. To this end, D10PAGE bypasses the form feed if PAGECTR contains 01, its ini-
tial value. PAGECTR i5 defined as DB ‘017, which generates an ASCI number, 3031H.
The procedure increments PAGECTR by 1 so that it becomes, progressively, 3032, 3033,
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and so tonth. The value is valid up fo 3039 and then becomes 3034, which would pring as
a zero and a colon. At this point, the routine resets the 3AH to 30H and adds { to the left-
most byte, so that 303AH becomes 3130H, or decimal value 10

Placing a test for the end of the page before (rather than after) printing a name ensures
that the [as1 page has at least one name under the title.

PROGRAM: PRINTING ASCIl FILES AND HANDLING TABS

A common procedure. performed, for example, by the video adapter, is to replace a Tab
character (09H) with blanks through t the nexi location evenly divisible by 8 Thus
rah stops could be at locations 8, 16, 24, and so forth, so that all locations between 0 and 7
tab to 8, those hetwezn § and 15 @b to 16, and so forth. Some printers, however, ignore Tab
characters. DOS PRINT, for example, which prints ASCII files (such as assembly source
programs), has to check cach character that it sends 1o the printer. If the character is a Tab,
the program inserts blanks up 10 the next tab posilion.

The program in Figore 20-2 requests a user to key in the name of a file and prints the
contents of the file. The program is similar to the one in Figure 17-3 that displays records,
but goes a step further in replacing tab stops for the printer with blanks. Following are three
examples of tab stops, for print positions i, 9, and 21, and the logic for setting the nexi lab

posilion:
Fresept print location: 1 9 21
Binary value: GO0 M 1001 00010101
Clear rightmost 3 bits: HICHID0 0000 1000 Q0010000
Add 8: G000 1000 Goo01Cu00 Q031000
Mew tab lacation:! g 16 24

The program is organized as follows:

« AIGMAIN Calls BIOPROMP, CLOOPEN, DIOREAD, and E1GXFER.

» B1OPROMP Requests the user to key in a filename. Pressing only <Enter> indicates
that the user is finished.

« CI00PEN Opens the requested disk [ile for input. If the operation is valid, the pro-
cedure uses INT 21H function 42H o determine the file size (uses only the low-or-
dar portion, with a maximum of 65,535 bytes).

» DIDREAD Reads a sector from the filz.

« E1OXFER Checks the input data for end of sector, end of file, end of display arca,
1 ine Feed, and Tab. Basically, the procedure sends regular characters to the print area
and handles the logic for handling tab stops. The procedure also determines the end
of file by decrementing the stored file size by | for each character processed.

» PIOPRINT Prints the output line and clears it 1o blanks.
You could modify the program to counl 1he lines printed and force a form feed when

near the bottom of a page. at line 60 or so. You could also use an editor program to embed
Form Feed characters directty in your ASCII files, at the exact location where you warnt a
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TITLE

PATHEAR
MAXLEN
HAMELEMW
FILENAME

FILEDTA

FILESIZE

. 386
A1OMAIR

MOLOOE:

ABD:

RS0

AlOMAIN

page 60,132
AZOPRTAS {EXE) 'Head and print dipk recprds
MODEL SWALL

-STACK £4

LDRTR

LABEL EYTE ,Parameter liast for
DB 32 input of

PR 7 . Eilename

B 3z LUFP(Y ')

LAREL BYTE iFile DTA

LB 26 DUF{ZIH!} iRegerved

L) u ;File gize i{low-order!
25 Q iFile zize |high-ordar
ne 13 DUF{20H) ;Rest of fils DTA

LW ag

I o0 ;End procesa indicacor
DE CH

b i

DB tEAN Ok error ®EAY 0 IH, OQFH

i) 127 DOB{' '} ;Print area

o)z '"Mame of filav

DR v} SCresn row

8] 51 DUFL ") ;Input area for file
. CQRE

PROC FAR iMain procedure

MOV AX . wdata ;Initialize

Wy DS AX ;  Eegment

MOV ES, Al ; registaers

CALL 21D5CR Clear Boresn

Mo ENDCDE, 84 ;Tnitialize

CALL  B1GPROME ;Request filename

MP NAMELEMN, 00 ANy requast’y

JE AaD 7 na, axit

CAEL ClO0FPEN ;open file, get handle
HP ENDCDE, OC ;Valid open®

JNE AZOLOOP ! ho, regquest AJain
AL D1QREAD ;Read 18- diak asctor
CME ENDCDE, 4 JEnd-of-file, oo datad
JE ABD ; yes, ragueat neExXt
CALL E10XFER ;Eraincfraad

MO AH, 3EH Cloge fils

Lty BX ., HARDLE

INT Z1H

JHE A2 OLOOP ;Repeat processing
[ AX , 4CO0H ;E2nd processing

INT I1H

ENDP

Figure 10-28 Printing an ASCH File

375

page break, such as at the end of a procedore: the usual method is to hold down the Alt key
and press numbers on the numeric keypad, such as 012 for Form Feed.

You could revise the program for INT 2 1H function O5H to send each character di-
rectly to the printer, thereby eliminating the definition end use of the print area,
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BLOFROMP

BLOPROME

r

C100PEN

C20:

Coc:
C1COFEN

D1UREAD

D1ORERD

b

E1XFER

E2D:

PROC
CALL
MOV
MOV
MoV
LEA
INT

LEA
INT
MOWVEL

ENTP

PROC
MOV
MOy

IHT
JHC
CALL
JMP

Mo

LHT

LER
INT
RET
ENDP

PROC

Mo
MOW
LEAR
INT
MOV
RET
ENDF

PFROC
CLD
LEA

LEA
MOV

Reguest £ile name:

NEAR
Q2aCURS
AH, a0H

BX, 01

CX, 13

L¥, PROMPT
21H

AH, OAH

B, FATRPAR
21H

aA, HAMELEN
FILENAME {BX] , O

Cpen digk fila:

MEAR

AN, 3DH

AL, 00

DX, FILEHMAME
21H

c2g

XiQERR

o 1v]

HAMTILE , AX
DM, 1 AH

O¥, FILEDTA
ZlH

AM, 4EH

Ck, 0

Dk , FILENAME
21H

Read disk sector:

NEAR
Al , 3FH

BX , HANDLE
X, 512

DX , SECTOR
2iH
ENDCDE, AX

Facilitias for Printing

;.SE L sursar

;Prompt for filename
Handle for screen
iHo. of characters

jAccept filename

;Indert zero at end
;i wf filespec

;Requesalt opell
;Read only

;Test carrcy flag,
arror LY eek

¢

:Save nandle
;Bet DTA

i

;Find file

;  Aand get
File Bize

;Asgquent read
s Duvricom
; Length
;Bulffar

Tranmfer data to print line:

HEAR
&7, SECTOR

D1, FRTAREA
COUNT, 00

;8et lefr-to-right
;Inicigliza

Figure 20-2b  Printing an ASCI File

Chap. 20
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E3b:

Eqo:

ES):

Bal:

ET0:

E9D:

E10XFER

i
PLOPRNT

F1OPRHT

LEA LX, 5ECTOR«51 2
cMEP 81.0%
JHE Eag
CAIL D10READ
MP ENDCDE, 00
JE E’0
LER a1, BECTCR
MO BY, COUNT
CME BX,.129
JH ES0
MO [DI+EX] . 0DOAH
CALL F1OPRNT
LER DI, FRTAREA
MOV OUNT, 30
LOLSE
MY BX , COUMNT
MO [DI+BX] , AL
INC BX
DEC FILESIZE
JZ E4D
CME AL, OAH
JHE E&D
CALL PLOFRHET
JMF E2D
CHF AL, D9H
JNE ETD
DEC Bx
Moy
AND BX, DEFFEH
ADD BX, D8
MOV COUNT, 3X
TMP E3f
MO BX . COUNT
MOV EYTE PTR [DI+BX]).0CH
Chii. P1OPRMT
RET
ENDFP

Print Lline:
PROC NEAR
MoY MH, 408K
MOy B, 04
MOV e, COUNT
INC [, 4
LER DK, PRTAREA
INT Z21H
Moy AX,2020H
™oy X, 60
LER I . PRTARER
REF STOSH
RET
EHDLP

Figure M-2c

;End of sector?

; no, hypawma

; yves, read next
;End of file?

; Yes, exit

;AL and cf print arsa’?

; no, bypaas
;  y=E, eet CR/LF

;Rminitializa

;i [81) e AL, INC 81
iCharacter to print lins

;All chara procesaed?
: yes, exit

;Line fead?

; na, bypasna

i y=a, call) print

;Talh character?

i tho, bypaas

yes, rIeaest BI

BYTE FPTR [DI+BI].26H ;Clear tab to blank

;Clear rightmost 3 bite,
; add 8 for tab stop

1Eng of file
;Form feed
;Print laat line

;Request print
(Langth

;Clear prianc line

Printing an ASCH Fite
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; Scrall screer:

Qlo8CR  PROC  NKEAR

MY AX ., 0600H ;Request scrall
MOV BH,.lEH (8et atbrikbutes
MOV X, 00040

MO DX,184FH

INT 10

RET

Ql05CR BNLE
H Sef curaor:

6ZUCURS FR{H WERR

Mo BRI, Q2H iRequest get

MOV BH,0Q T CuTERT

MOV DH , ROW s Beva

MOV DL,.1¢ iColunn 1G

INT A0H

INC ROW Hext porsen row
RET

J2OCIRE ENLF
H Dieplay disk etrar meadage:

i
X1DERR PROC NERR

CALL Q2 0CURS iBet cursorT
MOy AH,40H ;Request d_splay
MOV BX 01 ;Handle
MO X, 20 ; Lengzh
LER DX, OPENMSEE ;Error mepeage
INT 21H
MY ENDCLRE, G2 (Errer indicator
RET

X10BRR ENDE
END R1OMAIH

Figure 20-2d  Prnbtng an ASCI File
INT.2TH FUNCTION 05H: PRINT CHARACTER

The enginal INT 21H function G5H also provides print faciltives. To use it, load function
05H in the AH register and the character that you want to print in the DL, as follows:

MOV AH O5H ;Request print character
My oL, char ;Character to print
INT 21H ;Ea1l interrupt service

The se instructions are adequate for sending & single character to the printer. However, prini-
ing typicaily involves a fuli or partiai fine of text and requires the program to step through
a line formatted in the dala area.

The following example iltustrates printing a full line. It first initializes the address of
HEADING in the Sl register and scts the CX 1o the length of HEADING. The loop at P20
then extracis cach character snccessively from HEADING and sends it to the ponter, Be-
cause the first character in HEADING is a Form Feed and the last two characters are Line
Feeds. the heading prins at the 1op of a new page and is followed by a double space. The
code s as follows;

HEADING DB MCH, *Mauntain OutFitting Corp. ', COH,0AH DAH
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SOV OX, 29 ;Iaitialize tength and
LEA 5 ,HEADING i address of heading

P20:
MO AH,O5H iRequest print
MY [, [5I] 1 character from heading
INT  21H ;Call interrupt service
INC sI ;Maxt character in heading
LOF  F20D ;Lleop 29 times

If the printter is not tuened on, the system displays a message, “"Outof paper™. If you
turn on the power, the program begins printing correctly. You can also press Ctid + Break (o
cancel execution of the print operatian.

SPECIAL PRINTER CONTROL CHARACTERS

We have already examined the use of the basic printer control characters. Tab, Line Feed. Forin
Fead, and Carriage Return. Other commands suitable for most printers are the following:

DECIMAL HEX ACTION

08 08 Buackspace

11 OB  Vericat Tab

14 OE  Turnon expanded mode
15 OF  Tumon condensed mode
1% 12 Turn off condensed mode
20 14 Tum off expanded mode

Some print commands require a preceding Esc {escape) character (1BH):

1B 30 St lime spacing to ® Tines per inch
IB 32 Setline spacing to 6 lines per inch
1B 45  Set on emphasized printing mode
\B 46 Set off emphasized printing maxde

You can send control characters to the privier in bwo ways:

1. Define control characters in the data area. The following sets condensed mode, sets
& lines per inch, prints a title, and causes a carriage return and line feed:
HEADING DB OFH, 184, 30M, “Mountain Outfitting Corp.’, ODH, CAM

2. Use function (%5H to send the characiers ta the printer:

MOV AH, O5H (Request print
My 0L, 0FK ;Reguest condansed mode
INT 21M 1€all interrupt Service

All subsequent characiers print ins ¢condensed mode until the program sends another com-
mand that resets the mode.

The foregoing commands do not necessarily waork for alt printer models. Check your
manual for the printer’s specific commands.
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INT 17H FUNCTIONS FOR PRINTING

INT 17H provides facitities for printing at the BIOS level. Valid printer ports for LPTI,
L.PT2, and LPT? are O (the default), 1, and 2, respectively. INT 17H provides three func-
ticns, as specified n the AH register:

1. Issue function 32H first 1 determine the printer’s status, via a selected pont number.
Include this status test before every attempt to print. If the printer is available, then

2. Issve function 01H 1o initialize the printer pert, and
3. Tssue fumction OOH operations to send characiers to the printer.

The operaticons return the printer status to the AH, with one ot more bits set o 1

8T CAUSE BIT CALSE

0 Time out 5 (ul of paper

3 Inputioutput eror 6 Acknowledged from printer
4 Selecied 7 Not busy

If the printer is already switched on and ready, the operation returns 90H {binary
10010000): The printer is not busy, bt is selected, a valid condition. Printer errots are bit
5 fout of paper) and bit 3 {output ecror). If the printer is not switched on, the operation re-
tums BOH, or binary 10110000, indicating “Out of paper”.

INT 17H# Function 00H: Print o Characte:

This operation causes printing of one character and allows for pninter ports 0, 1,or 2. To
use it, load the character in the AL and the prinier port number in the DX

mOY  AH, 00H ;Request print

MW AL.char :Character to be printed
M DX, 00 :%a’act printer port Q
INT 17H tCall interropt service

The operation retums the status o the AH register. The recommended practice is to use
function 02H first to check the printer status.

INT 17H Function O1H: Initiolize the Printer Port

This operation selects a port, resets the printer, and initializes it for data. The following ex-
ample selects pont (:

MOV AH, 014 iRequest initialize port
WMoy DX, 00 :Gelect printer port 0
INT 17H :Ca”1 dinterrupt service

Because the operation sends a Form Feed characler to the printer, you can use it to set the
forms to the 1op-cf-page position, although most printers do this automatically when mroed
on. The operation returns a status code in the AH.
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INT 17H Function O02H: Get Printer Poit Status

The purpose of this operation is 1o determing the stams of the printer. The following ex-
ample selects port O:

MY AH OZH ;Request read port

M D 00 ;5elect printer port 0
INT 17H ;Call interrupt service
TEST AH, 001010018 tReady?

JNZ  errormsg : na, display message

The operation returns the same printer port status as function 01H. When the program mms,
if the printer is not initially turned on, BIOS is unable to retum a message auvtomatically—
your program is supposed to test and act npon the printzr status, [f your program does not
check the status, your only indication is the cursor blinking. If you turn on the primter at this
point, some of the output data is lost. Consequently, before executing any BIOS print op-
erations, check the port status; if there is an error, display a message. (INT 21H performs
this checking automatically, although its message, “Out of paper,” applies 1o vanous con-
ditions) When the printer is switched on, the message no longer appears and printing be-
gins normally with no loss of data.

Al any time, a printer may run out of forms or may be inadveriently switched off. It
you are writing & program for uthers to use, include a siaius test (function 02H) before every
altetnpt o print.

KEY POINTS

« After printing is completed, use a Line Feed or Form Feed command 10 clear the
printer bulfer. _

» INT 21H function 40H prints strings of characters, whereas INT 21H function 05H
and BIQS INT 17H print a single character at a time.

« The system displays a message if there is a printer ervor, although BIOS returns only
a statws code. When using B1OS INT 17H, use function 02H to check the printer sta-
tus hefore printing.

QUESTIONS

20-1. Provide the printer control characters for (a) Carriage Relurn; (b} Line Feed;
{¢) Form Feed; (d} Horizontal Tab.

20-2, Code a program using INT 21H function 40H for the fellowing requirements;
(2) Eject the forms 1o the next page; {(b) print your name; {c) perform a camiage re-
turn and a line feed, and print your street address; (d} perform a carmage returm and
line feed, and print your cily and state; (€} eject the forms.

20-3. Revise Question 20-2 1o use INT 21H function 05H.
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20-4.

20-6.

Facilities for Printing Chap. 20

Drefine a heading line that provides for 2 earriage return and form feed operation,
sets condensed mode, defines a title {any name), and tems off condensed mode.

. Revise Question 20-3 so that the name is prnted in expanded mode, sireet and ad-

dress in condensed mode. and city-state in normal size but emphasizad mode.

TNT 174 for printing returns an error code in the AH. What do the following codes
mean? {a) 0BH; (b) LOH; (¢} 90H,

. Revise Question 20-2 o use INT 17H. Include a test for the printer status.
. Revise Question 2(-2 so that the program perfosms parts {b), {c}, and (d} five times.
. Revise Figurs 20-1 to run under INT 21H function O5H.

Revise Figure 20-2 so that it also displays the printed lines.



OTHER

INPUT/OUTPUT
FACILITIES

Objecrive: To describe the programming requirements for the
mouse and the use of ports, :

INTRODUCTION

This chapter describes the use of the mouse, accessing the PC's ports, the IN and QUT in-
structions, and generating sound through the PC’s speaker. The instructions that are intro-
duced are:

« IMT 33H for mouse handling
= INFINS and QUT/OUTS for accessing ports

MOUSE FEATURES

The mouse is a commonly used pointing device controlled by a software interface
known as a driver that is normally installed by an eniry in the CONFIG.SYS ot
AUTOEXEC BAT file. The dtver must be installed 5o that a program can recognize and
respond (o the mouse’s actions.

Some basic mouse definitions follow:

- Pixel: The smallest addressable element on a screen. For text mode 03, for example,
there are 8 pixels per byte.
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» Mouse pointer: In 12xt mode, the poioter is a flashing block, in reverse video; in
graphics mode, the peinter is an arrowhead.

Mickey: A unit of measure for movement of the mouse, approximately 1/200 of
an inch.

Mickey couns: The number of mickeys the mouse ball rotls horizontatly or vertcally.
The mouse driver uses the mickey count to move the pointer on the screen a certain
number of pixels.

Threshold speed: The speed in mickeys per second that the mouse must move 1o
double the speed of the pointer on the screen. The default is 64 mickeys per secand.

All mouse operations within a program are performed by standard INT 33H funcuons

of the form
MOV AX, function iRequest mouse function
- iParameters (i€ any)
IMT 33H ;Call mouse driver

Note that unlike other INT operations that use the AH register, INT 33H functions are
loaded in the full AX register

The first mouse instruction that a program issnes should be funciion OUH, wiich sim-
ply initializes the interface between the mouse driver and the program. Typically, you need
issue this command just once, at the start of the program, Fotlowing function 00H, the pro-
gram should execute function 01H, which causes the mouse pointer to appear on the screen.
After that, you have a choice of a wide range of mouse operations.

MOUSE FUNCTIONS

The following are the mouse functions available for INT 33H, of which relatively few are
commonly used:

D0H  [nitialize the mouse

OIH Display the mouse pointer

02H Conceal the mouss painter

03H Get button status and pointer location
H  Set pointer location

05H Get button-press information

06H  Get button-release information

07H  Set horizontal limits for pointer

08H Set vertical limits for pointer

(9H  Set graphics pointzr type

UAH Settext pointer type

(BH Read mouse-motion counters

OCH  Instal] intermupt handler for mouse events
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ODH Tum on light pen emufation

OEH  Totrh off light pent emolation

{ifH Set mickey-to-pixel ratio

I0H  Set pointer exclusion ares

13H  Set double-speed threshold

14H  Swap mousc-event intermpt

I5SH (et buffer size for mouse driver staie
16H  Save mouse driver siate

17TH  Restors mouse driver slale

I58H  Tnstall altemative bandler for moase cvents
19H  Get address of ahemative handler '
1AH  Set mouse sensitivity

IBH Get mouse sensitivity

ICH 521 mouse intermupt rate

IDH  Select display page for pointer

1IEH  Get display page for pointer

1FH  Disable mouse driver

20H Enable mouse driver

2IH  Reset mouse driver

22H  Set language for mouse driver messages
23H  Ges language number

24H  Get mouse information

COMMON INT 33H OPERATIONS
In this section, we examine the more common INT 33H operaiions regquired for most pro-
grams that use a mouse.
Function 00H: Inttialize the Mouse

This is the first command that a program issues for handling a mouse, and needs to be ex-
ecuted only once. Simply load the AX with function O0H, and issve INT 33H. The opera-
tion requires na inpul parameters, but retarns these values:

« AX = DO0OOH if no mouse sepport is available or FFFFH if support is available
« BX = the number of mouse buttons (1f support is availabie)

If mouse support is available, the operation fmifializes the mouse driver as follows:

» Sets the mouse pointer (o the center of the screen
+ Congeals the mouse pointer if it 15 visible
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= Sets the mouse pointer display page ta e

» Sets the mouse pointer according to the screen mode: rectangle and inverse color for
text or arrow shape for graphics

+ Sets the mickey-1o-pixel ratio, where honzontal ratio = § to 8 and vertical rtio = 16
tir

« Sets the horizoneal and vertical limits for the pointer W thetr minimum and maximom
values

» Enzhles light pen crmulation mode

» Sels the double-speed thrashald to 64 mickevs per second, which vou can change.

Function Q1H: Display the Mouse Pointer

After issuing function GOH, use this operation (o cause the mouse pxinater to be displayed
on the sereen. The operation requires no input parameters and retums no vajues.

The mouse driver maintains a pointer flag that determines whether or not tu display
the pointer. It displays the pointer il the Nag is zero and conceals it for any other value. lmi-
llly, the value is —¥; function OTH increments the flag, thus causing the pointer o be dis-
played. (See alse function 02H.)

funclion 02H: Conceal the Mouse Pointer

The standard praciice is to issne this function at the end of a program’s eXecotior, (a cause
the pointer (o be concealed. The operation requires no input parameters and returns
no values.

The pointer flag is displayed when it conlains a zero vaiue and is concealed for any
other value. This function decrements the fiag to foree it to be concealed.

Function 03H: Get Button Status and Pointer Location

This function refurns eseful information about the mouse. [t requires no input parameters,
but relurns these values:
« BX = Seaus of hultons, according e bat Imatinﬁ, as follows:
Bit ¢ Left button (0 = up, T = pressed down)
Bit | Right button (0 = ap, | = pressed down)
Bit 2 Center button (0 = up, | = pressed down]
Bits 3-15 Rescrved for internal use
+ CX = Homzenal (x) eoordinae
» DX = Verucal (v} coordinate
The horizontal and vertical coordinazes are expressed in (erms of picels, even in text mode

(& per byte for video mode 03). The values are always within the minimam and masimom
limits for the pointer.
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Funcfion (EH: 58t Pointer Localion

Use this aperation to sel the horizontal and vertical coordinates for the mouse poinier on
the screen {the valtes for the location are in ierms of pixels—=8 per byte for video mode 03 )

WOy AX Q4K flequest sBt Mouse pointer
wlv (X hariz-Tocn ;Horizontal Tacation

MOW DX, wvercl-Tloon ivertical Tecatian

INT 33K (Call mouse driver

The operation sets the pointer ai the new location, adjusted as necessary 1f ouside the rini-
rmum and maximuam limits.

Example: Basic Mouse Operations
The fullowing exampie illustrates the use of the mouse mstructions covered to this point:
Mo A DO sReguest initialize mouse
g INT 334 ;Call mouse driver
CMP AX,DOH ;Mouse avaitable?
JE  exit 7 no, exit
W AX,O1H ;Request show mouse pointer
INT  33H a1 mouse driver
Mov A, DaH iRequest set mouse pointer
WY O, 24 ;Horizontal lecation
Moy D, 16 ;verttcal Tocation
INT  33H ;Call mouwse driver
MOV AN, TZH ;Request hide mouse pointer
INT 33H ;Call mouse driver

Function 05H: Get Button-Press Informatlion

To use this function o retumn information about button presses, sel the BX with the button
number, where ¢ = left, | = right, and 2 = center:

MW A0, D5H :feguest press information
MOy BX, buytton-na :Button number
IMT GZ3H ;CalT mouse driver

The operation returns the op/idown status of all buttons and the press count and location of
the requested button:

« AX = Statys of bunions, according 1o bit location, as follows:
Bit 0 Left botton (0 = up, | = pressed down)
Bit I Right button {0 = up, 1 = pressed down}
Bit 2 Center button (0 = up, 1 = pressed down)



388 Ciher InpuQutput Facilities Chag. 21

Bits 3-15 Reserved for internal use
* BX = Bution-press counter
* CX = Horizontal (x) coordinate of last burton press
* DX = Vertical (¥) coordinate of last button press

The operation resets the button-press counter 1o zero.

Function 08H: Get Button-Release Inlormation

To uxe this function 1o ceeen informarcion about buhon releases, set the BX with the button
number (0 = left, 1 = right, and 2 = center).

MV A, OFH :Requast release information
MY BX, button-no ;:Button number
THT 33H :Call mouse driver

The operation returns the up/down staus of all buttons and the release count and location
of the requested button, as follows: '

AX = States of birtons, according 1o bit location, as follows:
Bit O Left button i) = up, 1 = pressed down)
Bit 1 Right button (0 = up, 1 = pressed down)
Bit ? Center button {( = up, | = pressed down)
Biis 3-15 Reserved for internal use
BX = Button release counter
= CX = Horizontal (x) coordinate of last buticn release
= I = Vertical (y) coordinate of last button release

The operation resets the button release counter to zero.

Function 07H: Set Horzontal Limits for Pointer

You can use this operation to set the minimum and maximum horizontal limits for
the pomnter:

My AX, QFH iRequest sat horizontal Timit
MY CX.min-locn sMinimom 1imit

MOV DX, max-Tocn sMaximum 1imit

INT 33H ;Call mouse driver

If the minimum value is greater than the maximury, the operation arbisrarily exchanges the
values. If necessary, the operation also moves the pointer o within the new area. See also
functions O8H and 10H.

Function 0BH: Set Verical Limils for Pointe:

You can use this operation to set the minimum and maximum vertical limits for the
pointer,
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WOY  AX ,OBH TRequest set vertical Timit
Moy O, min-Tocn :Minimom limit

MDY DX, max-Toch tMaximum Timit

INT 33H :Call mouse driver

If the minimum value is greater than the maximnm, the operation arbitrarily exchanges the
values. If necessary, the operation also moves the pointer inside the new area. Sce also func-
tlons 07H and 1GH.

Funclion 0BH: Read Mousa-Motion Counters

This operation returns the horizontal and vertical mickey couni since the last call 1o the
function (within the range —32,768 to ~32,767). Returned values are:

» CX = Horizontal count {(a positive value means travel tc the right, negative means to
the left)

« DX = Vertical count (a positive valne means travel downwards, negative means
upwards)

Function OCH: Install Intermupt Handler for Mouse Events

Your program may need 1o determine automatically when a mouse-related activity (or event)
has oceurred. The purpose of function 0CH is to provide an event handler whereby the mouse
software interropts your program and calls the event handler, which performs its required
function and returns to your program’s paint of exscution on completion of the task.

Load the CX with an event mask to indicate the actions for which the handler is to re-
spond and the ES:DX with the segment:offset address of the interrupt handler routine:

MOV AX OCH iRequest interrupt hardler
LEA CX,mask ;Address of event mask

LEA DN, handler ;Aaddress of handler (ES:0X)
INT 33H ;Call mouse driver

Define the event mask with bits set as required:

0 = mouse pointer moved 4 = right button released

1 = left button pressed 5 = center burion pressed

2 = left button released 6 = center button released

3 = right button pressex 7-15 = reserved, define as O

Define the interrupt handler as a FAR procedure. The moose driver uses a far call o
enter the interrupt handler with these registers set:

» AX = The event mask as defined, except that bits are set only if the condition
occurred

« BX = Burton state (if set, bit 0 means lefi button down, bit | means right button
down, and bit 2 tneans center button down)



390 Cther Input/Output Facilities Chap. 21

+ CUX = Horirontal {x) coordinate

« DX = Vertical (y) ¢coordinate

» 81 = Lasl vertical mickey coont

* DI = Last horlzonial mickey count

* DS = Data segment for the mouse driver

Om the pragram's entry inte the interrupt handler, push all vegisters and initialize the
DS register to the address of your data segment. Within the handler, vse only BfOS, not
DOS. inlemupts. On exit, pop all repisters.

Function 10H: Set Pointer Exclusion Area

This operation defines a screen area in which the pointer is not displayed.

WOy A, L0OH sfequest sat exclusian area
MOV O, upleft-x ifpper Teft x coordinate
My DX, upleft-y ipper left y coordinate
WY 51, lowrgt-x ;lower right x coordinate
MOY OI,Yowrgt-y ;Lower right ¥ coordinate
INT 33H ;€all wmouse driver

To replace the exclusion area, call the function again with different parareters, or reissue
function 0OH or 01H.

Function 13H: 5et Double-Speed Truashold

This operation sets the threshold speed at which the pointer motion on the sereen is dou-
bled. Load the DX with the new value (the defsult is 64 mickeys per second). (See also
funcoen 1AH)

Funclion 1AH: Set Mouse Sensiivilty

Sensitivity concems the aumber of mickeys that the mouse needs to move before the pointer
is moved. Function 1AH sets the hotizontal and vertical mouse motien in terms of the aum-
ber of mickeys per 8 pixels, as well as the threshold speed at which the pointer motion on
the screen is doubted {see also functions OFH, 13H, and 1B3H):

MY AX,LAH iRequest set mouse sensitivity
MOy BX,horzon ;Horizontal mickeys (default = &)
My O vertic svertical mickeys (default = 18]
MOV DX, threshold :Threshold speed {default = B4}

INT 33H :Calt mouse driver

Funclion 1BH: Get Mouse Sensiitvity

This operation remnms the herizontat and vertical mouse motion in terms of number of mick-
cys per & pixels as well as the threshold speed at which the pointer motion on the screen is
doubled. (See function 1 AH for the registers and values that are returned.)
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Funciien 1DH; Select Display Page for Pointer

The page for wideo display is set with INT 10H function 05H. For mouse operalions. set the
page number in the BX and issue INT 33H function 1DH.

Function 1EH: Get Display Page for Pointer

This operation reqtms the current video display page in the BX.

Function 24H: Geot Mouse Information
This operation returns information about the version and rype of monse dhat is installed:

« BH = Major version number
= BL = Minor version number

* CH = Mouse type {1 = bos mouse, 2 = serial mouse, 3 = InPort mouse, 4 = P32
mause, and 5 = HP mouse)

PROGRAM: USING THE MOUSE

The program in Figure 21-1 displays the horizontat and vertical positions of the pointer as &
user moves the mouse. The main procedares ae:

+ AIOMAIN Initializes the program, calls BI1OINIT, CIOPTR. DIOKCONY, and
Q30D1SP, and ends processing when the user presses the left button.

+ B1OINIT Tssues TNT 33H function DOH ko initialize the mouse (or 1o indicate that no
mouse dover is present) and issues function 01H to cause the mouse pointer o display.

» CIDPTR Issues funchion 03H to check and exit if the user has pressed (e left buton,
If not pressed, the program converts the horizontal and vertical positions from pixel
values to binary numbers (by shifting the values 3 bits to the right, effectively divid-
ing by 8). Tf the location is the same as when it was previously checked, the routine
repeats issuing function 03H; if the location has changed, control returns to the call-
ing procedure,

» DIOCONY Converts the binary values for horizontal and vertical screen localions i
displayable ASCII characters. Note that with 8 pixels per byte, the horizental value
remmed at screen column 79 (the rightmost location) is 79 X § = 632, The proce-
dure divides this value by 8 to get, in this case, 79, the maximum case. Consegquently,
the conversion can comrectiy assume that values retormed are within 0 through 79.

« EIOHIDE Hides the pointer immediately before the program ends processing.

= Q30DISP Displays the horizontal and vertical values at the center of the screen as
X =coland ¥ = row.

One way to improve this program would be 0 issue function OCH to set an interrupt
handler. [n this way, the required mstructions are automaticatly imvoked whenever the
mMouse is active.



TITLE

KBINARY
YRINARY
ASCVAL

DISPDATA
XMSG
XASCIT
YMSE
YASCIT
C20E

ALOMATR

ABD:

ARG :

ALCMATH

BLOINIT

BSOSO :

B1OINIT

page &0,1312

Othar Input/Output Facilities

Handling the aouse

iBinary £ coordinatms
sBinary ¥ coordinate
;ASCII field

i X mespage
;X ASCII walue

;Y mapgage
;Y ASCII valu=

(Inicialize

;i DE regimter
iClaar soresno
sInitialias mouse
jMouae inetalled?
i no, axie

;G2 moume pointer
iButton presasdi

;i yea, exit

FBAE curesoT

;x to ARSBCII

i¥ te ASCII

r

;Eiuplny X and ¥ valusas
Rapeat

:Hide wouse pointer

iClear scryesn
jEnd procesaing

Initialize mouss pointar:

jEevuanst initialize

I mouss
iMoupe inptalledfy
; no, axit

i8how pointer

;Return to caller

AJ1MOUSE (EXB]

-HODEL SMALL

LSTACK &4

. DATA

b 0

e o

LeL) -7

Gereen display fielda:

LABEL PBYTE

TR X o=

o ?

be r o

R Y

ow ?

OODE

PROC FaR

L AX, @data

Moy DS, AX

CALL C1OCLERRE

CALL BlOINIT

Me AX, 0

JE A90

CALL  C1DPFTR

P EX,01

P A8D
Q20CTRE

MOV AX, XRTNARY

CALI,  DP1LOCONY

MoV AKX, ASCVAL

Mo XA3CTI, AX

L) AX, YREINAEY

CALL D1 000Ny

MO AN, ASCVAL

MO YASCIY AX

CALI. Q3oDIsSP

JMF A20

CALL E10HIDE

CALL QIOCLEAR

MOV aX, 4C00H

INT 2IH

ENDP

FROLC WEAR

MO AX, DOH

18T A2H

e AX, 00

JE Bo0

MoV A, 01H

INT 13H

RET

ENDT

Figore 21-1a  Priming with Page Owesflow and Headings

Chap. 21
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.

C10PTR
cz0:

FROC
MoV
INT

r
JB

SHE
SHR
omp
JNE
cMpP
JE

e L B MOV
MOy
RET

EKDP

o0
C10PTR

DLOCONY

BRI 34

D20 :

D1 QO

¢

ELOHIDE

E10HIDE

Q1O0CLERR

MO
INT

Q10CLEAR ENDP

Q2OCIRS PROC
Moy
MOV
MOV

INT
RET

QIOCTRE ERDFP

Gut mousle pointer location:

HEAR

AX,03H ;Get pointer location
13H

BX,01 ;Right baittcn pressad?
Cat 7 yam, Dwans axit

CX, 02 ;Pivide pizel value

o, 03 i by B

CX , XBINARY ;Hag pointer locacion
cac ;  changed?

D%, TBIRKRY ;

c20C i no, repsat operatlon
XBINARY , X j  yma, @nve naw looatior
TEIMARY , DX H

;Return to caller

Convert binaAry oo

HEAR ;AX = binary X or ¥
RECYAL, 2020H ;Clear ASCITI field

CE 10 ;Aat divide factor

ST, ASCVAL«1l Load ASCVAL addream
AX, CX ;Compare locarion to 10
nze ;  lower, bypass

CL ; higher, divide by 10
AH 3A0H i Inmert ASCII 3s

(5T), RH ;8tere in rightmost byte
s8I (Decr addresp of ASCVAL
AL, 20H ;Ingart ASCIT 38

(81§, AL (Store in leftmost byta

;Return Lo caller

Hide mouse pointer befare ending:

AX,{J2H
Ex ]}

;Requast hide poincar
jReturn to galler

Seraen operations:

HEAR
AX, QGDOH ;Request clear ACrasn
BH, 30H iColora
CX, 00 ;Full
Dx,184FH :  BCTéasn
10K
jReturn to caller
HEARE
RH, DZH JSet cursor
BH,Q jPage 0
DH, ¢ i Riow
DL, 25 rColamn
10H

;Return teo caller

Figure 21-1b  Using & Mouse
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394

Qiehlse FROC
HoV
MY

LEA
IRT
RET
RA0DIgE ENDE
aND
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HEARR
AH, 40H iRequesr diaplay
DX, 01 ;8creen handle
oy Y sHumber of characters
CX,DISPDATA ;Dimplay area
21H
;Rerurn to caller
ATQMATN

Figure 21-1¢  Using 1he Mowse

A port s a device that connects a processar to the external world. Through a port, a proces-
soT receives 4 signal from an mput device and sends @ sipnal o an output device. Ports are
identified by their addresses, in the range of GRB-3FFH, or 1,024 pornts in all. Mote that these
addresses are not conventional memary addresses, You can use the [N and OUT instruc-
tions o handle IO direcily at the port level.

IN iransters data from an inpur pon o the AL if a byte and to the AX if a word,
whereas OUT transfers data to an ootput port from the AL if a byie and from the AX i a

word, The general formats are

-[-'I.ai::e'l-:-] _IH ACCum-reg, port

(T1abal:]|OUT|purt, accum-reg

You can specify a port address either staticaliv or dyramicafly:

Stabicadly.  Use an operand from 0 throngh 255 directiy as

Input IH AL,portc# ;Input one byte from port
Durpur  OUT porcd A% :Qutpuy one word to port

Dynomically.  Use the contemus of the DX register, O through 65,535, indirectly.
You can use this method 1o process consecutive porl addresses by incrementing the DX,
The following example uses port 60H:

MOy DX, BCH ;Port B0H {keyhoard)
IN AL, DX iGet byte from port

Some of the major port addresses are:

0200 023H  Lierrupt mask registers
M4OH-M3H  Timerfcounter

(H0H Input from the keyboard
061H Speaker (bits 0 and 1)
200H—20FH  Game controller
278H-27FH  Parallel port adapter LPT3
2F8H-2FFH  Serial port C{OM2
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A7VéH-37FH  Parallel port adapter LPT2
3R0H-3BBH Monochrome display adapter
JBECH--3BFH Pasallel port adapter LPTI
IOHA-ICFH VGAEGA

IDIH-3DFH  Color graphics adapter (CGA)
AFGH-3FTH  Disk controlier

IFSH-3FFH  Senal port COMI1

Although the standard practice is to use DOS and BIOS imerupts, you may safely by-
pass BIOS when you access ports 21H, 40-42H, 40H, 61H, and Z01H. For example, on
bootup, a ROM BIOS rontine scans the system for the addresses of the serial and paralle] port
aclaprers. If the serial port addresses are found, B1OS places them in its data area, beginning
at rmemory location 40:00H: if the parallel port addresses are found, BIOS places them in iis
data area, beginning al location 40:08H. Each location has space for four |-word entries. The
BIOS wable [ur a system with w0 serial ports and bwo parallel ports could leok like this:

40:00 FBOI COMl 40:08 7803 LPT1
40:02 FBO2 COM 40:04 7802 LPT2
40:04 000) unused 40:0C G200 unused
40:06 0000 unused 40:0FE G000 unused

For example, to use BIOS INT 17H to print a character, insert the printer port num-
ber in the DX register: '

Moy AH,Q0H iFeguest print

MOy AL ,char iCharacter to print
oy Dx.0 iPFrinter port O = LFTL
INT L17H iCall dinterrupt service

Some programs allow for printing only via LPT!. if you have two printer perts in-
stalled as LPT1 and LPT2, you could use the program in Figure 21-2 to reverse {toggle)
their addresses in the BIOS table. in the programn, BIOSDAT defines the BIOS data area,
and PARLPRT defines the first of the four word-size port addresses.

STRING INPUT/OUTPUT

You can also transfer data {on the 30286 and later) by means of the INSn and QUTSn string
instructions. These work mach like the string instructions covered in Chapter 12.

The INSh Instruction
The instructions for the INSn operation are:
INSTRUCTION EXAMPLE
INS INS ES:destination, DX

INSE REF INSH
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TITLE AZ1PORT {COM) Switch printer ports LPTL & 2
BIQSDAT SECGMENT AT 4UH ;BIOS data area

CRG BH ;Printer port addreases
PARLERT L 4 DOF (7} i worde

BIOSDAT ERDS

CODESG SEGMENT FPARR “aode”
ASSUME DS:BIOSDAT, C5:D0DESG

ORG 100H

BEGIHN:
MO AX.BEIOSDAT ;Inlt addreme of BIOS
Mo BE, X ; data area in DS
MO AX, PARLPRT (O} ;LPT1 address bto AX
Mo HY, PARLPRT (2] ;LPTE address to BX
MCF FARLPRT (0} , BX ; Exchange
MO FRARELFRT (2} AX ; addraases
MO AX, 4COOH iBod procesasing
INT Z1H

CODESG ENT}S
END} BEGIN

Figure 21.2  Switching Printer Ports

INSN REP INSW
INSD (80336+) REP INSD

The receiving data (or destination) is a “'string” addressed by ES:DI, and the DX contains
the address of the input port. The normal practice is to use INSn with the REP prefix and
the CX containing the number of items (bytes, words, or doublewords) to be received. If
the direction flag {DF} is ¢lear, the DI is incremented by the size of each item received; if
the DF is set, the DI is decremented.

The following exarmpls illustrates the [INSn operation:

MY Cx. no-bytes sNumber of bytes
LEA DI.destinaticn ;5tring destinavion (E5:DI)
MOV DX, port-no 1 Port number
REP INSE iReceive bytes
The OUTSn Inshuction
The instructions for the OUTSn operation are:
INSTRUCTION EXAMPLE
auTs LTS DX, D5: source
QuTsR REF CUTSP
OUTSwW REF OUTSW

UTSD [50386+) REF OUTSD

The sending data {or source) is a string addressed by DS:SI, and the DX contains the ad-
dress of the output port. The normal practice is 1o use OUTSn with the REP prefix and the
CX containing the number of items (bytes, words, or doublewords) to be sent. If the direc-
tion flag {DF) is clear, the 51is incremented by the size of each item received: if the DF is
set, the 51 1is decremented.
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The following example illustrates the OUTSn operaliion:

MY O no-bytes :Numher of bytes

LEA SI.source :5tring destination ({D5:5IZ
MY DX, port-no sPort number
RE® OQUTSE ;5end bytes

GENERATING SQOUND

The PC generaies sound by means of a built-in permanent magnet speaker. You <an select
one of two ways to drive the speaker or combine both ways: {11 Use bit 1 of port 61H to
activate the Entel 8255A-5 Programmable Peripheral Interface {PP1) chip, or (2) use the gat-
ing of the Intel 8353-5 Programmable Interval Timer (PIT). The clock generates a 1.19318-
Mhz signal. The PPI controls gate 2 at bit O of port 61H.

The program in Figure 21-3 generates a series of notes in ascending frequency.
DURTION provides the length of each note, and TONE determines the frequency. The pro-
pram inially accesses port 61H and saves the value that the operation delivers. A CL1 in-
struction clears the interrupt flag to enabie a constant tone. The interval timer generates a
clock tick of 18.2 ticks per secand that (unless you code CLI) interrupts execution of your
program and causes the tone to wobbie.

The contents of TONE determine its frequency; high values cause low frequencies
and low values cause high frequencies. After the routine B10SPKR plays each note, it
increases the frequency of TONE by means of a right shift of | bit {effectively halving
its value), Because decreasing TONE in this exampte reduces how long it plays, the rou-
tine also increazes DURTION by means of a left shaft of 1 bil (etfectively doubling its
value).

The program ends when TONE is reduced to 0. The initial values in DURTION and
TONE have no technical significance. You can experiment with other values and try exe-
cuting the program withoul the CLI instruction.

You could use any variation of the logic to play a sequence of notes, in order, for ex-
ample, 1o draw a user’s aniendon. You could also sevise the program as per Queston 21-7,

KEY POINTS

» In text mode, the mouse pointer is a flashing block, in reverse video; in graphics
mode, the pointer is an arrowhead. '

« Mpuse operations use INT 33H, with a function code loaded in the AX.

« The first mouse operation to execute should be function O0H, which injtializes the
pyouse driver., '

» Function O1H is required to display the mouse pointer, 03H to get the button status,
and O4H to get the pointer jocation.

« ‘Through a port, a processor receives a signal from an input device and sends a signal
to an output device. Ports are identified by their addresses. in the range 0H-3FFH. or
1,024 in all.
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TITLE AZ1S50UMDE (COM]  Produce acund Erom speaker
BHINSG SEGMENT FPARA " Code’

ASSUME Of: SOUNSGE, DE :SOUNSG , 55 : SOUNEG

SRS 106H
BEGIN: JHE SHORT AlC0MAIN
DURTION LW 104040 ;Length of tone
TONE DW 512H : Fregquancy
ALOMAIN PROC HELR
IN AL,G1H ;Get port data
PUOSH AX ;  and gave
CLI ;Clear interrupts
TALL Bl49SPER rProduce scund
PoR BE :Heser
UT A1H, Al 7 port valus
5TI ;Rezel interrupts
MoV AY . 4CO0H ;Bnd
INT Z1H ; procesaing

AVOMAIN ENDP

BE105PKR PROC HEAR

BzD: MoV ¥ DIFRTION ;8mt duraticn of sound
B3
AL AL.11111100B ;0lear bitg 9 & 1
QUuT 1M, AL Tranemit Lo speaker
MY CX,. TONE ;5et length
Balh:
LOOPF 2174 ;Time delay
OR AL, GAGQMD1IOR ;8et hit 1 o
ouT &1H, AL ;Tranenit to epmaker
M CX, TONE ;S5et length
B50:
LOOP BS54 ;Time delay
DEC X sReduce durarion
JHE B30 ;Cont inue?
SHL DURTICN, 1 ; no, indreass length
HR TONE, 1 ;Reduce fredquency
JHNZ B2D (How rero?
RET ;. yYesa, Teturn

E1O0SPER ENDP

SOUNSG ENDS
END BESIN

Figure 21-3  Generating Sound

+ The PC generales sound by means of a built-in pesmanent magnet speaker. You can
select one of two ways to drive the speaker or combine both ways.

QUESTIONS

21-1. Explain these terms: (a) mickey; (b} mickey count; (c) mouse pointer.
21.2. Provide the INT 33H function for each of the following mouse aperations:
{a) Conceal the monse pointer
(b) Get button-release information
(c) Set pointer jocation
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(d) Install imterrupt handler for mouse events
fey Get button-press inflormation
(T} Read mouse-motion counlers
21-3. Expiain the purgose of the mouse pointer tlag,
21-4. Cade the instructions for the following requirements:
{a) Imitizlize the mouse
(b) Display the mouse pointer
{¢) Get mouse information
{d) Set the mouse poimter on row 14, (o the center column
(&) Get mouse sensitivity
{f) Get hurton status and painter 1ocation
fg) Conceal the mouse pointer,

21-3. Combing the requirements in Question 21-4 into a full program. You can run the
program under DEBUG, altiough at times DEBUG may scroll the pointer off
the screen,

21-6. Reler 1o Figure 21-2 and revise the instructions so that the pregram veverses the ad-
dresses for COM1 and COME,

21-7. Revise the program in Figure 21-3 for the following requirements: Generate aoles
that decrease in frequency; initialize TONE 100 01 and DURTTON w a high valie,
Omn each loop, increase the value in TONE, decrease the valpe in DURTION, and
end the program when DURTION equals 0.



PART F—ADVANCED PROGRAMMING

m DEFINING AND
USING MACROS

Objective: To explain the definition and use of macro instractions.

INTRODUCTION

For each symbolic instruction that you code, the assembler generates one machine-lan-
guage mstrocten. On the other hand. for each coded siaterment in a high-level langusge
such as C or BASIC, the compiler may generate many machine-language instructions.
Irv this regard, you can think of a high-level language as consisting of a set of macre
statements.

The ussembier has facilities that yoo can vse 1o define macros. You define a anique
name Tor the macro, along with the set of assembly language insttuctons that the macro is
10 generate, Then, whetever you need to code the see of instructions, simply code the nhame
of the macro, and the assembler antomatically generates your defined instructions.

Macros are useiul for the following purposes;

* To simplify and reduce the amount of repetitive coding.
+ To reduce errors caused by repetitive coding.
* To make an assembly program more readable.

Examples of functions that may be implemented by macros are input/ouiput opera-
tions tat load registers and perform imerrupts, conversions of ASCI] and binary data,
multiword arithmetic operations, and string-handling routines.

400



Twao Simple Macro Definitions 401

Here is the basic format of a macre definition;

NAL PG B MACRO [parameter list} ;0efine macro
[instructions} ;Bady of macro
ENDM 1End of macra

The MACRO directive on the first line 1ells the assembier that the insmuctions that follow,
up 12 ENDM, are to be part of & macro definition. The ENDM (“end macro') directive ends
the macro definition. The instructions between MACRO and ENDM comprise the body of
the macro definition.

To include a macro within your progratn, you first define it or copy if from a macro
library. The macro definition appears beforz the coding of any segment,

TWO SIMPLE MACRO DEFINITIONS

Let's first examine a simple macro definition thal initalizes the segpment tegisiers fr an

-EXE program:
INITZ MWACRD 1Define macro
MOV AX,Bdata : 1} Body of
MOV D5, AX 1} mactra
MO ES.AX 1 3} definition
EMDHM ;End of macro

The name of this macro ik INITZ, although any other unique valid name 18 acceptable. The
names referenced in the macro definition—@data, AX, DS, and ES—must be defined elve-
where in the program or must otherwise be known to the assembier.

You may subsequently use the macro instroction INITZ in the code segmnent whers yoo
want (o initialize the registers. When the assembler encounters the macre instruction INITZ,
it scams a table of symbolic instnactions and, failing to find an entry, chacks for macro instruc-
tions. Because the program contains a definition of the macro INITZ, the assembler substitutes

. the body of the definition, generating the instructions—the macro expansion. Aprogram would
use the macry instruction INITZ only ence, although other macros are designed 1o be wsed any
nurnber of times, and each time the assembler generates the macro expansion.

Let’s also define a second macro named FINISH that handles normal exiting from

a program:
FINISH MACRD iDefine macro
MOV A, ACOO0H 1 Request
INT 21H i end of processing
ENDM i Erd of macro

Figure 22-1 provides a listing of the assembled program that defines and uses both
INITZ and FINISH. This particular assernbler version lists the macro expansion with the
number 1 to the left of each instruction to indicate that a macro instruction generated it
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AZIMACRY (EXE)
MACRD

MOV AX , Edata
MoV DS,Ax
MOV RS AKX
ENTM

MACRC

-MODEL SMALTL

 STACE 64
_NATE
DB '"Tept macra

. TODE

PROC Fik
INITZ

MY AK, edata
MoV DS, hi
M ES, X
MOV AH, 0SH
LEA DX, MESSCE
INT Z1H
FINIYK

MOV AN, 4C0GOH
INT 21H

ENCF

END PEGIN

Chap. 22

Eimple macros

;Refine macyo
sInitialize segment
; regispters

;End macro

;Defins macyro
iBnd processing

:Ead macro

inatruction' , 13,14, '5"

;Macro inatructicn
;Initialize pegmen-
; registers

Reguert dieplay
rMescsage

;¥nd provessing

Figare 22-1 Simple Asembled Macro nstucions

(TASM shows the "1 at the Far left of the listng.} A macro expansion indicates only n-
structions for which object code is generaied. so that directives like ASSUME or PAGE
coded ity the macro definition would not appear.

It’s hardly worth bolhering to define a macro that is to be used only once, but you
could catalog the macro in a library for nse with all programs. A later section explains how
o catalog macros in a librry and how to include them antornatically in a program.

USING PARAMETERS IN MACROS

To make a macro more fexible, you can define parameters in the operand as dummy argu-
menis. The following macto definition named PROMPT provides for the use of INT 21H
function 09H o display messages:

PROMPT M&CRD MESSLE

HOV &M, 0O3H
LEs DX, MESSCE
INT  21H

END™

sPurmy  argument

;End of macro
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When osing this macro inglruction, you have to supply the name of the message. wiich ref-
erences a data area terminated by a dollar sign.

A dummy argement in a macro definition tells the assembler to match its name with
any occuarrence of the same name in the macro body. For example, the dommy argument
MESSGE also occurs in the LEA instoction, Let's say that the program defines a prompt
named MESSAGE?2 as

MESSAGEZ OB 'Enter the date as mm/dd/yy'

You now want 10 use the macro instruction PROMPT to display MESSAGE2. To this end,
vou supply the name MESSAGED as a parameter:

PROMPT MESSAGEZ

The parameter (MESSAGE2) in the macre instruction malches the dummy argument
fMESSGE) in the oniginal macro definition:

Macro definition: PROMPT MACRO MESSGE  (argument’

I
Macro instraction: PROMFT  MWESSACEZ?  (parameter)

The assambler has already matched the argument in the original macro definition with
operand in the LEA statemsent. [t now substitutes the parameter(s) of the macro mstruction
MESSAGE2 with the dummy argument, MESSGE. in the macro definition. The assembler
substitutes MESSAGE?2 for the cccurrence of MESSGE in the LEA mstruction and would
substiture it for any other occurrence of MESSGE.

The macro definition and macro expansion are shown in full in Figuee 22-2. The
progratn also defines the macros INITZ and FINISH a1 the start and uses them in the
cude segroent,

A dummy argument may contain any valid name, including a register namne such as
CX. You may define a macro with anv number of dommy arguments, separated by com-
mas, up to column 120 of a line (depending on the assembler version). The azsembler sub-
stitutes parameters of the macro instruction for demmy arguments in the macro definition,
eniry for emry, from lefi o nght

MACRO COMMENTS

You may code comments in a macro definition to clarify its purpose. A semicolon or a
COMMENT directive indicates a comment line. The following example of acornment uses
semicolons:

PROMPT MACRD MESSGE
This macre permits 2 display of messages

MOV AH,(9H :Request display
LEA DX ,MESSCE 7 prompt
INT Z1H

ENDM
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TITLE AJIMACE? {EXE} Usae of paramabters

d
INITZ MAZRO ;Dafine macro

MO AX, #data ;Initialisze gegmeank
Moy D5, AX ; registera
MO ES, AX
ENDM :End macro
FROMPT MACRO MESSGERE ;Dafine mecTo
MRS R, DOH sRaguest display
LER DK MESSGE ; prompt
INT 21H
EN[M rEnd wmacro
FINISH MACRD sDefine mMACTO
MO AX, 4C000H ;End procegaing
INT 21H
EXTOM rEnd macro
.MODEL SMALL
.STACE 64
.DATR
acog #3 75 731 M4 SF D MESS3T DE 'Customay name?*, ‘EY
£5 T2 20 5E Bl &D
65 3F M4
G00F 43 75 P3 74 6F E0 MESSGZ2 DR 'Cuetomer address?', '§5°
&5 T2 20 Bl B4 &4
72 BS T3 73 3IF 24
. CODE
gan0 BEGIN FPROC TFRR
INITZ
ono0 BE ---- R 1 Mo X 2daca ;jInicialize segment
Q803 RE DR 1 MOV DS, AX ; reglstera
od0s AE Cn 1 MO ES,AX
PROMPT MESSGZ
opo? B: 09 1 MOy AH, OOH :Request diaplay
Q609 BD 16 COLUF R 1 LEA DX, ME3SG2 H prompt
Looo Co 21 1] INT 21H
FINISH
DJOF BE 4CO0 1 MoV AX, 4000H ;End processing
Q012 CD 21 1 INT 21H
Cll4 BEGIM ENDF

EHD IECIN

Flgure 22-2  Using Macro Farametcrs

Because the defauli is to list only instructions that generate object code, the assembler does
not automaiically display a comment when it expands a macro definition. If you want a
comment tc appear within an expansion, use the hsting direcrive .LALL (“Iist all.” includ-
ing the leading period) prior to requesting the macre instruction:

.LALL
PROMFT MESSAGEL

A macro definition could contain a number of comments, bul you may want to list some
and soppress others. Stil use JLALL o lise them, bui code double semicolons (5 before
comments that are always to be suppressed. (The assembler's default 15 . XALL, which
canses a listing only of instructions that generate obiect code.}
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Om the other hand, you may not want to 1ist any of the source code of a macro ex-
pansion, especialty if the macro instruction is used several times in g program. In that case,
code the listing directive SALL (“suppress all'™), which redoces the size of the printed pro-
gramn, glthough it has no effect on the size of the generated object program.

A listing directive holds effect throughout a pregram untl anotker listing directive is
encountered. You can place them mm a program to cause some mactos (o list only the gen-
erated object code [(XALL), some o list both object code and comments ((LALL), and
some to suppress listing both object code and comments ( SALL). For LALL and SALL,
TASM Ideal mode vses e terms GMACS and BNOMACS, MASM 6.0 introduced the
terms LISTMACROALL, LISTMACRO, and NOLISTMACRG for .LALL, XALL, and
SALL, respectively.

The program in Figure 22-3 illustrates the preceding features. [t contains the macros
INTTZ, FINISH, and PROMPT, described earlier. The code segment contains the listing di-
rective SALL to suppress listing the expansion of INITZ and FINISH and the first expan-
sion of PROMPT. For the second use of PROMPT, the listing direcrive LAl L causes the
assernbler to list the comment and the expansion of the macro. But note that in the macro
definition for PROMPT, the comment in the macro expansion containing a double semi-
colon (3} 1s not listed.

USING A MACRO WITHIN A MACRO DEFINITION

A macro definition may contain a reference to ancther defined macro. Consider a simple
macro pamed INT21 that loads a function in the AH register and issues INT 21H:

INT21 MACRO FUNCTN
MOy AH,FUMCTH
INT 21H
END#

To use this INT21 macro o accept input from the keyboard, code

LEA  DX,NAMEPAR
INTZL D4H

The generated code for INTZ1 would load function OAH inte the AH and issue INT 21H
for keyboard input. Now suppose you have another macro, named DISP, that loads INT 21H
funcuon 2H in the AH register to display a character:

DESF  MACRD CHAR

MOV AH,02H
M DL CHAR
INT 214
ENCM

To display a question mark, for example, code the macro as DISP *?°. But you could change
DISP to take advanage of the INT21 macro by referring to INT21 within DISP's macre
definition:
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TITLE A22ZMACEY (EXE} Use of .LALL & .EALL

iHI TZ MACRO ;Dafine macro

MO AX, indaza sInitialize segment
Mo DS, X ; regiprars

MOV ES, AX
ERDM  :End macro

PROMPT MACRC MESSGE
iThis warcre diaplays any mesagage
;jtemerates code that requeats display

Moy AH, 0SE ;Ragquear display
LEAR DX, MESZGE I prompt
INT 2IH
BNDM

FINISH MACRO ;pefine macre
MY AX, 4C00OH ;End processing
INT 71K

STACK &4
.DATA
o0nd 43 75 73 74 5F D ME3SG1 DR ‘Customer ham=?', 13, 10, '§°

£€5% 7d 20 6B 51 &D
E5 3F 00 OA 24
ao11 43 75 T3 74 &F &0 MRSEGZ DB 'Custener addrees?', 13, 16, ¥’
BS 72 20 61 64 &4
7:¢ 6% 73 73 3F Ao
Gh 24

0000 BEGIN PROC FAR

PROMPT MESSGL
JLaLT
EROMPT MESSGZ
1 ;This macro displays any mepaage
QhgF B4 09 i MOV AH, 0BH ; Request display
G211 8D 16 Q011 F 1 LEA DX, MESEG2 i Eprompt
4i1s OO 21 1 INT 21H
.5ALL
FIMIZH
po1e BEGIN EWNDF
ENT BEGIN

Figare 22-3  Listing and Suppression of Macro Expansion

PISP MACRO CHAR

MOV DL, CHAR
INTZ21 0ZH
ENDM

Now if you code the DISP macro as DISP *7, the assembler generates

Wy DL, P
MW AH,OZH
INT Z1H
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THE LOCAL DIRECTIVE

Sume macros require the definition of data ems and instruction labels within the macro
definition itsell. However, if vou use the macro more than once in the same program, and
the assembler defines the data item or label for each nccorrence, the duplicate names would
cause Lhe assembler (o generale an eror message, To ensure that cach pencrated name is
unigue, code the LOCAL directive immediately after the MACRL} statement, even before
coemments, Its general formal is

LOCAL commy-1, dummy-2, ... ;One or more dumty arjumants

Fipure 22-4 illustrates the use of LOCAL. The purpose of the program is 10 perform
division by successive subtraction. The routing subtracts the divisor from the dividend and
adds 1 to the quotient until the dividend is less than the divisor. The procedure reguires two
labels: COMP for the loop address and OUT for exiting the procedure on completivn. Both
COMP and OUT are defined as LOCAL and may have any valid names.

In the macro expansion. the generated symbolic label for COMF i3 T?0000 and for
OUT is 720001, i vou use the DIVIDE macre instruction again in the same program, the
symbolic labels for the nexr macto expansion would become 70002 and 10003, respic-
tively. In: this way, the teature ensures that each kabel generated within a program is unique.

INCLUDING MACROS FROM A LISRARY

Defining macros such as INITZ, FINISH, and PROMPT and using them justonce in a pro-
gram is not very productiva. The standard approach is to catalog your macros in a disk li-
brary under a descriptive name, such as MACRO.LBY. You simply have to gather ull your
macro definitions into one or mote files that you store on disk:

INITZ  MACRO
ENDM
PROMPT MACRO MESSGE
ENDM
You can use an editor or word processor Lo write the file, but be sure it is an unformatted
ASCII file. The following examples assume that the file is stored on drive F. under the name

MACROQ.LBY. Your programs can now use any of the cataloged macros, but mstead of cod-
ing MACRO definitions at the start of the program, use an INCLUDE directive like this;

INCLYDE F:A\MACRD.LBY

The assembler accesses the file named MACRO.LEY on drive Fr and :ncludes 2ff the cata-
loged macro definitions inio the program, although your program may need only some of
themn. The assembled listing will contain a copy of the macro definitions, indicated by the
lenter C in column 30 of the LST file for some assembler versions.
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TITL=Z A2IMACRY (EXE) Use of LOCAL
;efine macro
;Initialize asgment

INITEZ MACRO
M AX,adata

Moy D5, AX ; regiatere
MO ES, A
. ENDM rEnd macra
DIVIDE MACRO DIVIDEND, DIVISOR, QUSTIEMT
LOCAL ComMp
Local, T

i RX - div'd, BX = divispr, CK = guetient
ylay AX, DIVIDEND ;Ser dividend

laily BI . DIVISOR ;Set divieor
5Un CxX,Ccx rClear quebisnk
COMP -
CHE AX,BX rbividend < diviacr?
TB oT i Yes, exic
SB AY,BX ;Dividend - divieor
sz ox FhAd to quotient
JMEP COMEP
o .

ol QIOTIENT, CX :S5tore muoctient

END rEnd macrc
FINISH MacRO sDefine macro

Mrs R, 4000H ;Bnd procasping

INT Z1H

ENDM ;End macrc

-MODEL ZMALL

.STACK &4

CATA
QoG ai%s DIVTDND DW 150 rDiwidend
aanz able DIVIOR DLW 27 ;Divisar
a004 o000 QUOTHT DW I sOmotfant

. DoDE
Qo000 BEGEIN PRM] FAR

.BALL

INITZ

LATL,

DIVIDE DIVDND,DIVSOR,QUOTNT

: AY = div'd, 8X - divimer, X = gquotient
adRT Al QQOG R MoV LY, DIVOND 156t dividend
Gogh EB 1E ODQZ R Mo X, DIVSOR 15ef diviear
GOOE R C3% 308 CX. TR ;Clear guoriene
a41o PTRQCD:

CHE KX, BK ;Dividend <« diviaor:
JB TROoal i ymB, exic
SUE AX, 6 BX ;bividend - divieor

o1a  3IB C3
o0r2 T 05
40l4 IR O3

PHHEEBERS P EEREE

po1e 41 IHC 4 ;Rdd Lo guobiant
ux1T EB F7 JHF TY0Q00
ad1g PROOHYL
03ls B4 OE 0004 R MOV QUOTHT, CX 1Store quokbienc
- - SALL
FINIGH
apzz BEGIN ENDF

END IPCIN
Fipure I2-4 Jsing the LOKCAL Directive
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Becuuse some assemblers involve a two-pass operation, you can use the folowing
staterments o cause INCLUDE to occur only dudng pass 1 {instead of both passes):

IF1
INCLLUDE F:%MACRO.LEY
ENDIF

rl

[F1 and ENDIF are conditional divectives. IFI tells the assembler to access the named Ii-
brary vnly on pass 1 of the assembly. ENDIF terminates the [F logic. A copy of the macro
dehinition no longer appears on the listizg—a saving of both time and space. (MASM ver-
sions 6.0 and on do not peed directives that refer to two passes, whereas TASM wili 1ake
more than one pass if you wse /in in the command line al assembly time. )

The program in Figure 22-5 contains the previously described IFi, INCLUDE. and
ENDHF statements, although the assembler lists only the ENDIF in the LST file. The macm
mstructions used in the code seyment, INITZ, FINISH. and PROMPT, are cataloged in
MACROLBY as a disk file by means of an editor program.

page 60,132
TITLE AZZMRCRS [EXE) Test of INCLUDE
1F1
[MCLAUDE F:h22MACRC . LEY
ENDIF
.MODEL SMALL
-8TRCKE 64
.DATA
MESEGE Fi=] 'Tagt of macre®. '3’
. CODE
BESIN PROM  FAR
INITZ
PROMEPT MESSGE
FINISH
BEGIN EMDF
ERD BEGN Figure 22-5  Using Libeary INCLUDE

The placement of INCLUDE is not critical, bot it must appeat before any macro in-
struction that references an entry in the library.

The PURGE Directive

Execution of an INCLUTDE statement causes the assembler to include all the macro defini-
tions that are in the specified library. Suppose, however, thut a library contains the macres
INITZ, FINISH, PROMPT, and DIVIDE, but a program requires only INTTZ and FINTSH.
The PURGE directive enables you to “delete” the unwanted macros PROMPT and DIVIDE

from the current assembly:

IF1

INC_UDE C:MACRG.LBY :Inciode ful™ Yibrary
ENDIF
PURLGE PROMPT ,DIVIDE :Palete unnesded macres

INITZ ‘.- ;Use remaining macros
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The PURGE aperation facilitates only the assembly of a program and has no effect on the
macTos slored in the library,

CONCATENATION

The ampersand (& ) character tells (1e assembler 10 join (concatenate) text or symbols. In
the following macro, an ampersand facilitates generating a MOVSB. MOVSW, or MOVSI}
insiruction:

STRMOVE MACRD  TAG
REP MWSETAL
ENDM

A user could code this macro instruction s STRMOVE R, STRMOVE W, or STEMOVE
D. The assembler then concatenates the parameter B, W, or D with the MOVYS instruction,
te produce REP MOVSE, REP MOVSW, or REP MOVSD, respectively. (This somewhat
trivial example is-offcred for illustrative purposes. )

REPETITION DIRECTIVES

The repetition directives REFT, IRP. and [RPC cause the assembler to repeat a block of
statements up o the dirsctive’s lermminating ENDM statement. (MASM 6.0 introduced the
terms REPEAT, FOR, and FORC for REPT, IRF, and IRPC. respectively.} These directives
do not have to be contained in a MACRO definition, but it they are. you code an ENDM to
end each repetition direcrive and another ENDM to end the MACRO definition.

REP1: Repeal Directive

The REPT [or REPEAT) directive causes the assembler to repeai a block of statements up
1o ENDM according to the number of times in the expression entry:

REFT expressian
The first example generates the DEC instruction four imes.

REFT 4
DEC 51
EHEM

The second example initializes the value N to 0 and then repeats the generation of DB N

five times:
M= 1]
REPT 5
H = H+ 1
DE N

E MM



Repeatition Directives 411

The operation generales five DB stements, DB | theough DB 5. A use for REFT could be
to detine a tahle or part of a table. The next example defines & macro that uses REPT for
becping the speaker five fimes:

BEEFPSPER  MACRO
L 11 AH,OZH TRequest output

MO DL, 07 iBeep character
REFT & iRepeat five timas
INT Z21H Call dinterrupt service
ENDM ;End of REPT
EMDM End of MACRO

iRP: Indefinite Repeat Directive

The IRP Girective causes the assembler to repeat a block of instructions up to ENDM. Its
general format is

IRP  dummy,cargument s>

The arguments, contained in angle brackets, consist of any number of valid symbols. in-
cluding string, numerie, or arithmetic constants. The assembler generates a block of code
tor each argument. For the first example, the assembler generates DB 3, DB 9, DB 17, DB
15, and DB 8.

IRP N, <3,9,17,25, 78>
DB N
ENDM

For the second example, the assembler generates a PUSH statement for each of the speci-
fied registers:

IRP PREC =AX, BX, O, D=
PUSH REG
EHDGM

IRPC: Inclefinite Repact Character Directiva

The TRPC (or FORC) directive gauses the asscmbler 1o repeat a block of statements up to
ENDM. 1ts general format is

IRPC  dummy, string

The assembler generates a block of code for each character in the string. In the following
example, the assembler generates DW 3 through DV &:

IRPC H, 345678
Dw |
EHDH
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CONDITIONAL DIRECTIVES

Assembly langaage supports a number of conditional directives. An earlicr crample used
IF1 toinclude a library entry only during pzss 1 of an asscimbly. Conditional directives are
mast useful within a macro definition, but are nat limited to that purpose. Every TFnn di-
rective must have a matching ENDIF to lemminate & tested condition. One oplional ELSE

" may provide an allernative action. Here is the general formal for the TF family ot condi-
ugnal directives:

IFxx {condi tian]
. } conditional
ELSE fopticnal) b

¥ black

ENDIF (end of IF)

Omission of ENDIF causes the error message “Undeterminated conditional.™ Tf the assem-
bler finds that 2 condition is found true, it executes the conditional block up to the ELSE
or, if no ELSE is present, up to the ENDIF. If the condition is found false, the assembler
execuies the conditional block following the ELSE; if no EL.SE is present, i1 does not gen-
erate sny of the conditional bleck.

The following explains how the assembler handles the conditional directives:

« TF expression If the expression evaluaes to a nonzeto value, assemble the slatements
wilhin the conditianal block.

+ [FE expression If (he expression evaluates ' a zero, assemble the statements within
the conditicoal Block.

» [F1 (no expression) If processing pass 1, act on the statements in the conditional block.

» {F2 (no expression) If processing pass 2, act on the statements in the conditional block.

« IFD¥EF symbol If the symbal is defined in the program or is declared as EXTRN,
process (he statements in the conditional block.

» IFNDEF symbol Il the symbol is not defined or is not declared as EXTRN, process
the statemnents in the conditional block.

« JFR <argument: If the argument is blank, process the statements in the conditional |
block. The argument requires angle brackers.

« IFMB <argument> If the argument is not blank, process the statements in the condi-
tional block. The argument requires angle brackets.

» IFIDN <arg- 1> <arg-2> If the argument-1 string is identical 10 the argurnent-2 string,
pracess the statements in the conditional block. The arguments require angl: brackets,

» [FDIF <arg-1> <arg-2> If the argument-1 string is different from the asgument-2 string,
process the staternents in the conditional block. The arguments require angle hrackets.

IF and TFE can use the rclational operators EQ (equal), NE (not equal), LT {less than},
LE (less than or equal), GT (greater than), and GE {grcater than or equal) as. tor example,
in the statement

IF expressionl EQ expression?
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Here's a simple example of the use of IFNB {if not blank). INT 21H function 3CH
enables a program ¢ end processing énd 1o deliver a relum code in the AL, The following
example revises the FINISH macro used earlier to provide for 2 retum cocde:

FINISH MACRD RET(ODE
R Ak 3CH ;Reguest end processing
IFNB <RETCODE
MO¥ AL, RET{ODE
ENDLF
INT 21H ;Ca11 interrupt service
END™

Here's another exampie of the use of IFNB. All INT 21H requests require a function
in the AH register, and some requests also require a value in the DX, The macro INT2 1 de-
fined earlier vses IFNB to test for 2 nonblank argument for the DX if the result is true (the
argument iz nonblank), the assembler generates the MOV instruction that loads the DX

INTZ1 MACRD  FUNCTN, DXADDRES
Wiy AH, FUNCTN
IFNE  <DXADDRE 5=
MOV O, GFFSET DXADORES
ENDIF
INT Z1H
ENDM

Using INT2] for simple keyboard input of one character requires only loading the
AFE with a value, in this case, function O1H:

INTZ1 D1

The assembler generates MOV AHLO01 and INT 21H. Keyboard inpul of a character string
requires function OAH in the AH and the input address inthe DX, You could code the INT21
Macro as

INT21 O&H,IPFIELD

The assembler then generates buth the MOY AH,0AH, the MOV DX OFFSET address, and
the INT 2 1H mstructions,

The EXITM Diractive

A macro definition may contain a conditional directive that tests for a seriqus condition. if
the condition is true. the assembler is to exit (rom any further expansion of the macro. The
EXITM directive serves this purpose:

IF=x [conditian]
Cinvalid conditiand
EXITM

EMDIF
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If the assembler encounters EXITM in an expansion of a macro instruction. it discontinues
the macro expansion and resumes processing after ENDM. You can also use EXITM to end
REFT, IRP, and IRPC directives, even if they are contained within a macro definiton,

Macro Using IF and IFNDEF Conditions

The skeleton program in Figure 22-6 contains a macro definitton namad DIVIDE that gen-
erales 4 routine W perfonm division by successive sobtraction. A uwser has to code the
CHVIDE macro instruction with parameters for the dividend. divisor, and quotient, in that
order. The macro uses TFNDEF to check whether these data items are actually defined in
the program. For any item not defined, the macro incrememnts a field arbitrarily namad
CNTR. (CHTR could have any valid name and is for temporary use in the macro defini-
tinn.) Atter checking the three paramelers, the macro checks CNTR. for nonzero:

IF CHTR

Macro expansion terminated
EXIT™
ERDIF

I CNTR has been set 10 & nonzero vahie, the assembler generates the comment and exits
(EXITM) from any further expansion of the macre. Note that an initial instruction clears
CNTR 1o 0 and also that the TFNDEF blocks need only to set CNTR 12 | rather than incre-
ment it

If the conditions pass all the tests safely, the assembler generates the macro expan-
sion. In the code segment, the second DIVIDE macro instruction contains an invalid divi-
dend and quotiem and generates only comments. A way to improve the macro would be to
test whether the divisor is nonzero and whether the dividend and divisor have the same siga.
For these purposes, use assembly instructions rather than conditional directives becatse the
conditions ocour when the program is execmted, oot when it is assembled.

Macre Using IFIDN Condition

The skeleton program in Figure 22-7 contains a macro definition named MOVIF that gen-
erates MOVSB or MOVSW, depending on the parameler supplied. A user has to code the
macro nstruction with the parameter B (byte) or W (word) to indicate whether MOVS 15
to become MOVSE or MOVSW. The two occurrences of IFLDN in the macrn definition are

IFIDH =&TAG: , <Bx IFIDH <&TAL> <>
REF MOVELE REF MOWSW

The first IFIDN generates REP MOVSB if you code MOVIFB as a macro instruction, and
the second IFIDN generates REP MOVSW if you code MOVIFW. If a user does not sup-
ply B cr W, the assembler generates a comment and defaolt to MOVSB. (The nonmal use
of the ampersand (&) operator is for concatenation, )

The three examples of MOVIF in the code segment test far B, for W, and for an in-
valid condition. Don't aiempt (0 eXecute the program as it stands, because the D and S1
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pags 60,1302
TITLE BAZ2MACR: [EX=! Tert of IF and IFNDEF

THTITZ  MACRD ;Define mecro
M AX, ®data ;Initislize segment
MOrF 5, 8K ;. registers
My ES,AX
EHDCM JEnd. macro
FINISH MACRC ;Define macro
Mo AX.dT00H JEnd procegsing
THT 21A
ERM ;End macrca
FIVIDE MACRC DCIVIDEZND,DIVIECE, QUCTIENT
LOCAL COMP
LOHZART. T
CNTR =1

H A¥ = div'nd, BX = div'r, CX = quot't
IFHNDEF OIVIDEND
; Dividend not delined
CNTR = CHNTR +1
ENDIF
LFNOES RIVISOR
i Divizcr nct defined
CHTR - CHTH +1
ENOCT
TFNDEF JUCTIZHNT
i Muotient not defined
CHTR - CNTR « 1
ENDIE
1F CHNTR
Macro 2xpansion termingted
EXITM
ENDIF
MCW AL, DIVIDEND ;Set dividend
MY BIL, DIVIGZOR ;&et divisor

a1 CH L CX iClear guatient
COME :
CHP AX BX jividend « diviscr?
JR CHTT { yes, ealt
iz} X, BX ;Dividend - diviesr
THC CH ;Rdd ta guorient
JHE DOME
owr ]
M OIIOTIENT, CEX ;Store quotient
ERKCM
.MODEL SMALL
LETACK 64
™ . DATH
ceaa ap9e DIVDND LW 159 :D?V@dend
pEaa  J01b DIVEOR DW -y iDivieor
DCd4 0an QIMITNT LW 7 ipuotient
 CODE
Qeon BEG.H FROC FAR
JSALL
IXITZ
LLALL

Figure 12-6m  LU'sing the TF and IFNDEF Direvtives
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DIVIDE DIVDND, CIVEOR, QUOTNT

= 0080 1 CHTE = 6
1 AX = diwv'nd, BX = div'r, O = guat't
anog? Al o0 R 1 MOV AN, DIVDHLC r&et dividend
ODoA 8B 1E Qoo R 1 MoV BX, IVSOR 15er divieor
tOOE  ZB 09 1 SUE CX,CX ;Cleayr quotient
40l1a 1 FI0QA0D0:
019 3B C3 1 CME AX BX ;Diwidend < divigor?
npl2 72 05 1 JH ITON0E ; yes, exit
nola 28 C3 1 SITR AX BX ;ividend - diviesor
COlE 41 1 IND X ;add to guotient
oolT EB F7 1 JHME 70004
ool 1 2TO00L;
Lole A9 OB Q02 RO1 MOV QTIOTHT , CX ;BLore quobient
D1VIDE DIDMOD, DIVSOR,QUDT
= 4400 1 CHTR P
1 ; A = div'nd, BY = div'c, CK = guat't
1 IFNCEF DIDMD
i : Dividend not defined
= {001 1 CHTE. = CTHTE +1
1 EMDIF
1 IFNDEF QUOT
1 ; Sucstient nob defined
= Bnnz 1 CNTE = THTR + i
1 EMLDIF
1 IF CHTE
1 : Macro expansion cerminated
1 EXITH
_SALL
FINIEH
gazz BEGIM ENDP

END BECIN
Fignre 22-6b  Using the [F and IFNTIEF Directives

registers have to contain prdper values for the MOVS instructions, Admittedly, this macro
is nol very nseful, since its puepose is 1o iilustrate the use of conditional directives in & sim-
pk: manper. By now, however, you should be able 1 develop seme meaningful macros.

KEY POINTS

A macro defimtion requires a MACRO directive, a block of one or more ststements
known as the body that the macto definition is to generate, and an ENDM directive

to end the definition.
+ A macro instruction is the use of the macro in a program. The code that a macro in-
siruction generates is the macro expansion.
The .SALL, .LALL, and .XALL directives control the listing of comments and the
object code generated in 4 macro expansion.
The LOCAL directive facilitales using names within a macro definition and must 2p-
pear immediately after the macro statement.
The use of dummy arguments in a macro definition allows a user Lo code parameters
for more flexibility.
« A macto library makes cataloged macros available to other programs.
= Conditional directives enable you to validate macrn parameters.
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page &, 132
AZIMAORT (EXE]

MOV
MOV
MoV
ENTH

ES, AX

MACTRD Th

Tasts of IFION

;Define macre
;Inirializ= gegment
; regiaters

;End macro

;Define masro

IFIDH «<&TAG>,<H=

EEF MCOVSBR
EXITH
EHOTF

iMove bytes

IFIDM <&TR{GR, <W=

RER MOVEW
ELSE

Mo B or W tac,
HEF MOVER
EMLIF

ELIDM

MACRO
Mo
INT

X, 4C0CH
2.H

AT gdata
e, AX
MoV BE5, hX
MOVIF B

IFICH «Bw,<Bh>
EEF MOVER
EXITH

MOVIF W

IFIDH «<¥Wx>, W=
REFP MOVSW
ENDIF

MoV IF

ELSE

N B or W fag,
REF MCVSE
EMDIF

.LALL

FINIEH

ENDP

END BEGIN

s Mowve words

default to B
;Move bytes

+End of macro

;Define macro
;End proceasitig

rInitialize BegnenL
7 registers

;Move bytes

(Move words

default ko B
Mowve bytes

Figpare 22-7  Using the IFIDN Drcective

TITL=
INTITE
MO IF
FINISH
6O00 BEGIN
a4 BRE ---- R 1
6003 BE DB 1
poIs  AE CO 1
1
0Q37 FI As 1
1
1
Q029  Fif AS 1
L
1
1 ;
BODE  Fi/ Ad 1
1
a1z BEGIN
GHIESTIONS

22-1. Under what circumstances would the nse of macros be recommended?
32.2. Code the first and last lines for a simple macro named BIGMACRO.

22-3, Distinguish between the budy of a macro definition and the macre expansion.

22-4. Whal is a dummy argument”?

417
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22-5,

227,

12-8.

12-9,

22-10.

Cefining and Using Macros Chap. 22

Code the directives fur the following statements: (@) List only instructions Lhat ger-
erate object code; (b) suppress all instroctions that a macro generales,

Code two macra delinitions that perform muoltiptication: {a) MULTBYTE is to gen-
erate cogie that muitiplies a byte by a byte; (b MULTWORD 15 1o gZenerate code
that muluplies u word hy a word. Include the multiplicands and multipliers as
dumnmy arguments in the macro definition, Test the execotion of the macros with a
smiall program that also defines the reguired data fields.

Store the macros defined in Question 22-6 in a macro library. Revise the program
o INCLUDE the library entries during pass 1 of the assembly.

Write 4 macro named PRINTIT that uses INT 17H to print. The nacro shoubd in-
clude a test For the status of the printer and should provide for any detined print bne
with any length.

Revise the macro in Figure 22-6 50 that it generales code to bypass the division if
the divisor is zere when the program cxecwics.

Write, assemble, and test a program that uses the macras named MUI TBYTE,
MULTWORD, and PRINT17. {a} Define two !-byte fields named BYTEI and
BYTE? and two l-word fields named WORD and WORD2, all containing ni-
meric data. (h) Use MULTBYTE 1o mwltiply the l-byvie fields and use
MULTWORD to muitiply the 1-word fields. (¢} Convert the products into ASCII
[ormiat and use PRINT 17 to print thems,



LINKING TO
SUBPROGRAMS

Objective: To cover the programening techmiques involved io link-
ing and executing separtely assembled programs.

INTRODUCTION

Up 1w this chapter, all of our programs have consisted of one stand-alone assembied mod-
ule. It is possible, however, 10 develop a program that consists of a man program linked
with one or more separately assembled subprograms. The following are reasons for orga-
niZing a program into subprograms:

* To link between languages—for example, to combine the ease of coding in a high-
level language with the processing efficiency of assembly language,

* To facilitae the development of large projects, in which different teams produce their
modules separately,

* To overlay parts of a program during execution because of the program’s large size.

Each program is assembled separately and generates its own unigue object ( OBJ}
modute. The Jinker then links the object modules into one combined ¢xecutable (EXE)
module. Typically, the main program is the one that begins execution, and it calls one or
more subprograms. Subprograms in turn may call other subprograms.

Figure 23-1 shows two examples of a hierarchy of a main program and three subpro-
grams. In part (), the main program calis subprograms 1, 2, and 3. In past (b), the main pro-
gram calls subprograms 1 and 2, and only subprogram 1 calls subprogram 3.

419



420

Linking to Subprograms Chap. 23

e Main
FProgram Preograrm

St |

[swe] [Swa | [ser | [swz )

r
b Sub-4 i}

Figure 23-1  Program Hierarchy

There are numerous ways 10 organize subprograms, bur the organization has (o make

sense to the assembler and linker. You also have to watch out for sitvations in which, for
example, subprogram 1 calls subprogram 2, which calls subprogram 3, which in torn calls
subprogram 1. This process, known as recursion, can be made to work but, if not handled
carefully, can cause interssting execution bugs.

THE $SEGMENT DIRECTIVE

This section covers a number of options used for coding the SEGMENT directive, The gen-
eral format for the full SEGMENT directive is

| sea-name | SECMENT | falign) [combrine] [*class'] |

The align, combine, and class types are described next.

Align Typea

The align operater {if coded) tells the assembler to align the named segment beginning on
a particular storage boundary:

+

BYTE Byte boundary, for a segment of a subprogram that is to be combined with
that of anather program. Byte alignment is generally svitable for programs run on an
Z0BE processown

WORD Ward boundary, for a segment of a subprogram that is to be combined with
that of another program. Word alignment is generally svitable for programs un on
BOBGBO2RO processars,

DWORD Doubleword boundary, normally for the 80386 and later processors.

PARA Paragraph boundary (divisible by 16, or 10H), the defaul! and the most com-
menly vsed alignment for both main programs and subprograms.

PAGE Page boundary (divisible by 256, or 100H).

Omitting the align operator from the first segment canses a default to PARA. Omt-

ting it from succeeding segments also causes a default to PARA if the name is unique; if it
is not unigue, the default is the alignment tvpe of the previously defined segment of the
SAME DA,
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Combine Typa

The combine operator {if coded) tells the assembler and linker whether to combine seg-
ments or to keep them separate. (You have already used the STACK combine type
for .EXE programs.) Other combine types relevant to this chapter are NONE, PUBLIC,
and COMMON:

» NONE The segrent is 10 be logically separake from other segrments, although they may
all end up as physically adjacent. This type is the default for full segment directives.

» PUBLIC The linker is to combine the segment with all other segments that are de-
fined as PUBLIC and have the same segment name and class. The assembler calcu-
lates cffseis from the bepinning of the first segment. In effect, the combined segment
contains a number of sections, each beginning with a SEGMENT directive and end-
ing with ENDS. This type is the default for simplified segment directives.

+ COMMON If COMMON segments have the same name and class, the linker gives
them the same basz address. During execution, the second segment overlays the first
one. The largest segment determines the length of the common area.

Ciass Type

You have already used the class names ‘Stack,' “Data,” and ‘Code.’ You can assign the same
class name 1o relaied segments so that the assembler and linker group thern together. That
is, they are to appear as segments one afier the other, but are not combined nto one seg-
ment unless the PUBLIC combine option is alse coded. The ¢lass entry may contain any
valid name, contained in single quotes, although the name ‘Code’ is recommended for the
caxle segment.

The following two unrelated SEGMENT statements gencrate identical results,
namely, an independent code segment aligned on a paragraph boundary:

CODESG1 SECMENT  PARA KOHE ‘Code”
CODESGZ SEGMENT “Code’ (defaults to PARA and NMONE)}

We explained fully defined sepment directives in Chapter 4, but have used the sim-
plified segment directives in subsequent chapters. Becanse full segment directives can pro-
vide tighter control when assembling and linking subprograms, most examples in this
chapier use them.

Program examples in this and later chapters illustrate many of the Align, Combine,
and Class options.

INTRASEGMENT CALLS

CALL instructions used to this point have been intrasegment calls; that is. the called pro-
cedure is in the same code segment as that of the calling procedure. An intrasegment CALL
is near if the called procedure is defined as or defauits to NEAR (that is, within *+ 32K).
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The near CALL pushes the IP register onto the stack and replaces the TP with the offset
of the destination address. Thus a near CALL references a (near) procedure within the
Kame segment.

CALL nearprac :Near call: push IP,

- 1 link ta nearproc
nEArproc PR NEAR

RET/RETH ;Mear return: pop IP,
nearproc ENDP ; return ta caller

Now consider a near intrasegment CALL statement that consists of chject code ER
2000, where ES is the operation code for CALL and 2000 (0020) is the offset of a called
procedute. The operation pushes the TP onto the srack and stores the 2000 as 10206 in the 1P
The processor then combines the current segment address in the CS with the offset in the
IF (CS:IP) for the next instruction to execute. On exit from the called procedure, a (near)
RET pops the stored FP off the stack and into the IP so that the combined segment:offset ad-
dress causes a return to the instruction following the CALL.

An intrasegment call may be near, as described, or far if the call is to a procedure
defined as far within the same segment. RET is near if it appears in a NEAR procedure
and far if it appears in a FAR procedure. Yoo can code these instructions as RETN or
RETF, rezpechvely.

INTERSEGMENT CALLS

A CALL is classed as far if the called procedure is defined as FAR or as EXTRN, often but
not necessarily in another segment. The far CALL first pushes the contents of the CS reg-
ister onto the stack and inserts the new segment addsess in the CS. It then pushes the IF onto
the stack and inserts a new offset address in the IP. (The pushed CS:IP values provide the
address of the instructios immediately following the CALL ) 1n this way, both addresses of
the code segment and the offset are saved for the retern from the called procedure. A call
another segment is always an intersegment far call.

CALL farproc ;Far call: push €5 and IP,
i Tink to farproc
farproc PROC  FAR

RET/RETF (Far return: pop IP and (5,
farproc ENDP : return to caller

Consider an istersepment CALL statement that consists of object code 5A 0002
AFD4. Hex 9A is the operation code for a far CALL, 0002 (or 0200y is the offset, and AF04
for MAF) is the new segment address. The operation pushes the current IP onto the stack
and stores the new offset 0002 as 0200 in the IP. Tt next pushes the current TS onto the stack
and stores the new scgment address AFD4 as (4AF in the CS. The processor tnen cembines
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the corrent segment address in the C8 with the offset in the P ({CS51P) for the effective ad-
drzss of the first instruction 1O execte in the called subprogram.

Addrass in code segment:  (4AFCH
Offsat in IP; + {200H
Effective address: 04 FOH

On exit from the called procedure, an intersegment (far) RET reverses the CALL operation,
popping both the original IP and C5 addresses back into their respective registers. The
CS:1P pair now points to the address of the instruction following the original CALL, where
execulion resumes.

The hasic difference then between a near and a far CALL is that a near CALL replaces
only the TP offset, whereas a far CALL replaces both the CS segment address and the IF off-
set. A near RET/RETN iz associsted with a near CALL and a far RET/RETF with a
far CALL.

THE EXTRN AND PUBLIC ATTRIBUTES

In Figure 23-2, the main program (MAINPROG) calis a subprogram (SUBPROG). The re-
guirement here is for an intersegment CALL.

EXTRH SUBPROG: PRR
MATIHPROG PR FAR

CALYL SUBEROC

MAINPROG ENDP

FIUBLIC EUTBPROG
SUBPRCGE FROC FARR

RETF
SUBPR{H: ENDP

Figure 2+2 (ncrsegrecet Call

The CALL in MAINPROG has to know that SUBPROG ewists outside MAINPRGG
{or else the assembler generates an error message that SUBPROG is an undefined symbol),
The directive EXTRN SUBPROG.FAR notifizs the assembler that any reference to
SUBPROG is to a FAR label that in this case is defined externally, in another assembly. Be-
cause the assernbler has no way of knowing what the address will be al execution time, it
generales “empty” object cods operands in the far CALL (the listng shows zcros for the
offset and hyphens for the segment), which the linker subsequently is to fill:

MASH: 94 0000 —--- B [E = external
TASHN: 9A BOOON0QDse ;58 = external segment

SUBPROG in its turn contains a PUBLIC directive that tells the assembler and hnker
that another module has to know the address of SUBPROG. In a later step, when both
MAINPROG and SUBPROG are successfully assembled into separate object modules,
they may be linked as follows:
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LINK/TLIME [:MATIMPROGHD : SUBPROG, D , COM

The linker matches EXTRNs in one object module with PUBLICs in the other and insens
any required offset addresses. It then combines the two object modules into one executable
moduie. If unabl= to match references, the linker supplies error messages, which you should
walch for before attempting to execute the module,

The EXTRN/EXTERN Directive

The EXTRN directive tells the assembler that the pamed item—a data item, procedure, or
label—is defined in ancther assembly, (MASM 6.0 introduced the teom EXTERN.) It has
the following formal:

EXTRM/EXTERN name:type [, ... ]

You can define more than one name up to the end of the line or code additonal EXTRN
staternents. The other assembly module in its turn must define the name and ideniify il as
PUBLIC. The type eniry must be valid in verms of the actwal definition of a name:

= ABS 1dentifies a constant value.

« BYTE, WORD, and DWORD identify data it=ms that cne module references but an-
other module defines.

+ NEAR and FAR identify a procedure or instruction label that one module references
hut another module defines.

= A name defined by an EQITI.

The PUBLIKC Directive

The PUBLIC directive tells the assembler and linker that the address of a specified symbaol
defined in the current assembly is to be available 10 ather moduoles. The general format for

PUBLIC is
“PUBLIC syn_;_l?n'l__[_. ]

You can define more than one symbol up to the end of the line or code additional FUBLIC
statements. The symbol entry can be a label (including PROC labelx), a variable, or a num-
ber. Invalid entries include register names and EQU symbeols that define values greater than
2 bytes.

7 The calling of far procedures and the use of EXTRN and PUBLIC should offer Littie
difficulty, although some care is required for making datz defined in one module known in
ather modules.

Let's now cxamine three differem ways of making data known between programs:
using EXTRN and PUBLIC, defining common data in subprograms, and passing
parameters.
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The program im Figure 23-3 consists of a main program, A23MAIN], and a subprogram,
A238UB1, both using full segment directives. The main program defines segments for
the stack, data. and code. The data segment defines OTY and PRICE. The code segment

TITLE A2 IMAINL

0000 STACESG  SESMENT

(EXE] Call subprogram
EXTER A233TR1:FAR

PARA STACE "Stack’

4000 DO4B[T2?7 7] oW &4 DUP([?I
Lidul: L STACKSG ENDS
aoo0da DATASG SEGMENT DARA 'Data’
G000 0140 OTY W D140H
DOaz 2500 PRICE oM 500K
DoGd DATASS ENDS

G o m MMM m oo aam-——mo——a=-as---
o0gq CODERQ SEGMENT FARA 'Code’
ouad BEGZIN PROC FAR

ASSIUME 05 :CODESE, DZ:JATASS, 55 - 3TACKSG

ool B ---- K MO AX . DATAESG
po03 EE DA MOV 3. AX
0005 Al QOQ2Z R [ iy AX,.PRICE iSet up price
a408 BE 1E 0000 R MOV BPX.QTY H and gquancicy
oo A D0a0 ---- E CALL A235UBL ;Call subprogram
0011 B 4C00 Mo AX 4C00H  End prcp:acsing
Q014 o 21 INT 21E
3016 BEQIN ENDF
DoleE CODESG ENDS

END BEGIH

Segments and Groups:

Namae Lengbh Aligm Combine Clasza
opEss . . . . 0 . . 0016 PARS WONE ' OODE*
DRTAIG . . . . . . . QO04 PARR NONE ‘CATA"
STRCKSE . . . . . . Qosd PARR STACK ' STRCK®
Symbole:

Hane Typ~ Yalwe AtErx
AzisUB1 . . . . - L FAR Dood External
BEGIM . . . . . . F PROC GOag CODESS Length = 0016
FRICE . . . . . . L WORD oo DATASG
Qr¥ . . . . . . . L MWCRD oG DATASG

TITLE A235JEL Called subprogram
Doao DODESS SEGMENT FPARR 'Coda’
ogoo AZASUB1 PROC FAR

ASSUME C5:CQDEEG
PUBLIC AZ3ISUBL

o0 FT7 23 ML HK
atoi OB HETF
Go03 A2 3I5UBL ENDP
nao3 COLESG ENDS

;AX = price, BX = gty
;DX RE = produck

END AZISLIR1

Segments and Sroupa:

Hamaea Length align
copESS . . . . . . . DOO3 PARKL
symbols:

Name Type value
AZ SUBL . . . . . . F PRQC ooog

Combinm
HCNE

ACLr

¢ODESG Gleobal Length = 4083

Claps
1 mDE 1

Figure 23-3a  Using EXTRN and PLUBLIC
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Link Map

Ghject Madueles: AIIMAIN1+AZISUBL

3tart Step Length Name Tlagz

O3000H Q0O0O0TFH 000A0H STACESS STACK

J9J080H DODAIH 00004H CATARISG DATA

030490H oODASH 00016H CCLOESS CODE =-- Mote 2 code
DOTDADE ODOBZH QOCO3IH COODRSE CO0E <-- aegmeanks
Progran entry point at Q098:0000

Figure 23-3b  Tluing EXTRN and PUBLIC

leads the AX with PRICE and the BX with QTY and then calls the subprogram. An
EXTRMN in the main program identifies the entry point to the subprogram as
AZ235UBL:FAR.

The sobprogram contains a PUBLIC statement ({after the ASSUME} that makes
AZ235UB1 knowa 1o the linkce as the entry point for executior. This subprogram simply
multiplies the contents of the AX (pricey by the BX {quantiry) and develops the product in
the DX:AX pair as 002E 4000H.

Because the subprogram does not define any data, it does not need a data segment; il
could, but only the subprogram itzelf would recognize the data.

The S8 and SP registers in the subprogram contain the same addresses as those in the
maint program. As a resull, the subprogram references the stack defined in the main pro-
gram, and so does not define a stack. Because the linker requires the definition of at least
one stack for an .EXE program, the stack in the main program serves this purpose.

Now let's examine the symbol tubles following each assembly. Nute that the symbol
table for the main program shows A235UB | as Far and External. The symbol table for the
subprogram shows A23SUBI as F (for Far) and Global. The temm global implies that the
name is known (o other subprograms cutside A235UB1.

The link map at the end of the listing shows the ofganization of the program in mem-
ory. Note that there is § stack and 1 data segment, bwt 7 code segments {one for each as-
sembly) at different starting addresses, because their combine types are NONE. These
segments appear in the sequence that you enter in the LINK command. In this example, the
code segment for the main prograr (normally first) stars ar offset 00090H and the code
segment for the subprogram at QOOBOH.

Atrace of program execution disclosed that the CS register for A23MAIN1 contuined
OE20|0] and the instrection CALL AZ35UB1 generated

0A (HNH] 220F (expect your segment value to giffer)

The machine code for an intersegment CALL is 94H. The operation pushes the IF registet
onto the stack and loads 0000 {(the first operand of the CALL) in the 1P Tt then pushes the
CS containing 0F20[0] onto the stack and loads OF22[0] (the second operand) in the (3.
{We are showing the register conterts m normal, not reversed, byte order.)

The CS:.IP pair ditect the next instruction 10 execute at 0F22[0] plas 0000. What
is at OF2207 1t's the entry point to A23SUB1 at its first executable instruction, which
you c¢an calculate. The main program began with the {5 register containing OF20[0].
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According o the map, the mdin code segment offsel begins at offser Q0090H and
the subprogram offser begins at offser DDOBOH, 20H bytes apart. Adding the main
program’s OS5 value plus 20H supplies the effective address of the subprogram’s code

segment:
C5 address for AZIMATNI; OF 200H
Size of AZIMAINL: + 000204
4% address for AZ3SUB1: OFZ20H

The program loader determines this address just as we have and substitutes itin the CALL
operand. A235UB1 muluplics the two values in the AX and BX, with the product in
the DX:AX, and makes 2 far return {(RETF) 10 A23MAINI (because the returm is o a
FAR procedure).

DEFINING THE CODE SEGMENT AS PUBLIC

Figure 23-4 provides a variation of Figure 23-3. There is one change in the main program,
AIIMAINZ, and one change in the subprogram, A23S5UUBZ, both involving the use of
PUBLIC in the SEGMENT directive for both code segments:

CODESG SECMENT FARA FUBLIC ‘Code’

Interesting resulis appear it the link map and the CALL object code. In the symbal table
following each asscmbly, the combine type for CODESG is PUBLIC, whereas in Figure
23-3 it was NONE. Also, the link map at the end now shows only one code segment.
The fact that both segments have the same name (CODESG), class (*Code’), and
PUBLIC auribute caused the linker to combine the two logical code segments into one
physical code segment. Further, a trace of machine executicn showed that the CALL
is far; that is, even though the call is within the same segment, it is o a FAR procedure,
as defined:

94 2000 200F (expect your segment address to differ)

This far C AL stores 2000H in the TP as {020H and 200FH in the CS register as JF20]0].
Because the subprogram shares a common code segment with the main program, the CS
register is set to the sarne starting address, OF20H. But the CS:IP for A235UB2 now pro-
vides the following effective address:

£5 address For AZFMAINZ and A235UB2: OF200H
IF offsetr for A2ISUBZ: + DO20H
Effecrive addres: of A235URZ: OF220H

The code segment of the subprogram therefore presamably begins at 0F220H. 1s this cor-
rect? The Link map doesn’t make the point ciear, but you can infer the address from the
listing of the main program, which ends at offset 0015H. {The map shows 16H, which is
the next available location.) Because the code segment for the subprogram is defined as
PARA, it begins on a paragraph boundary {evenly divisible by 10H, so that the rightmost
digit 1s
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TITLE AJ3MAIN: {EXE} Call subprogram
EXTRN A2ISURZ:FAR
G e e e e e e e M e e e o
ooeo STACKSG SEGMENT PARA STROX '"Stack’
Q040 024G [7P77] oW G4 DUZ(7?)
onan STACKSG ENDS
r
oo o0 DATARSG ZESMENT PARA ‘Data’
ongn ¢l4a QTY W D140H
0og2 2300 FRICE W £500H
0ada DATASG ENDS
oooo CODESS HEGMERT FPARAR FURLIC 'Code!
oooa BRGIN PROC FAR
ADSUME C85:CODESG, DS :DATASI, 58 : 3TAMESG
G000 B4 ---- R Mo A, DATASS
nogl AaE Da Mot 28 AX
Doo0s Bl QOOZ R Mo A, PRICE ;5et up price
04008 AR 1E 0G0d R MIAr BX , QTY ; and quantity
00Qc SA 0000 ---- B CALL A233UR2 fCall eubprogram
D011 HAE 4C0D Mo AN, 4CO0H rEnd procsgsing
f0l4 ©D 21 INT 2IH
a0ls& BEGIN ENDF
00ls CODESQ ENDS
END AEGIN
gegments and droups:
Hame Length Align Combine ClaBw
CODESE . ., . . . . . LOi§ PARR PUBLIC 'COCE!
DATASG . ., . . . . . Co04 PRRA HONE 'LATA'
STACES3 . . . . . . COBQ PARA STACE 1STACK!
Symbola:
Mamem Type Valuea Atrx
AZIRIIR? . . . . . L FaR G000 External
BEGIN .« .« . . F PROC onao CODESSG  Length = 0016
PRICE . . . . . . . L WORL anp2 DATASG
orY . L WIORC 0000 DATASZ
TITLE A2381MH2 Called subprogram
L]
oo CODESG SECMENT PARAR PUBL-ZC 'Code!
a4nao RiZEUB2 PRIKC FAE.
ASSUME C8:CODERG
PUBLIC A23SUB2
Goog F7 OE3 ML, BX ;AL = price, BX = gty
aooz CB REIF ;DEAX = product
o000l AZ3ISURZ ENDP
ooa3a CODESG ENDS

END R23ISURZ

Segmenza and Groups:

Hama Length Align Combine CLagss
CODBS: . . . - . . . 0903 BARR PUBLIC ‘CODE!
Symbola:
Wame Ty Value Atcrx
A2IASURZ . - « - . « F PROC oogd COpESS Gleobal Length « 40433

Figure 23-4a Code Segrvent Defined as PUBLIC
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Link Map
Chiject Modules: AZAMAINZSLLISINAZ

Srart Stop Lengbth Mame Claas

GOOOOH CQOGYFH Q00804 STACKSS STACK

QOQBOH 00Q82H OO0004H DATASG DATR

003308 0U0B2H O0DO23H CODESG 20DE s-- 1 code
asqgment

FProqram &#nEry point ac 0008 -DOOD

Figure 233 Code Sepment Defined as PUBLIC

|—ma.in program . ... {unused} | subpro-gr'a.\;. l

I I I
QFZ00 141FQ QF220

The linker sets the subprogram at the first paragraph boundary immediately following the
main program, at offset 00020H. Therelore, just as was caiculated, the code segment of dhe
subprogram begins at 0F200H plus 0020H, or 0F220H.

Now let's examine tms same program detined with simplified segment dircctives.

USING SIMPLIFIED SESMENT DIRECTIVES

Figure 23-5 shows the previous program now defined with simplified segment directives.
Figure 23-4 defines the code segments as PUBLIC, whereas Figure 23-3 defaults (o
PUBLIC, so that bath examples generate one code segment. Howaver, the use ol simpli-
fied segment directives causes some significant ditferences. First, the linker has rearanged
the segments (as shown in the map) in sequence of code, data, and stack, although this has
no effect on program execution. Second, the subprogram’s code segment {_TEXT) aligns
on 4 word {rather than paragraph’ boundary. A trace of machine execution showed 1he fol-
lowing object code for the CALL:

ga 1600 170F Cexpect your segment address to differd

This timz. the new offset value is 16H, and the segment address is OF1 7TH. Because the sub-
program shares a common code segment with the main program, the C8 register is set io
the same stariing address, 0F17{0), for both. You may calculate the effective address of

AXISUB3 as follows:
£5 address for AZIMATINI and &235UE3: F170H
IF offset Tor AZISUBT: + D1BH
Effective address of AZ3ISLB3: FLBGH

You can infer the address from the listing of the main program, which ends atoffset 00 15H.
{The map shows 16H, which is the next available location.} Because the map shows the
main code segment beginning at 00000H, the next word boundary tollowing DO15H is at
GiW16H, where A23SUB3 begins.
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TITLE AZIMAINI (EXE) Call subprogram
.MUDEL  SMALL
.5TACTE 64
EXTRN A2 JSUB3 FAR
G e mmmm e e mmmmemm e e e mmm e mmm -
. BATA
00y D140 oTY [ J14aH
ooz 2500 PRICE [ 2500H
. CODE
apod BEGIN PROC FAR
9000 BA ---- R [t AM,¥data
G003 BE D& M D5, AX
ao0s Al 0002 R M AX,FRICE (Set up price
tols &R 1E 0000 R v BX.QTY ; and guankicy
cods ok 0000 ---- E TALL AZISURS ;Call subprogramn
D011 B8 4C00 Mow AX,4C00H :End procesaing
oox14 CD 21 INT 21H
GaLE BESIH SHDT
AND BEGIN
Segmentes amd Sroups:
Name Length  Align Combire Clams
DORFFE . - . . . . . OROUP
B . o e « [ o £ WORD FUOBLIC 'GATAR "
STACH . . . . . . . bO40 PARRA STRCK 'STRCE"
_TEXT . . . . . . . 9018 WORD BUBLIC 'COOE!
Symbiols:
Hame Type Value AtEr
AZ3IEUBR3 . . . L Far Goog Extearnal
BEGIN . . . . . . . F PRI ROOd _TEXT Length = 0G16
FRICE 1. WORD apoz _DATA
oTY L WORD o0 _DATA
TITLE AZASUNRI Jalled subprogram
.MODEL SMALL
. CODE
Gooo A2350B3 ROC FhRit
UBLIC AZ35URL
pRoG P? E3 HUL BX AX = price. BX = gt¥
onoz CB RETE ;DX A » product
aoon3 R2350B% ENDE

END AZ3ISTRA

Segmente wnd Groups:

Hamae Length  Align Combdne Claaw
PGROOR . . - . . . . GROUP
DatAe . . . . . . . 0000 WORD MIBLIC 'DATA'
_TEXT . . . . . . .- §OO3 WORD PUBLIC 'CODE*
Symbola;
Hame Tygp= value Attty
AZ3gUR3Z . . . . . . F PROC 0ooo _TEXT Glaobal Langthe=0003

Figure 23-%a  Using Simplificd Segment Directives

DEFINING CC?MMOH DATA AS PUBLIC

A COmMMON programming requirement is to process data in one module that is defined in
another module. Let’s modify the preceding examples so that, although the main pro-.
gram still defines QTY an¢ PRICE, the subprogram (rather than the main program)
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Link Map

Object Moduleg: AZIMAINI+AZISTRZ

Start Stop Length Hame Clags

GOOGOH ODJ1BH 0001%H _TEXT CODE <-- code segmehl
J001AH O0110H 000Q4H _DATA DATA Eiret
30420H OO0OS5FH 00040H STACK STARCK

Frogram entry pclint at 40040000

Figure 23-5b  Lsing Simplificd Scgment Directves

loads their values into the BX and AX. Fipure 13-0 gives the revised coding, with the
following changes:

* The main program, A23MAIN4, defines OTY and PRICE as PUBLIC. The data seg-

ment is also defined with the PUBLIC attribute. Note in the symboi table the giobal
arcribule for QTY and PRICE.

» The subprogram, A23SUB4, defines both QTY and PRICE as EXTREN and as
WORD, This detinition informs the assembler of the length of the two fields. The as-
sembler can generate the cormect operation code for the MOV instructions, but the
linkcr will have to complete the operands. {In the subprogram’s symbol table, PRICE
and (FTY are now classed as external )

The assembler lists the MOV instructions in the subprogram as

&1 000G £ MOy AX FRICE
8E 1E ¢000 E MOV 8X,OTY

Ohject code AT means move a word from memory © the AX, whereas 8B means move a
word from memory to the BX. (AX operations often require fewer bytes.) For AZ35U/B4,
the assembler has no way of knowing the locations of QTY and PRICE, so it has stored ze-
ros in the operands for hoth MOVs. Tracing through program execution reveals that the
linker has completed the object code operands as follows:

Al QZ(H)
&8 E 0OCD0

The object code is now identical to that gencrated for the three preceding programs, where
the MOV imstructions are in the calling program. This is & logical result because the
operands in all three programs reference the same data segment address in the DS register
and the same otfset values,

The main program and the subprogram imay define other data items, but only those
defined as PUBLIC and EXTRN would be known in common to them.

DEFINING DATA IN BOTH PROGRAMS

In the preceding examplz, A2IMAIN4 defined QTY and PRICE, whereas A2351/B4 did
not define any data, The reason A235UB4 can reference A23MAINA's data is because it
has preserved the address of the data segment in the DS register. which still points to
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TITLE AZIMAINA (EXE] CAll subprogram
EXTEH AZ2I1S5TUE4:FAR
PUELIC QTY, FRICE

aooa STATKSG  SEGMENT PRRA STACK 'Stack?
G009 0040 [2727] (017) 64 DUP{?)
DDAEG ETAIESZ ENDS
[FlaliYs] DATASG SEGMENT PARA PUBLIC 'Data’
OOG0H G140 ATy I 14 C0H
0anz 2500 PRICE oW $o00H
gD DATRSG ENDS
Jood CODESG SEGMENT PLEA PBUBLIC 'Code’
Goaa HEGIN FROC FAR
ASSUME 5 CODESC, DS :DATASS, 23 :5TACKSG
ooog RA ---- R M R, DATASG
ooo3 B8E D& Mo DS, X
poos 4 Q4nd ---- E CALL R235UB4 ;Call subprogram
GOk BE 4C00 Mo IoK, 4CLaH ;End processing
poan Ch 21 INT 21H
sleRi3) BEGIN ENDP
000F CODESS ENDS
END BEGIN
Seqments and Groups:
Hame Length  Align Combine Clase
CODESS . . . . . A0QF EhARA FIBLIC 'CODE !
DATASG . . . . . . Goa4d BARA PUBLIC 'DATA'
STACKSZGE . . . . . BLAD PARA STACK 'STACK!
Symbols:
Namae Type valus Attr
AZ3SUB4 . . - - . L FAR DaGo External
BEGIN . . . . - . F FErROC oaon CODEST Length = 0DOF
PRITE F . L WORD aoh2 DATASS Clabal
Ty L. oo e . L. WORD 030a PATALG Glabal
TITLE A238084 Called subprogram
EXTRM {QTY:WORD, FR_CE :WORD
oano CODESG SEGMENT PARA FUELIC 'CODE'
aqon AZZBUE4 PROC FhR

ASSME 5 TODESG
PUBLTC AZIBUE4

4000 AY 000D E MORr A, FRICE

rpog3 A 1E 4000 E MO BE, UTY

oo FT E3 ML BX ;DN RN = product
ooy CH RETF ;Return to caller
QoA AZ151UH4 ENLDF

a0ah CODESG ENLE

END A23I5UTHL

Figure 23-fin  Common Dat in Subprograns

A23MAINA's data segment. {The only segment address ghanged was that of the code seg2-
ment.} But programs are nof always s0 simple, and subprograms often not only have to de-
fine their own data, bot also have 1o reference data in the calling program, as the next
example shows.

In a varistion on the preceding program. Figure 23-7 defines QTY in AZIMAINS, but
defines PRICE in A23SUBS. From nside A23MAINS, PRICE does not exist, althoogh
A23SUBS has to know the location of both jiems. A23SUBS5 s code segment has 10 retrieve
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Segments and Groupe:

Hames Length Align Combine Claas
CCoESS . . . . . . apoh BARPE . FORLIC 'CODE!
Symbola:

Name Tvpe Valus ALLEY
A218TRde . ., . . . F PROC aanc CODESE  Global Length - 00DA
PRICE PR W WORD oo0c Excernal
2TY V HORD ki Yl Excernal

Link Map -

bject Modules: AXIMATHNA »AZISTE4
Start Stop  Length Name Clags
0o000H OOQ07FH 0O0ROH STACKSG STACK
QoOANH JQ083H 0Q004H DATARSG DATA
ODOS0H OC0ORSH OOD1AH CODESG CODE

Program ent-y point at 0003:0000

Figure 236  Common Data o Subprograne

OTY night away, while the DS register still contains the address of A2IMAINS's data seg-
ment. A235LUB5 then pushes the DS onto the stack and loads the DS with the address of its
own data scgment, A2Z3SUBS can now get PRICE and perform the multiplication of QTY
and PRICE.

Hefore returning to AZ3MAINS, A235UBS has e pep the DS off the stack so that
ATIMAINS can access its own data segment. (Technically, this is not really necessary in
the current example, because AZ3MAINS happens to end processing immediate]y, but we’ll
do it as a standarnd practice.)

As a final note, you could make both data segments PUBLIC. with the same name
and ¢lass. In that case, the linker would combine them, and AZ38UBS wouldn't have w
push and pop the DS, because the programs would use the same data segment and DS ad-
dress. We'll leave this variation as an exercise for you 0 revise and trace under DEBUG.
AZISUBS's code segment could look like this:

EXTRN OTY :WORD
ASSUME  CS5:CODESG, DS DATASG
PUBLTC AZ3SUBS

' AX,PRICE <PRICE in own data segment
MO BX.,QTY JTY Ar AZIMAING

ML BX Product in DXCAX

RETF sFar return

FASSING PARAMETERS TO A SUBPROGRAM

. Another way of making data known to a called subprogram is by passing parameters, in
which a program passes dawa physica:ly via the stack. In this case, ensure that each PLISH
references 4 word {or doubleword on advanced systemis). in either memory or a register.

The stack frame is the portion of the stack that the caliing program uses to pass pa-
ramelers and that the called subprogram uscs for accessing the parameters. The called
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TITLE AZ3IMAINE (EXE) Call subprogram
EXTRN AZIBUBY : AR
PUBLTC QTY
Laan STACKSS SEGMENT CARR STRCE 'sStack!
0ann abans[?277) CwW Ed D27,
=1 STARCKIZ ENLS
oaco CATRSG SEGMENT FaARA 'Data'
agno Cl40 oTY 8Ly} Q149H
agp2 DARTASG ENDE
acoo TODEEG BESMENT PARA ' Code!
Loog BEGIN PROC FAR
ASSITME S :CODESG, DS :DATASC, S5 : STACKSS
po0dr BE ---- R MO A%, PATASS
pod3 8E DB MOV 05, AX
DAY 3f o000 E MALL AZIEURE iTall subprogram
QOGR LB 40400 MoV AN, 4C00H {End proceasing
Qun> CD 21 INT 21H
AoLCE BEZTH ENDE
QLOE CODESG ENDS
END BEGIN
Segrents and Groups.
Hame Length Align Combhine Classe
CoDE=2G . . . . . . DOAF BRRA HONE 'CODE!
DATRSG . . . . - - cogz FARA NOHE 'DATA'
STACKSS P ;ogn PAAA SThCK 'STACK'
Symbolac:
HName Type Value AtLrT
A23mgBs . . . . . L FAR 40ap External
BEGIN R " FROC cooo QCDESC  Length - J0OF
0 e L WORD oaoo DATASC Glaobkal
TITLE A235(RS Called subprogram
EXTRE QTY -WORD
Goodd DATRSG SESMENRT PARA 'Data’
Qoo 25040 FRICE i) 2500H
pogz NATRASGE ENDS
0o CODESE SECGMENT FREA 'CCDE!
aaco AZ3BITHS PROC FAR
ASSUME CS-CODESS
PUBLIC A2 ISUBRS
oock BB LE ODOD E Mo BX,QTY ;Cet OTY from CALLMITL
ouca 1E FUISH Oos ;Zave CALIMIL's DS
ASSIME DS :DATASG
ao0s BA ---- R MO MY DATALG 18er up cwa DS
Jgna B2E DE Mo D&, R ;Price from own
LOaA 1 agpoe 8] MOV LE PRICE i data segment
oodlx F? OE3 ML EX DEGAY = prcduct
oaafF 1F FOE 05 ;Rescore CALLMUL's DS
agd o 8 RETF ;Return tp caller
i1 E 1 | RIISTES ENDFP
(] Wit | CoDBESG ENDS

ENL R2ISUES

Figure 23-Ta Defining Duta in Boti Programs

23
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Name Length &Align Combine Claas
QOCESS . . . . . . . fD11 FaRA NONE ' OODE "
DATASS & . . o . . . Gonz PARA MU E 'DATA"
Symbole:

N amas e Valum ALty
A23IQIBS . . . . . F PROC o0aoo ConESsSs Gleohal Langth = 0011
FRICE . . . . . . . L WOCRD Qafo DATASS
1 ¥ WORD il elal Extwrnal

Link Map

Uoject Modu.es: AZIMAINT+AZISURS

JFtart SItop Length Nams Class
JOQOCA QOQTFH QOOBOH STACESS STARCK
J0080H OD0OBL1H OGO002H DATASS OATA
J¢090H Q00%1H QO0OQ2H DATASGE DATA
JGomM0H QOOAEH OQOQOFH CODESE CODE
JeohtH S00CoH Od0l1iH CODESGE OODE
PFrograt: antry point et O40A:DO00

Figure 13-7b

Defining Data in Both Programs

subprogram may also use the stack frame for temporary storage of local data. The BP reg-
ister acts as a frame pointer. For passing paramelers, we'll make use of both the BP and

SP registers.

In Figure 23-8, the calling program A23MAING pushes both PRICE and QTY prior
to calling the subprogram A235UB6. Initially, the SP contained the size of the stack, 30H.
Each word pushed onto the stack decrements the 5P by 2. After the CALL, the stack frame

appears as follows:

[_, .. [ 1200 | 200F | 40'_1':5-_1'] 0628 |

78

FLY T

iE

1. APUSH joaded PRICE (2500H) cnto the stack frame at offset 7EH.

o

A PUSH Joaded QTY (0140H) onto the stack frame at offset 7CH.

3, CALEL pushed the contemts of the CS (OF20H {or this exscution) onto the stack frame
at TAH. Because the subprogram is PUBLIC, the linker combines the two code seg-
ments. and the CS address is the same for both.

4. CALL also pushed the contents of the [P register, 0012H, onto the stack frame at 78H.

The called program requires the use of the BP to access the paramieters in the stack
frame. Tts first action is to save the contents of the BP for the calling program, so it pushes
the BP onto the stack. In this example, the BP happens 1o contain zero, which PUSH stores

in the stack at offset 76H:

] omnrl 1200 | 200F ]"4(:-01 [ 0025 |

76

78

TA Fis

7E
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TITLE AZIMLING (EXE} Faaaing parameters
EXTREN A2ISUBG:FAR
Lgan STACKS SEGMENT PARA STACHK ‘Stack®
Qo000 Qoo [(PEPI] W 64 DUF ()
nD4asn STRCESG EMDS
onog DATASGE SEGMENT PARR 'Data’
BOaT Q14¢ aTyY DW 01449H
BOOZ 2500 PRICE oW AR0OH
Lad4 DATRES EMDS
Qa00 CODEZGE SEGMENT PARA PUBRLIC 'Codwe®
anoo BEQIN FROC FAR
ASEUME 05 CODEAG, DS : DATASS, 25:5TACKSGC
oJaonD Bgg ---- FE MOV ARX, DATAE
Q4b3 AE DA MOV D2, AX
Q005 FF 36 0002 R FPUSH PRICE ;Save price
AG0% FF 36 44000 R PUSH oTY ;  and gquantity
o0o0b SR 0403 ---- B CALL ARISUHE ;Call pubprogram
o1z B8 4000 MOV RX, 4CODH ;End procesaing
Q015 &b 21 INT 21H
G617 BEGIN ENDE
anlv DODESC ENDS
END BEGIM
Segmenkd and Groups:
Mame Length Align Combine Clags
CODESG . . . . - . . 08T PARA FRLIC '"CobE!
DaThso . . . . . . Oota PARR HONE '"DATA "
ETAZESE . . . - . OGEqd FARN 5TACK "OTACE"
Sywmoala;
Mame Type Value ArLF
A23iZUBE . ., . . . . L Far oagn Externa’
BEGIN . . . . . . F FROC 0400 CODESE  Length - £017
FRICE . - - . . . - L wORD a0z DATASG
Qv . . . . . . . . L WORD 40ad DATASS
TITLE AZ3gBE Called subprogran
noao QODESG EEGMERT FARER BPYRLIC 'Code!
000 AZISTTRE PROC FAR

AZSUME C5:C0OLESS
PURLIC AZASUBE

Qaan 55 PUSTE BF
QJf41 8H EC MO bPp, 2P
0003 BB 4& 08 M AX, [BP+0] [ Get price
0ooDE BE SE 06 Mo BX, [BF+6} ;Get guankity
cGoog FT E3 MITL gx ;0¥ :-aX = product
fLooB 5D POF BF
GoCC SR Q004 RETF L ;Return to callar
GOCF A2 3ISUBRE EWOP
elvla CODESS EMDE

ENTH

Figare 23-8a  Fasying Faramerers

The program then insctis the contents of the SP (D076H) into the RP because the B (but
not the 5P is usable as an index register. Because the RF now also contains 0076H, PRICE
1 in the stack at BP + 8 roftset 7EH), and QT is at BF + 6 (offset 2CH). We Know these
relative locations because we pushed 3 words (6 bytes) onto the stack after QTY was
pushed. The routine transfers PRICE and QTY from the stack to the A X and BX, respec-
tively, and performs the maltiplication,
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Segmetits and Sroups:

Hame Length Align Cambine Clasd
CODESZ . . . . . . . ODOF PARA PUBLIC ' CODE!
Symbols:

Hamea Type Valus AttT
AIBUBE . . . . . . F PROC ooogn CODESG  Global  Length=000F

Link Map

Ubject Modules: AZIMAING+AZISUBE

Start Stop Length Name Clams
Gpoo0H GOATFH AQOLHOH STACKESG STRCK
aopgoH O0OB3IH aDo04H DATASG DATA
GO30H DOOREH QO02FH CODESG CODE

Program entry point at 00D5:0000

Flgure 23-8b  Fassing Parameies

Before retuning to the calling program, the subprogram pops the BP (returning the
zerc address to the BP), which increments the SP by 2, from 76H to 78H.

The last instruction, RETF, is a far retam to the calling program, which performs
the following.

» Pops the word now i the top of the stack frame ( 1200H) to the IP and increments the
SP by 2, from 78H to TAH.

+ Pops the word now al the top {0F20) onto the CS and increments the 5P by 2, from
TAH to TCH.

Because of the two pussed parameters at offsets 7CH and 7EH, the return instruction is
coded as RETF 4. The 4, known as a pop-volue, contains the number of byles in the passed
parameters (wo 1-word parameters in this case). RETF adds the pop-valuve 1o the 5P, cor-
recting it to 80H. In effect, because the parameters in the stack are no longer required, the op-
eration “discards” thesn and returns correctly to the calling program. Note that although the
POP and RET operations increment the SP, they don’t actually erase the contents of the stack.

If you fallow the general rules discussed in this chapter, you should be able 1o link a
program consisting of more than two assembly modules and to make data known in atl the
modules. But watch out for the size of the stack: For large programs with many FUSH and
CALL operations, defining 64 words could be a wise precaution.

- Chapter 24 covers some imporiant concepts on MEmory management and execitting
overlay programs. Chapter 26 provides additional features of segments, including defining
more than one code ot data segment in the same assembly module and the use of GROUP
to combine these into a commeon segment.

LINKING PASCAL WITH AN ASSEMBLY LANGUAGE PROGRAM

This section explains how to link a Pascal program to an assembly subprogram. The
simple Pascal progran: in Figure 23-9 links te an assembly subprogram whose sole purpose
is to set the cursor. The Pascal program is compiled to produce an .OB) module, and the
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program p2lpascl [ iaput, output |

procadure sst _curs| const yow: integer;

congt ool: integer ]; extearn:
Var
temy row integer:
tenp col: ifit secqey
begin
write| 'Enter curagr tow: ' ]
readln{ temp row };
write{ 'Exter cursor coluemn: ' o};
readln{ tewp_col };
Aet_curs{ temp_row, Lemp col ;
writel 'Mew cursor locabtion' j;
and,
TITLE ARZISETCR  Asaembler subprogram called by Fascal

PIBLIC 5ET CURS

; SET CURS: Set curaor on acreen at pasged location
i FPaagad: conat row Row and column where

i canmst ool curecr is to be get

i Returned: Nathing

CODESEG SEGMENT PARA PUBLIC "CODE’
SET CURS PROC  FAR
ASSUME (5 : COTESEG

PUSH BP ;jCaller's BP ragister
MOV BD,8D ;Folnt to pararebera passed
Mo SI, [BP«B] SI poinks to row

Moy OH, [3I1 sMove row to DH

[laLY SI, [BP+a] ;&8I points to column
MY oL, [91] ;Move column to DL
MCW AH, 020 ;Regquest et <ursor
MCY BH.Q i Wides page

INT 10H

FOFE 13 :Esturn to callsr
RETF 4

SET_CURS ENDE
TODESEG ENDS
END

Figure 23-% Linking Pascal o Assembler

assemnbly program is assembled wo preduce an .OBJ module. The linker then combines these
two .OBJ modules into one .EXE executable module.

The Pascai program defines two items named temp_row and temp_col and accepts
antries for row and column from the keyboard into these variables. The program defines the
name of the assembly subprogram as set_curs and defines the two parameters as extern. It
sends the addresses of temp_row and temp_col as parameters to the subprogram to set the
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cursor o that location. The Pascal statement that “calls” the name of the subprogram and
sasses the paramcters is

set_curs( temp_row, temp_col )

Yalues pushed onto the stack are the calling program’s stack pointer, the retum sep-
ment pointer, the return offset, and the addresses of the two passed parameters. The fol-
lowing shows the offsets for each entry in the stack:

90 Celler's stack pointer

(2 Caller’s return segment pointer
4 Caller’s return offset

06 Address of second parameter
08 Address of fust parameter

Because the assembly subprogram has to use the BP register, you have 1o push the BP
onto the stack to save its address for the return (o the Pascal calling program. Note that the
steps in the called subprogram are similar o those in the program in Figure 23-7.

The SP register normally addresses entries in the stack, Bui since you cannot use the
SPto act as an index register. the step alter pushing the BP is to move the address in the SP
to the BP. This step enables you to use the BP as an index register to access éntries in the
slack frame.

The nexl step is to dccess the addresses of the two parameters in the stack frame. The
first passed parameter, the row, is at offset DBH in the stack frame and can be accessed by
BP + 08H. The sccond passed parameter, the column. it at offsei 06H and can be accessed
by BP + D6H.

Ench of the two addresses in the stack frame has to be transferred to one of the avaii-
able index registers: BX, DI, or S1. This example uses [BP + 08] to move the address
of the row to the SI and then uses [SI] to move the coniznts of the passed parameter 1 the
OH register.

The column is transferred to the DL register in a similar way. Then the subprogram
uses the row and column in the DX register for INT 10H o sct the cursor. On exit, the sub-
progrem pops the BP. The RET instruction requires an operand value that is two times the
number of parameters—in this case. 2 X 2, or 4. Values are sutomatically poprped off the
stack and control transfers back to the calling program.

If yon change a segment registet, be sure to PUSH it on entry into and POP it onexn
from the subprogram. The recommended praclice for a Puscal call is to preserve the L. SI1,BP,
DS, and SS registers. You can also use the stack to pass values from a subprogrum o a cudling
program. Although the subprogram in Figure 23-9 doesn’t return values, Pascal woold expect
a subprogram 1o rewm them as a single word in the AX o as a puir of words in the DX:AX.

This trivial program produces a module larger than 20K bytes. A compiler language
typically generates considerable overhead regurdless of the size of the source prograrm.

Ovther Pascat versions do not necessarily (ollow the conventions used here. The ap-
propriate stzndard is that described in the compiler mannal, usuaily in a section whosc ritle
begins with “Interfacing . . . ” or “Mixed Languages . .. e
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LINKING € WITH AN ASSEMBLY LANGUAGE PROGRAM

The problem with describing the linkage of C to an asserbly program is that versions of C
have different conventions. { For precise requirements, refer to your C manual.) Some points
of interest are the following:

« For verstons of C (hat are sensitive to uppercase and lowercase, the name of the as-
sembly module should be in the same case as the C program's relercnce.

v Most versions of C pass parametzrs onto the stack in a sequence that 1s the reverse of
that of other languages. Consider, for example, the C statement

hdds (m, n}:

The statement pushes n and then m onto the stack in that order and cal.s Adds. On re-
turn from the called module, the C module {not the assembly madule) adds 4 w0 the
SP to discard the pussed parameters. The typical procedure in the called assembly
module tor accessing the two passed parameters is as follows:

PUSH BF

MV  BP,SP
M3V DM, [BPs4]
MOV DL, [EP+6]
FOP  BP

RET

» Some versives of C require thal an assembly module that changes the DI and
81 registers should push them on entry into and pop them on exit fromt the assem-
hler subprogram.

» The assembly module should retum values, i required, 25 one word in the AX or two
words in the DX:AX pair.

» For some versions of C. an assembly program that sets the DF flag should clear it
{C1.103 before returping,

Linking Microsoft C with Microsolt Assembler

Naming corvenlons.  [n Microsoft C and assembler, the assembly modules must
use a naming convention for segments and variables that is compatible with thatin C. All
assembler references to functions and variables in the C modulz must begin with an under-
score {_}. Further, because C is case sensifive, the assembly module should use the same
case {upper or lower) for any variable names in comman with the C medule.

kegisters. The assemb'y module must preserve the original values in the BP. SP,
S, DS, 88, DL and SI registers.

Passing paramaeters.  There are two methods of passing paramelers:

1. By reference. either as near {an offset in the default segment) or as far (an oflset in
anuther segment), The called assembiy module can directly alter the value defined in
the C module,
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2. By value, in which the C

caller passcs a copy of the variable on the stack. The called

assembly module can alter the passed value, but has no access to the eriginal C value.
If there is more than one parameter, C pushes them ontoe the stack starting with 1he

righimost paramelcr.

Compatibility of dota types.  The following list shows the types of C variables
and their equivalenl assembler types,

C DATA TYPE MASMS5.XTYPE MASM 6.X TYPE
char DB BYTE
unsigned shortfint  DW WORD

int, short DW SWORD
unsigned long DD DWORD

lung LD SDWORD

Returnpd values. The

returned values:

: DATA TYPE

char

short, pear, int {14 hit)
short, near, int (32 bit)
long, far (16 bit)

long, far (32 hit)

called assembly module uses Lhe following registers for any

REGISTER
Al

AX

EAX
DX:AX
EDCEAX

On return from 1he called module, issue RET with no pop value.

Complilng and assembling.  Use the same memeory madel for both langnages.
The assembly MODEL statcment indicates the C convention, such as MODEL
SMALL.C. Also, tsc the appropriate assembly switch to preserve the case of (nonlocal)

names.

Linking Turbo C with Turbo

Language Inlerfaces.
sembler—by separate modules

Assembler

Turbo C provides two ways of interfacing with Turbo As-
and by inline code:

1. Separate modules. For this conventional method, you code the C and assembly pro-
grams separately. Use TCC ¢ compile the C module, TASM to assemble the assam-
bly modole, and TLINK to link them

2. Inline assembly code. To compile the C module, you request TCCEXE (the com-
mand version of Tutho C). Simply insert assembly statements, preceded by the key-
word asm, in the source code, as, for exatnple,

a=m INC WORD PTR FLOX
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Segmants. The code segment must be named _TEXT. The data scgmenls (two if

requited) are named _DATA for data that is to be initialized on entry to a block and _BSS
tor uninitialized dara.

Naming conventions. The Turbo Assembler modules musl use a naming con-
ventioa for scgments and variables that is compatible with that of Turbo C. All assembler
references to fonctions and varables in the C module must hegin with an onderscore {_).
Further, since C 1y case sensitive, the assembly module should use the sams case (upper or
lewer) for any variable names in common with the C madule.

Registews. The assembly module may freely use the AX, BX, CX, DX, ES, and
Tlags registers. Tt may also use the BPR, SP, C5. D5, 58, DI, and 81 registers provided that it
saves (pushes) and restores (pops) them,

Possing poromeaters. Turboe C passes parameters by valoe. If there is more than
one parameter, Turbo C pushes them onto the stack from right to lef:.

Return.  The assembly program simply uses RET {wih no pop-value) to return 1o
the: C module. The C moduole pops the stack on reentry 1o it

Exarmnple of o C Program

The program in Figure 23- 10 illustrates linking a Torbo C program with an assembly mod-
1le. The program performs the same actions as the Pascal program in the previous section:
The C program acveepts valucs from the keyboard for row and column and passes them o
the assembler subprogram. The assembler subprograrn in its turn $cts the cursor and retumns
to the C module.

KEY POINTS

« The align operator tells the assembler to align the named scgment beginning on a par-
licular storage hoondary.

» The combine operator tells the assembler and linker whether to combine segments or
to keep them scparate.

* You can assign the same class name to related segments so that the assembler and
linker group therm rogether.

« An intrasegment CALL is near if the called procedure is defined as or defaults to
NEAR {within 32K). An intrasegment call may be far if the cal is to a far procedure
within the same segment.

« An intersegment CALL calls a procedure in another segment and is defined as FAR
or as EXTEN.

» In a main program that cails a subprogram. define the eniry point as EXTRN; in the
subprogram, definz the eniry point as PUBLIC.
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¥include «gtdioc. ha
int main [(woid}
ink tems row, temp ool;

printf {"Enter cursoar row: ")
geanf ("¥dY, stemp Tow;

printf {*Enter cureor column: "});
scanf ("%d=, Rtemp coli;

get _curs {(temp row, bemp _cooll;
printf {"New curacr locationin™i;

; Use Bmall memory model for O near code, near c_lata
; Usme 'standard’ oegment names., and group directive

_DRATA gegment word ‘DATA’

Tow eqgu [bp+a] ;PpAarameters
ool equ [bp+s] ; Jargumentel
_DATA ends

_TEKT SEOMENT BYTE RUBLIC 'CODE'

TGROUP  GROUE _OATA
ASSUME ©5: TENT, DS:DGRODP, £4:DGROUE

PUBLIC _petL_iurd
_saf_curs PROC NEAR

FUSH BE ;Ca’lar'e BF regiater
MO BF, 5F PBoint to parsmelbars
Mo AH, 0ZH ;Requeat sabt cursor
MY By, o i Video page 0
MO LH , ROW ;Row fron BE+4
™Mo D1, ool sColumn from BP+6
INT 10u ;2zll interrupt
PoP BE ;Regtore BP
RETF sRerurn ko caller
_get_ture ENDF
_TEXT ENDS
END

Figure 23-10  Linking C to Assembler

« To link two code segments into one segment, define them with the same name, the
same class, and the PUBLIC combine type.

» [tis generally easier {but not necessary) to define common data in the main program.
The main program defines the common data as PUBLIC, and the subprogram (or sub-
programs ) defines the common data as EXTRN.
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QUESTIONS
231.

23.2,

233,

234,

23-5,
236

23-8.

23.10.

Linking to Subprograms Chap. 23

Give tour reasons for organizing a program into subprograms,

The next three questions refer 1o the gencral format for the SEGMENT directive:
seg-name SEGMENT [align] [combine] ['class'])

{2) Whart is the default for the SEGMENT directive's align option? (b} What is the

effect of the BYTE option? (That is, what action does the assembler take’)

{a) What 1% the default for the SEGMENT directive's combine option? (b) Why

would you use its PUBLIC option? (o} Why wonld you use its COMMON option?

{a) What is normally the code segment’s class option for the SEGMENT directive?

(b) If two scgments have the same class but not the PURLIC combine option, what

is the effect”? (c) Il two segments have the same class and both have the PUBLIC

combing option, what is the effect?

Explain the difference between an intrasegment call and an inlersegment call.

A program named MPROG23 is to call a subprogram named SCALC23. (a) What

statement in MPROWG23 informs the assembler that the name SCALC23 is defined

oulside its own assembly? (b) What statecent in SCALC23 is required to make its

name known to MPROG23?

. Assume that MPROKGZ3 in Question 23-6 has defined three data items as DWa:

GQUANTITY (stock quaatity on hand}, UNITCOST (unit cost), and STVALUE
(stock value), SCALC2Y is to divide STVALUE by QUANTITY and is to store the
quotient in UNITCOST. {a} How does MPROG23 inform the assembler that the
three data items are 1o be known ontside this assembly? (b} How does SCALC23
inform the assernbler that the three data items ane defined in another module?

Combine Questions 23-6 and 23-7 into a working program and test it.

. Revise Question 23-8 so that MPROG23 passes all three dala items as paramelers.

Note, however, that SCALC?23 is to return the cakculated price intact in its parameter.
Expand Question 23-9 so that MPROG23 accepts stock quantity and value from the
keyboard, subprogram SBINRY23 converts the ASCIIL amounts to binary, subpro-
gram SCALC23 calenlates the price, and subprogram SASCTIZS convents the bi-
nary price 0 ASCIL and displays the result.



MEMORY
MANAGEMENT

Objective: To explain how the system manages memory and loads
programs for execution.

INTRODUCTION

This chapter describes the boot procedure, system initialization, program segment prefix,
environment, memory control, program loader, and resident programs. The operations in-
troduced are INT 2FH function 4A01H Multiplex Intermpt and these INT 21H functions:

25H Set intermupt vector 49H Free allocated memory

11H Keep program 4 AH Modify allocated memory block
3306H Get DOS version 4BH Load or execite a program

34H CGet address of DOS busy fiag  51H Get address of current PSP

35H et intermpt vector 52H Get address of internal DOS list
48H Allocate memory 58H Getfsel memory allocation strategy

‘THE MAIN DOS PROGRAMS

The four major DOS programs are the boot record, 10.8YS, MSDOSSYS, and
COMMAND.COM:

1. The boot record ison track 0, sector 1, of any disk that you format with FORMAT /5.
When you start up the computer, the system automatically executes the boot record,
which, in lum. loads 10.5YS from disk into memory.

445



446 Memaory Management Chap. 24

2. [0 5¥S s a low-level interface o the BIOS routines in ROM, On startup, it deler-
mines the staws of the computer’s devices and equipment, sets addresses in the in-
terrupt vector table for interrupts op to 20H, and handles input/vutput belween
memory and external devices. I also loads MSDOS 5YS,

3. MSDOS.SYS s a hizh-level interface to programs that sets addresses in the interrup!
vector table for interrupts 20H through 3FH. Its services include managing the di-
rectory and files on disk, blocking/deblocking disk records, and TNT 21H functions.
I' also loads COMMAND.COM.

4. COMMAND.COM consisis of three portions that are loaded into memory either per-
manently or temporarily during a session:

a. The functions of the resident pordoa include handling the following interrupts:
INT 22H (Terminate Address): [NT 23H (Cul+ Break Handlery, INT 24H (Er-
ror detection oo [Hsk ReadfWritey; and INT Z7H (Terminate but Stay Resident
{TSR).

b. When thz system starts up, the initialization portion processes the AUTOEXEC
file and detertnines the segment address where programs are to be loaded for exe-
cution. Because none of the imitialization routines is required again during a ses-
sion, the first program loaded from disk overlays this portion.

¢. The transient portion is loaded into a high area of memory, which may be over-
laid with other requested programs. This portion displays the familiar screen
prompl and accepts and execules such requests as DIR and COPY. 1t also con-
tains the loader facility that loads .COM and .EXE programs from disk into mem-
ory Tor execurion.

Normal program [erminalion causes & return o the resideat portion of COM-
MAND.COM. Tf the executed program overlaid the transient portion, the resident
porion retoads it into mermory.

Figure 24-1 shows a map of memory after the system programs have been loaded. Details
vary by system.

THE HIGH-MEMORY AREA

The processor uses a nummber of address lines 10 access memory. For the 80286 and later,
tine number A20 can address a 64K space known as (the high-memory area { HMA), from
FFFF:10H through FFFF:FFFFH, just above the 1-megabyle address.

When the processor runs in real (8086) mode, it normally disables the AZD line so that
addresses that exceed this limit wrap around to the beginning of memory. Enabling the A20
line permits addressing locations in the HMA. As of DOS 5.0, you can ask CON FIG.5YS
to relocate system files from low memory to the HMA, thereby fresing space for nser pro-
grams. You can use INT 21H function 3306H {Gel DHOS Version), Lo determine the pres-
ence of system files in the HMA:

My AX, 3306H ‘Request DOS wersion
IKT Z21d :Cal1l interrupt service
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Beginning Contents
hddress

FOCGOH Syatem ROM area

EOCCOH =CM B1OS

LOCLGE  RCM BIOS

COCROH REOM BIGS

HOCOOE Viden buffers

BROCEDH Video huffars

wrxnGEH Transtent portion of COMMAMND, COM, al top ot RAM

U3er progruams
Recidont programs (i any!
XxxM0B  Resgsidens portion of OOMMAND . COM
AdEOIT MEDDB_2Y5 and 19,575
CASGRE  DAS commenicatisnm area
DOLGOE  B1OS data arca
OGO Interruplt wveckor tfabkle

Nobce: Corventisral memory is I-owr S0000E to ADDOCH (2401,
Tpres memory atea ia from AOOOJH cp Lo FFFFOH {onx megl .
Hich memory arvea (HMA) is &4F from FFEFOH through FFFEFH,
Extendad memcxy ig above HMA

Figure 24-1 Map of Base Menwry
The operation returns the following values in registers;

*» BL = Major version number (as 11 in version n2)
» BH = Minor version number (as 2 in version @2 )
« D, = Revision number in the three low bits {2-0)
= DH = 08§ version flags, wherne bit 4 serwe 1 means in HMA

[NT 2FH ¢ Multiplex Inlerrupty, among its many services, provides a check (via func-
tien 4A01H) for available space inthe HMA.:

MOV AX, AA01H (Request space in HMA
INT ZFH Lall multipg ex interrupt

The speration relims the following values in registers:

+« BX = Numher of free bytes available in the HMA {zero it COMMAND.COM is not
loaded high)

« ES:DI = Address of the first frec byie in the HMA (FEFF:FEFF if YOS is not
louded high)

THE PRONGRAM SEGMENT PREFIX

The program loader loads .COM and .EXE programs for execution intg a program segment
and creates 2 PSP at offset O0H and the program iwself at offset 160H of the segment. The
PSPconizins the Following fields, according to relative position;



00 HH

02-D3H

04-05H
0A-0DI
QE-I[H
12-15H
16 17H
18-28H
20214
2E-31H
32331
34-37H
38—4FH
51-51H
52-3BH
SC-6BH
#C-TT'H

40-FFH
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An INT 20H instruction (CD20H) o facilitale the return 1o

the system

The segment address of the last paragraph of memory allocated to the
program. as xxxx0. For example, 640K is indicated as COAOH, meaning
ADOOG[G.

Reserved by the system

Terminaie address (segment address for INT 22H)

Ctrl+ Break exit address (segment address for INT 2Z3H)
Critical crror exit address (segment address for INT 24H)
Reserved by the system

Delautt file handle table

Scgrment address of program’s environiment

Reserved by (he system

Lergth of the file handle table

Far pointer to the handle rable

Reserved by the system

Call to INT 21H functon (INT 2 IH and RETF)
Reserved by the sysiem

Parameter area 1, formatted as a standard unopened FCB (#1)

Parameter area 2. formatted as standard unopened FCB (#2),
overlaid if the FCB at 5CH is opened

Bufter for a default DTA

PSP 18-2BH: Defaull File Hondle Table

Bach hyte in the 20-hyte default tik: handfe table refers (o an entry in a system tabic that de-
fines the related device or driver. Initially, the table contains 0101QG10002FF . . FE where
the first i refers o the keyboard, the second 01 to the screen, and so forth:

| TABLE DEVICE HANDLE DEVICE
M Comsole 0 Kevboard {standard input}
m Console 1 Screen standard onmpur)
| Console 2 Screen (standard error)
Lo COM | (serial port) 3 Auxiliary
Gz Priniler 4 Standard printer
¥ Unassigned 5 Unassigned __4‘

The table vf-20) handles explains why the systern allows a maximum of 20 files open al one
time. Normally, the word at PSF offset 32H contains the length of the table (L4H, or 200,
and 34H contains its segment address in the form IP:CS, where the TP is 13H (the oftset in
the PSP and the C5 is the segment address of the PSP,



The Program Segment Prefix 449

Programs that need maore than 20 open files have to release memory (INF 21H func-
thon dAHY and use Tuneson 87T (se maximum bandlc couwntp:

MY AH, &BTH ‘Request more handles
MO BX,<ount ‘Mew number (20 to Bb3.53%)
INT 21H iCall intarrupl service

The amount of memery required is 1 byte per handle, rounded up to the next hyte paragraph
plus 16 byles, The operation creates the new handlz table oulside the PSP and updates PSP lo-
cations 32H and 34H., An invalid operation sets the carry flag and sets un error code in the AX.

PSP 2C-2DH: Segment Address of Environment

Every program teaded for cxecution has a related environment that Lhe system stores in
mematy, beginning on a paragraph boundary before the program segment. The defaultsize
is 160 bytes. with 2 maximum of 32K, The eovironment containy such system commands
as COMSPEC, PATH, PROMPPT, and SET that are applicable to the program.

PSP 5C-4BH: Standard Unopened FCB #1

You may make a request for program cxecurion including a file name, such as MaSM
E:PROG1.ASM. The program loader formats this area as FCB #1, with 05H (for drve E)
followed by the file nume (8 characiers) and extension (3 characters). Omission of a drive
and fle name cuvses the Yoader to se1 the first byte (0 00H (the defauit) and the rest of the
FCB 1o blanks (20H).

PSP 6C-7FH: Standard Unopened FCB #2

You may also request program cxecution including two file names, such as COPY
C:FILEA.DOC.D:FILEB.DOC. The program loader formats this arca as FCB #2 for the
second filename smiered, with 04H (for drive ) followed by the file name {8 charucters)
and extension (3 characters).

PSP 80-FFH: Detault DTA Buffer

The program loader initializes the defauft buffer for the DTA with the [ull text (if any} that
you key in afier the requested program name, such as MASK or COPY. The first byle con-
tains the nnmber of keys (if any) pressed immediately affer the program name that 18 keyed
in. Following the number are the characters (if sny) keyed in, and then ény *garbage” left
in memory from a previous program.

The following tour cxamples should clarily the contenls and purpase of FCB #1, FCH
#2, and the DTA,

Example 1: Command with No Operand

Supposc hat you Teguesl a program named CALCIT.EXE to cxecate by keying in
CALCIT <Bnter. When the program louder consiructs the PSP, it sets up FCB #1. FCB
#2, and the default DTA a8,



450 Memory Managemant Chap. 24

SCH FCE #1: 00 IO 20 20 20 20 20 20 20 20 23 20 ...
6CH FCB #2: 00 20 20 20 20 20 20 20 20 20 23 20 ...
80H DTA: oo oD ...

FCB #1 and FCB #2:  These are both durmimny FCBs. Their first hyte. O0H, refers (o
the default drive number. The subsequent bytcs for filename and extension are blank, be-
cause there is no typed text [vllowing the program name.

DTA:  The firsl byle contains the number of bytes keyed in after the name CALCIT
not including the <Enter>. Because no keys other than <Enter> were pressed, the number
is 7ero. The second byte contains 0DH, for <Enter>,

Example 2: Command with Text Operand

Suppose that yon wanl to cxecute a program named COLOR and pass a pararacter “BY”
that tells the program ta set the color to blue (B) or a yellow (Y} backgmund. You type the
program name followed by the parameter: COLOR BY. The program foader then formats
the PS[* as follows:

LCH FCB &.: 00 42 5% 20 20 20 20 200 20 20 20 20 ...
GCH FCBE &#%: OO 20 20 20 20 20 20 20 20 20 20 20 ...
B(H DTA: Q3 20 42 59 0 ..,

FCB #1:  This field contains OOH us the default drive and 4259H (BY ) as the (prc-
sumed) filename. Note thzt the program loader Joesn’t know whether the filename is
valid.

DTA: The bytes mean a length of 3. foillowed by a space, “BY.” and 0OH for
<Enters. Other than the length, this field conwins exactly what was typed after the program
name COLOR.

Example 3: Command with a Filename Oparand

Many programs allow you to type & [ilename after the program name. If vou key in, for ex-
ample, DEL D:CALCIT.OBJ <Enters, the PSP contains the following:

SCH FCR #1: 04 43 41 4C 43 485 54 30 20 4F 42 44 ..,

A L CIT c a1
G6CH FCE #2: G0 20 20 20 20 20 20 20 20 2C I0 20 ...
A0H DTA: o0 20 44 3A 43 41 4C 43 49 54 ZE AF 42 4A 0D ...
I p : ¢ AL CI T - 0 E1

FCB #1: The first byte indicates the drive number (04 = D), tollowed by the name
of the file, CALCTT, that the program is to reference. Nexi are two blanks that complete the
8-character filename and. finally, the extension, OBJ, without the leading dot.
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DTA: The ‘ength of 13 (DDH]) is followed by exactly what was typed, including
(DH for <Enter:.

Example 4 Command with Two Flenaome Operands

Consider entering 2 command followed by two operands, such as
COPY A:FILEA. ASM D:FILEB.ASM

The program loader sets the FCBs and DTA with the following:

SCH FOH #1: 01 46 49 40 45 41 20 20 20 41 33 4D ...

F I L E A A S M
BCH FCB #2: 04 46 49 4C 45 42 20 20 20 41 53 40 ..
F I _ E B A S5 M
S0H DTA: 10 20 41 3A 46 49 4C 45 41 ZF 41 53 4D 20 ete...
A : FI LE A . A S M ete. ..

FCB #1.  The first byte, 01, refers to drive A, followed by the first filename.
FCB #2.  The first byte, 04, refers to drive D, fellowed by the second filename.

DTA. The DTA contains the number of characters keyed in (10H). a space (20H},
AFILEA. ASM DX FILEB.ASM, and 0DH for <Enter.

Accessing the PSP

By determining the address of the PSP, you can access it in order to process specified files
or to 1ake special action. Because an EXE program can’t always assume that its code seg-
ment immediately follows the PSP, yoo can request INT 21H function 31H o deliver o the
BX register the segment address of the curment PSP. The following statements get the ad-
dress of the PSP and save it in the ES register:

MOy AH,S51H ;Reguest address of P3P
INT 214 :Call interrupt service
MOy ES BX :Sawe PSP address in ES

You may now use the ES to access datz in the PSP

tMP ES:BYTE PTR[BOH],OQ :Check PSP buffer
JE EXIT ;. Zero, no data

To locate the D'TA for a .COM program, simply set 80H in the BX, DI, or SI register
and access the contents:
MOV SI,80H idddress of DTA

CMP  BYTE PTRI=I].O :Check buffer {D5:5I)
JE EXIT 1 Rerg. no dara
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Frogram Exomple: Accessing the PSP

The partizl .COM programin Figure 24-2 setsthe atribute of a requested file to normal (00H).
A user would key in the program name followed by the name of the file, such as AZ3ATTRE
d:filename_ext. The program scans the IXTA for the <Enter> character and replaces it with a
byte of hex 2eros, creating an ASCITZ string. A usger could also type in the directory path.

TITLE AZ4ATTRE {.COM) Sek Ffile attribute to normal
.MODEL SMALL
. OODE
OHRG 10CH
BEGTIH FPROC HERER
MOV AL, QDH ;Search charactsr <BEnter=
MOV X, 21 ;Humber of bytes
MY LI, Bz2H ;jStart addrepa in PS5F
REFNZ SCASHS r3can for ~Enters
JNHE nan ;Mak found, exrror
DEC DI rFound -
MOy BYTE PTE [DI],0 ;Replace wikh ODH
M AH,43H JReEquUest
Moy AL.C1 { BeL actTibute
o lat) CX. 00 ; to normal
Lt DK ,BZH ASCITZ atring in PSP
INT 210 ;0all iatervupt service
JC LA Mrite srroxrv...
Ao . (Error srocepging
BEGIN ENDFP
ENT BEGIN

Fipare 24-2  Sciting the File Atiribute
MEMORY BLOCKS

The system allows any number of progeams such as RAMDISK and MOUSE to be loaded
and o stay resident while other programs are exccuting. The system sets up ORS OF WO
memaory bincks for sach loaded program. Immediately preceding each memory block is an
arena header (or memery conirol record) beginning on a paragraph boundary and contain-
ing the following fields: :

G0-N0H  Code, where 4DH (*M’ ) means more blocks o follow and
SAH (“Z') means zero biocks to follow (the Jast block).
{This is 2 useful interpretation, but not necessarily the original inteniion. )
0]—02H  Segment address of the owner’s PSP. 0800H means that
the segment belongs to MSDOS SYS, and 0000H means that 1t
is released and available,
03-04H  Length of the memory block, in paragraphs.
(5—0FH  Reserved.
08—0FH Filename of owner, in ASCLZ format since DOS 4.0.

A forward linked list connects memory blocks. The firsi memory bleck, set up and owned
by MSDOS.5YS, contains DOS file buffers. FCBs used by file handle functions, and de-
vice drivers loaded by PEVICE commands in CONFIG.SYS.
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The second memary block is the resident potion of COMMAND.COM with its own
FSP. A few special programs such as FASTOPEN and SHARE may be loaded betore
COMMAND COM.

The third memory block is the master environment contgining the COMSPEC com-
mand, PROMFPT commands, PATH commands, and any strings set by SET.

Socceeding blocks include any resident (TSR) programs and the curmently executmg
program. Each of these programs has two blocks; the first is a copy of the environment, and
the secend is a program segment with the PSP and the executable module.

INT 21H Function 52H: Get Address of iIntemal DOS List

The arena header for the first memory block, which belongs 10 MSDMS 3Y'S, can be lo-
cated by means of an undocumented feature: INT 21H function 52H. The system table of
addresses hegins with these entries, each in doubleword (D) formar:

00H DD Addiess of first drive parameter block
D DD Address of list of system file tables
08H DD Address of CLOCKS device dniver
CH DD Address of CON device driver

Function 52H returns the segrment address of the Est of file tables (the second entry) in the
ES and an offset in the BX. ES:[BX-4] therefore points to the preceding entry, a double-
wotd in [P:CS format that contains the address of the first arena header.

To find subsequent memory blocks in the chain:

1. Use the address of the arena header for the memory block.
2. Add 1 to the segment address of the arena header to get the start of its memory block.
(The arena header is LOH bytes long. |

3. Add the length of the memory block fram offsets 03—(04H of the arena header. You
now have the segment address of the next arena header.

To determine the paragraphs of memory available to the system for the last program,
find the arena header containing “*Z™ m byte 0, and perform the preceding calculabons. The
Jast block has available to it all remaining bigher memory.

Example: Tracing Memory Blocks

if you use DEBUG to trace through memory blocks on your owh Sysiem, you can
use DEBUG's H (Hex) command for hexadecimal arithmetic. Use it like this: H hex-
value).hex-value?. The H command returns the sum and the difference of the 1wo
values.

For the following exampile, DEBEUG displayed the required memory contents. (Waich
out for reversed-byte sequence.) The trace proceeded as foilows:
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1. Function 52H returned 2CC[0] in the ES and ({26H in the BX. Becanse you want
the four bytes to the left at 0022H, use D 020C:22 to display the address of the arenia
header for the first memory block in IP:CS format. This tarns out to be 0000 56 0B,
and the address is therefore 0B56[0].

2. Use D BS56:4) 1o display the first arena header:

40 08 00 AE 05 ...
The 4D {“M™) means more memory blocks follow, 0800 {(D005H) 1ells us that the
memory block belongs 10 MSDOS.8YS, and AEOS (05AEH) is the length of the

memory block.
3. Locate the second arena header (COMMAND.COM):
Location of first arena heagder: BSE[0]
Add 1 parapraph; + 1[0]
Add length of its memory block: + SAE[D]
Location of next arena header: 11405001

Use [ 1105:0 i display the second arena header:
40 OF 11 &4 01 ..,

You could alse examine the contents of COMMAND . COM at this point.
4. Locate the thind arena header, the raster environment:

Lacation of prayvigus arena header: 11635007
Add 1 paragraph: + 1[0]
add length of its memary block: +164 [(]
Location of next arana header: 1264.0[0]

Use D 126A:0 to dispiay the third arena header: 41 . ...

You could follow the same provedure to examine the contents of the master environ-
ment and locate any remaining memory blocks, Note that speeeeding programs have mwo
memery blocks each: one for their environment and one for their program s¢gment. The last
arena, beader has SAH (“Z") in its first byte. [f you display from within DEBUG, this is its
own memery block, because DEBUG wouid be the last program loaded in memory.

Handling Upper Memory Blocks

Since DOS 5.0, CONFIG.SYS may contain a DOS=UMB (upper memory block) statement
for aliocating memory 10 programs above conventional memory, between the 640K and the
|-megabyte boundaries. The slatement causes the system to establish a dummy arena
header 16 bytes before the 640K boundary and marked as owned. Its size fizld contains a
value large enongh to bypass any video buffers and ROM routines.

In this way. yon can step up from the last arena header in conventionai memory to lo-
cate memory blocks in upper memory. Within upper memory, other arena headers marked
as owned are also used to bypass any areas already used by ROM or video.

MEMORY ALLOCATION STRATEGY

INT 21H function S8H provides a number of strategies ta determine where in memory to
load a program.
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Function 5800H: Get Memory Allocation Stralegy
This operation allows querties to the memory allocation sirategy:

MOy AN, 3E00H ;Request get strategy
INT 21H :Call interrupt service

The operation clears the carry flag and returns the strategy m the AX:

« (OH = First Fi (the defaulty: Search from the lowest address in conventional mem-
ory for the first available hlock that is large enough to load the program.

+ O|H = Best fit: Search for the smallest available block in conventional memory (hat
is large enough o load the program.

» 0?H = Last fit: Search from the highest address in conventional memory for the first
available block.

» 40H = First fit, high only: Search from the lowest address in upper memary for the
first available block.

« 41H = Best fit, high only: Search for the smallest available block in upper memory.

« 42H = Last fit, high only: Search from the highest address in upper memory for the
first available block

« BOH = Firsi fit, high: Search from the lowest address In upper memory for the first
available block. If none is found, search conventional memory.

» 81H = Best it high: Search for the smallest available block in upper memory. [fnone
is Found, search conventional memory.

+ R2H = Last fit. high: Search from the highest address in upper memory tor the first
available block. If none is found, search conventional memory.

Best fit and last fit stratesies are appropriaie 1o multitasking systems, which could
have [ragmented memory because of programs running concurrently. When a program fim-
ishes processing, its memory is Teleased to the system.

Function 5801H: Set Memaory Allecalion Strategy

This operation allows changes o the memory allocalion strategy. To set a strategy, sct the
AL with code 01 and the BX with the sirategy code. An error sets the carry flag and returns
01 (invalid funetion) in the AX.

Function 5802H: Get Upper Memory Link’

This operation indicates whethar a program can allocate memory from the upper Memory
arca (abové 640K, The operation cleats the carry flag and returns one of the following
codes to the AL: O0H means the arca is nol linked and you cannot allocate, and 01H means
the area is linked, you can allocate.

Function 5803H: 5et Upper Memaory Link

This operation can link or unlink the upper memory area and, if the area is hnked. can al-
locate memory [rom ik
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MOy AN, SBOAH ;Request
My BX.1inkflaq v Tinkfunidnk
INT 21H 7 upper memory area

The link flag parameter has the following meaning: O0H = unlink rthe area and 01H = link
the arza. A successful operation clears the cary flag and allows a progeam to allocate mem-
ory from it An error sets the carry flag and retums to the AX code 01 {CONFIG.5YS did
not concain DOS=UMBSB) or (7 (memory links damaged).

THE PROGRAM LOADER
Om fpading COM and .EXE programs, the program loader performs Lhe following steps:

1. Sets vp memory blocks for the program’s environment and for the program segment

2. Creaies a program segmem prefix al location 0OH of the program segment and louds
the program at 100H.

Other than these steps, the load and execute steps differ for COM and EXE pro-
grames. A major difference is that the linker inserts a special beader record in an EXE file
when storing it on disk, and the program loader uses this recond for loading.

Loading and Executing a .COM Program

Because the organization of 2 COM file is relatively simple, the program loader needs to
know only that the file extension is .COM. As described earlicr, a program scgment prefix
precedes (COM and .[EXE programs loaded in memory. The first two bytes of the PSP
contain the INT 20H instruction {return 1o DOX). On loading 8 .COM program, the
program loader

» Sets the four segment registers with the address of the first byte of the PSP.

= Sets the stack pointer {(SP) to the end of the 64K segmenl, offset FFFEH (or 1o the
znd of memory if the segment is not large encugh), and pushes a zero word on
the stack.

« Sets the instruction pointer to 100H {the sizc of the PSP) and allows control to pro-
ceed to the address generated by CS.AF, the first location immediately following the
PSP. This is the first byte of vour program, and it should contain an executable in-
stroction, Figure 24-3 jllustrates this milialization.

Loading ond Executing an EXE Program

As stored on disk by the linker, an _[EXE module consists of two parts: a keader record con-
taiming control ané relocation infermation; and the actual foad modiile.

The header is 2 minimurm of 512 bytes and may be langer if there are many rehxcal-
able ilerms. The header contains information about the size of the executable module, where
it is to be loaded in memory, the address of the stack, and relocation offsets ta be inserted
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Cs, DS, ES, 53
gegoent addresgs —=» PSP

Ir ocffget :-

[100H)
COM program

e offa=t

=

Figure 24-3  Lyniabization of 2 COM program

into incomplete machine addresses. In the following list, the term dlock refers w a 312-byte
arca in memory;

M—0IH Hex dDIA ('MZ’) identiftes an EXE file.
U2-03H  Number of bytes in the last block of the EXE file.

4—05H  Size of the file including the header, in 512-byte block
increments. For example, if the size is 1,025, this tield
conlains 2 and 02—U3H contains |

-07TH  Number of relocation table items (see 1CH),

03-09H  Size of the heeder, in 16-byte (paragraph) increments, 1o
help the program loader locate the start of the executable
mudule following the header. The minmuom number is 20H {32)
{32 X 16 = 5.2 byias),

0A-OBH  Minimum count of paragraphs that enust reside above the end
of the program when it is loaded.

0C—ODH  Highflow loader switch. When linking, you decide whether
the program is (o load for ¢xecution at a low (the usual) or a
high memory address. The value (K00H indicates high,
Otherwise, his location contains the maximum count of paragraphs
that must reside above the end of the loaded program.

QE-OF Offset location in the executable module of the stack
SERITIENT.

1-11H  The defined size of the stack as an offset that the lcader
is o insert in the SP register when transferring control to
the executablc module.

12134 Checksum value—Ithe sum of all the words in the file {ignoring
overflows), used as a validation check for passible lost data.

14-15H  (H¥set (usually, bot not necessaniy, 00H) that the loader
is 0 insert in the TP register when transferming control 1o
the ¢xecuiable module. .

16-17TH  Offset of the code segment within the execurable module that
the loader inserts in the C§ register. The offset 1s relative
1o the ather segmients, so that if the code segment is first,
the offset would be zero.
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15—19H  Offset of the relocanon table (see tne em at 1CH),

1A-1BH  Overlay number, where zero (thz nsual) means that the .EXE
file contains the main program.

1CH—nd  Relocation table containing a variable number of relocation items,
as wlenified o alfset 06—07H. Pasitions U6—0TH aof the header
indicate the number of items in the executable module that
are 1 be relocated. Each relocation irgm, beginning at header
1CH, consists of a 2-byte offset value and a 2-byte segment value,

The system constructs memory blocks for the environment and the program segrment.

Following are the steps that the program leader performs when loading and initizlizing an
EXE program;

Reads the formatied part of the header into memory.

Caleulates the size of the executable module {10tat file size in position (eH minus
header size at position 08H} and reads the medule into memory at the start sepment.
Reads the relocation table items into & work area and adds the value of each stem to
(he star segment valug,

Sets the DS and ES registers to the segment address of the PSP

Sets the 85 register 1o the address of the PSP. plus 1004 (the size of the PSP}, plus
the $5§ offset vatue {at 0EH). Also, sets the SPregisier to the value w FOH, the size of
the sLack, ,

Sets the CS 10 the address of the PSP plus 100H (1he size of the PSP), plus the TS off-
sef value in the header (at 16H) 10 the 8. Also, sets the IP with the offset at 14H. The
CS:IP pair provides the starting address of the code segment and, in effect, program
execution. Figure 24-4 illusirates this initialization,

After the preceding steps, the loader is finished with the EXE header and discards it

The CS$ and 8§ registers arc set correctly, bul your program has to setthe DS and ES forits
own data segment:

W AX datasegname ;5et DS and ES registers
My L5, AX v 0 address
WaV  ES,AX ;. of data segment

Example: Loading an .EXE Program

Consider the following Link Map that the linker generated for an .EXE program:

Start Stap Length  Maome Class
QOODOH  Q003AH  O03BH  CSEG Code
Do040H  Q05AH  QD1BH DEEG Data
0o0G0H MO0FFH  O02Z0H  5TACK Srtack
Program entry point at O000:DON0
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bz, ES > b of
C5:IP >
Code segment
Data aegment
55 - Stack segmant . -
Figure 24-4 Initalizatdon of an .EXE

=
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The map provides the relarive (not actal) location of each of the three segments. Note that
sume systemns arrange these segments in alphabetic scquence by name. According to the map,
the code sepment (CSEQ) is to start at 00000H—its relative location is the beginning of the
executable module, and its length is 003BH bytes. The data segment, DSEG, begins at 00040H
and has a length of 001 BH. The 00040H is the first address following CSEG thal aligns ona
piragraph boundary (a boundary evenly divisible by |0H). The stack segment, STACK, he-
giny at D0OGOH, the first address following DSEG that aligns on a paragraph boondary.

DEBUG can't display a header record after a program is loaded for execution, be-
cause the loader replaces the header record with the FSP. However, you can use DEBUG's
L command to load a sector from disk and the D command to display it. For example, load
beginning ut CS: 100 from drive A: (0), refative sector 3, and one sector {512 bytes): L 100
(0 3 1. The header for the pesgram we are examining contains the following relevant infor-
mation, according te hex location {numenic data is in reverse-byte sequence):

00H  Hex 4D5A ("MZ")

2H  Number of bytes in last block: SBOOH {or 03B}

MH  Size of file, including header, in 512-byte blocks: G20GH
{0002 % 512 = 1 024 hytes)

0bH  Number of relocation table items follewing formatted portion of
header: 0100H (that is, 0001)

(0BH  Size of header, in 16-byle increments: 2000H (0020H = 32,
and 32 > 16 = 512 bytes)

OCH Load in low memory: FFFEH

0EH  Ofifset location of stack segment: 6000H, or DOGH
10H  Offset to inzert in SP: 2000H, or O320H

14B  Offset for 17 O000H

16H  Offset for CF: DO0DE

18 Offzet for the relocation table: 1EQCH, or MI1EH

When DEBUG loaded this programn, the registers contained the following values:

SP = DO DS = 138F E3 = 11BF
55 = 1345 (5 = 139F IF = (OO0
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For EXE moedules, the loader sets the DS and ES to the address of the PSP and sets
the T3, IF. 55, and 5P 1o values from the header record. Let's see how the loader initializes
these registers,

CS:IP Registers

Accodding o the DS register, when the program loaded, the address of the PSP was
138F[0]H. Because the PSP is 100H bytes long and the code segment 1s first (at offset 0),
the code segment follows the PSP immediately at 1 39F[0]H. You can ses the offset at |o-
caticn 16H in the header. The loader uses these values 1o initialize the CS register:

Start address of PSP (see DS): 138FOH
Length af PSP + 1tHIH
Offset of code segment oH
Address of code segment 139F0H

The CS now provides the starting address of the code portion {CSE(G) of the program. You
can use the DEBUG display command D CS:0000 to view the machine code of a program
in memory. The code is identical to the hex portion of the assembler’s .LST printout, ather
than operands that .LST tags as B, Also, the loader sets the IP with 0000H, the offset from
14H in the beader.

$5:5P Ragisters

The loader used the value 60H in the header (at OEH) for setting the address of the stack in
the S8 register:

Start address of PSP {see 05): 135F0H
Langth of P%F: + 100H
Offset of stack (see locarion OEH in header): + BH
Address of stack: LAA50H

The loader used 20H from the header {at 10H) to initialize the stack pointer to the
lenglh of the stack, In this example, the stack was defined as DW 16 DUP(?), that is, six-
teen 2-byte fields = 32, or 20H. The SP points to the current 1wop of the stack.

DS Register

The loader uses the DS register (o establish the starting point for the PSP at 133F[0]. Be-
cavse the header does not contain a staning address for the DS, your program has to ini-
tialize it:

0004 BE —-- R MOV AN, DSEC

D07 BE OB wiv D5 Ax

The assembler left unfilled the machine address of DSEG, which has become an entry in
the header’s relocation able (which begins at 1EH). The loader calculares the BS address
as follows:
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S address: 139F0H
Pius offset for the DS 404
0% address: 13A30H

DEBUG shows the completed instruction as BB A313. The loader stores A313 in the DS as
1343, We now have these values at the start of execution;

REGISTER  ADDRESS  MAP OFFSET

Ch 139F{0]H QOH
D& 1343T0JH <40H
5% 13AS[0]H G0N

As an exercise, trace any of your linked .EXE programs with DEBUG and note the
chunged values in the registers;

INSTRCTION  REGISTERS CHANGED

MY AN, DSEG IF and AX
MOY D05 AX IF and D%
MOV £S5, AX IF and E3

The DS now contains the correct address of the data segment. You can use D 3.0 w view
the contents of the data segment and use D §8:00 to view the contents of the stack.

ALLOCATING AND FREEING MEMORY

INT 21H services allow you to allncate, release, and modify the size of an area of memaory.
You most likely wonld use these services for resident programs and programs that load
other programs for execution. Because DOS was designed as a single-user environment, a
program that needs to load another program for execution has to relzase some of its menm-

ory space.
INT 21H Function 48H: Allocate Memory

To allocate memery for a program, request function 48H, and set the BX with the nuriiher

of required paragraphs.
My AN, 48H :Request allocate memory
MOy  BX.paragraphs ;Humber of paragraphs
INT Z21H :£all interript service

The operation bégins at the first memory block and steps through each block until it locates
a space large enough for the request, usually at the high end of memaory.

A successful operation clears the carry flag and returns in the AX the segment ad-
dress of the allocated memory block. An unsuccessful operaton sets the carry flag and
retorns in the AX an error code (07 = memory block destroyed or 08 = nsufficient
memory) and in the BX the size, in paragraphs, of the largest block available. A memory
block destroyed means that the operation found a block in which the tirsi byte was not
‘M or L.
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INT 21H Function 49H: Free Allocated Memaory

Function 49H frees allocated memory, it is commonly used 10 release a resident program.
Load in the ES the segment address of the block to be returned:

MOV  AH_ 49H ;Reguest free allocated nemory
LEA ES,seg-address iAddress of black for paragraphs
INT 21H ;Call interrupt service

A successful operation clears the carmy (lag and stores O0H in the second and third bytes of
the memory block, meaning that it is no longer in use. An unsuccessful operation sets the
carry flag and returns in the AX an ermror code (07 = memory block desiroyed amd 09 =
invalid memory block address}.

INT 21H Funclicn 4AH: Modity Allocated Mermnory Block

Function 4AH can increase or decrease the size of a memory block. [nitialize (he BX with
the number of paragraphs to retain for the program and the E3 with the address of the P'SE:

MOV AH, 4AH iRaquest modify allocated memory
MOV BX,paragraphs ;Number of paragraphs

LEA ES,PSP-address ;Address of PSP

INT 21H ;Call interrupt service

A program can calculate its own size by subtracting the end of the Jast segment from the
address of the PSP. You'll have to ensure that you use the last segment if your linker re-
arranges segments in alphabetic sequence.

A successful operation clears the carry flag. An unsuccessfol operation sets the
carry flag and returns in the AX an error code {07 = memory Flock destroved, 08 =
insufficient memory, and 09 = invalid memory block address) and retums in the BX the
maximum possible size (if an atempt to increase the size was made). A wrong address in
the ES can cause error 07,

LOADING OR EXECUTING A PROGRAM FUNCTION

Let’s now examine how to get an executing propram to load and, in turn, 10 execute a sub-
program. Function 4BH enables a program to load a subprogram into memory for execu-
tion. Load these regisiers:

+ AL = Function code for one of the following: 00H = load and execule, 01H = load
program, 03H =~ load overlay, O05H = set execubion state (oot coverad in this text)

« ES:BX = Address of a parameter block

+ DS:DX = Address of the path name for the called subprogram, an ASCILZ string in
uppercase letters.

Here are the instructions 1o load the subprogram:

MOV AH, ABH ;Request Toad subprogram
MY AL, code :Function code (load only)
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LEA BX.para-block ihddress of paramater block
LEA {,path :Address of path name
INT 21H ;Call “nterrupt service

An invalid operation sets the carry flag and retwrns an error code inthe AX,

Al = 'DOH: Load and Execule

This operation loads an [EXE or .COM progrum 1nto memory, establishes a program scg-
ment prefix lor it, and trznsfers control to it for execution. Because all registers, including
the 85, are changed, the operalion is not for nevices, The parameter block addressed by the
ES:BX has the following formar:

OFFSET PLURPOSE

O0OH Address of environment-block segment 1o be passed at PEP+2CH,
A zero address means that the Toaded program is to inherit the
crvironment of its parent.

2H Doubleword pomnter (o cormimand line for placing ar PSP+ 80H.
06H Deubleword pointer to default FCR #1 for passing at PSP+ 5(H.
0aH Doubleword pointer to default FCB #2 for passing at PSP+ 6CH.

The doubleword painters-havethe form offsersegment address.

AL = 01H: Load Program

The operation loads an . EXE or . COM program into memory and establishes a program seg-
ment pretix for it, but does not ransler control 10 it for execnuon. The parameter block ad-
dressed by the ES:BX has the following fommat:

OFFSET PURPOSE

(CH: Address of environment-block segment to be passed al PSP+2CH.
If the address is zero, the loaded program i1s (o inhent the
environment of its parent.

{2 Doubleword pointer to command ling for placing at PSP + 8UH.
6H Doubleword pointer to defanlt FCB #1 for passing al PSP+3CH.
DAH Dounbleword pointer to default FCB #2 for passing at PSP+ 60CH.
0EH Starting stack address

12H Starting code sepment address

The doubleword pointers are addressed in the [orm offsensegment.

Al = 03H: Load COverlay

This operation loads a program or bieck of code, but does not establish a PSP or begin exe-
cution of the program o block. Thus the requested program could be an overlay. The pari-
meter block addressed by the ES:BX has the following formai:
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Offset 0H Word segment address where file is to be loaded
Offset 020 Word relocation factor 1o apply to the image

An error sets the carry flag and returns an error code in the AX, described in
Figure 18-1.

Program: Load and Execute

The program in Figure 24-5 requests the system o perform the DIR command for drive
I3 The program tirst uses function 4AH to reduce its memory requirements to its actual
size—the difference between its last (dummy) segment ZNDSEG and the start of its PSP
Naote that at this point, the ES stll contains the address of the PSP, as loaded on entry.
{The ASSUME swaiemenis preceding and following MOV BX SEG ZNDSEG appear
to be required for MASM 5.1 but not for some other assemblers.)y The module is 30
bytes in size, so tha: the PSP (10H paragraphs) and the program {8 paragraphs) total 18H
paragraphs.

Function 4BH with code 00 in the AL handles the loading and execution of
COMMAND.COM ‘The program displays the directory entries for drive T

INT 21H Function 4DH: Get Subprogran Relum Value

This operation retricves the return value that the last subpregram delivered when it termi-
mued by function 4CH or 31H. The returned values are;

« AH contains the subprogram’s wermination method, where 00H = normal termina-
ten, O1H = eminged by Cot +C, 02H = critical device error, and 03H — termi-
nated by function 31H (keep program).

» AL comtains the retum value from the subprogram.

PROGRAM OVERLAYS

The program in Figure 24-6 uses the same service (4BH) as that in Figure 24-5, but this
time just to load a program inle memory withou! executing il. The process consists of a
main program, A24CALLY, and two subpragrams, A245UB1 and AZ4SUBZ A24CALLY
containg these segments:

STACKSGC  SECMENT  PARA STALK "Stackl’

DATASG  SEGMENT  PARA  ‘Datal’

CODESG SEGMENT PaRA 'Codel’
ZENDSG SECMENT ;Dumty {empty} Segment

A245UR1 is linked with and called by A24CALLY. Its sepments are:

DATASG SEGMERT FARA ‘Datal’
CODESG SECGMENT FARA ‘Codel’
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TITLE

S5E3

DIRCOM
FCH1
FCa2

A24aEADIR (2XBE) [NT 2!H funccian 4PH to execace DIR
SEGMENYT PARA STACK 'Srack'

oW Azit}

ENDS

SEGMENT PARA '"Data'

LABEl EYTE jParamecer block for load/exe
) o ; addreas of envir. string
I OFFSET DIRCOM ; pointer ioc coomand line

oW SEG

T OFFSET FOB1 ; pointer ce default FCRIL

v DSEG

oW OFFSET PCR2 ; pointer to dmfaylt FIBRZ

oW DaEs

OB 17,'fC DIR D:',13,0 ;Tommand line

DB 18 DOP[O)

] 16 DUB{D)

~B O WOOMNAND . COM Y, O rLocation of COMMAND . COM
IHDS

SEGMENT PARA ‘Code:*

A1OMATH

AZOERR:

RIDERR :

ASOEIT:

A1 OMATH

CSEG

ENDSEG
ZNDSES

ASSUME (8:CS5ECQ,DS :DEEG, 58:53EG, ES: DEEG

PROC FAR

Moy AH,4AH
ASSUME C5:ZNDSEG
MO BX.5E0 ZNDSEG
ASSUME C5:C03EG
MO CX.ES

5UB BX,CX

INT 21H

i AZODERR
Mo AKX .DSEC
Mo D5, A%

Mo EE.AX

oy AH,4EH
Moy AL, GO

LEA BY¥.PARARER
LEA DX, PROGHAM
KT 21E

JC RIACERE
Mo RL. DD

THE ARSOXIT
MOV AL,QL

JHE ARICXIT
MOV AL, G2

JMF ASOXIT
Moy AH, 4CH
T 218

ENLF

ENDS

SEGMENT

ENDS

END ALIMARIN

iEeduce allacated memory ARac:
;Ending segment

; minues atart of
; Program pegment
;NorL =aosugh Fpace?
;¥ea,

; aer DS and E3
;Reguest load

:  and execute
;  COMMAND . COM

;Execute arroc?
;OF, no arror code

(Brear code 1

;Error code 2

rRequeat
;  end procesBing

;ammy asgment

Flgure 245 Executing DIR from Withio a Program
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TITLE A24CALLY (EXE) Call subprogram and overlay
EXTRN AZ43UHI : FAR
STACKEDS SECMENT PARE STACK "Stackl’
LW G4 DURI7I
STACKEG ENDS
DATASE SEOMENT PARA "Dacal’
PARABLY LABEL ~ WORD ;Parameter block
W a :
W o ;
FILENAM CH "F:hZAZ42TBZ . EXE' QD
ERRMSG1 LCH ‘Modify mem error!
ERBMSGZ LR 'Allarcats error !
ERAMACH DE 'S5eq call error
LATASE ENTS
TODESG SEGMENT FARA ‘' Codel!
ALCDMAIN ErOC FRR
ASSUME U8 :CChLESG, DE:DATASE, 55 STACKSS
Mo MK DATRES
MW DS A
CALL QLOSCR ;Bocrall goreen
CALL R2iSBL rZall subprogram 1
MOV aH,4AH ;3hroink memory
ARRSIME (5 FENDSGE
WOy B¥.5EC ZENDSG thddress of &nd program
ASETUME 5 :COhESG
MOV CX.ES ;hddress of PSF
B BX.(TH ;8ize of th.a program
INT Z1H
il AZCERR (I er-or, exic
MOV AN,DS ;Initialize ES for
Mo E5, AX ;7 thix mervice
L L) AH 4RH jAllocace memory for overlay
Mo BX 40 ;49 paragraphsa
[NT 21H4
g RIDERR :If error, exit
MoV PARARBRLE ,AX ;Save segnent address
Mo AH.48H jLoad subprogram 2
Mo AL, O= ; With no srecute
LEA BX.PARAELFK
LEA DX . FILENAN
H 2184
I ASDERR ;I errox, exit
Moy AX, PARABLE ;Exchange twoe words
Mo PARABLK+2, AX ; of PARABLE
Mo PARRBLE, 20H ;3et CF ofisec to 204
LEA BX, PARABLE
call DMRD PTR [BR] ;Call subprogram 2
JME Aan
AZUERR :
CALL Q205ET ,Bet curacr
LEA DX, ERRMS5G]
CARLL AINDISE ;Dieplay mesgage
JME nan

Fipure 24-6a  Cailing o Suhprogram cml Crverlay
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AIDERR:

RSOERR:

B0

A1OMAIN

i
QL0SCR

QLOSCH

Q2J5ET

Q20ZET

QILDISE

ganpIEe
CODESG

TERLEG
IENTDSG

TLTLE

DATASC
SUBMEE
LATASE

CODESG
424 2UE1

CALL

CALL
JWP

CALL

cAalL
JMF

MOV
INT
ENDF

PFROC
WO
MOV
MOV
MOV
1NT

ENDP
PROC

RZAHOURL
EEGMENT
OB

ENDS

SEGMENT
PROC
ASESUME
MBLIC
FUSH

QI 0SET i3et cureor

DX, ERRMEGZ

QIDISP ;Display message
AL

QIACSET ;3mt cureer

DX, EREMSG3

o30DISP ;Dipplay message
ASQ

AX 4C00H :Znd processing

21F

Video screen aerviceg:

MERR
A, Q8UdH sRequest scrolil
BH.1EH ;5et attribute
CX, 0060 '
DK, 184FH
14H
HEAR
AH,02H iReqaeet Bet
BH, 30 ;  CurEor
DH,12
DL.Q3
104
NEAR DX st on ancry
AH 404 ;Request digplay
BHX, U1 sHandls
C¥, 16 :Length
21H
Ty (arpiy} aegment
ALIMAIN

Called aubprogram
FRRA 'Datal’
'Subprogram 1 reporbting’

PARA "Codal"

FAR

8 : DODESG, DS : DATASG

RZ4EUH1L

DS ;5ave galler's IS

Figure 24-6h Calling a Subprogrum and Orverlay



A245U0B1
CODESO

TITLE

DATASG
SUEMEG
DATASG

COOESG
R2ABTURBRZ

RAZ4ZURZ
CODESG

MO

MO
MOV

FOF
RET
ENDE
ENDS
END

Mernory Managemaent Chap. 24
AX . DATASG jInicialize DS
DS, X
AH, O2H iRequent pet
BH, {4 I Cursar
DH. Q8
DL, Q4
10M
AH, 40H rRequest diaplay
BYX. U1 ;Randle
of L 22 : Langth
DX, SUEMSE ;Masange
21H
D3 ;Reptore DS for cal.er

Called ovarlay subprogram

PARA

'Data’

'Subprogran 2 reporting®

PRRA
FAR

'Code!

T8 :CODESG, DS DATASG

DS 1Savea callier's D&
A, S ;8et addreas of firaet
D3, AX ; oPegment in DZ

RH, DZH ;Rmquest et

BH, 0O P ouresy

[H, 1D

b, oo

10H

AH, 04 ; Request diaplay

BX, 01 iHapdle

CX, 22 ; Length

OX , BIJBMSG rMesaage

F1H

0z ;Reptore callearta DS

Flgure 2d-6c  Calting a Subprogram and Overlay

AMCALLV s sepments are linked first—that's why their class names differ: ‘Datal’,
‘Data?’, “Codel’. *Code?’. and so forth. Here's the link map for A24CALLN+AZ4SLBIL:

Start  Stop Length Mame {lass
OO000H  ODOFFH OOOB0H  STACKSD Stackl
on020H  000C2ZH QD043H  DATASG Datal
GOODOH  J0l6DH  0O003FH CONESC Codel
001 001704  QOO000H  ZENDSG

QOL170H 09LE5H 0001BH DATASG Oara2
001994  OQQlAFH  QO0020H CODESG Code?
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AZ4SUB2 is also called by A24CALLY, but is linked separately. Hs segments are:

DATASC  SECMENT  PARA  'Data’
CDDESG  SECMENT  PARA  “Code’

A245UB2's link map looks like this (along with a waming about no stack segment).

Start 5top  Langth Name Class
QOQ0OH QGOLSH Q00L16H DATASGL Data
QQ020H QOQIEH O001FH CODESG Code

When the program loader transfers A24CALLY + A245UB 1 imo memory for execu-
tion, AZ4CALLY calis and executes A245UB1 in normal fashion, The near CALL inttial-
izes the IP correctly, but becavse A2451UB1 has its own data segirwent, it has to push
A24CALLY’s DS and establish its own DS address. A24S5UEB1 sets the cursor, displays a
message, pops the DS, and retums to A24CALEY.

To averlay AZ45UBZ on A245UB 1, A24CALLV has vo shrink its own memory space,
because the sysiem has given it all available memory. A24CALIV’s highest segment is
ZENDSG, which is empty. A2CALLV subiracts the address of its PSP (still in the E3) from
the address of ZENDSG. The difference is 270H (27H paragraphs), calculated as the size
of the PSP {100H) plus the offset of ZENDSG (170H), which is delivered to the system by
function 4AH.

INT 21H function 48H then allocates memory to allow space for A243UB2 to be
loaded (overtaid) on top of AZ4SUBI, arbitrarily set to 40H paragraphs. The operation re-
turns the loading address in the AX register, which A24CALLV stores in PARABLE. This
is the first word of a patameter block to be used by function 4BH.

Function 4BH with code 03 in the AL loads A24SUR2 into memory. Note the defi-
nition in the data segment: FAA245UB2.EXE,0. Function 4BH references C5 and PARA-
BLK—the first word contains the segment address where the overlay is to be loaded and
the second word is an offset, in this case, zero. A diagram may help make these steps
clearer:

Aftar after service After service
inftial 4AH shrinks 48H allocates
Toad . memory MEmary
00 000 | PP oo | PSP |
100 100 | R2ACALLY 100 | AZACALLY
270 270 | A245UB2

The far CALL to A24SUB2 requires a reference defined as [P:CS, but PARABLK is
in the form CS:IP. The C§ value is thetefore moved o the sscond word, and 20H is stored
in the first word for the IP, because the link map shows that valne as the offse1 of A245UB2’s
code segment. The next instructions load the address of PARABLK in the BX and call
AZ45UUB2:
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LEA  BX,FARAELK iAddress of PARSBLK
CALL IWORD PTR [EX] ;Cal) A245082

Nole that AZ4CALLY doesn’t reference A245UB2 by name in its code segment and so
doesn’t require an EXTRN. statement specifying A24SUBZ. Becanse AZ45UB2 has its
own data segment, it first pushes the DS onto the stack and initializes its own address.
Bur 4245UB2 wasn’t linked with A24CALLY. As a result, the instruction MOV
AX DATAS( would set the AX only with the offset address of DATASG, O[01H, and not
its segment address. We do know that CALL set the TS with the address of the first seg-
ment. which {according to the Link Map) happens to be the address of the data segmen.
Copying the CS to the DS gives the correct address in the DS, Note that if A2481/B2's
code and data segments are arranged in a different sequence, the coding has 1o be revised
accordingly.

AMEUB2 sets the cursor, displays a message, pops the DS, and retums 10 A2Z4CALLY.

RESIDENT PROGRAMS

A number of prograrms are designed to reside in memory while other prograns run, and you
can activate their services throuph special keysirokes. You load resident programs before
activating other normal processing programs. They are almost always .COM programs and
are also known as “terminate but stay resident” (T'SR) programs.

The easy part of writing a resident program is getting it fo reside. Instead ot normal
termination, you cause it 1o exXit by means of INT 21H function 31H (Keep Program). The
operalion requires the size of the program in the DX register:

MY AH,31H ;Request TSR
MW DX, prog-size i5ize of program
INT I1H ;Call interrupt service

When you execute the initializalion routine, the system reserves the memory block
where the program resides and loads subsequent programs higher in memory.

The not-so-easy partof writing a resident program involves activating it afterit is res-
ident, bzcause it is not a program internal ta the system, as are CLS, COPY, und DIR. A
common approach is to maodify the inlerrupt vector table so that the resident prograrm in-
terrupts all keystrokss, acts on a special keystroke or combination, and passes on all other
keystrokes. The effect is that a resident program typically, but not necessanly, consists of
the following parts:

1. A section that redefines locations in the inlerrupt vector table.
2. Aninitialization procedure that execules only the first tine the program runs and that
performs the following:
» Replaces the address in the interrupt vector table with its own address:
+ Establishes the size of the portivn of the program that is to remain resident;
and
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+ LUses an intermupt that tells the system to end executing (e current program and
10 atach the specilied porion of the program in memory.

3. A procedure that remains restdent and that is activated, for exarple, by such actions
ay special keyboard inpui or the timer clock.

In effect, the initialization procedure sets up ail the conditions to make the resident program
work and then allows itself ta be erased. The organization of memory now appears as Tollows:

+ Rest of available memory

= Ininalization portion of progeam (overlaid by next program)
+ Resident portion of program  (stays ih memory)
COMMAND.COM

LLSYS and MSDOS.SYS

+ Interrupt vector table

L

A resident program may use two INT 21H functions for accessing the mntetrupt vec-
tor table, because there is no assurance that mere advanced compurers will have the inter-
rupt lable located beginning al location OO0H.

INT 21H Function 35H: Get Interrupt Vector

To retrieve the address in the interrupt vector table of a particular interrupt, load the AL with
the required intermupt number:

MOy AM, 35H :Reguest get interrupt wector
MOy AL inT# ;Interrupt number
INT 21H ;Call dinterrupt service

The operation returns the addsess of the interrupt in the ES:BX as segmeni:offset. For con-
ventional memory, a request for the address of INT 09H, for example, returns BOH 1n the
ES and 24H (36) in the BX.

INT 21H Function 28H: Set interrupt Vector

To st a new interrupt, load the required interrupl number in the AL and the new address in
the DX:

MOw  AH, 25H rHequest s&t TACErrupt yvector
MOV AL, int# :Interruat number

LEA DX, newaddr :Hew address for interrupt
INT 21H :Cal1l interrupt service

The operation replaces the present address of the interrupt with the new address. In effect,
then, when the specified interrupt occurs, processing links to your (resident) program,
rather than to the normal interrupt address.
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TITLE
BIODATA

KBSTAT
BIODATA
CODESG
BEGIN:

SAVINTY
ALOTEST:

AZOPRAUSE:

AIDEXIT:

BIOINIT:

D3 ATETHM

{com)

SEGMENT AT 40H

CRG

17TH
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Regident program

;BIOS data area

jkavyboard staktua byte

SEGMENT FARR
BASSUME CO5:00DESG, DY : RIODATA

CRG 100H
JME BLOINIT ;Junp Lo initialization
oo T ;INT 0%H addresa
IUSH AX ;Save Tagigtars
PUISH X
PUSH jatc]
NOV A, BIODATA ;Beymant address of
MOV 05, BX ; BIO3 data area
WO AL, EBSTAT ;Gaet keyboard flag
TEST AL, 001000008 ;Hunlock scakm?
JE AIOEXIT Mo, exit
IN AL, 60H ;Get kayatypoke from port
IMP AL, 71 ;Ecan code £ 717
JL ARADEXIT ;. yes, exit
CME AL, 83 iScan code » B3T
Je AIDEXIT ; yea, axit
;Muat be from numeric keypad
MOV AF,1011011JB ;8et frequency
LAFT 43H AL
MOV AX, 1000
auT d2H, AL
MOV AL, RH
AT 42H At
IN AL, €11 ;Turn on BEpeaker
MY AH, AL
OR AL, 03
T E1H,AL
Moy CN, 5040 ;8et duration
LOOFP RZTPAUSE
MOV AL,AH ;Turn off apeaker
oUT 61H,AL
POE s ;Reatore regiaters
BOF CxX
POP AX
THMF CE: S5AVINTS ;Reaume INT 09H
Initialization routine:
L1 ;Pravent further lnterrupta
Moy AH 3GH ;Get addreas of INT OS5H
W A, D5H i in E5:BX
INT Z21H
MoV WORD PTR SAVINTS,BZ ; ond save it
MO WORD PTR SAVINTS+2 ES

Figure 24-Ta  Residemt Program
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Mo AH,25H
MO AL, 09K :8et new addresg for INT G9H.
™Mo DX ,OJFFSET A1O0TEST in A1QTEST
INT 21H
MOV AH,31H ; Request stay resident
MoV DX,0FFEET BlOINIT ;5at Hize of realdant portion
8T1 ;Rracore interrupts
INT 21H
CODESS ENDIE
END BEGIN

Flgure 24-Th Resident Propram
Exarmple of a Resident Program

The resident program in Figure 24-7 named AZ4TSTNM heeps if you use the numeric key-
pad when NumLock is on. Its purpese is to warn you (hal you are typing a number rather
than, say, pressing an arrow key 1o move the cursor. This program has to intercept INT 09H
{Keyboard Input) to check for the key pressed.

The following points about the resident program are of interest:

BIODATA defines the BIOS data segmenl beginming at 40{(]~in particular, the key-
board flags byte, called here KBSTAT, which reflects the status of the keyboard. Bit 5 on
(1) means that Numlock is on.

CODESG begins the code segment of A24TSTNM. The first executable instruc-
tion, JIMP B10INIT, wansfers exccution past the resident portion to the B 10INIT proce-
dure near the end. This routine first uses CLI to prevent any further interrupts that may
happen to occur at this time. [t then uses INT 21H function 35H to locate the address of
INT 29H in the interrupt vecior table. The operation returns the address in the ES BX,
which the BI0INIT routine stores in INT9SAV. Next, function 25H sets the program’s
own address for INT D9H in the interrupt table, A1OTEST, the entry point to the resident
program. In effect, the program saves INT (9H’s address and replaces it with its own ad-
dress. The last step establishes the size of the resident portion {all the code up to
B1MINIT) in the DX and uses INT 21H function 31H (Terminate bul Stay Resident) to
exit. The code from BIMINIT (o the end gets overlaid by the next program that is loaded
for execution.

A1CTEST is the name of the resident procedure that is activated when a user presses
a kev, The system transfers execution 1 the address of INT 09H in the interrupt vectcr table,
which has been changed to the address of A10TEST. Because the interrups may happen, for
example, while the user is in DOS or an editor or word processing program, AZ4TSTNM
has 10 save the registers that it uses. The program accesses the keyboard flag to determine
whether NumLock is on and whether the numeric keypad was pressed (a keyboard scan
code between 71 and 83 inclusive). If so, the program beeps the speaker. {The use of the
speaker is explained in Chapier 21, under the section “Generating Sound.”) Final instruc-
tions involve restoring the pushed registers—in reverse sequence-—and jumping to
INTSSAV, which contains the original INT O9H address. Contrel is now released back to
the interrupt.
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The next example should help make the procedure clear. First, here’s an explanation
of a conventional operaticn without a TSR intereepting the intermpt:

I. Auser presses o key, and the keyboard sends INT O9H 1o BIOS,

2. BIOS uses the address of TNT 09H in the interrupt vector table to locate its BIOS
rourTeE,

A Centrol taen transfers to the BIOS routing.

4. The routine ges the character and, if @ siandard character, delivers it to the keyboard
hulfer,

Mexi s the procedure for the resident program:

1. Auser presses 4 key. and the keyboard =ends INT 08H 10 Bi(5.

2. BIOS uses the address of INT 09H in the imemupt vector tablc to locate its BIOS
routine.

3. But the table now contains the address of A JOTEST in the residernt program, to which
control ransters.

4. If NumLock is on and the character is a numeric keypad number, AIOTEST beeps the
speaker,

5. ALOTEST exits by jumping to the original saved INT 09H address, which transfers
contret 1o the BIOS routine,

6. The B1OS routine gets the character and, if a standard character, delivers it 1o the key-
buard bulfer.

Try using DEBUG 1o examine the results of executing this program. Use D020 1o
display the centents of the interrupt table at 20H (36), where the interrupt address for
INT 09H is stored. The first word is the offset and the second word is the segment
address, bath in teverse-byte sequence. For example, if ihe stored address is 0701 EFO3,
then use T 107:05EF 1o view the conlents of the storzd address. The display should
begin with 5051 LEB&, which is the start of the machine code for AIOTEST in the resi-
dent pirogram.

You can modify or expand this program for your own purposcs. A few programs that
also replace the mble address of INT ()9H do not allow concurrent use of & resident program
sech ax this one,

INT 21H Function 34H: Get Address of DOS Busy Flag

Although this interrupt is used internally by DOS, some TSRs use it when requesting a DOS
interrupt to check whether another interrupt is currently active. Because DOS i& oL TeEN-
trant (that is, you cannot enter DOS while it s active}, the TSR has to wait until DOS is no
longer busy, us indicated by the busy flag, inDOS.

M AH, 34H ;Reguest busy
INT 21K :Call interrupt service



Kay Paints 475

CMP  ES:BYTE PTR[BX],Q iTast §if flag is zero
JE

The service returns the address of inIKS in the ES:BX. The flag contains the numbet of
DOS functions currently active, where 0 means none. Yoo may enter DOS only if inlOS

is 0.

KEY POINTS

The boot record s on track 0, sector |, of any disk that you use FORMAT /S to for-
mat. When you initiate the system, it antomatcally loads the boot record from disk
into memory. The boot record then loads HO.SYS from disk into memory.

I0.5YS is a low-level interface 1o the BIOS routines in ROM. On initiation, IC.5YS
determines the stalus of all devices and equipment associated with the compnter and
sets interrupl vector table addresses for interrupts up to 20H, TOSYS also handles 14
between memory and external devices.

MSDOS.5YS is a high-level interface to programs that is loaded into memory after
IG.SYS. Its operations include setting interrupt vector table addresses for interrupts
20H through 3FH, managing the directory ang files on disk, handling blocking and
deblocking of disk records, and handiing INT 2 1H functions.

COMMAND,.COM handles the various system commands and runs requested .COM,
EXE, and .BAT files. It consisis of a small resident portion, an initialization pottion,
and a transient portion. COMMAND.COM is responsible for joading executable pro-
grams from disk into memory.

The .EXE maodule that the linker creales consists of a header record containing con-
ol and relocation information asd the actual load module,

On loading either a .COM or an .EXE program, the system sets up memory blocks
for the program’s environment and for the program segment. Preceding each mem-
ory black is a 16-byte arena header beginning on a paragraph boundary. The program
Joader also creates 2 PSP at location 00H of the program segment and loads the pro-
gram at H)OH.

On Yoading a .COM program, the loader sets the segment registers with the address
of the PSP, sets the stack-pointer to the end of the segment, pushes a zero word onto
the stack, and sets the instruction pointer te 100H (the size of the PSP). Control then
proceeds to the address generated by CS:TP, the first location immediately following
the PSP

On loading an [EXE program, the loader reads the header record into memaory, cal-
culates the size of the execntable module, and reads the module into memory at the
start segment. It adds the value of each relocaticn table item 1o the start segment
value. [t sets the DS and ES to the segment address of the PSP sets the 55 w the
address of the PSP plus 100H plus the S5 offset value: sets the 5P to the size of the
stack. and sets the CS to the address of the PSP, plus 100H. plus the CS offset value
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in the header. The loader also seis the 1P with the offset at 14H. The CS:1P pair pro-
vide the starting address of the code segment for program execution.

Useful fields within the PSP inzlude parameter area 1 st SCH, parameter area 2 at
#CH, and default disk transfer area at 80H.

Load a resident program before aclivating other normal processing programs. Exit
by mesns of INT 21H function 31H, which requires the size of the program in the
DX.

. {a) What is the location of the boot record? (k) What is its purpose”

. Explain the purpose of IO.5YS.

. Explain the purpose of MSDOS.5YS.

. Where, generally, are the following portions of COMMAND .COM located in mem-

ory and what is their purpose” (a} Resident; {b) transient.

. (a) Where does the system store the program segment prefix? (b} What is its

size?

. A user types in the instruction FORGE E:SLIM.ASM to request execution of the

FORGE program. Show the hex contents in the program’s PSP at (a) SCH, para-
meter area 1 (FCB #1), and (b) 80H, the default DTA.

. Your program has to detenmine what PATH commands are set for its environment.

Explain where the program may find its own environment. (The raquest is for the
program’s environment, nay the DOS master environment. )

. A .COM program is loaded for execution with its PSP beginnipg at location

2CD4[0]H. What address does the program loader store in each of the fllowing
registers (ignore reverse-byie notation): {a) T3, (b) DS: () ES; (d) 58,

, A link map for an ‘EXE program shows the following:

starr  Stop Length Mame Class

ODOOOH 000TFH DODA0H STACK  STALK

QDO40H O0DGRH 0002CH CODESC CODE

QDOF0H QOOSCH D0OZDH DATASG DATA
The loader loads the program with the PSP beginning at lecation 1 B3R[OJH. Show-
ing caleulations where appropriate, determine the contents of cach of the registers
at the time of loading {ignore reverse-byte notation): (a) 55; {b) SP: {cy CS; (d) D5;
() ES.

24-10. An arena header begins at location 1044{0] and conins the following: 4D CO0E

OAD0. . (a) What doees the 4D (M) mean 10 the system? (b) How would the con-
tents differ if this were the last memory block? (c) What is the memory locativm of
the next arena header? Show your calculations.
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24-11. Resident programs commonly intercept keyboard input. Where and whal exactly is
this intercepted address?

24-12. In what two significant ways does the coding for terminating a resident prograr dif-
fer from terminating a normal program?



PART G—REFERENCE CHAPTERS

BIOS DATA
AREAS

AND PROGRAM
INTERRUPTS

Objective: To describe the BIOS data aregs and interrupt services
for BIOS art BOS.

INTRODUCTION

BIOS contains an extensive sel of input/oniput routines and tables that indicate the status
of the system’s devices. Both DOS and user programs can request BIOS roulines for com-
municarion with devices attached to the sysiem. The method of interfacing with BEJS is by
means of software interropts. This chapter examines the data areas {or tables) thar BIOS
supports, the interrupt procedure, and BIOS intetrupts OGH through 1BH and DOS inter-
rupts 20H through 33H. '

THE BOOTY PROCESS

On the PC, ROM resides beginning at location FFFFOH. Tuming on the power causes a
“cald boot.” The processor enters a reset state, sets all memory loculions 10 zero, performs
a parity check of memory. and sets the C8 register to FFFF[(1]H and the IPregistet io zero.
The first instruction 1o execute is therefore at FFFF:0, the entry point to BIOS. BIOS also
stores the value 1234H at 40[0]:72H to signal a subsequent Ctrl + Alt+ Del *warm reboot™}
not 1o perform the preceding power-on seli-tesl.

BIOS checks the varions ports to identify and inibalize devices that are atiached, in-
cluding INT 11H (equipment determination) and INT 12H (memory size determination).

478
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Then, beginning at location 0 of conventional memery, BIOS establishes the intemupt vec-
wor table that contaings addresses of inlemupt rouimes,

Next, BI(S determines whether a disk containing the system files is present and, if
s0, if cxecutes INT 19H to access the first disk sector containing the bootsirap teader. This
program is a temporary operating system to which the BIOS routine wansters control
after loading it inte ruemory, The bootstrap has only one task: to load the first part of the
real operating system into memory. The system files 10.5YS, MSDOSSYS. and
COMMAND.COM are then leaded from disk inio memory.

THE BIOS DATA AREA

B10S maintains its own 236-byte {100H) data area in lower memory heginning at segment
address 40[0]H, with fields containing data in reverse-byte sequence. A worthwhile exer-
cise i3 to use DEBUG to examine these fields, which are listed nex: by offset.

Sedial Port Derta Area

» OOH-O7H Four words, addresses of up to four serial perts, COM1-COMA4.
Pardllel Port Dala Area

« O8H-OFH Four words, addresses of up to four paraliel ports, LPT1-LPT4.
System Equipment Data Areq

+ 10H-11H Equipment status, a primitive indication of the stalus of installed devices.
You can issue INT 11H, which returns the following in the AX: .

BIT DEVICE

15,14  Number of paralle] ports antached

11-9  MNumber of R5232 senal adaplers

7.6 Number of diskette devices, where bit 00 = 1.01 =2, 10=3,and 11 = 4
54 Initial video mode. Bit vaives are 00 = wmused, 01 = 40 X 25 color,

10 = 80 x 25 calor, 11 = B0 > 25 monochrome
2 Pointing device {mouse), where | = installed
| 1 = math coprocessor is present
0 | = diskatte drive is present

Miscellaracus Daia Area
» 12H Manufacturer’s test flags
Memory Size Data Areo

« 13H-{4K Amount of memory on system board, in kilobytes
+ 15H--16H Amount of expansion memory, in kilobytes
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Keyboard Data Areqa 1

* 17H First byte of the current shift status:

BIT ACTWOM BIT ACTION

7 Inzert actve 3
6 CapsLock active 2
3 NumLaock active 1
4 Scroll Lock active 0

Alt pressed
Ctrl pressad

Lefi shift pressed
Right shift pressed

“Active” means that the key was already pressed and set on. “Pressed” means that the key
was heing held down when BEOS stored the status.

+ 18H Second byte of the cument shift stabhss:

BIT ACTHMN

7 Insert pressed

fi CapsLock pressed
5 NumLock pressed
4 Scroll Lock pressed

-

Diskette Driva Dala Area

BT ACTON

3 CulfNumLock pressed
2 SysReq pressed

1 Left Alt pressed

0 Left Ctrl prassed

19H Alternate keyboard entry for ASCII characters.
| AH-1BH Pointer to keyboard boffer head
1CH-1DH Pointer to keyboard buffer ail
1EH-3DH Keyboard buffer {32 bytes)

s 3EH Disk seek status. Bit number O refers todrive A, | o B, 2 w0 C, and 3 10D, A it
value of ¢ means that the next seek is to repesition to cylinder 0 to recalibrate

the drive.

« 3FH Disk motor statvs. If bit 7 = 1, a write operation 15 in progress. Bit number G
refers to drive A, 1 to B, 2 to C, and 3 to D; a bit value of ¢ means that the moter

ison.

» 30H Motor count for ime-out unti! motor is wrned off
« 41H Disk status, indicating an emor on the last diskette drive operation:

O0H Mo error

01H Invalid drive parameter
02H Address mark not found
03H Write-protect error

O4H Sector not found

{¥H Attempt to make DMA across
£#4K boundary

0CH Media type not found

10H CRC ermor on read

20H Controller ermor



The BIOS Data Area 451

06H Diskelic change line active  40H Scck failed
08H DMA overrun 80H Drive not ready
= 42H-48H Dhisketie drive controller stacos

Video Deta Areat 1

= 49H Current video mode, indicated by a 1-bit:

BIT MODE BIT MODE

7 Monochrorme 3 8 x 25 color

6 640 X 200 monochrome 2 B0 = 25 monochrome
5 320 £ 200 monochrome 1 40 % 25 color

4 324 = 00 color 1) 40 X 25 monochrome

» 4AH4BH Number of columns on the screen
« JCH-ADH Size of the video page buffer
« JEH4FH Starting offset of the video buffer

+ S0H-5FH Eight waords for the cumrent starting location for each of 8 pages, num-
bered (-7

« GOH-61H Starting and ending line of the cursor
» 62H Currently active display page

s 63H-64H Port address of the active display, where monochrome is 03B4H and
color is 03D4H

» 65H Current setting of the video mode register
» pGH Cwrent color palette

Systern Dafa Arec

+ 6TH-68H Data-edge ime ¢count

v 69H-6AH  Cyclical redundancy check (CRC) register
 6BH Last inpm value

« GCH-6DH Lower half of imer

« 8EH-6FH Higher half of timer

70H Timer overflow (1 if timer has passed midnight)
TIH  Ctrl+ Break keys set bil 7 to ]

TIH-73H Memory reset flag. If the contents are 1234H, Ctrl+Alt+ Del keys cause
a *warm" reboot

Hard Disk Dota Arec

» 74H Status of last hard disk operation {details in Chapter 19)
+ 75H MNumber of hard disks attached

-
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Tima-Cut Dota Area

= JBH-7BH Time-out for parallel ports (LPT1-LPT4)
= MCH-FFH Time-out for seral ports (COM I -COM4,

Keyboord Dota Area 2

= RIH--81H  Oftser address for stan of keyboard buflzr
= 82H-83H Qflset address for end of keyboard bufter

Video Data Arec 2
« 84H  Number of rows on Lhe serecn (minus 1)
= 85H Character height, in sean lines
« H6H BAH  Miscellaneous video information
Diskette /Hard Disk Data Area
= BBH-95H (Comtroller and error stagus

Keyboard Data Area 3

« 9] Kevbourd mode stafe and type flags

BIT ACTION BiT
7 Fcad 1D in progress 3
f Last codde waus ACK 2
5 Eorce Numd aock if read 1D and KBEX |
4 Extended ke yhound 1ostalled (+

ACTION

Right Alv pressed
Right Ctrl pressed
Last seun code was EQ
[Last scan code was El

Chap. 28

+ YTH Keyboard LET Flags thit ¢ = ScroliLack, | = NumLock. and 2 = CapsLock)

Real-Time Clock Data Area

« DEH-ATH  Staius of wait flags
Sove Pointer Data Arec

v ARBH-ABH Pointers o various BIOS ables
Miscellanecus Data Areq 2

o ACH-FFH Reservad by the system tor internal use

INTERRUPT SERVICES

An interrupt operation suspends 2xecution of a program so that the system can take special
action. You have alrcady used a number of interrupts for video display, disk KO, printing,
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and resident programs. The interrupt routine executes and normally returns control to the
interrupted procedure, which then resumes execution. BEOS handles INT OOH-1FH.
whereas DOS handles INT 20H-3FH.

Interrupt Vactor Table

When the computer powers up, BIOS and DOS establish an interrupt vector table in locations
ODOH-3FFH of conventional memory. The table provides for 256 (100H) interrupts, each with
a related 4-byte offset:segment address in the form IP:CS. The operand of an interrapt in-
struction such as INT 05H identifies the 1ype of request. Since there are 256 entnes, each 4
bytes long, the table occupies the first 1,024 bytes of memory, from 00H through 3FFH. Each
address in the table relates to a BIOS or XS routing for a specific interrupt type. Thus bytes
0-3 contain the address for interrupt 0, bytes 47 for interrupt L, and so forth:

INT QOHINT ﬂlH|INT O2H|INT 03H|INT D4H|IHT 05H|IHT nsu|
1P:Cs | 1p:cs | IP:Cs | TP:cs | TP:cs | IPics | TPiCS | ...

00H 04k 08H ack 10H - 14H 18H
Executing an Inferrupt

An interrupt pushes onto the stack the contents of the flags register, the S, and the TP. For
example, the table address of INT 05H (which prints the video dispiay area when a user
presses Ctrl+PriSc) is 0Q014H (05H X 4 = 14H). The operation extracts the 4-byte address
from location 0014H and stores 2 bytes in the IP and 2 bytes in the CS. The address in the
CS:IP then points to the start of a rontine in the BIOS area, which now executes. The in-
mmrrupt reworns via an IRET (Interrapt Return) instnsction, which pops the IF, CS, and flags
from the stack and returns cotttrol to the instruction following the INT.

Extemacd and internal Intermupts

. An external interrupt is caused by a device that is extemal to the processor. The two lines
that can signal external interrupts are the nonmaskable nterrupt {NMI) line and the inter-
rupt request (INTR) ling. The NMI line reperts mernory and O parity errors. The proces-
sot always acts on this interrupt, even if you issue CLI to ciear the interrupt flag in an
attempt to disable externa) intermpts. The INTR line reports requests from external devices,
namely interrupts 05H through OFH, for the timer, keyboard, serial posts, fixed disk,
diskette drives, and parallel ports.

An internal interrupt occurs as a result of the execution of an INT instruction or a di-
vide operation that causes an overflow, execution in single-stzp made, or a request for an
external interrupt, such as disk /0. Programs commonly use internal infermupts, which are
nonmaskable, 1o access BIOS and DOS procedures.

BIOS INTERRUPTS .

This section cavers BIOS interrupts O0H through 1BH. Other operations not coverad can
be executed only by BIOS.
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INTOOH. Divide by Zero. Inveked by an atiempt o divide by zero; displays a mes-
sage and usuatly hangs the systemn. Program developers are familiar with this etror because
Brasing a segment regisier may accidentally cavse it

INT OtH.  Single Step. Used by DEBUG and other debuggers to enable single-
stepping through program execution.

NF 024H. MNonmaskable Interrupt. Used for sericus bardware conditions, such as
parity errors, that are always enabled. Thus a program issuing a CLI (Clear Interrupt) in-
struction does not affect these conditions.

INT 03H. Break Point. Used by debugging programs 1o stop execution. DEBUG's
Go and Proceed comumands set this interrupt at the appropriaie stopping point in the pro-
gram; DEBUG undoes single-step made and allows the program te execute pormally up te
INT 03H, whereupon DEBUG rezets single-step mode.

INTO4H. Overflow. May be caused by an arithmetic operation, although usually no
action takes place,

INT 054, Print Screen. Causes the contents of the video display area to pnint.
Issuing INT 05H activales the interrupt internally, and pressing <Cuel>+<PriSc> acti-
vates it externally. The operation znables interrupts and saves the cursor position.
No registers are affected. Addeess 50:00 in the BIOS data area contains the status of the
operation.

INTO8H. System Timer. A hardware interrupt that updates the system time and (if

necessary} date. A programmable timer chip generates an interropt every 54.9254 millisec-
onds, about 18,2 times a second.

INT 09H. Keyboard Interrupt. Caused by pressing or releasing a key on the key-
board; described in detail in Chapter 11.

INT QBH, INT OCH. Serial Device Contral. Control the COMI and COM2 ports,
respectively.

INT ODH, INT OFH. Parallel Device Controi. Control the LPT2 and LPT1 ports,
respectively.

INT OEH. Diskette Control. Signals diskette activity, such as completion of an /O
operatiun.

INT 1OH, Video Diisplay. Accepts a number of functions in the AH for screen mode,
setting the cursor, scrolling, and displaying; described in detail in Chapter 10.

INT11H.  Eguipmant Determination. Determines the optional devices on the system
and returns the value at BIOS location 40:10H to the AX. (At power-up time, the system
executes this operation and stores the AX inlocation 40:10H:; see the sarlier section “BIDS
Datg Area” for details.)



BIOS Interrupts 485

INT12H. Memory Size Determination. Retumns in the AX the size of base memory,
in terms of contiguous kilobytes; for example, 640K memory is 0280H, as determined dur-
ing power-on.

INT 13H.  Disk InputfOutput. Accepts a number of functions in the AH for disk sta-
tus, read sectors, write sectors, verify, format, and get diagnostics; covered in Chapter 19.

INT 14H. Communications Input/Output. Provides byte seream L'O {that is, one bit
at a time) to the R5232 comymunication port. The DX should contain the number of the
R5232 adapter {0-3 for COMI, 2, 3, and 4. respectively). A number of functions are es-
tablished through the AH register:

Fupction 00H.  Initialize Communications Port. Set the following parameters in
the AL, according 1o bit number:

BALID RATE PARITY STOP BIT WORD LENGTH
F-5 4—-3 2 1-0

o0 = 110 00 =none 0=1 10 = T bits

01 = 150 Ol=odt 1=2 11 = B biis

010 = 300 10 = pone

011 = o0 11 = even

HOO = 1,200
101 = 2,400
110 = 4,800
111 = 9,600

The operation returns the status of the communications port in the AX. (See function 03H
for details.) Here's an example that sets COMI1 te 1,200 baud, no parity, L stop bit, and 8-
bit data length: :

MOV AH,OCGH Request initialize port
MOV AL, 10MA0011B Parameters

MOV DX, 00 ;COM1 serial port

INT 14R :Call interrupy ssrvice

Function 013,  Transmit Character. Load the AL with the character that the rou-
tine is to transmit and the DX with the port number. Om return, the operation sets the part
status in the AH. (See function 03H.) If the operation is unabie to transmit the byte, it also
sats bit 7 of the AH, although the normal purpose of this bit is o report a time-out error. Be
sure to execute function D0H before using this service.

Function 02H.  Receive Character. Load the port number in the DX, The operation
accepts a character from the communications line into the AL. Tt also sets the AH with the
port status {sec function 03) for error bits 7,4, 3, 2, and 1. Thus a aenzero value in the AX
indicates an input ervor. Be sure 1o exacute function OOH before using this service.

Function 63H. Return Status of Communications Port. Load the port nvmber in
the DX, The operation retwms the line status in the AH and modem status in the AL:
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AH ILINE STATUS) : AL IMODEW STATUS)

7 Time oul 7 Received line signal detect
6 Trans shift register empty 6 Ring indicater

3 Trans hold register emnpty 5 Daga seq ready

4 Break detect 4 Clear to send

3 Framing error 3 Delta receive line signal detect
2 Parily error 2 Trailing edge ring detector

| (hermun emor 1 Delta data set ready

{ Dyata ready ( Deha clear 1o send

Oither INT 14H functions are 041 {extended inidalize) and 05H {extended commu-
nications port control).

INT15H4. Syslem Serviges. This rather elaborate operation provides for 2 large num-
ber of functions in the AH, including the following:

21tH  Power-on self-tesiing  88H  Dewermuine exiended memory size
43H  Reuad system status %%H  Swilch processor to protected mods
34H  Joystick support C2H Mouse interface

For example, with function code 88H in the AH, INT 15H retumns in the AX the number of
kilobyles of exiended memory. (For example, 0580H means 1408K bytes.) Because the op-
eration exits without resetlintg interrupts, ose it like ths:

Miv  AH, 8BH ;Request extondad memory
INT 15H ; From BIOS
571 iRestore interrupts

INT 16H. Keyboard Input. Accepts 2 number of functions tn the AH for basic key-
board mput; covered in Chapter 10,

WNT V7M. Printer Outpui. Provides a number of functions for printing via BIOS, dis-
cussed in Chapter 20,

INT 18H. ROM BASIC Entry. Called by BIOS if the system starts up with no disk
contaiging the DOS sysiem programs.

INT 19H.  Boowstrap Loader. I a disk{ette) device is avaitable with the DOS sysiem
programs, reads track 0, sector 1, inta the boot location in memory at 7C00H and transfers
control to this location. If there is no disk drive, transfers to the ROM BASIC entry point
via INT 18H. It is possible to use this operation as a software interrupt; it does not clear the
screen or initialize data in ROM BIOS.

INT 1AH. Read and Set Time. Reads or sets the time of day according 10 & function
code in the AH:
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» (0K = Read systern timer clock. Returns the high portion of the count in the CX and
the low portion in the DX If the time has passed 24 hours since the last read, the op-
eration sets the AF. 10 a nonzero valve.

* OIH = Set system timer clock. Load the high portion of the count in the CX and the
low portion in the DX.

+ IZH-07H. These functions handle the time and date for real-time clock setvices,

To determine how long a routine execiues, yor could set the clock to zero and then
read it at the end of processing.

INT 1BH, Get Control on Keyboard Break. When Cirl+Break keys are pressed,
canses ROM BIOS to iransfer control to its interrupy address, where a flag is set.

BIOS:DOS INTERFACE

The two system modules, 10.8YS and MSDOS.SYS, faciifitate using BIOS. Because
these modules provide much of the additional required processing, the DOS operations
are generally easier 10 use than their BIOS counterparts and are generally more machizie
independent.

[0.57S is a [ow-level interface to BIOHS that facilitates reading data from external de-
vices inlo memory and wribing data from memory onto external devices.

MSDIDS.SYS contains a file munager and provides a number of services. For 2x-
ample, whett a user program requests INT 21H, the operation delivers information to
MSDOS.SYS via the contents of registers. To complete the request, MSDOS.SYS may
translate the informaticn into one or more calls to I0.5YS, which in turn calls BIOS. The
tollowing shows the relationships:

User High Tayal Low Tewel ROM External

Frogram
<> <---> [10.5¥8) <--—> <--->| Device

request
for I/0

DOS INTERRUPTS

Interrupts 20H through 3FH are reserved for DOS operations, as described in the fullow-
ing sections.

INT20H. Terminate Program. An obsolete operation that endsexecution of a .COM
program, restores addresses for Cert-+ Break and critical errars, flushes register beffers, and
returns contrel o DOS. On exit from this function, the % should contain the address of the
PSP INT 21H function 4CH supersedes INT 20H.

INT 21H. [0S Function Reguest. Requires a function code in the AH and is de-
seribed in deiail in the next sechion.
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INT22H. Terminate Address. Copies the address of this interrupl into the program’s
PSP (at offset CAH) when the program leader loads a program for execotion. On program
termination, the operation transfers control 1o the address of the interropt. Your programs
should not 1ssue this inlermupt.

INT 23H.  Ctrl+Break Address. Designed to transfer control to a DOS mutine (vii
PSP offset 0EH) when you press <Cirl»+ <Breaks> or <Cirl= + <C, The rouline ends éxe-
cution of a program or a basch file, A program could also change this address to that of s
own routine to perform special action without ending the program. Your programs should
not 1ss0e this interropl.

INT24H.  Critical-error Handler. Used by the systerm to transfer control (via PSF off-
set 1 2H) when it recognizes a critical error (often in a disk or printer operation). ¥our pro-
grams should not issue this interrupt.

INT 25H.  Absolute Disk Reud. Feads the contents of one or more disk gectors; cov-
ered in Chapter 17, but superseded by INT 21H function 440DH, minor code 61H.

INT 26H.  Absotute Disk Write, Writes data from memory to one or more disk sec-
tors: covered in Chapter 17, but superseéed by INT 21H function 440DH, minaor codc
41H.

INT 27H.  Terminate but Stay Resident. Causes a .COM program on exil to remain
in memory;, superseded by INT 21H function JUH,

INT 2FH.  Muttiplex Interrupt. Involves commumcation belween programs, such as
communicating the status of a print spooler, the presence of a device driver, or system tom-
mands such as ASSIGN or APPEND. Chapter 24 describes function 4A01H, which chacks
the high-memory area for available space.

INT 33H. Mouse Handler. Provides services for handling a mouse. (See Chapter 21.)

INT 21H SERVICES

Following are the INT 21H services, which require a function code in the AH register:

DOM. Terminate program. Basically the same as INT 20H and also superseded by
INT 21H function 4CH.

DIH. Keyboard input with echo. (3ee Chapter 11.)
02H. Display character. (See Chapler 2.}

D3H. Communications input. Reads a character from the serial port imo the AL a
primitive service, and BIOS INT 14H is preferred.



INT 21H Sarvices ARD

D4H.

Communications output. The DL comains the character to transmit; BIOS

INT 14H is preferred.

O5H.
D&H.
O7H.

08H
oo
DAH.
OBH
OCH.
IDH.
OEH.
QOFH.
10H.
11H.
12H.
13H.
14H.
15H.
14H.
17H.
19H.
1AM,
1EH.

1CH.
TFH.

Printer output. (See Chapter 240.)

Direct keyboard and display. {See Chapter 11.)

Direct keyboard input without echo. (See Chapter 11.)
Keyboard input without echo. (See Chapier 11.)

Display string. {See Chapter 9.)

Buffered keyboard input. (See Chapter 11.)

Check keyboard stams. (See Chapler 11.}

Clear keyboard buffer and invoke input. (5ee Chaprer 1.}
Reset disk drive. {See Chapter 13}

Select detauit disk drive. (See Chapter 18.)
Open FCB file. (See Chapter 17.)

Close FCB file. (Sea Chapter 17.}

Search for first matching disk entry. Obsolete and superseded by function 4EH.
Search for next matching disk entry. Obsolete and superseded by function 4FH.
Delete FCB file. Obsolete and superseded by function 41H.
Read FCB seguential record. (See Chapter 17.)

Write FCB sequential record. {See Chapter 17.)

Create FCB file. {See Chapter 17.)

Rename FCE file. Obsolete and superseded by function S6H.
Determine default disk drive. (See Chapter 18.}

Set disk transfer ares. (See Chapter 17.)

et information for default drive. {See Chapter LE.)

Get information for specific drive. (See Chapter 18.)

Get default drive parameter block. (See Chapter 18.)
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21H. &ecad FCB record randuomly. (See Chapter 17.}

22H.  Write FUB record randomly. [Sce Chapter 17.)

23H.  Get FCB file size. Obuolete and supersedad by function 42H.
24H. Setrandom FCHB record figld, (See Chapler 17}

25H. Set interrupt vector. (Sce Chapter 24.) When a user presses <Ctrl> + <Break>
or <Ctriz+<Cx, the normal procedure is for the program to terminate and return Ly the op-
eraling system. You may want your program 1o provide its own routing to handle this situa-
tion. The following example uses INT 21H function 25H o set the address for
<Cirl=+ <Preaks>in the interrupl vector table (INT 23H; for it own routine, C1GBRK. The
routine could take any necessary action,

MOV AH, 255 :Raquest set table address

MOy AL, 234 v For INT 23H

LEA Dx,CiDBREK iNew address

IMT Z21H ;Call interrupt service
CIOERY . Ctri+Break routing

IRET yInterrupt return

26H.  Create new program segment prefix. Superseded by function 4BOOH.
27H. Read disk block randomly. (See Chapter 17.)

28H. Write disk hlock vandomly. (See Chaprer 17}

29H. Parse filename. (See Chapter 18.)

2AH. Get system date. Returns these binary valucs: Al = day of week (Sun-
day = 0); CX = year (1980-20949); DH = month {01-123: DL = day (01-31}

2BH. Set system date. Load these binary values: CX = year (19R0-20099),
DH = month (01-12); DL = day (01-313. On return, the AL indicates a valid (DOH) or in-
valid (FFH) operation.

2CH.  Get systam time. Returns these binary values: CH = hours. in 24-hou for-
mat (O0-23, where midnight is ), CL = minutes (00~533; DH = seconds (O0-59);
DL = hundredths of a second (0099}

2DM.  Setsystem lime. Load these hinary values: CH = hours, in 24-hour format {00-23,
whete midnight is 00} CL = minutes (00-59). DH = seconds {00-59); DL = hundredths
of a second {0-99). On retorn, the AL indicates a valid ((00H) or invalid (FFFH) operation,

2EH. Setfreset disk verification. (See Chepter 18.)
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2FH.  Get address of current disk iransfer area (DTA}. (See Chapter 17 and see fonge-
tion 1 AH for setting the address.}

30H. Get version number of DOS. (See also fonction 3306H.) Returns these values:

» Al = major number, such as n for version n.11.
AH = minor number, such as hex B (11) for version n. L1.

« BH = manufacturer number or version flag. If version flag is O08H, DOS runs in
ROM.

BL:CX = zero or 24-bit user serial number (manufacturer dependent).

31H. Terminate but stay resident. (See Chapter 24.)
32H, Get drive parameter block (DPB). (See Chapter 8.)

A00H.  Get Cirl+C state. If the Ctrl+C fiag is off (), canses the system to check
for Ctrl+C only while handling character B0 functions 01H-OCH. If the flag is on (1), the
system checks while handling other functions as well. To get the state, set subfunction (WH
in the AL. The value retumed in the DL is 00H = checking disabled or O1H = checking
enabled.

3300H. Check Cul+C state. If the Cirl+C flag is off (0), causes the system (o
check for Cirl+C only while handling character LD functions 31H-OCH. If the flag is on
{1), the system checks while handling other functions as well, To set the state, set subfunc-
tion O1H in the AL, and set the state in the DL, as O0H = set checking off or 01H = set
checking on.

305H. Geistartup drive. Retumns in the DL the drive (1 = A, etc.) used to Joad the
system files. '

3306H. Gel DOS vexsion (see also function 30H). Retums these values:

BL = major version number, such as n for versioan.11

BH = minor version nunmber, such as hex B (11} for version n.11

DL = revizion number in bits 2-0

DH = [0S version flag (indicates whether the system is running in conventicnal
memory, high-memory area. or ROM)

Although the SETVER command can fake the version number, function 3306H delivers the
true version.

34H, Get DOS busy flag (inDOS) address. (See Chapier 24.)
354, Gert intermupe vecior. (See Chapter 24.)
38H. Get free disk space. (See Chapter 18.)



4592 BIOS Data Areas and Program Intertupts Chap. 25

I8H. Getfsel country-dependent information. Supports a number of functions
conceming information specific to various countries, such as the symbol and format for
the country’s currency, separators for thousands and decimal places, and separators for
the date and time. Load the DX for the operation: FEFFH to set the country code that the
system is to use entil fusther notce, or any other value to get the country code currently
in use.

IPH.  Creale subdirectory (MKIDIR). (See Chapter 18.)
JAH. Remove sobdirectory (RMDIR). (See Chapter 18.)
3BH. Change current directory {CHDIR). (See Chapter 18.}
ICH. Create file with handle. {See Chapter 17.)

IDH. Oper {ile with handle. (See Chapter 17.)

3EH. Close file with handle. (See Chapter 17.)

JFH. Read file/device, (See Chapters % and 17.)

A0H.  Wrie file/device with handle. {See Chapters @, 17, and 20.)
41H. Deletz file from directory. (See Chapter 18.}

42H. Move file pointer. (See Chapter 17.)

43H. Check/change file artribote. (See Chapter [8.)

44H. 1/0 control for devices. Supports an extensive set of subfunciions for check-
ing devices and reading and writing data, listed in the following functions:

4400H. Get device information. (See Chapter 18.)

4401H.  Set device informaticn, (See Chaper 15.)

4404H. Read control data from drive. (See Chapter 18.)

A405H.  Write control data to drive. (Bee Chapter 13}

4406H,  Check input status, (See Chapter 18.}

4407H. Check outpul status. {See Chapter 18.)

4408H. Determine if removable media for device. {See Chapter 18.)
A40DH. Minor Code 41H: Wnite disk sector. {See Chapter 18.)

440DH. Minor Code 61H: Read disk sector. {See Chaprer 18.}
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A400H. Minor Code 42H: Format tack. (See Chapter 18.)
440DH.  Minor Code 46H: Set media [D. (See Chapter 18.)
440DH. Minor Code 60H: Gert device parameiers. (See Chapter 18.)
A40D0H. Minor Code $6H: Get media ID. (See Chapter 18.)
440DH. Minor Code 68H: Sense media type. {(See Chapter 18.}
45H. Duplicate a file handle. (See Chapter 15.)

46H. Force duplicate of handle. (See Chapter 18.)

47H. Get currem directory, (See Chapter 18.)

48H.  Allocate memory block. (See Chapter 24.)

49H. Free allocated memory hlock. {See Chapter 24.)

4AH. Set allocated memory block size. {See Chapter 24.)

4BH. Load/execute a program. (See Chapter 24.)

4CH. Terminate program. {See Chapicr 4.) The siandard operation for ending pro-
gram eXecution.

4ADH. Retrieve return code of a subprocess. (See Chapter 24.)
#EH. Find first matching directory entry. (See Chapter 18.)
4FH. Find next matching directory entry. (See Chapter 18.)

S0H. Set address of program segment prefix (PSF). Load the BX with the offset ad-
dress oi the PSP for the current program. No values are returned.

5IH. Get address of program segment prefix (PSP). Returns the offset address of
the PSP for the current program, (See Chapter 24.)

§2H.  Get address of internal DOS list {undocumented, see Chapter 24).
S4H. Get verify state, (See Chapter 18.)

5&H. Renaroe a file, (See Chapler 18.3

57H. Get/set file date and time. (See Chaper 18.)

SBO0H. Get memory allocation strategy. (See Chapter 24

5801H. Set memory allocation strategy. (Ses Chapter 24.)
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5802H. Get upper memory link. (See Chapter 24.)

S5803H.  Set upper memory link. {See Chapter 24.)

5%H. Getextended error code. (See Chapter 13.)

SAH. Create a temporary filz. (See Chapter 18.)

SBH. Create a new file. (See Chapter 18.}

SCH. Lockfuplock file arcess. Used for networking and multiasking environments.

EDH. Setextended ermor. Load the DX with the offset address of a table of infor-
mation on errors, The next execetion of function 59H (Get Extended Error Code) is to re-
trieve the table. (See function 39H in Chapter 18 for details.)

SEH. Local ares network services. A sublunction in the AL specifies the service:
O0H = Get machine name; 02H = Set primter seup; 03H: Get printer setup.

SFH. Local area network services. A subfunction in the AL specifies the service:
(2H = Get assign-list entry; 03H = Make network comnection; (4H = Cancel network
conneclion.

&62H. Get address of PSFP. (Function 51H is ap kentical operation.)

&5H. Get extended country information. Supports a number of subfunctons con-
cerming information specific to varicus countries.

&6H,  Geifset global code page.
&7H. Set maximum handle covnt. (See Chaprer 24.)
&BH. Commit file, {See Chapter 18

&6CH. Extended open file. Comnbinzs functions 3CH icreate file), 3DH (open file},
and 5BH (create unique file). (See Chapter 18.)

KEY POINTS

« ROM resides beyginning at location FFFFOH. Turning on the power causes a “cold
boot.” The processor enters a reset state, sets all memory locations to zero, performs
a pariry check of memory, and sets the CS register to FFFF[0]H and the 1P register (o
zero, The first instruction (o execute is therefore 2t FFFF.0, or FFFF), the entry point
to BIOS.

« On bootup, BIOS checks the various ports to identify and initialize devices that are
attached. BIOS then establishes an interrupt vector table, beginning at location 0 of
memory, thai comtains addresses for interrupts that occur. Two operations that BIOS
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pertorms are equipment and memory size delermingnion. If a disk containing the
DOS system files is present, BIOS accesses the first disk sector containing the boot-
strap loader. This program loads system files 10.8YS, MSDOS.SYS, and COM-
MAND.COM from disk inte themory.

BIOS maintains its own data area in lower memory beginning at sepment
address 40[3]H. Relevanl data areas include those tor serial porl. paraliel port,
system equipment, keyboard. disiette drive, video control, hard disk, and -eal-
time clock.

The operand of an interrupt instruction such as INT 12H identifies the (ypc of request.
For each of the 256 possible types, the systern maintains a 4-byte address in the in-
terrupl services table at tocations OO00H through 3FFH.

BTOS imterupts range from 00H through 1FH and include print screen, limer, video
control, diskette control, video display, equipment and memory size deterrninalion,
digk O, keyboard input, communications, printer output, and bootstrap loader.

INT 20H through 3FH sre reserved for DOS operaiions.

INT 21H handles such operations as keyboard input, display output. printer output,
reset disk, opensclose file, delete file, read/write record. terminate but stay resident,
create subdirectory, and terminate program.

QUESTIONS
25-1. Distinguish betwecn an external and an internal interrupl.
25-2, Distinguish between an NMI line and an INTR line.
25.3. (a) What is the memory location of the entry point to BIOS? {b) On power-up, how
does the system direct itself to this address™
25-4. On bootup, BIOS performs INT 11H, 12H, and 19H. Explain the purpuse of each
inuertrupt.
25-5. Where is the beginning iocation of the BIOS data area?
25.6. The following binary values were noted in the BIOS data area. For each item, iden-
1ify the field and explain the significance of the L-bits.
(@) 10-11H: 01000100 0110011 (b} 17H: 01101010
() 18H: COQ10010 (d) S6H: OCRA1010
25.7. The lollowing hex values were noted in the BIOS data area. For each item, iclentify
the field and explain the significance of the value.
{2y 00-03H: FR 03 FE 02 (b) OB-OBH: 78 030000
() 13-i4H: 3002 (dy tS-16H: 00 10
{e) 4A-4BH: 5000 (i 80-61H: DEUD
{g) B4H: 18
258, Identify the following BIOS interrupts: {a) Memory size delermination; (b} com-

munications 1/0; {c) get equipment stuus: (d) printer output; (¢} keyboard input;
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25-11.
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if) disk YO, () video display; (h) kevboard interrupt: (1) print screen; () divide
by zer0.

. What INT operations are reserved for DOS?Y

Identify the functions for the following INT 21H services: (2) terminate bul stay
resident; (b) wet address of interrupt table; {c) create subdirectory; (d) get free disk
space; (¢} get address of PSP, () communications input; (g) get system time; (h) re-
name a file.

Identify the following INT 21H functions: (2) O3H; (h) O9H.: (c) ODH; (d) 19H.
te) 2AH; {5 31H; (2) 35H; (h) 39H; () 41H.



OPERATORS
AND DIRECTIVES

Objective: To provide a detailed explanation of the assembly lan-
guage operators and directives,

INTRODUCTION

The various assembly langunage features at first tend te be somewhat overwhelming. But
once you have become ‘amiliar with the simpler and more common features described in
earlier chapters, you should find the descriptions of the various type specifiers, operators,
and direciives in this chapter more casily undersiood and a handy reference. The assembly
language manual contains @ few other marginally useful fearures.

Mote re Turbo Assembler: TASM can run either in MASM mode, which acceprs the
standard MASM specifications, or in Ideal mode, which in many cascs uses somewhat dif-
ferent terms and mles and may not recognize the MASM specifications. This chapter iden-
tifies many of these excaptions.

TYPE SPECIFIERS

Type specifiers can provide the size of a data variable or the relative distance of an in-
stroction label. Type specifiers that give the size of 4 data variable are BYTE, WORD,
DWORD, FWORD, QWORD, and TBYTE. Those that give the distance of an instruction
label are NEAR, FAR, and PROC. A near address, which is simply an offsed, is assumed to
be in the current segment: a far address, which consists of a scgment:offset address, can be
used o access data in another scgment.

497
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CPERATORS
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The FTR and THIS operators, as well as the COM, EXTRN, LABEL, and PROC di-
reclves, use type speeiliers,

An operator provides a facility for changing oranalyzing operands during an assembly. Op-
crators are divided inlo various categories:

Calcwlarion aperarovs: Arithmetic, index. logical, shift, and structure field name.
Muacre operafors: Vanious types, coverad in Chaprer 22,
Record operators; MASK and WIDTH, covered lwer in this chapter under the

RECORD direc

Hve.

Relationaf aperators; EQ, GE. GT. LE, LT, and NE.
Sepment operatory; OFFSET, SEG. and segment override.

Tupe (or Atiribute) operators; HIGH, HIGHWORD, LENGTH. L.OW, LOWWORD,
PTR. SHORT. S1ZE. THTS. and TYPE.

Because 1 knowledpe of these categories is not necessary. we' 1l simply cover the op-
ergtors in alphabetic scquence,

Arthmetic Operators

These operators include the familiar arithmeticsigns and perform arithmetic during an as-
sembly. In most cases, yvou could perform the caleulation yoursell, although the advantage
of using these operators is that every time you change the program and reassemble it, the
assembler automatically recalculates the values of the arithmetic operators. Foliowing is &
list of the operators, together with an example of their use and the etfect obtained:

SiGN TYPE

+ Addition

+ Positive

- Subtracticn

- Megation

* Multiplication
i Dvivision

MDD Remainder

EXAMPLE EFFECT

FLDA+25 Adds 25 1o address of FLIDA

+FLDA Treus FLDA as positive

FL.DB-FLD'A Calculates difference between two
offset addresses

—FLDA Reverses sign of FLDA

value*3 Multiplies value by 3

values3 Divides value by 3

valuel MOD value?  Delivers remainder tor valuel/

valae?

Except for addition (+) and subtraction {— ), all operators must be integer constanls.
The following related examples illustrate integer expressions:

valuel
valual
vaTuel

b ;46
valuel f B (48 S 6 = 8B
waluel - 3 -8} - £33 w -11



Operators : 4559

HIGH and HIGHWORD Operators

The HIGH operater retums the high {leftmost) byte of an expression, and HIGHWORD
(since MASM 6.0) returns the high word of an expression. (See also the LOW operator.)
Here is an example:

EQuWAL  EQU  1234H

My CL HIGH EQUWAL ;load 12H in CL

index Operators

For a direct memory reference. one operand of an instruction specifies the name of 4 de-
fined dsta item, as shown by COUNTER in the instruction ADD CX,COUNTER. During
execution, the processor locates the specified data item in memory by combining the data
segment address in the DS with the offset value of the data item.

For indirect addressing of memory, an operand references a base or index regster,
constants, offset variables, and variables. The index operator, which uses square brackets,
acts like a plus {+) sign. A typical use of indexing is to reference data 1tems in tables. You
can use the following operations to reference indexed memory:

+ [Constant], 1.e., an immediate number or name in square brackets. For example,
lpad the fifth entry of PARTTBL into the CL (rote that PARTTBL[O] is the Nrst
soiry);

PARTTEL DB 25 DUP(Y) ;Defined table

MOv  C.,PARTTBL[4] iGat Fifrth entry from PARTTEL
« Base register BX as |BX] in association with the DS segment register, and base reg-
ister BP as | BP] in association with the 83 segment re pister. For example, use the off-
set address in the BX (as DS:BX), and move the referenced itztn to the DX
Moy DX, [EX] :Base register O5:BX
» Index register DI as [D1] and index register 31 as {S1], both in association with the DS
segment register. For example, use the offset address in the $1 (as D3:51), and move
the referenced item to the AX:
Moy A, [ST] ;Index register D3:5I
« Combined index registers. For example, move the contents of the AX to the ad-
dress deternuned by addisg the DS address, the BX offset, the SI offset, and the

constant 4:
Moy [BX+5I+4] AX ;Base + index + constant

‘The first operand in the preceding example could also be coded as [BX+SH]+4. You
may combine these operands in any sequence, but don’t combine two base registers
[BX ~BP] or two index registers (DI+ST]. Only the index registers must be in sguare brack-
ets 30 that the assembler knows to treat it as an index entry.
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LENGTH Operator

The LENGTH operator retumns the number of entries defined by a DUP operator, as shown
by the following MOV instuction:

PARTTBL OW 10 DURF(?D
M O, LENCTH PARTTBL ;Return length 10 to DX

Ifthe referenced operand does tot contain & DUP entry, the operator rems the value 01 {a
limit to its usefulness). {Ses also the S1ZE and TYPE operators.)

Logical Operators

The logical operators perform logical operations on the bits in an expression:

OPERATDR LISED AS EFFECT

AND expressionl AND expressionZ ANDs the bits

Ok expressionl OR expressionz  ORs the bits

XOR expressionl XOR expressipn2  Exclusive ORs the bits
MNOT HOT axpressianl Reverses the bits

Here arc two examples:

MOV CL,001111008 AND QlO10101E (CL = COOLOLOOE
MOV DL HOT 910101018 ;0L = 101010108

LOW and LOWWORD Operators

The LOW operator returns the low (rightmost) byte of an expression, and LOWWORD
(since MASM 6.0) returns the low word of an expression. (See also the BIGH operator}
Here is a0 example:

EQUWAL  EQU 1234H

Moy CL,LOW EQLVAL iLoad 34H in (L

OFFSET Operator

The OFFSET operator retumns the offset address (that is, the relative address within the data
segment or code segment}) of a variable or label. The general format is

I. OFFSET variable or 1abe1J

The following MOV returns the offset address of PARTTBL:

MOV [, QFFSET PARTTBL
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Note that LEA doesn’t require OFFSET to return the same value:

LEA OX,PARTTEL

MASK Operator

See “RECORD Directive™ in the later section “Dhirectives.”

PTR Operator

The PTR operator can be used on data variables and instruction labels. It uses the type speci-
fiers BY TE, WORD, FWORD, DWORD, QWORD, and TBYTE to specify & size in anam-
biguous operand or 1o override the defined type (DB, DW, DF, DD, DF, or DT} for variables.
[t alse uses the type specifiers NEAR, FAR, and PROC to override the implied distance of
labels. The peneral format for PTR is

type PTH express-ian i

The type is the new attribute, such as BYTE. The expression is a variable ot constant. Fol-
lowing are unrelawed examples of the PTR operator (watch out for WORDA, where the as-
sembler stores the bytes in reverse sequence):

EYTEA DB 22H

DB 35H
WORDA [W Z257ZH ;Data stored as 72256
MOV AH,BYTE PTE WORDA iMove First byte (72)
ADD BL,BYTE FTR WORDA+1 ;Add sacond byte (26)
MW BYTE FTR WORDA 0% iMove U5 to First byte
MOV AX ,WORD PTR BYTEA :Move two bytes (2235} to AX
CALL FAR PFTR[BX] iCall far procedure

A feature that performs a similar functon to PTR is the LABEL directive, deseribed later.

SEG Operator

The SEG operator returns the address of the segment in which a specified variable or label
is placed. Programs that combine separately assembled segments would most likely use this
operator, The general format is

LSEG _variah‘l e ar ahiﬂ_a
The following MOV instructions return the address of the segment in which the ref-
erenced names are defined:

MOY DX,SEL WRDA ;Address of data segment
MOy DX, 5EG ALQOEECIN ;Address of code segment
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Sagrment Override Operator

This operator, coded as a colon {;), calculates the address of a label or variable relative te a
particular segment. Hs zeneral format is

| SegRent: expression J

The named segmemnt can be any of the segment registers or a segment or group name. The

expression can be a constant, an expression, or a SEG expression. These next examples
override the defauit DS segment register:

MOV BH,ES:10M tAccess fram ES + 10H
MOV X, 55: [BX] JAccess from 55 + offset in BX

An instruction may have a segment override operator apply to only one operand.

SHL and SHR Opearators

The operators SHL and SHR shift an expression during an assembly. The peneral formats
are :

lepressim SHL/SHR count

In the following example, the SHR operator shifts the bit constant 3 bits to the right:
My BL,01011101R SHR 2 iLoad COOOLO11E

Most likely, the expression would reference a symbolic name rather than a constant value.

SHORT Opearator

The purpose of the SHORT operator is to modify the NEAR attribute of a TMP destination
that is within + 127 and — 128 bytes. The format is

!_Sl;lhl.’_él'lﬂRT Tabel |

The assembler reduces the machine code operand from two bytes to ope. This feature is use-
ful for mear jumps that branch forward, since otherwise the assembler initially doesn’t know
the distance of the jump address and may assume Iwo bytes for a near jump.

SIZE Operator

The SIZE opetator returns the product of LENGTH times TYPE and is useful only if the
referenced variable contains the DUP entry. Under TASM Ideal mode, the operation retums
the actuai number of bytes. The general format is

rf;iZE variable

See “TYPE Operator” for an example.
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THIS Cperator

The THIS operator creates an operand with segment and offset values that are equal 10 those
of the current location counter. Its general format is

THIS type -|

The type specifier can be BYTE, WORDE, DWORD, FWORLD, QWORD, or TBYTE for
variables and NEAR., FAR, or PROQC for labels, THIS would typically be used with the EQU
or equals sign (=) directives. The following example defines PARTREC:

PARTREC EQU THIS BYTE
The effect is the same as if you used the LABEL directive as

PARTREC LABEL BYTE

TYPE Operctor

The TYPE operator retusns the number of bytes, according 1o the definition of the refer-
enced variable. However, the operation always returns 1 for a string variable and @ for
i constant.

DEFINITION MNUMBER OF BYTES FOH NUMERIC VARIABLE
DB/BYTE 1

DWMAVORD 2

DD/DWORD 4

DEFWORD 6

DOIAWORD ]

DT/TWORD 10

STRUC/STRUCT  Number of bytes defined by the structure
NEAR label FFFFH

FAR label FFFEH

The general format of TYPE is
[ TYPE variable or label

The following examples illustraie the TYPE, LENGTH, and SIZE operators:

EYTEA DE 7 iDafine cne byte
PARTTEL D[Dw 10 DUPC?) :befine 10 words
MY AX TYPE EYTER tAX « OO01H
W AX TYPE PARTTEL iAX = 0002H
MOV CX,LENGTH PARTTBL ;EX = GOOAH (10D
MOy DX ,5IF7E PARTTEL X = 00l4H (20)
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Because PARTTBL is defined as DW, TYPE returns O002H, LENGTH retums 000AH (10}
based on the DUP entry, and SIZE retums type times length, or 14H (20).

WIDTH Operator
See “RECORD Directive™ in the following scction.

DIRECTIVES

This section describes most of the assembler directives. Chapter 4 covered in detail
the directives for defining data (DR, DW, etc.), and Chapter 22 covered the directives
for macro instructions, so they aren’t repeated here. Directives are divided into various
calepories:

+ Code labels: ALIGN, EVEN, LABEL. and PROC.

» Cundilional assembly: [F, ELSL, and others, covered in Chapter 21,

» Conditional errors: .ERR, ERRI, und others.

» Dhata allocation: ALIGN, BQU, EVEN. LABEL, and ORG. DB, DW, DD, DF, D¢,
and DT, coversd in Chapter 4.

« Listing control: CREF, LIST, PAGE, SUBTTL (SUBTITLE), TITLE, . XCREF, and
.XLIST, covered in this chapter. LALL, LFCOND, SALL, .SFCOND, THCOND,
and . XALL, covered in Chapter 22,

» Macros: ENDM, EXITM, LOCAL, MACRO, and PURGE, covered in Chapter 21

» Miscellaneous: COMMENT, INCLUDE, INCLUDELIB, NAME, &OUT, and
RADIX.

» Processor: RO86, 286, 286P, 386, IR6P, RORT, 287, 387, ew.

+ Repeat blocks: IRP, IRPC, and REPT, covered in Chapter 2.

+ Scope: COMM, EXTRN, and FUBLIC.

» Segment: ALPHA, ASSUME, .DOSSEG, END, ENDS, GROUP, SEGMENT, and
SEQ.

+ Simplified segmenl: CODE, CONST, .DATA, .DATA? DOSSEG, EXIT,
FARDATA, FARDATA?, MODEL, and .5TACK.

v Smuciure/Record: ENDS, RECORD, STRUCT, TYPEDEF, UNION.

Because a knowledge of these categories is not necessary. we’ll cover the directives
cother than macro-relaied ones) in alphabetic sequence.

ALIGN Directive

The ALIGN directive causes the assembler to align the next data item or instruction on an
address according to a given value, Alignment cap facilitate the processor in accessing
words and doublewords. The general format is
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“-.;.L-IGH number .i
The number must be a power of 2, such as 2, 4, 8, or 16. In the following 2xample, the lo-
cation comnter is at 0005 when the ALIGN 4 statement causes the assembler to advance its
location counter 1o the next address evenly divisible by 4:

0005 ALICH 4
0008  DEWORD DD O +Align on douslewsrd boundary

If the location counter is already al the required address, it is not advanced. The assembler
filts unused bytes with zeros for data and NOPs for instructions. Note that ALIGN 2 has the
same effect as EVEM.

ALPHA Directive

The .ALPHA directive, placed at or near the start of a program, tells the aszembler to
arrange segments in alphabetic sequence, for compatibility with early assemnbler versions.
You can also use the /A option on the assembler command line. (Sce also the DOSSE(G and
SEQ directives.)

ASSUME Directive

ASSUME tells the assembler to associate segment names with the C§, DS, ES, and 5% seg-
menl registers. 1ts general format is

i A5 SUME seg—reg:seg;name_[. vaa]

Valid segment register entries are CS, DS, ES, and S8. plus FS and GS on the B0386 and
later processors. Valid segment names are those of segment registers, NOTHING, GROUF,
and a SEG expression. One ASSUME starement may assign up to four segment registers,
in anv sequence. The simplified segment directives antomatically generate an ASSUME.

In the following ASSUME statement, CODESG, DATASG, and STACK are the
names the program has used 10 define the segments:

ASSUME  C5: CODESG, D5 :DATASG, 551 STALK  E5: DATASG

Omission of a segment reference is the same as coding NOTHING. Use of the key-
word NOTHING also cancels any previous ASSUME for a specified segment register:

ASSIME ES:NOTHIMCG

Suppose that you neither assign the ES register nor use NOTHING to cancel it. Then,
to reference an itern in the data segment, an instruction operand may use the segment over-
ride operator (2 to reference the ES register, which must contain a valid segment address:

MOY  AX . ES: [BX] iUse indaxed address
WMoY AX ES:WORDA :Mova contents of WORDA
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LODE Directive

This simplified segment directive defines the code segment. s general format is

LCOOE [name] {

All executable code must be placed in this segment. For TINY, SMAEL, and COMPACT
models, the defavlt segment name 15 _TEXT. The MEDIUM and LARGE memory models

permil multiple code segments, which yon distingaish by means of the name operand. (Sze
also the MODEL ditecrive.)

COMM Directive

Defining a variable zs COMM gives it both the PUBLIC and EXTRN atiributes. In this way,
you do aol have ta define the vanable as FUBLIC in one module and EXTEN in another,
The general format is

| Co [NEAR/FAR] Tabel:sizel:caunt] |

« COMM is coded within 3 data segment.

*» The NEAR or FAR altributes may be coded or allowed to default to one or the other,
depending on the memory maodel.

+ The label 15 the name of the vanable, Note that the variable cannot have gn initial
valoe,

+ The size can be any of the type specifiers BYTE, WORD. DWORD, QWORD. and
TBYTE, or an integer specifying the number of bytes.

» The count indicates the number of elemenls for the variable, The defauit is 1.

The following examples dzfine items with the COMM atoibute:

COMM  HEAR COMFLD1:WORD iwWord size with COMM attribute
COMM  FAR COMFLDZ:BYTE: 25 ;2% bytes with COMM attribute

COMMENT Directive

This directive is useful for multiple lines of comments. Its general format 15

COMMENT delimiter [commerts]
[comments]
delimiter [comments]

The delimiter is the first nonblank characeer, such as % or +, following COMMENT. The
comments lerminate on the line on which the second delimiter appears. This example uses
“+" as a delimiter:
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COMMENT + This routine scans
the keyzoard input
for dinvalid

+ characters.

TASM Jdeal mode does recognize the COMMENT directive.

LCONST Directive

This simplified segment directive defines a data (or constant-data) segment with the “censt’
class. (See also the MCDEL directive.)

CREF Directive

This directive (the defaule} tells the assembler (0 generate a cross-reference table. It would
be used following an . XCREF directive that caused suppression of the table.

DATA and .DATA? Diraclives

These simplified segment directives define data segments. .DATA defines a segment for imi-
tialized near data; .DATA? defines a segment for oninitialized near data, usually used when
linking to a high-level language. For a stand-alone assembly program, you may also define
oninitialized near data in 8 .DATA segmen. (See, in addition, the .FARDATA and MODEL
directives.)

DOSSEG/ DOSSEG Divaclive

Thete are a number of ways to centrol the sequence in which the assembler arranges seg-
ments. (Some early versions arrange them alphabetically.) You may code the .SEQ or
ALPHA directives at the start of a program, or you may enter the /S or fA options on the
assembler command line. The DOSSEG [ .DOSSEG since MASM 6.0) directive tells the
assembler to ignore all other requests and 1o adept the DOS segment sequence—basically,
code, data, and stack. Code this directive at or near the start of the program. primartly to fa-
cilitate the use of the CODEVIEW debugger for stand-alone programs.

END Directive

The END directive is placed at the end of a source progran. The general format is

I| END [start-address]

The optional start-address indicates the location in the code segment {(usually the first in-
struction) where execution is to begin, The system loader uses this address 1o initialize the
CS register. If your program consists of only one module, define a start-address. If it con-
sists of 2 number of modules, only one (usually the first) has & start-adkdress.
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ENDF Directive

This directive indicates the end of a procedure, defined by PROC. Iis general format is

WASM proc-name EMNDP
TASHM Ideal mode: ENDP [proc-name]

The procedure name is the same as the one that defines the procedure,
END3S Directlive

This directive indicates the end of a segment {(defined by SEGMENT) or a struciure (de-
fined by STRUC or STRUCT). Its general format is

MASH.: ) seg-nm ENOS
TASM Ideal mode: ENDS [seg-nama]

The segment name is the same as Lhe one that defines the segment or structure.
EQU Directive

The EQU directive is used to redefine a data namne or variable with another data name, van-
able, or immediate value. The directive should be defined in a program before it is refer-
enced. The formats for numeric and string a data differ:

Wumeric equate: name EQU expressi¢n
String eqguate: name EQU <string-

The assembler replaces each occurrence of the name with the operand. Because EQU is
vsed for simple replacernent, it takes no additional storage in the generated object program.
Examples of the use of EQU with numeric data are:

COAMTER D% O

SUM EfLl  COCUNTER jAncther name for COUNTER
TEN EQ 10 iMumeric value

INC  SUM iIncrement COUNTER

ADD  SUM.TEH ;add 10 to COUNTER

Examples of the use of EQU with string data are;
PRODMSL EQQ) <" Enter product number:’=
BYFTR EXHf =BYTE PTR=>
MESSGEL DE  PRODMSG ;Replace with string

MOV SAWE,EYPTR [EX] :Replace with string

The angle brackers make it easier (o indicate a string operand.
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ERR Diractives

These conditional error directives can be used to help test for errors during an assembly:

DIRECTIVE ERROR FORCED

.EREK When encountered

.ERRI1 During pass 1 of an assembly
.ERR2 During pass 2 of an assembly
ERRE By mue (1) expression

ERRENZ By false (not O cxpression
.ERRDEF By defined symbol
.ERRNDEF By not defined symbal
_ERRR By blank string

.ERERNB By not blank siring
.ERRIDN[I] By identical strings
ERRDIF[I] By different strings

You could use the preceding direclives in macros and in conditional assembly statements.
In the following conditional assembly statements, the assembler displays a message if Lhe
condition is not true:

IF conditicn
EL3E .ERR

¥OUT [messapge]
ENDIF

Since MASM 6.0, it is 1o longer necessary to refer 1o pass 1 (ERR1) or pass 2 (ERR2) of
an assembly.

EVEN Direcfive

EVEN tells the asscmbler to advance ils location counter if necessary so that the
next defined data item or instruction is aligned on an even sterage boundary. This fea-
ture facilitates processors that can access 16 or 32 bits at a time. (See also e ALIGN
directive.)

In the following example, BYTELOCN isa 1-byte field on an even boundary, 0016,
The location couater is now at 0017, EVEN causes the assembler to advance the location
counter one byte to 0018, where the next data item, WORDLOCN, is defined:

Q0Dle BYTELOCMN DB 7
Q017 EVEM (Advance Jocatien counter)
Q018 WORCLOCM DwW 7
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-.EXIT Directive

You can use this directive in the code segment to generate program termination code. Iis
general format is

MASH: LEXIT [return-valuse]
TASM Tdeal mode: EXITCODE [return-walue]

where a return-value of 0 means no problem and 1 means an error terminated processing.
The generated code 1s

MOY AN, 4CH
MY AL, return-value iGenerated 1f return-value coded
THT 2IH

EXTRN/EXTERN Diractive

The EXTRN {or EXTEERN since MASM 6.0) directive jnforms the assembler and lindker
about data variables and labels that the current assembly references, but that anotker mod-
ule (linked ta the current one) defines. The general format is

[EmN;ExTEnH‘nm:type [, ...]

The name is an item defined in another assembiy and declared in it as PUBLIC. The type
specifier can refer to either of the following:

« Data jtems: ABS (a constant), BYTE, WORD, DWORD, FWORD, QWORD,
TBYTE. Code thhe EXTRN in the segment in which the item occurs.

= Distance: NEAR or FAR. Code NEAR in the segment in which the item oceurs, and
code FAR anywhers.

In the next example, the calling program defines CONVAL as PUBLEC and as a DW.
The called subprogram identifies CONVAL (in another segment) as EXTRN and FAR.

Calling program:
DSECL  SEGMENT
PUBLIC CONVAL
CONVAL DW ?
D5EGL  ENWDS
Called subprogram:

EXTRM CONVAL : FAR
DSEGZ  SECMENT

Wy AN, COMVAL
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DREC? ENDS
See Chapter 23 [ur examples of EXTRM.

FARDATA and .FARDATA? Direclives

These simptified segment directives define data segments. FARDATA defines a segment
for initialized far data, and FARDATA? defines a segment for nninitialized far data. For &
stand-alone assembly program, you may also define uninitialized far data in a FARDATA
segment. {Sce also the DATA and MODEL directives.}

GROUP Directive

A program may contain several segments of the same lype {code, data, or slack).
The purpose of the GROUP directive is w collect segments of (the same 1ype under one
name, so that they reside within one segment, usually a data segment. The general for-
mal is

name  GROUP ceg-name [, 5eg-riame].

The foilowing GROUP combines DSEG1 and DSEG?2 in the sume assembly module:

CROUPX  GROUP 0SEGL, DSEGR
DSEGL  DSEGMENT  PARA ‘Data’
ASHUME DS GROUFX

DSEGT ENDS

DSEGZ  DSECMENT  PARA ‘Data’
ASEUME BS GROUPX

DSECZ  ENDS

The effect of using GROUP is similar to giving the segments the same name and the
PURLIC attribute,

INCLUDE Directive

Tf you have sections of assembly code or macre instructions that varons programs Use, you
may store them in separate disk files, available for use by any program. Consider a routine
that converts ASCIE code to binary is stored on dve E: in a file named CONVERT.LB. To
access the file, insert an INCLUDE statement such as

INCLUDE E:COMYERT.LIE

at the location in the source program where you would normally code the ASCII conver-
sion routine. The assembler locates the file on disk and includes the siatements in your pro-
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gram. (I the assembler cannot find the file, if issues an error message and ignores the TN-
CLUDE)

Fer cachincluded line, the assembler prnts a C {(depending on version] in column 30
of the LST file and begins the scurce code in column 33,

Chapter 22 gives a practical example of INCLUDE and explains how to use the di-
rective cnly for pass 1 of an assembly.

LABEL Dirgctive

The LABEL directive enables you to redefine the aitribute of a data variable or instructicn

label. [ts general format is
name LABEL _t}ﬁe-specifiéq

For labels, you may use LABEL to redefine executable code as NEAR, FAR, or PROC.
such as for a secondary entry point into a procedure. For variables, you can use the type
specifiers BYTE, WORD, DWORD. FWORD, QWORD, or TBYTE, or a stnicture name,
ta redefine data items and the numes of siructures, respectively. For examnple, LABEL en-
ables you to define a field as both DB and DW,

The following example 1llustrates the BYTE and WORD types:

BYTEL LAREL BYTE :Rafire first byte as BYTEL
WORD1 D 2532H :Define first two bytes as WORDL
WORDZ  LABEL WORD ;Dafine third and fourth bytes as WORDZ
BYTEZ DR 25H :Dafine third byte as BYTEZ
)1 32H ;Define fourth byte .
MY AL BYTEL :Move lst byte
MY BX , WORD2 sMowve third and fourth bytas

The first MOY instruction moves only the first byte of WORD1. The second MOV moves
the two bytes beginning at BYTE2. The PTR operator performs a similar [unction.

The next example uses LABEL with the NEAR operator. Although the normal way
to code a near label is with a semicolon suffix, as A20CALC:, you can also code the label
as A200CALC LABEL NEAR.

LIST Directive

The .LIST ditective (the default, and known a3 %LIST in TASM Ideal mode] causes the &5-
sembler to list the source program. You may have ablock of code that you don’t need listed
because it is common to other programs. In this case, you may use the XLIST (or
NOLIST) directive to discontinee the listing and then use .LIST to resurne Ihe listing. Use
these directives with no operand
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MODEL Directive

This simplified segment directive creates defaull segments and the required ASSUME and
GROUP statements. ts gencral formar is

The memory models are

TINY Since MASM 6.0 and TASM 4.(}, used for .COM programs.
SMALL All data in one segment and all code in one segment.
MEDTUM All data in one segmemt, but coxde \n more than one segment.
COMPACT  Data in more than one segment, but code in one segment. -

LARGE Both daia and code in more than one sepment, but no aray
may excesed 64K

HUGE Roth data and code in more than one segment, and arrays may
excecd 64K,

The .STACK directive defines the stack, .CODE defines the code segment, and any
or all of .DATA, .DATA?. FARDATA, and FARDATA? may define data segments, Here

is an example;

in TASM [deal mode, the ditective is MODEL (with no leading dot) and the segments
are CODESEG, DATASEG, UDATASEG, FARDATA, and UFARDATA, respectively.

_iEDEL.memﬂ;y—mude;]

MODEL  SMALL

«2TACK
-CATA

- CO0E

END

120

[data items]

finstructions]

.NOLIST Directive {sea .XLIST Directive)

Consider a data szgment with the following definitions:

ORG Directive
DFFSET  NAME
00 WORD1
02  BYTER
03 WORDZ

FL BYTE:

OPERATLION

oW
DB
|
co

OPERAMND LOCATION COUNTER

25424

3EH

212EH
Q0000705H

Qz
03
1
0%
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Initiatly. the assembler’s locanion cournter 15 set to 00, Because WORDI is 2 bytes, the lo-
cilion counter is incremented 1o 02 for the Jocation of the next item. Because BYTEL is |
hyte, the Jocahon counter is incremented o U3, and so forth, You may use the OR{G direc-
tive 1o change the contents of the location counter and, accordingly, the location of the next
defined nera. [ts general format is .

|_ORG expression

The expressicn must form a 2-hyte absolute number and must not be a symbolic name.
Suppose the following data ilems are defined immediatzly after BYTE2 in the previoiis
definition:

OFFSET NAME OPERATION OFERAMD LOCATION COUNTER

{RC 0 [N H
on BYTE3 DB ? oL
o1 WORD 3 Ol 7 o2
a3 BYTE4 DB 7 04

ORGC §+5 09

The first ORG resers the location counter to (K. The variables that follow—BYTE3,
WORD3, and BYTE4—redefine the memory locations originally defined as WORIN,
BYTEL, and WORD?2, respectively:

oresee] T A T2 [5 0w T3 5, 714
I I

I I
WCRDL BYTEL WORDZ BYTE2
| I
BYTEZ WORD32 BYTE4

An operand containing a dollar symbal (3}, as in the Jast ORG, refer to the current
value in the location counter. The operand $+35 thercfore sets the location ceunter to
04 + 3, or 09, which is the same setting as after the definition of BYTEZ2.

A reference to WORD2 is to a 1-word field at offsat (43, and a reference to BY TE4 15
o a |-hyre field also at offset 03:

MV AX,WORD? :One word
MOy AL BYTE4 :One byte

When you us¢ ORG to tedefine memory locations, be sure 10 reset the location
counier 1o the correct value and that you account for all redefined memory locations.
Also, the redefined variables should not contain defined constants—these would
overlay constanls on top of the original ones. ORG cannat appear within a STRUC
dgefinition.

%OUT/ECHO Diractive

This directive tells the assembler to direct a message to the standard ontput device (usually
the screen). {Since MASM 6.0, the name is ECHO.) The general format iz
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®OUT /ECHD mes sagej

The “.ERR Birectives” section gives an example.

PAGE Directive

The PAGE directive at the stant of a source program specifies the maximum number of lines
to list om a page and the maximum number of characters on 2 line. Its general formal 15

{_pfu_.-::_z__ [[1ength] ,width] ]

The fellowing example sets 60 lines per page and 132 characters per line:
PAGE B{3,232

The number of lines per page may range from 10 o 255, and the number of characiers pet
line may range from 60 1o 132. Omission of a PAGE statement cavses the assembler to as-
sume PAGE 50,80, To force & page ta eject at a specific line, such as at the end of a seg-
ment, code PAGE with no operand.

In TASM Ideal mode, PAGE with an operand is %PAGESEZE and PAGE with no
operand is FNEWPAGE.

PROC Diractlve

A procedure is a block of code that begins with the PROC directive and terminates with
ENDFP. Although technically you msy enter a procedure inline or by a JMP instruction, the
normal practice is to use CALL to enter and RETN or RETF to exit. The CALL operand
may be a NEAR or FAR type specifier.

A procedure that is in the same segment as the calling procedurs is a NEAR proce-
dure and is accessed by an offset:

ipruhc.-nm F:RDC [MEAR] |

An omitted operand defaults o NEAR. If a calied procedure is extemal to the calling seg-
ment, it must be declared as PUBLIC, and you should nuse CALL to enter it

For an .EXE program, the main PROC that is the enery peint for execution mast be FAR.
Also, a called procedure under a different ASSUME CS value must have the FAR attribute:

MBLIL proc-name
proc-name PROC FAR

A far label may be in another segment, which CALL accesses by a segment address
anl offset.
TASM Ideal mode defines PROC and ENDP like this:

PROLC  prac-name [NEAR/FAR]

ENDP [proc-name]
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Processor Directves

These directives define the processors that the assembler is to recognize. The normal place-
ment of processor directives is at the stant of a source progran:, although you could code
them inside a programn at a point where you want a processor’s features enabled or disabled.

= _B086 enables the ROBG/B0EE and BOBT coprocessor (the defaualt mode).

+ 186, .286, .3B6, 486, and .586 enable a1l the mstruction sets up ko and including the
named processor and its associated coprocessor. That is, the directive permits instroc-
tions of carlier processors. (For example, 386 enables 387, 286, .186, and .3086.}

+ . 186F, .2BGP. .3R6P, 4B6P and .5E6P enable all the instruction sets just cited, plus the

processor’s privileged instructions. TASM Ideal mode uses the terms PS086 through
P586 and PE0S7 through P387.

PUBLIC Directive

The purpose af the PUBLIC directve is to inform the assembler and linker that the identi-
fied symbots in an assembly are te: be referenced by other modules linked with the current
ope. [ts general format is

|FI.IBLIC symbol [, -.. ] |

The symbol can be a label, a number {up to two bytes), or a variable. See the "EXTRN
Directive” section and Chapter 23 for examples.

RECORD Directlive

The RECORD direcuve enables you 1o define patterns of bits, such as color patterns and
switch indicators as one bit or as muitibit. Its general format is

msm:recnrd—nmem RECORD field-name:width[=exp]l [, ... 1
TASM Tdeal mode: RECORD record name... .

The record natne and field names may be any unigue valid idenivhers. Following each
field name is a colon {;) and a width that specifies the aumber of bits. The range of the width
entry is 1 to 32 bits. Lengths up to § become 8 bits, 9 to 16 beceme 16 bits, and 17 to 22
become 32 bits, with the contents right adjusied if necessary. The following example uses
the RECORD directive to define BITREC:

GITREC RECORD BITL:3,BIT2:7,.BIT3:E

RIT1 defines the first 3 bits of BITREC, BIT? defines the next 7, and BIT3 defines the last
6. The total is 16 bits, or 1 word. You may imtialize valves in a record as follows:

ETTREC? RECORD BIT1:3«101B,BIT2:7=01101108,BIT3: 6=0110106
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. Note that a RECORD definition does not actually generate any storage. Therefore,
following a definition of RECORI? in the data segment, you have to code another statement
that allocates storage for the record. Define a unique valid name, the record name, and an
operand consisting of angle brackets {the less-than and greater-than symbols}):

DEFBITS BITREC <=

The allocaton for DEFBITS penerates object code ATNAH {siored as SAAD) in the data
ssgment. The angle brackets may also contain entries that redefine BITREC.

The program in Figure 26-1 defines BITREC as RECORD, but without initial values
ins the record fietds. In this case, an allocation staterent in the data segment a3 shown within
angle brackeis initializes each field.

Record-specific operators are WIDTH, shift count, and MASK. The use of these op-
erators permits you 1o change a RECORD definition without having ta change the instruc-
Hons that reference it.

WIDTH operoter.  The WiDTH operator returns a width as the aumber of bits in a
RECORD or in a RECORD field. For example, in Figure 26-1, following A20 are two ¢x-
amples of WIDTH. The first MOV retumns the width of the entire RECORD BITREC (16
bits); the second MOV retums the width of the record field BIT2 (7 bits). In both cases, the
assembler has generated an immediate operand for width.

Shift cound. A direcy reference 1o a RECORD field such as MOV CL,BIT2 does
not refer 1o the contents of BIT2. {Indeed, that would be rather difficult.) Instead, the as-
sembler generates an immediate operand that contains a shift count to help you isolate the
field. The immediate value represents the number of bits that yov would have to shift BIT2
to right adjust it. In Figure 26-1, the three examples following A30 return the shift count for
BIT1, BITZ, and BIT3.

MASK opergior.  The MASK operator returns a mask of 1-bits representing the
specified field and, in effect, defines the bit positions that the field cccupies. For example,
the MASK for each of the fields defined in BITREC is

FIELD BIMARY HEX
BIT1 111000000G000000 ECOG
BITZ (001111111000005 1FCA
BIT3 GOOO0QD0D0111111 00O3F

In Figure 26-1, the three instructions following A40 return the MASK values for

BIT1, BIT?2, and BIT3. The instructions following A5G and A60 isolare BIT2 and BIT1, re-

_spectively, from BITREC. A50 gets the record into the AX register and uses a MASK of
BIT2 ta AND it:

Record: 191 0110119 011010
AND MASK BITZ: 009 1111111 OOQQO00
Result: 0 0110110 CODO0H:



TITLE  AZERECOR (COM} Test of RECORD Directiwve

4000 CODESG  SECMEMT PARA “Code’

ASSUME €5: CDDESS,DS;:C0ODESG, 55 :C0DESG
4100 ORG 100H
010D EB D2 BEGIN: JMFP SHORT AJOMATH

BITREC RECORD BIT1:3.BIT2:7.BIT3:6 :Define record

0102 AD9A DEFBITS BITREC «<1018,0110110E,0110108> ;Init. record
0104 ALOMATN PROC HEAE
0704 A2 Width:
104 A7 10 MW  BH,WIOTH BITREC : of record {16)
0i0e BY Q7 MY AL WIDTH BITZ2 i of Field (07
{108 Ail: 15h1ft count:
g108 Bl QD M CL,BIT1 v hex DD
0104 Bl O6 MOV {L,.BIT? H 06
Q100 R1 OO0 W €L ,BIT3 H (i,7]
01GE A4l iMaszk:
J10E |8 EOOO MOV AN MASK BIT] v hex EOOD
0111 2B 1FCQ MOV BX,MASK BIT: H 1FCO
0114 89 OO0IF MOy O MASY BRIT3 i 003F
0117 A5D: :Isnlate BITZ:
Q117 AL 0102 R MY A, OEFRITS 3 get record
Q1tA 25 1FCO AND  AX, MASK BIT? i <clear BITL & 3
Q110 B1 0& My CL,BIT2 1 get sphify 06
O1L1F D3 EB GHR AX,CL ;o shifr right
0121 ARG ;Isolate AITIL:
0121 Al 0102 R oy Ad DEFRITS i pet record
nli4 Bi 20 MOY  CL,BIT1 : get shifc 13
126 D3 E8 SHR Ax,CL ; shift right
(MZE BE 4CDO MOV A, 4CE0H 1End processing
0128 (D 21 INT 21H
oz2p AlOMAYN EMDP
oL2D COCESLG ENDS

ENG: BEGIN
Structures and Records:
HNamae width #£ fields

Shift width Mask Initial
BITREC . . . . . . . . D310 0003
BITL . . . . . . . . DOOD O3 EQOO 0000
BITZ . . . . . . . - DG D7 1FCO (L1
gIT} . . . . . . . . 0DDOGD 00E Da3F DG
Segments and Croups:
Hame Length AYign Combine C(lass
CODESG . . - . - . . . 012D PARA MONE CobE"
Symbols:
Name Typs= value Attr
ALDMAIN . . . . . . . - N PROC 0114 CODESG  Length = D024
A0 . . . . - . . « « « L NEAR D104 CODESS
A0 . . . . . . . - . . L HNEAR 0108 COBESL
F . 1 . . L HEAR 0O10E CRESG
AS0 . . . . . . . . . . L NEAR 0117 CODESG
AD . . . . . . . - . . L NEMR D111 CODESL
BEGIN . . . . . . - . . L KEAR 0100 CODESS
BITL . - . - « . « + . . DODD
BIT? . . . . . . . . . . DG
BIT: . . . . . . os o .. DOOD
DEFEITS . . . . . . - L WORD D102 CODESG

Figure 26-1 Using the RECORD Directive
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The effact is to clear all bits excepl those of BIT2. The next two instructions cavse the AX
te shift 6 bits s0 that BIT? is right-adjusted:

DOCGHIOO0000E10110 (O36H)

The example following AG0 gets the record into the AX, and because BIT1 is the left-
mast field, the routine simply uses its shift factor o shifi nght 13 bits:

QOOOOO000MILOL (HISHY)

SEGMENT Directive

An assembly module consists of one or more segments, part of a segment, or even parts of
several segments, The general format for a segmenl is

58 -name S.EIEHENT [align]) [combinel t'ﬂas-s-’]

seg-name ENDS

TASM 1deal mode uses the format SEGMENT seg-name . .

All aperands are optional. The following subsections describe the entries for align,
combine, and class.

Algn. The align operand indicates the starting boundary for a segment:

BYTE Next address

WORD  Neat even address (divisible by 2)

DWORD  Mext doublewaord address (divisibie by 4)
PARA Next paragraph (divisible by 16, or 10H)
PAGE Next page address (divisible by 256, or 100H)

PARA is commonly used for all types of segmems. BYTE and WORD can be used for seg-
ments that are to be combined within another segment, usually a data segment. BPWORD is
normally used for programs to be run on 80386 and later processors

Combina. The combine operands NONE, PUBLIC, STACK, and COMMON in-
dicate the way the linker is 10 handle a segment:

» NONE (default): The segment is to be ogically separaie from other segments, al-
though it may end up physically adjacent to them. The segment is presumed to have
its own base address,

+ PUBLIC: LINK loads PUBLIC segmenis of the same name and class adjacent Lo one
another. One base address is presurned for all such FUBLIC segments.

« STACK: LINK treats STACK the same as PUBLIC. There must be ai jeast one
STACK defined in a linked .EXE program. If there is more than one stack, the 5P is
set to the start of the firsl stack.
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« COMMON: If COMMON segments have the same name and class, the linker gives
them the same base address. During execution, the second segment averlays the first
one. The largest segment, cven if overlaid, deermines the length of the commeen area.

* AT paragraph-address: The paragraph must be defined previously. The entry facili-
tates definmg labels and vanables at fixed offsels within fixed areas of memory, such
as the interrupt tahle in low memory or the BIOS dsta area at 40[0]H. For ezampie.
the code in ROM defines the location of the video display area as

VIDED_RAM SECMENT AT GBEOOH

The assembler creates a dummy segment that provides, in effect, an image of the memory
locations.

‘ehass’. The class entry ¢an help the linker associate segments with different
names, identtfy segments, and control their crder. Class may contain any valid name, con-
tained in single guotes. The linker uses the name to relate segments that have the same name
and class. Typical examples are ‘Data’ and ‘Code’. If you define a class as ‘Code’, the linker
expects that segmem to contain instruction code. Aiso, the CODEVIEW debugger expects
the class ‘Code’ for the code segment.

The linker combines the following two segments with the same name (CSEG) and
class (*Code’) into one physical segment under the same seginent register:

Assembly CSEG  SECMENT PARA PUELIC ‘Code’
module 1 ASSUME  C5:CSEGC

Assembly CSEG SEGMENT PARA FUBLIC 'Code’
module 7 ASSUME  C5:05E4

Becanse you may want o control the ordering of segenenis withm a program, it is use-
fu} to understand how the linker handles the process. The original order of the segment
names provides the basic sequence, which you may overmide by means of the PUBLIC at-
tribute and class names. The following example shows two object modules (both modules
contain a segment named DSEG1 with the PUBLIC arribute and identical class names) be-
fore linking:

module 1 SSEG SEGMENT  PARA STACK

module 1 DSEGL SEGMENT  PARA PUBLIC ‘Dara’
module 1 DSESZ  SECVENT  PARA

madule 1 CSEC SEGMENT  PARA 'Code'
module 2 DSEGL SECMENT PARA FUBLIC ‘Data’
module 2 DSEGZ SECHENT  PARA

modile 7 CSEL SEGMENT  PARA 'Code’
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After the OBI modules are linked, the .[EXE module looks like this:

module 1 CHEG SECMENT PARA ‘Code’
medule 2 CSEC  SECMENT PARA ‘Code’
medules 1 + 7 DSECL  SECMEMT PARA PUBLIC ‘Data’
module 1 DSECZ  SECMENT PARA

module 2 DSECZ  SECMEMT PARA

module 1 S%EC SECMENT PARA STACK

You may nest segmenls, provided thal one nested segment is completely contained
wilhin the other. In the following example, DSEG? is completely contained within DSEG] :

DS5EGY SEGMENT
O5EGL begins
DSEG2  SECGMENT
. DSECY area
DSEGE  ENDS
. DSELL resumes
DSECL ENDS

The .ALPHA, .SEQ, and DOSSEG directives and the assembler options fA and /S
can also control the order of segments. {To combing segments into groups, see the GROUP
directive.}

SEQ Directive

This directive (the defaull). placed at or near the start of a program, tells the assembler 10
leave segments in their onginal sequence. {Some early assemblers rearranged segments in
alphabetic sequence.) You may also use the assembler command bing option /A, (See lso
the ALPHA and DOSSEG directives}

STACK Direcfive

This simplified segment directive defines the stack. Iis general formal is

[ STACK [size]

The defanlt stack size is 1,024 bytes, which you may override. (See also the MODEL
directive.)

STARTUP Dhractive

You can nse this directive at the start of the code segment to initialize the DS, 58, and 5P
registers. TASM Ideal mode nses (he term STARTUPCODE. See also the EXTT directive.

STRUC/STRUCT Directive

The STRUC directive { STRUCT since MASM 6.0 facilitates defining related fields within
1 structure. [ts general format is
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I struc-name STRUC/STRUCT

.
I
,
. [ def-ned Fields ]
| I
I

i struc-name  ENDS

A structure begins with its name and the directive STRUC and ends with the name and the
directive ENDS. The assembler idenilies the delined fields one ufter the other from the start
of the stucture. Walid entries are DB, DW, DD, DO, and DT definitions with opticnal field
names.

TASM [deal mode uses the format STRUC struc-name.

In Figure 26-2, STEUC defines a paramcter list named PARLIST for use with INT
21H function 0AH to input a name via the keyboard. Note that {like the RECORD direc-
tive} STRUC does not actually generate any storage. Therefore, an aliocation stalement 1s
needed to allocate storage for the structure, making it addressable within the program:

PARAMS PARLIST o

The angle brackets (less-than and greater-than symbols) in the operand are empty in this
example, but yon may use them to redefine (or override) data within a suucture.

Instructions may refersnce a structure directly by its name. To reference fields within
a structure, instructions must qualily them by vsing the allocate name of the structure
(PARAMS in the example}, followed by a period that connects it with the field name, as,
for example, MOV AL PARAMS ACTLEN.

You may alsa use the allocate statement (PARAMS in Figure 26-2) to redefine the
contents of fields within a structure.

SUBTTL/SUBTITLE Directive

The SUBTTL directive (SUBTITLE since MASM 6.0 and SSUBTTL in TASM [deal
mode) causes a subhitle ol up k60 characters to print on line 3 of each page of an assem-
bly source listing. You may code this directive any number of imes. The general fonmar is

SUBTTL/SUBTITLE text |

TEXTEQU Dkective
The general format for this directive (introduced by MASM 0.0 is

| TEXTEQU [text-iten] |

The operand text-iters can be a lileral string, a constant preceded by %, or a string that a
miacro function has returned.
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page &0,132
TITLE AZESTRUC (COM) Defining a structure
Q00 CODESL SECMENT PARA "Code’
ASSUME  C5; CODESG, DS: CQDESG, 55 : COOESC
D100 G 100H
0iod EB 30 BEGIN: IMP  SHORT MAIN
ARLIST STRUCT iParameter 1ist
A0 19 MAXLEN DB 25 H
M1 00 ACTLEM DB ? H
0G0Z U019 [20] MAMEIM LB 25 DUR(' *3 ;
001 FARLIST EMOS
0l0Z 1% FARAME PARLIST < ;Allocate stgrage
0103 00
0104 0019 [20]
011D 57 B8 Gl 74 I0 &9 PROMPT OB ‘what is the part ng.?7'
73 20 74 6B 65 20
O 61 72 74 {0 6E
aF 2E 3F
0132 MATM PROC MEAR
0137 B4 40 Oy AH, 40H ;Reguest display
0134 BB G001 My Bx,01
0137 B9 0015 . WOy x,21 :Length of grompt
013A 80 16 011D K LEA D¥ , PROMAT  Address of prompt
013E (D 21 INT Z1H
014G B4 QA MOy AH , OAH ;Accept keyboard
n1£2 80 16 0loz R LEA o, PARAMS @ input
D146 [0 21 INT Z21H
0148 AD 0103 R MO AL, PARAMS ACTLEN
: v ;Length of inpat
0148 B3 4CD0 MOy AX  4C00H ;End processing
Ql4e O 21 INT 21
o150 MATM EMOP
0150 CODESC EMDS
END BEGIN
Structures and Records:
Hamae Widgth # fields
Shift Width Mask Initial
PARLIST . . . . . . . .DO1B Kx3
MAOOLEW - . . . L . . L0000
ACTLEM . . . . . . . 0001
MAMEIN . . . . . . . .DOG2
Segments and Groups:
HName Length Align Combineg (lass
COOESC . . . . . . - . D15Q PARA HONE "CODE "'
Symbols:
Hanme Type Value ATty
BEGIN . . . . . - . . .L NEAR Q100 CODESG
MATN ., . . . . . . . . MPFROC 0132 CODESC Length = DOLE
PARAME . . . . . ... L 0102 COESG
PROMFT . . . . . . . . L BYTE Q11D CODESL

Figure 262 Using & Strocture:
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TITLE Directive

The TITLE directive (% TTTLE in TASM Ideal mode} cavses a title of up to &0 characters
o pring on line 2 of each page of a spwree listing. You may code TITLE once, ac the st
according to the format TITLE text.

XCREF/.NOCREF Directive

The XCREF diractive { NMOXREF since MASM 6.0) 1ells the assembler to suppress the
cross-reference table, Iis xeneral formad is

| - .
i LXCREF/ .MOCREF [hame [,name] ..:51

Omitting the operand causes suppression of all entries in the table. You may also suppress
the cross-reference of particular items. Here are examples of X CREF and .CREF:

JXCREF sSuppress cross-reference
.CREF iRestore cross-refersance
.XREF FLDA, FLDB ;Suppress crass-reference of FLDA and FLDBE.

XLIST/.NOLIST Direcfive

You may use the XLIST directive (named .NOLIST since MASM 6.0 and %NOLIST in
TASM ldeal mode) anywhere in a source program to discontinue listing an assembled pro-
grani A typical situation would be where the statements are cominen to other programs and
you don't need another listing. The .LIST directive (the default) resumes the listing. Lse
these dirgctives with no operands.
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INTRODUCTION

This chapter explains machine code and provides a list of symbaolic instructions with an ex-
planation of their purpase. -

Many instructions have a specific purpose, so thal a 1-byte machine language in-
struction ¢ode is adequate. The following are examples:

MACHINE  SYMBOLIC

CODE INSTRUCTION COMMENT

L) INC AX :Increment AX

50 PUSH AX ;Push AX

3 RET (short) ;Short return from proacegure
CE RET (far) +Far return from procedure
Fi sTh :Set direction flag

None of these instructions makes a direct reference to memory. Instructions that specify an
immediale operand, Iwo registers, or a reference to memory are more complex and require
twe or more bytes of machine code.

Machine code has a special provision for indicating a particular register and another
provision for referencing memory by means of an addressmg mode byle.
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REGISTER NOTATION

Instructions that reference a register may contain three bits that indicate the particular reg-
ister and a w-bir that indicates whether the width is a byte (01 or a word (1). Also, only cer-
tain instructions may access the segment registers. Figure 27-1 shows the complete register
notations. For example, hit value 000 means AH if the w bitis O and AXif it is I.

Bite for
General, Base, and Lndex Regiatera Seqment Registers

Bica L w o= 1 ano B
oaq Al AX SEAX o001 o5
ool o1, CX/ECK 010 3+
il K| DL DS BDX 011 g8
011 BL BX/EBX 104 4]
190G AH Sp 101 55
141 CH BE

11c DH 5T

111 BH Dl

Figure 27-1

Here's the symbolic and machine code for a MOV instruction with a 1-byte immedi-
ite operand:
MOV AH, 00 10110 100 00000GI0

[ 111
W reg = AH

1n this case, the first byte of machine code indicates a width of 1 byte (w = 0} and refers to
the AH register (100). Here's a MOV instruction that contains a 1-word immediate operand,
along with its generated machine code:

WV AX 0D 10111 000 QRoOOO0Q D0OROG00

I Ui
w reg = AX

The first byte of machine code indicales a width of | word (w = 1} and refers to the AX
register (000). For other instructions, w and reg may occupy different positions.

THE ADDRESSING MODE BYTE

The mode byte, when present, occupies the second byte of machine code and consists of the
following three elements:

mod A 2-bit mode, where the values 00, 01, and 13 cefer to memory
locations and 11 refers to & register
reg  A3-bit reference to a register

rfm A 3-bit reference to a register or memory, where r
specifies which register and m indicates a memory address
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Also, the first byte of machine code may contain a d-bit that indicaes the direciion
‘lefifright) of flow, In the following example of adding the AX w the BX

ACC  BX, AK O000011 11 01l Qoo
(I AR
ow mod reg rim

d = 1 mcans thac mod {11} andreg (011) describe the (st opemnd and fm (000) describes
the second operand. Since w = 1, the width is 2 word. Therefore, the instruction is 1o add
the AX (000} 10 the BX (01 1)

The second bhyte of the object code indicates most modes of addressiog memory. You
can nse DEBUG to check the example this way: Key in the machine code as E 10K (3 DB
and unassemble 1t with U 100,101,

Mod bits. The tvo maod bits distinguish bztween addressing of registers and mem-
ory. The following explains their purpose:

M} rm bits give the exact addressing oplion; no offset byte,
01 c/m bits give the exact addressing option; one otfset byte.
10 c'm bits give the exact addressing option; two offsel bytes.

11 o'm specifies a register. The w-bit {in the operation code
hyte } determines whether a reference is to an 8-, 16-, ot
32-bit rmegister.

Reg bits. The three reg bits, in association with the w-bit, determine the actual
width.

R/M bits.  The three #in (register/memary) bits. in association with the mod bits,
determine the addressing mode, as shown in Figure 27-2.

Fm med=i0 mod=01 or 1C mod=11 mod=11
wai W L
Lo BX+5T .05 [BX+5I+dliap] AL A
0oL BX+DI D5: [BX+DL+diep] CL X
o1 BF+5I g8 [BP+5I+diem] DL DX
o1l BF+0OT 833 [BP+DI+disp] BL BX
104 81 DS [8I+diap] AH se
101 DI D8 [DI+diap] CH BE
110 Direct 55: [BF+dimap] DH 5T
111 BX 0s: [BX+diap] BH oI
Figure 27-2

TWO-BYTE INSTRUCTIONS

The following 2-byte instruction adds the BX to the AX:
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ADD  AX, BX 4009 011 11 900 0%

IR
dw mod reg r/m

d=1 rey plus w describe the first operand (AX), and mod
plus r/m plus w describe the second operand (BX).
w=1 The width is a2 word.

mod = 11 The second operand is a register.
reg = (000 The first operand is the AX regster.
vm = 011 The zecond operand is the BX megister.

The next example multiplies the AL by the BL:

MUL BL 11110110 11 100 011

ooy kv
w nod reg r/m

The processor assumes that the multiplicand is in the AL if the muitiplier is a by, the AX
i7 a word, and the EAX if a doubleword. The width tw = 0) is a byte, mod (11 ) references
ategisier, and the register (rfm = 011 is the BL {011). Reg = 100 is not meaningful here.

THREE-BYTE INSTRUCTIONS
The following MOV generates three bytes of machine code:

MOV mem-word, AX 101000LL mmemmmen  fiwtamenom
i
d

A move from the accnmulator { AX or AL} needs to know only whether the operation 1s byte
or word. En this example, w = 1 means a word, and the 16-bit AX is understood. tAL coded
in the second operand would cause the w bit to be zero.) Bytes 2 and 3 contain the offset to
the memory location. Using the accumulator register ofien gencrates a shorter insoruction
length and faster execution than the use of other registers.

FOUR-BYTE INSTRUCTIONS

The following 4-byte instruction multiplies the AL by a memory location:

MUL mem-byte 15110110 00 100 110 mesimmme. mmimmeTm

Lot bl
w nod reg r/m

For this instruction, although reg is 100, the multiplicand is assumed to be in the AL.
Mod = 00 indicates a memory teference, and /m = 110 means a direct reference to mem-
ory: the two subseguent bytes provide the offset te the memaory location.

The next example illustrates the LEA instruction, which specifies a word address:
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LEA DX, mem 10001101 0 010 110 mewvsmmanmm i

IR
LEA mod reg r/m

Reg = 010 designates the DX register; mod = 00 and t/fm = 110 indicate a direct
reference (e a memory address; and the (wo subsequent bytes provide the offset to this
location.

THE INSTRUCTION SET

This section covers the instructien set in alphabetic seyuence, although closely related in-
structions are grouped together for convenience. In addition to the preceding discussion of
mode byte and width bit, the following abbreviations are relevant:

addr Address of a memory location

addr-high  Rightmost byte of an address

addr-low  Leftmost byte of an address

dala Immediate operand (8-bit if w = 0, 16-bitif w = 1}
data-high  Righunost byre of an immediate operand

data-low  Leftmost byte of an immediate operand

disp Displacernent (offset value)

reg Reference o a register

The 80286 and later processors supporf 2 number of specialized instructions not
covered here: ARPL, BOUND, CLTS, ENTER, LAR, LEAVE, LGDT, LIDT, LLDT,
LMSW, LSL, LTR. SGDT, SIDT, SLDT, SMSW, STR, VERR, and VERW. Instructions
unigue to the 80486 and later are BSWAP, INVED, WBINYD, and INVLPG, also not
covered.

Abbreviations for flags are the following: AF = Awxliary, CF = Carry, DF = Di-
rection, IF = Interrupt, OF = Qverflow, PF = Parity, S5F = Sign, TF = Trap, and
ZF = fero.

AAA- ASCI Adjust Alter Additicn

Operation, Corrects the sum {after an ADD} in the AL of two ASCII bytes. If the
value of the rightmost four bits of the AL is greater than 9, or if the AF is set10 1, AAA adds
! to the AH, adds 6 to the AL, and sets the AF and CF. Otherwise, the AF and CF are cleared.
AAA always clears the lefumost four bits of the AL.

Flags. Affects AF and CF (OF, PF, 5F, and ZF are videfined.)
Source code.  AAA (no operand)
Oblect code. (0110111
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AAD: ASCII Adjust Before Division

~ Operalion.  Adjusis an unpacked BCD value (dividend) in the AX prior to divi-
ston. AAD multiplies the AH by 10, adds the product to the AL, and clears the AH. The re-
sulting binary value in the AX is now equivalent to the original unpacked BCD value and
is ready for a binary divide operation.

Flags. Affects PF, SF, and ZF. {AF. CT, and OF are undefined.)
Source code.  AAD {no opcrand}

OCbpect coda. 111010101 000010101

AAM: ASCI Adjust Atter Multiplication

QOperation.  Adjusts the product in the AL generated by using MUL 1o multiply two
unpacked BCD digits. AAM divides the AL by 10 and stores the quotient in the AH and the
remainder in the AL.

Flags. Affects PE, SF, and ZF. (AF, CF, and OF are undefined.)
Source code.  AAM (o operand)

Object code. 11010100 | 00001030

AAS: ASCII Adjust After Subtraction

Operation.  Adjusts the difference in the AL {after a SUB) of two ASCII bytes. If
the value of the rightmost four bits is greater than 9. or if the CFis 1, AAS sublracts 6 from
the AL, subtracts 1 from the AH, and sets the AF and CE. Otherwise, the AF and CF are
cleared. AAS always clears the lefomost four bits of the AL

Flags. Affects AF and CF. (OF, PF, SF, and ZF are undefined )
Source coda.  AAS (no operand)
Cbject code. 00111111

ADC: Add with Camy

Operalion.  Typically used in multiword binary addition to carry an overflowed
i-bit into the next stage of arithmetic. ADC adds the contents of the CF (/1) to the first
operand, and then adds the second operand to the first, just like ADD. {See also SBB.)

Rags. Affects AF, CF, OF, PF, SF, and ZF.
Source code.  ADC register/memory.register/mesnory/immediate

Objact code.  Three formats:
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Reg/mem with register: |{000100dw | modregr /|
Immed o accumalaler; | G001010w| ——data-- [data if w=lj
Immed to reg/mem: | 10GH000sw I mod010r /0] - ——data-—-|data 1F sw=0L)

ADD: Add Binary Numbers

Cperation.  Adds binary values fromn memory, register, or immediate 10 a register,
or adds values in a register or immediate 10 memory. Values may be byte, word, or double-
word (30386 and laler).

Flogs. Affects AF, CF, OF, PF, SF and ZF.
Sowrce code.  ADD register/memory,register/memoryfimmediate

Cbject code, Three formais:

Reg/mem with register: | 000000dw [ madregr/m|

Immed 10 accomulator: ] 0000020w] --data-—|data if w=l|

Immed to regmem: | LODOO0sw | mod0OCr /m| ---data-——|data if sw=01j

AND: Logical AND

Operation.  Performs a logical AND operation on bits of two operands. Both
aperands are bytes, words, or doublewords (R0386 and later), which AND matches bit for
bit. For each pair of matched bits that are 1, the 1-bit in the first operand is se1 to 1; other-
wise, the bit is cleared. (See alse OR, XOR, and TEST.)

Fiogs. Affects CF (0), OF (0). PF, SF, and ZF (AF is unidefined.)
Sourca code.  AND register/memory,registerfmemory/immediate

Object code. Three formats:
Rep/mem with regisier: |001000dw | modregr/m|
Immed to accomulator: 10010010w] -—-data--[data if w=1|

lmnmied 1o regfmern: (1000005w [ mod 100 r/ml---data—- [data if wel
BSF/BSR: Bit Scan Forward/Bit Scon Reverse
(80385 andt Loter)

Operdlion.  Scans a bit string for the first {-bit. BSF scans from right to left, and
BSR scans from left to right. The seconx operaad (16 or 32 bits} contains the siring (o be
scanned. If a 1-bit is found, the eperation returns its position in the first operand’s register
and sets the ZF; otherwise it clears the ZF

FHaogs. Affects ZF.
source code. BSF/BSE repgisier,registerfmemory

Object cods. BSF: 100001111]10111100 | medregr/m
BSR: |00001111] 10111101 | modregrfu |
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BI/BTC/BTR/BTS: Bit Test (BO3846 and Later)

Operaion.  Copies a specified bit into the CF The first operand contains the
bit string being tested and the second contains a value that indicates its positon. BT
simiply copies the bit o the CF. The other instructions also copy the bit but act on the bit
this way: BTC complements the bit by reversing its value in the first operand; BTR
resets the bit by clearing it to zero; BTS sets the bit to 1. References are 1o 16- and
32-bit values.

Flags. Adflects CF
Source code. BT/BTC/BTR/BTS registerfmemory,register/immediate

Object coda. Two formats:
Imned o reg: |D0O0LELL [ 10111010 | mod=**r/n|
Regimem to teg: [OQ0o1111 [ 10+ **0L0 | medregr/nd
{*** means 100 = BT, 331 = ETC, 110 = ETR, 101 = BTS)

CALL: Call a Procedurs

Operation.  Calls a near or far procedure. The assembler generates a near Call
if the called procedure is NEAR and a far CALL if the called procedure i8 FAR. A near
CALL pushes the IP {the address of the next instruction) onto the stack; it then lzads the
IP with the destination offset address. A far CALL pushes the CS onio the stack and loads
an intersegment pointer onto the stack; it then pushes the IP onto the stack and loads the
IF with the destinarion offset address, On return, 2 subsequent RETN or RETF reverses
[hese steps.

Aags. Affecis none.
Source code. CAlL register/memary

Object code.  Four formats:

Direct within segment: 111101000 | disp-Tow |disp-high|

Indirect within segment: 111112111 |med010r/m|

Indirect interszgment: 11133111 | mod@11r/m|

Direct intersegment: 110011010] of Fset-1ow | affser-high| seg-Tow|seg-high|

CBW: Convert Byte to Word

Operation.  Extends a 1-byle signed value to a signed word by duplicating the sign
{bit 71 of the AL through the bits in the AH. (See also CWD, CWDE, and CD().)

Rags. Affects none.
source code. CBW (no operand)
Object code. 10011000
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CD&r Convert Doubleword to Quadword (80386 and iater)

Operation.  Extends a 32-bil signed valoe to a &4-bit signed value by duplicating
the sign (bit 31) of the EAX through the EDX. (See also CBW, CWD, and CWDE.)

Rogs. Affects nane.
Source code.  CDQ (a0 operand)
Object code. 10011001
CLC: Clear Conry Flag

Opecation.  Clears the CF so that, for example, ADC does not add a 1-bit. (See
also STC.)

Fiags, CF {becomes ).
Source code. CLC {no operand)
Objectcode. 11111000

CLD: Clear Direction Flag

Operglion. Clears the DF, to cause string operations such as MOWS to process
from left to right. (See also STLL)

Rags. DF (becomes D).
Source code.  CLD (no operand)
Object code. 11111100
CU: Clear Interupt Fiog
Opericlion. Clears the IF, 1o disable maskable external interrupts. (See also STL)
Flogs. TF (becomes ().
Source code. CLI {no operand)
Object coda. 11111010
CMC: Complement Canry Flcg

Operation.  Complements the CF: reverses the CF bit value so that () becomes 1
and 1 becomes C.

Flogs. CF (reversed).
Source code. M (no operand)
Object code. 11110101
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CMP: Compare

Operation. Compares the binary contents of two data fields. CMP internally sub-
tracts the second operand from the first and sets/clears flags, but does not store the result.
Both operands are byie, word, or doubleword (80336 and later). CMF may compare regis-
ter, memory, of unmediate (o & register or may compare register or immediate (o mermory.
fCMP makes a numeric comparison; se¢ CMPS for string comparisons.)

Fiage. Affects AF, CF, OF, PF, SF, and ZF.
Source code. CMP register/memoryregister/memoryfimmediate

Objactcode.  Three formats:

Reg/mem with register: |001110dw | modregr/m|

[nmed to accumulator;: |0011110w} ——-data--|data if w=1ll

Imrned o reg/mem: | LODDODsw I modlllr/m| —-—data-—- |data if sw=0]

CMPS/CMP5B/CMPSW/CMPSD: Compare Shing

Operation. Compares strings of any length in memory. A REPn prefix normally pre-
cedes these instructions, along with a maximum value in the CX. CMPSB compares bytes,
CMPSW compares words, and CMPSD (80386 and tater) compares doubtewords. The DS:51
address the first operand and the ES:D1 address the second. If the DF is 0, the operation cot-
pares from left to right and increments the ST and Di by 1 for byte, 2 for word, and 4 for dou-
Blewuord; if the DF is 1, it compares from right to left and decrements the SI and DE. REPn
decrements the CX by | for each repetition. REPNE ends when the first match is found, REPE
ends when the first nponmatch is found, or both end when the CX is decremented to O; the DI
and 51 are advanced past the byte that caused termination. The last compere sets/clears the flags.

Flags. Affects AF, CF, OF, PF, SE, and ZF.
Sounce code. [REPnn] CMPSB/CMPSW/CMPSD (no operand)
Object code. 1010011w

CMPXCHG: Compare and Exchange (80486 ond Later)

Operation. Compares the second operand {AL, AX, or EAX) with the first
operand (registerymemory). If they are equal, CMPXCHG loads the second operand into
the first operand and sets the ZF; if unequal, CMPXCHG leads the first operand into the
second operand and clears the ZF.

Flags. Affects AF, CF, OF, FF, 5F,and ZF.
source code. CMPXCHG registerfmemory, AL/AX/EAX

Objact code. oF BO/r ar OF BL/r (hex)
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CMPXCHGESB: Compare and Exchange (Pentiurn and Loter)

Opeiation.  Compares the 64-byvte EDX:EAX with the first operand {register/merm-
ory). If they are equal, CMPXCHGSEB loads the EDX:EAX into the first operand and sets the
ZF; if unequal, CMPXCHGEB loads the first operand into the EDX:EAX and clears the ZF

Fags. Affects ZF.
Source code. C(MPXCHGSE register/memary (one operand. 64 bytes)
Object code. OF C7 (hex)

CWD: Convert Word ¢ Doubleword

Opetation.  Extends a |-word signed value to 2 signed doubleword in the DX AX
by duplicating the sign (bit 15) of the AX through the DX, typically to penerate a 32-bit
dividend. (See also CBW, CWDE, and CDQ.)

Flags.  Atffects none.
Sowce cocw. CWD (no operand)

Object code. 10011001

CWDE: Convert Word to Extendad Doubleword
(803846 cnd Later)

Opeiglion.  Extends a 1-ward signed value to 2 doublewaord in the EAX by dupli-
cating the sign (bit 15) of the AX, typically to generate a 32-bit dividend. (See also CEW,
CWD, and CDQ.)

Flags.  Affects none.
Source code.  CWDE (no operand}
Object Code. 10011000

DAA: Decimed Adjust Afler Addiion

Dperglion.  Cormects the Tesnlt in the AL after an ADD or ADC adds two packed
BCD items. If the value of the rightroost four bits is greater than 9, or it the AF 15 1, DAA
adds 6 to the AL and sets the AF. Next, if the value in the AL is greater than 99H, or if the
CF is 1, DAA adds 60H to the AL and sets the CF, Otherwise, the AF and CF are cleared.
The AL now conigins a cormect 2-digit packed decimal result. {See also DAS.)

Flogs. Affects AF, CF, PF, SF, and ZF. {OF is undefined. )
Source coda. DAA (no operand)
Object code. 00100111
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DAS: Decimal Adjust After Subtraction

Cperafion.  Corrects the resalt in the AL after a SUB or SBB subtracts twn packed
BCD iterns. If the value of the rightmost four bits is greater than 9, DAS subtracts 00H from
the AL and sets the CF. Otherwise, the AF and CF are cleared. The AL now contains a cor-
rect 2-digit packed decimal resolt, (See also DAA)

Fiogs. Affects AF, CF, PF, 8F, and ZF. (OF is undefined.}
Source coda. [DAS (no operind}
Object cade. 00101111 {no operatel}

DEC: Dacremeant by 1

Operation. Decrements | from a byte, word, or doubleword {80386 and iater) in
a register or memory and treats the value as an unsigned integer. (See also INC.)

Rags. Affects AF, OF, PF. SF, and ZF.
Souwrce code. DIEC register/memory

Objeci code. Two formats:
Reyisier: | 01001 req |
Feg/memory: 1111111w | mod001c/m|

DIV: Unsigred Divide

Operation.  Divides an unsigned dividend by an unsigned divisor. DIV treats a lefi-
most 1-bit as a data bit, not a minus sign. Division by zero cavses a zero-divide interrupt.
(See also 1£IV.) Here are the divide operations 2. cording to the size of the dividend;

Dividend Divisor
Size (Operand 1D (Operand 23 Quatient Remaindar Example
16-hit AX 8-bit reg/memory AL AH DI¥ EH
12-hit  DX:AX l6-bit reg/memory A, DX DIV CX
6d-pit EQX : EAX 32-hit reg/memory EAX ECX, DI¥ ECX

Rags. Affects AR, CF, OF, PF, SF, and ZF. { Al endeflined. }
Source code. DIV repister/memory
Object cots, | 1111011w|mod110r /mi

ESC: Escape

Operction.  Facilitates the use of coprocessors such as the 30x87 to perform spe-
cial operations. ESC provides the coprocessor with an instruction and operand for execu-
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tion. Note that as of version 6.1, MASM no longer supports ESC; instead, it generates the
full required object code for coprocesser instructions.

Fogs.  Affects none.
Jource code.  ESC immediate, register/me mory

Objecicode.  111011xxx | modwxxr/m|{x-hits refar to the coprocessor op code)

HLT: Enter Halt State

Opeiction.  Causes the processor to enter g halt state while waiting for an interrupt;
the C5 and IP registers now pomt & the address of the instruction immmediately following.
When an interrupt nccurs, the processor pushes the CS and IP onto the stack and executes
the interrupt routine. On return, an TRET instruction pops the stack, and processing resumes
following the original HLT.

Rogs. Affects none.
Source code. HLT {nv operand}
Object cods. 11110100

IDIV: Signed (Integer) Divide

Operalion.  Divides a signed dividend by a signed divisor. IDIV treats a leftimost
bit as a sign {0 = positive, 1 = negative). Division by zero causes a zero-divide intenupt.
(See CBW and CWD to extend the length of a signed dividend. and see also DIV} Here are
the divide operations according to the size of the dividend:

O v deand Divisor
Size (Dperand 1} {Operand 1) Ouotient FResainder Exaupfe
16-bit AX B-bit reg/memory AL AH I0IV BH
32 -bit D2 A 16-bit reg/memory AN ox IDIV Cx
E4-bit ED; EAX iZ-bit reg/memory EAX EDX IDIY ECX

Rogs. Affects AF, CF, OF, PF, SF, and ZF.
Source cods. IDIV register/memory
Object code.  [1111011wimod11lr/m|

IMUL: Signad (Integern Multiply

Operation.  Muliiplies a signed multiplicand by a signed multiplier. IMUL treats a
lefirnost bit as the sign (0 = positive, 1 = negative). The operation assumes the multipli-
cand is in the AL, AX, or EAX, and takes its size from that of the muldplier. (See also
MUL.) Here are the multiply operations according to the size of the multiplier:
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Multiplicand Multiplier
Size (Operand 13 (Operand 2] Product Example
8-bit AL B-bit register/memory  AX IMUL BL
16-bit AX 16-bit register/memary DX¥:ax IMIL BX
I32-bit EAx 12-bit register/memory EDX:EAX IMUL ECX

Fiogs. Affects CF and OF. {(AF, PF, SF, and ZF are undefined.)
Source cocle. IMUIL register/memory {all processors)

Object code.  |1111011w|mod101r/m{(first format)
Three other IMUL [ormals are alse available:

» IMUL register.irnmediate (BG286 and later)
= IMLIL register.register,immediate (80286 and later)
» IMUL registerregister/roemory (80384 and later)

IN: Input Byte or Waord

Operation. Transfers from an input port a byte to the AL or a word 0 the
AX. Code the port as a fixed numeric operand {as IN AX,port#) or as a variable in the DX
{as IN AX.DX). UUse the DX if the port number is greater than 256, (Sec also INS
atd OUT.)

Sowice code. IN AL/AX portno/DeX
Flogs. Affcis none.

Object coda, Two formats:
Variable port: {1110110w]
Fixed port: 1111001 0w] -—port-—}

INC: increment by 1

Operation.  Increments by 1 a byte, ward, or doubleword (BO386 and later) in a
register or memory and treats the value as an unsigned imeger, coded, for example, as INC
CX. (See also DEC.)

Flogs. Aftects AF, OF PF, SF, and ZF.
Source code. INC register/memory

Objact code. Two formais:
Register: | 0100Gregt
Reg/memory: | 1111111w | mad000r/m|
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INS/INSB/INSW/INSD: Input String (80286 and Later)

Opetabion.  Receives 2 string (the destnation) from a port. The destination is ad-
dressed by the ES:DI, and the DX contains the port number. The standard practice is to use
INSn with the REP prefix, with the CX containing the aumber of items (35 byte, word, or
doubieword) to be received. Depending on the DF ({1}, the operation incrementsédecre-
ments the [4 according 1o the item size. (See also IN and QUTS ).

Flags. Aflects none,
Source coce.  [REP] INSBANSW/INSD (no operand}
Object code.  10110110w|

INT; Intarrupt

Operaion.  Interrupts processing and transfers control to one of the 256 interrupt
{vectar) addresses beginning at segment 0, offset 0. INT performs the following: (1} pushes
the flags onto the stack and resets the IF and TF flags; (1) pushes the C3 onto the stack and
places the tigh-order word of the interrupt address in the C5; and {3) pushes the IP onto the
stack and fills the IP with the low-order word of the interrupt address. For the 80386 and
later, INT pushes a 16-bit IP for 16-bit segments and a 32-bit TP for 32-bit segments. IRET
returmns from the inteorupt rontine.

Flogs. Clears [F and TF.
Source code.  INT number
Object code.  [1100110v| --type--1{if v = 0, type is 3)

INTO: Intenmupt on Cverflow

Operalion.  Causes aninterrupt {usually harmless} if an overflow has occurred (the
OF is set to 1) and performs an IN'T 04H. The interrupt address is at location 10H of the in-
terrupt service table. {See ats0 INT.)

Flogs. Affects IF and TF
Source code. INTO (no operand)
Dbject code. 11001110

IRET/IRETD: Intarrupt Refurmn

Operation.  Provides a far retum flom an interrupt routine. IRET performs the fol-
lowing procedure: {1) pops the word as the top of the stack into the TP, increments the SF
by 2. and pops the top of the stack info the CS; (2) increments the SP by 2 and pops the 1op
of the stack into the flags register. This procedure undoes the steps that the imermpt
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criginally took and performs a retarn. For the 80386 and later, use FRETD (doubleword) Lo
pop a 32-bit IP. {See also RET.)

Flogs. Adfects all
Sourcecoda. IRET
Objectecode. 11001111 (no cperand}

Jeonction: Jump on Condition
This section suminarizes the conditional jump instructions that transfer o a stated
operand if the tested flag condition is true. If true, the operation adds the operand offset
to the 1P and performs the jump: if net true, processing continues with the next instruc-
lion in sequence, For the BOR6-80286, the jump must be short (— 128 to {27 bytes},
for the 80386 and later, the assembler assumes a near jump (— 32,768 to 32,767 byles),
but you may use the SHORT operator to force a short jump. The operations test the flags
but do not change them. The source code is Jeondition fabel. All object codes are of
the form (distnnnnl-—disp--|, where disp bits are 0111 for short jumps and 100G for
DEAr jumps.

In the first list, the instructions are typically used after 2 compare operation, which
compares the first operand to the second.

SOMRCE (EJECT FLACS

CODE TODE CHECKED USED AFTER (COMPARYSON

JA ldistdlll| CF = 0, ZF = [ Unsigned data, above (higher}
JAE  |dist001l) CF = Unsigred data, abowe/equal

1B |dise0010] CF = 1 Unsigred data, below {lower)
IBE  |distD1ld] CF = 1 or AF = 1 Unsigned data, below/equal

hld jdistOLlHy| ZF = 1 signed/unsigned data, equal

G |distllll| ZF = O, 5F = OF 3igned data, greater

IGE  1distllgl]| S5F = OF Sigred data, greatar/fequal

JL |dist1100]  SF not= OF Signed data, lower

JLE |distl110] 2ZF = 1 or 5F notm OF  Signed data, Jower/equal

WA |distD1ll0l OF = l-or AF = 1 Unsigred data, not ahove

IHAE |dist00la OF = 1 Unsigned data, not above/equal
ING | dist00ll| CF = O Mnsigred data, not below

INBE |distllll| CF = O, 2F =0 Unsigned data, mot below/equal
WE  |dist0l0l| ZF = O Signedfunsigned, not aqua’l

JNG  |distlll0| ZF = 1 or 5F not= QF  Signed data, not greater

INGE [distll0)] SF not= OF Signed data, not greater/equal
INL |dist1101]  5F = OF Signed data, not Tower

IMLE [distllli{ 2F = 0, 5F = QF Signed data, not lower/egual

In the second list, the instructions are typically used afier a an anthmetic or other op-
eration, which clears or sets bits according o the result.



Tha Instruction Set

SOURCE DBIECT FLAGS

CODE

JC

INC
ING
INF

NS
INZ

547

CDDE {HECKED USED TO TEST
JdistD010] CF = 1 If {F set (same as JB/IMAE)
|dist0011| CF = Q If CF off [(same as JAE/]HE}
|distdd01| OF =0 If OF off
|disti0ll| PF = O If no (odd) parity: sdd number of bits set in low-
arder 8 bits
{dist1001| G5F = O If sign is positive
Idist0l0l| ZF = 0 If signedfunsigned data not zero
|disc0000| OF = 1 If OF sat
|gistl0old] FF =1 If even parity: even number of bits set in Tow

order B bits
|dis=tl010] PF = 1 Game as JF
|dist10111 PF = 0O Same as INF
[dist100Q] SF = 1 If sign is negative
|dist0ldn| ZF = 1

JCXZIECKE: Jump it CX/ECK Is Zero

Operation.  Jumps to a specified address if the CX or the ECX (80386 and later) con-
tains zero. This operation could be useful at the stari of a loop, althoughlimited to & short jump.

JMP:

tsuch as JMP FAR PTR label) replaces the CS:IP with a new segment address.

Fiags. Affects none.
Sowce code. JOXZNECXZ label
Object code,  [L1100011] --disp--|

Unconditional Jump

If signedfunsigned data 15 zero

Operofion.  Jumps o a designated address under any condition. A JIMP address
may be short (— 128 10 + 127 bytes), near (within +32K, the defanlt}, or far (to another code
segment). A short or near TMPreplaces the IP with a destination offset address. A far jump

Flags.  Affects none.
Source cocw. JMP register/memory

Objact code.  Five formats:

Direct within seg short: 111010111--disp--|

Direct within segment: | 111010011disp-iow |disp-highl
Indirect within segment: 111111111 mod 200r/m |

Indirect intersegment:  {11111111 [mod101r/m|

Direct intersegment: (11101010 |ofFfsat-Tow|offset-high| seg-Tow|seg-highj
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LAHF: Load AH from Flags

Operation.  Loads the rightmost eight bits of the flags register into the AH. {See
also SAHE.)

Flags. Affccts none.
Source code. LAHF (no operand}
Objectcods. 10011111

LDS/LES/LFS/LGS/LSS: Load Segmaeant Register

Operation.  Initializes & far address and offset of a data item 50 that succeeding
insructions can access it. The first operand references any of the general, index,
or pointer registers. The second operand references four byies in memory containizg
an offset and a segment address. The operation loads the segment address in the segment
register and the offset address in the first operand's register. For example, LIS
means load data segment register. LFS, LGS, and LSS are supported by the 80336
and later.

Fogs. Adfecis none.
Sowmce code. LDSAES/LFSLGS/LSS registermemory

Chiectcode, LDS: (11000101 imod reg rim|
LES: |11000100 ) mod reg r/mi
LFS: |00001111110210100 mod reg /Wl
LGS: |0000111111011020L imed reg r/ml
L55; |0o001112110110010kwed reg ~/ml

LEA: Load Effective Addrass
Operation.  Loads a near (offset) address into a register.
Fiogs. Affects none.
Source code.  LEA register,memory
Object code. 10001141

LES/LFS/LGS: Load Extra Segment Ragister
Operation.  See LDS.

LOCK: Lock Bus

Opetation.  Prevents B0x87 or other coprocessors from changing a data item at the
same time a5 the processor. LOCK is a L-byte prefix that you may code immediately before
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any instruction, The operation sends a signal w the coprocessor 1o prevent it from using the
data until the nexi instruction is completed.

Flags.  Affects none.
Source code. LOCK instruction

Object code. 11110000

LODS/LODSB/LODSW/ACDSD: Load byte, Word,
or Doubleword Siring

Opeiciion.  Loads the accumulator cegister with a value from memory. Although
LODS is a string operation, it dees not require a REP prefix. The 138:581 registers address a
byte (if LODSB), word {if LODSW), or doubleword (if LODSD, 80386 and later) and load
it from memory into the AL, AX, or EAX, respectively. If the DF is ), the operation adds 1
{if byte), 2 {if word), or 4 {if doubleword) to the SI. otherwise it subtracts 1, 2, or 4.

Fiogs. Affects eone.
Source code. LODSB/LODSW/LODSD (no operand}
Ohject code. 1010130w

LOOP/LOOPW,/LOOPD: Loop Untl Complete

Opwiciton.  Controls the execution of a routine a specified number of times. The
. CX should contain a count before starting the loop. LOOYP appears at the end of the 1oop
and decrements the CX by 1. If the CX is nonzero, LOOP transfers to s operand address
{a short jump), which points ta the sart of the Joop {adds the offszt n the IP); otherwise
LOOP drops through to the next instruction.
For the 80386 and later, LOOP uses the CX in 16-bit mode and the ECX in 32-bit
mode. You can use LOOPW to specify the 16-bit €CX, and LOOFD to specify the 32-bit
ECX.

Pags. Affects none.
Source code. LOOPon label
Object code. | 11100010| --disp--|

LOOPE/LOOPT/LOQPEW/LOOPZIW/LOOPED/LOOFID: Loop
While Equal or Loop While Zero

Operation.  Controls the repetitive execution of a routine. LOOPE and LOOFPZ are
similar to LOOP, except that they transfer to the operand address {a short jump) if the CX
is nonzero asd the ZF is 1 (zero condition, set by another instruction); otherwise the opera-
tion drops through to the next instruction. (See alsa LOOPNE/LOOPNZ. )
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For the 80386 and later, LOOPE and LOOPZ vse the CX in 1 6-bit mode and the ECX
in 32-hit mode. You can use LOOPEW and LOOFZW for the 16-bit CX, and LOOPED and
LOOPZD for (he 32-bit ECX.

Flogs. Affects none.
Source tode.  LOOPDn label

Object coda. 111000011 --disp--|

LOOPNE/LOOPNZ/LOOPNEW/LOOPNZIW: Loop While Not
Equal or Loop While Not Zewo

Opweration.  Controls the epetitive execution of a routine. LOOPNE and LOOPNZ
are similar to LOOP, except that they transfer 1o the operand address (a shon jump; if the
CX is nenzero and the ZF is 0 {nenzero condition, set by another instruction); otherwise the
opesation drops through to the next instruction. (See also LOOPE/LOOPZ.)

For the 80386 and later, LOOPNE and LOOPNZ use the CX in 16-bit mode and the
ECX in 32-bil mode. You can use LOOPNEW and LOOPNZW to specify the 16-bit CX
and LOOPNED/L.OOPNZD to specify the 32-bit ECX.

Flogs. Affects none.
Source code. LOOPNELOOPNZ label
Objectcode.  t11100008| —-disp—-|

L5S: Lood Stock Segment Register
Operation.  See LDS.

MOV: Move Data

Operafion.  Transfers data between two registers or between a register and mem-
ory, and transfers immediate data te a register or memory. The refercnced data defines the
number of byles (1, 2, or 4) moved; the operands must agree in size. MOV cannot ansfer
between two memory locations (use MOVS), from immediate data to a segment register,
or fram a segment register to a segment register. (See also MOVSX/MOVZEN)

Flogs. Affects none.
Sowica cods. MOV register/memory.register/memory/immediate

Objactcode.  Seven formats:

Reg/mem to/from reg: | 100010dw! modregr./i|

Immed 1o reg/mem: 1120001 1w | mod0DOr/m| ——-data--—[data if w=1|
Immed to register: 11011wregt---data--|data if we=l]

Mem to accunmlatar; | 1010000w] addr-Tow addr-high |
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Accumulator o mem: 110100C1w| addr-Tow| agdr-high |
Rep/mem o sep reg.  |10001110Imod0sar /m| (53 = seg req;
Seg reg to regfmem: | 10001100 {moddsgr/m| (sg = seg reg]

MOVS/MOVSB/MOVSW/MOVSD: Move Shiing

Operction.  Moves data between memory locations. Normally used with the REF
prefix and a length in the CX, MOVSB moves bytes, MOVSW moves words, and MOVSD
(807386 and later) moves daublewords, The first operand is addressed by the E5:DT and the
second by the DS:SL. If the DF is 0, the operation moves data from left to right imo the first
operand’s destination and increments the DY and STy L, 2, or 4- £ the DF is 1, the opera-
tiont oves data from right to left and decrements the DI and SI. REP decrements the CX
by 1 for each repetition. The operation ends when the CX is decremented m O; the M and
SI arc advanced past the last byte moved.

Flogs.  Affects nene.

soutce code.  [REP] MOVSB/MOVSW/MOYSD (no operand)

Objest code. 1010010w -
MOVSX/MOVIX: Move with Sign Extend of Zaro Extend
(80336 ond Later)

Opemtion.  Copies an 8- or 16-hit source operand into a larger 16 or 32-bit desti-
“nation operand. MOVSX fills the sign bit into leftmost bits, and MOVZX fills zero bits,

Fiogs. Affects none.
Source coda.  MOVSX/MOVZX register/memory,register/memoryf immediate
Object code. MOVIX: (36001111 ] 10111 11wimodrepr/m|

MOVZX: 100001111 10.1011w|modregr/m|

MUL: Unsigned Mulliply

Opemation.  Multiplies an unsigned muliplicand by an unsigned multiplier. MUL
treats a lefimost 1-bit as a data bit, not a negative sign. The operation assumes the multi-
plicand is in the AL, AX, or EAX, and takes its size from that of the multiplier. (3¢¢ also
IMUL.) Here are the multiply operations according to the size of the multiplier:

Multiplicand Wl tiplier
Sizpe {Oparand §) (operand 23 Product Exampla
B-birx AL £ bit register/memory  AX MUL BL
16-bit AN 16-bit register/menory  DR:AX ML BX

2-bt EAX 32-frit registerfmemory  EOX:GEAX  MUL ECK
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Flags. Aftects CF and OF (AF, PE SF, and ZF are undetined.)
Source code.  MUL register/memory

Objeclcode. |1111011xEmod100r /m|

NEG: Negate

Operalion. Reverses a binary value from positive o negative or from negative to
positive. NECG provides the two’s complemenl of the specified operand by subtracting (he
operand from zero and adding |. Operands may be a byte, word, or doubleword (80386 and
lateey in a register or memory. (See also NOT.)

Flugs. Affects AF CF, OF. PE SF. and ZF
Source code.  NEG register/memory

Objecicode. | 1111011wl modd11r/n|

NOP: No Operation

Operation. Used to delete or inserl machine code or o delay execution for pur-
poses of timing. NOP simply performs a null operation by exceuting XCHG AX AX.

Flogs.,  Affects nonc,
Source code. NOP (no operand)
Object code. 10010000

NOT: Logical NOT

Operation.  Changes 0-bits 1o L-bils and vice versa. The operand is a byte, word,
or doubleword (80386 and later) in a register or memory. (See atso NEG.)

Flags. Affects none.
Source codae.,  NOT register/memory

Objectcode. | 111101 1wlmod 010 r/m|

OR: Logical OR

Oparation.  Performs a logical OR operation on bits of two operands. Both
operands are bytes, words, ur dosblewords (84386 and later), which OR matches bit for hit.
For each pair of matched bits, if either or both are 1, the bit in the first operand is set to 1;
ctherwise the bit is unchanged. (See also AND and XOR.}

Rags. Affects CF (), OF {0}, PF, 5F, and ZF. {AF is undefined.)
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Source code.  OR register/memory,register/fmemory/immediate

Object code.  Three formats:

Reg/mein with registec: | 000010dw | madregr/m|

Imrned to accnmulator:; | 0000110w! ---data-- [data iF w=l]

Imimed to regfmen: | 100000sw | nod001r /m| ---data-—--|data if w=l]

OUT: Oulput Byle of Word

Operalion.  Transfers a byte from the Al or a word irom the AX 1o &n output port.
The port is a fined numeric operand or a variable in the DX Use the DX if the port num-
ber is greater than 256, (See also IN and OUTS.)

Fhags. Affects none,

source ¢ode. Fixed port: OUT port# AX
Variable porti: OUT DX AX

Objectcode. Fixedport,  [1110011w|--port--|
Variable port: |11101114|

QUTS/CUTSB/OUTSW /OUTSD: Output String (80286 and Laten

, Opeatton,  Sends a string (the source) to a port. The source is adidressed by the
DS:SI, and the DX contains the port number. The standard practice is to use OUTSn with
the REP prefix, with the CX containing the number of items (as byte, word, or doubleword)
1o be sent. Depending on the DF {0/1) the operation increments/dectements the 51 accord-
ing to the ilem size. {See also IN and OLITS.)

Flags. Affects none.
Source code. [REP] QUTSB/OUTSW/OUTSD (ne operand)
Object code.  [0110111w]

POP: Pop Word off Stack

Opwiation.  Pops a word or doubleword (80386 and later) previously pushed on
the stack to a specified destination—a memory locatien, general register, or segment reg-
ister. The SP points to the current word at the 1op of the stack; POP transfers it 1o the speci-
fisd destination and increments the SP by 2. On the 80385 and later, a 32-bit operand
denotes a doubleword value, and the ESF is incremented by 4. (Sex also PUSHL}

Rags.  Affects none.
Source code. POP register/memory
Object code,  Three formats:
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Register; [01011reg]
Segmentreg: |G00sglill(sg implies segment reg)
Rep/memory: (10001111 [med 00D r/m|

POPA (80284 and Laten) /POPAD (30384 ond Later): Pop All
General Registers

Operation.  POPA pops the top cight words from the stack into the DI, 51, BP, 5P,
BX, DX, CX, and AX, in that order. POPAD pops the top eight desblewords from the stack
into the EDI, ESI. EBP, ESP. EBX, EDX, ECX, and EAX. The SP value is discarded rather
than loaded. Normally, a PUSHA/PUSHAD has previously pushed the regisiers.

Flogs. Affecis none.
Source code. POPA/POPAD {no operand)
Object code. 01100001

POPF/POPFD: Pop Fags off Stack

Operation. POPF pops the tap word from the stack to the flags register and incre-
menis the SP by 2. POPFD {80386 and later) pops the tep doubleword from the stack
to the 32-bit flags register and increments the SP by 4. Normally a PUSHF has pushed
the flags.

Rags. Affects all.
source code. POPF/POPFD (no operand)
Object code. 10011101

PUSH: Push onto Shack

Opefction.  Pushes a word or doubleword (30386 and later) onto the stack for Jater
use. The SP register points to the current {double}word at the top of the stack. PUSH decre-
ments the SP by 2 or ESP by 4 and transfers 2 (double)word from the specified operand to
the new top of the stack. The source may be a general register, segment register, or mefi-
ory. (See also POP and PUSHF.}

Flags. Affects none.

Source code. PUSH register/memory {all processors)
PLUSH immediate (80286 and later)

Object code.  Three formais:

Register: |61010reg |

Segment reg: 100059110 |(sg implies segment reg)
Reg/memory: 111111111 [med110-/m |



The Instruction Set 549

PUSHA (80286 and Later)/PUSHAD (80386 und Lader): Push
All Generdl Registers

Oparation. PUSHA pushes the AX, CX, DX, BX, 5P, BP, 51, and DM, in that onder,
onto the stack and decrements the SP by 16. PUSHALD pushes the EAX, ECX, EDX, EBX.
ESF, EBP, ESI, and EDI and decrements the SP by 32. Nonmnally, a POPA/POPAD subse-
quently pops the registers.

Flags. Affects none.
Source code. PUSHA/PUSHAD (no operard)
Object cods. 01100000

PUSHF/PUSHFD: Push Flags onto Stack

Operation. Pusbes the contents of the flags register onto the stack for later use.
PUSHF decrements the SP by 2. PUSHFD (80386 and later} pushes the 32-bit flags regis-
ter and decrernents the SP by 4. (See also POPF and PUSH.)

Fiogs. Afiects none.
Source coce. PUSHF {no operand}
Objeci code. 10011100

RCL/RCR: Rotate Leit Through Canry and Rotate Right
Through Cormy

Operation. Rotates bits through the CF. The operation rotates bits left or right in
a byte, word, or doubleword {80386 and later) in a register or memory. The operand may
be an immediate constant or a reference to the CL. On the 8088786, the constant may be
only 1; a larger rotate must be in the CL. On later processors, the constant may be up to 31.
For RCL., the leftmost bit entets the CF, and the CF bit enters bit 0 of the destination; all
other bits rotate left. For RCR, bit O enters the CF, and the CF bit enters the leftmost bit of
the destination; all other bits rotate right. {See also ROL and ROR.)

Flags. Affects CF and OF
Sowrce code. RCL/RCR repisterimemory,CLfimmediate
Object code. RCL:  (110100cw|mocior/mi (3f c« ¢, shifc is 1;

RCR: | 110100cw|wod0lir/mlif c=1, shift is in (LD

REP: Repect Sting

Operation. Repeats a string operation a specified number of times. REP is an op-
tional repeat prefix coded before the string instructions MOYS, STOS, INS, and OUTS).
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Load the CX with a count prior to execution. For each execution of the string insmuction,
REP decrements the CX by 1 and repesats the operation untl the CX is 0, at which point pro-
cessing continues with the next instruction. (See also REPE/REPZ/REPNE/REPNZ.)

Fipgs. See the associated string mstrctions.
Source codae. REP string-instruction
Objactcode. 11110010

REPE/REPZ/REPNE/REFNZ: Repeoat Siring Conditlonally

Opetction, Repeats a string operation a specified number of times or untl a con-
dition is met. REPE, REPZ, REPNE, and REPNZ are optional repeat prefixes coded before
the string instructions SCAS and CMPS, which change the ZF. Load the CX with a count
prior to execution. For REPE/REPZ. {repeat while equal/zero), the operation repeats while
the ZF is | {equal/zero condition) and the CX is not zero. For REPNE/REPNZ (repeat while
not equal/zerc), the operation repeats while the ZF is O (unequal/nonzero condition) and the
CX is not zero, Whule the conditions are wue, the operation decrements the CX by 1 and
executes the string instrocricn.

Fings. Sec the associated string instruction.
Source code. REPE/REPZ/REPNE/REPNZ string-imsiruction

Objectcode. REPNEMREPNZ: 11110010
REPE/REFZ: 11110011

RET/RETN/RETF: Return from a Procedure

Operolion, Retums from a procedure previcusly entered by a aear or far CALL. The as-
sembler generates a near RET if it is within a procedure labeled NEAR and a far RET if 1t
is within a procedure labeled FAR. For near, RET moves the word at the top of the stack to
the 1P and increments the SP by 2. For far, RET moves the words at the top of the stack 1o
the IP and CS and increments the SP by 4. Any numeric operand (a pop value coded as RET
4) is added to the SP.

RETN and RETF were introduced by MASM 5.0 so that you can ¢ode a near of far
return explicity.

Fogs. Affects none.
Source code. RET/RETN/RETF (pop-value]
Object coda.  Four formats:

Within s segment: [ 11000G111
Within a segment with pop value: 11000010 data-Jow|data-high|
Intersegrpent: |11001011 |

Intersegment with pop value: | 11001020 | data-Tow | data-highi
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ROL/ROR: Rotate Left or Rolata Right

Operalion.  Rotates bits left or right in a byte, word, or donbleword {80386 amd
later) in a regisver or memory. The operand may be an immediate constant of a reference
to the CL. On the 808E/86, the constant may be only 1; a larger rotate must be in the CL.

On Later processors, the constant may be up 10 31, For ROL, the lefimost bit enters hit O
of the destination: all other bits rotate left. For ROR, bit O enters the lefimost bit of the

destination; all olher bits rotate nght. (See also RCL asd RCR.) The cotated bit also en-
ters the CF.

Hags.  Affects CF and OF
Source code. ROL/ROR register/memory, CLAmnwediate

Objectcode. ROL.: 1110100cw | mod000r/m|{if c =0 count=1;
ROR: {110100cw | moddC1r/m|iF c=1 count is in €L)

SAHF: Store AH Contents In Flags

Oparation.  Stores bits from the AH in the rightmost bits of the flags register. (See
also LAHF.)

Hogs. Affecis AF, CF. PF, SF, and ZF.
Source code. SAHF {no operand}
Objact cods. 10011110

SAL/SAR: Shift Algebrcic Laft or Shift Algebraic Right

Operation.  Shifis bits 10 the left or right in a byte, word, or doubleword in a reg-
ister or memory. The operand may be an immediate consiant or a reference to the CL. On
the B088/R6, the constant may be only 1; a farger shift must be in the CL. On later proces-
sors, the constant may be up to 31.

SAL shifts bits to the left a specified number and fills 0 bits in vacated positions to
the right. SAL acts exactly like SHL. SAR is an arithmetic shift that considers the sign of
the referenced field. SAR shifts bits io the right a specified number and fills the sign bit (0
or 1} to the Jefi. All bits shifted off are lost.

Floags. Affects CF, OF. PF, SF, and ZF. (AF is undefined.)
Source code.  SAL/SAR register/memory, CLfimmediate

Object coda.  SAL: 1110100cw | modl00r/ni (If ¢ =0 count = 1;
SAR 11101000w | mad1lilr/miif c = 1 count in CL}
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SBE: Subtract with Bomow

Cperclion.  Typically used in multiword binary subtraction to carry an overflowed
| bit into the next stage of anthmetic. SBB first subtracts the contents of the CF (/1) from
the first operand and then subiracts the second operand from the firs, just like SUB. (See
alse ADC.)

Flogs. Affects AF, CF, OF, PFE, 5F, and ZF
Source code.  3BB register/memory.register/memoryfimmediate

Object code,.  Three formalts:

Reg/mem with register: | 000110dw| vodreqr/m|

Inmed from accumulator. {0001110w| -—-data—- [data if wel|

Immed from regf/mem: 1100000 sw i modQLir fm| -- -data-—--|data if sw=01|

SCAS/SCASB/SCASW/SCASD: Scan Sking

Cperaton.  Scans a siring in memory for a specified value. For SCASB load the
value in the AL, for SCASW load it in the AX, and for SCASD (80386 and later) load it in
the EAX. The ES:DI pair references the string in mermory that is to be scanned. The opera-
tions arg normally used with a REPE/REPNE prefix, along with a count in the CX; use
REPE to find the First nonmatch and REPNE to find the first match. If the DF is 0, the op-
cration scans memory from left to right and increments the DL If the DF is 1, the operation
scans memory from oght to left and decrements the DI. REPn decrements the CX for each
repetition. The operation ends on an egual (REPNE) or an unequal (REPE) condition or
when the CX is decrementad to 0. The /ast compare clearsfsets the flags. §f the specified
condition is ot found, REP has decremented the TX 10 ©. otherwise, the DI and 51 comain
the address of the following item.

Flogs.  Affects AF, CF, OF, PF, SF, and ZF.
Source cods, [REPnn} SCASB/SCASW/SCASD {no operand}
Objectcode. 1010111

SETnn: Set Byte Condilionally (80384 and Later)

Operafion.  Sets a specified byte based on a condition. This is a group of 30 m-
structions, including SET{N)E, SET(N)L, SET(N)C, and SET(N)S, that exactly parallel the
set of conditional jumps. If a tested condition is true, the operation sets the byte operand o
1, otherwise to 0. An example is

CMF A BX ;Compare contents of AX to BX
SETE (L :If mgual, Set CL to 1. else to O
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Fiogs. Atfects none.
Source code.  SETan register/memory

Object cods, | 00001111 1001cond {mod000r /m)
{cond varies according te condition rested)

SHL/SHR: 5hift Logical Left or Shift Logical Right

Opearolion.  Shifts bits left or Aght in a byte, word, or doubleword in a register or
memory. The operand may be an immediale constant or a reference to the CL. On the BOB8/86,
the constant may be only 1; a larger shift must be in the CL. On later processors, the constarnt
may be up 1o 31. SHL and SHR are logical shifts that treat the sign bit as a data bit.

SHL shifts bits 1o the left & specified number and filis G bits in vacated positions (o
the right. SHL acts exactly like SAL. SHR shifis bits to the right a specified number and
fills 0} bits to the left. All bits shified off are lost,

Fliogs. Affects CF, OF, PF, SF, and ZF. (AF is undetined.)
Source code.  SHIL/SHR repister/memory, CLAimmediate

Object code. SHL:  1110100cwImad100r/m| (If € = 0, count = 1;
SHR: |1110100cw|modl0lr/m| {If c » 1, count in CLJ

SHLD/SHRD: Shift Double Precision (30385 and laten)

Operofion.  Shifts ‘muliiple bits into an operand. The instucuons require three
operands. The first operand is a 16- or 32-bit register or memory location containing the
value to be shified. The second operand is a register (same size as the first operand) con-
taining the bits to be shifted into the first operand. The third operand is the CL. or an im-
mediate constant containing the shift vahae.

Flags. Affects CF. OF, PF, SE and ZF. (AF is undefined.)
Source code. SHLIVSHRD register/memory.register, CLAmMmMediate
Object code. 100001111 10100100 | modregr/m|
STC: Set Carry Flag
Operation.  Seis the CF 1o 1. (See CLC for clear CE)
Flags. Seis CF
Source code. STC (no operand}
Object code. 11111001
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$TD: Set Direction Flag

Opertion.  Sets the DF to ! to cause siving operations such as MOVS 1 process
trom right to left. (See CLD for clear DFE.}

Fiogs. Sem DF
Source code. ST (no operand)
Objeci code. 1111110.

ST: Set Interrupt Flag

Operafion.  Sets the IF to 1 to enable maskable external interrupts alter execouon
of the pext instraction. (See CLI for clear IF}

Flogs. SeslFE
Source code.  STE {no operand)
Object code. 11111011

STOS/STOSB/STOSW/STOSD: Store String

Operaficn.  Stores the contents of the accumulator in memary. When used with
a REP prefix along with a count in the CX, the operation duplicates 4 string valuc a
specified number of times; this is suitable for such actions as clearing an area of mem-
ory. For STOSHE load the vatue in the AL, (or STOSW load the value in the AX, and for
STOSD load the value in the EAX. The ES:DI pair references a location in memory
where the value is 10 be stored. If the DF is ), the operation stores in memory from left
to right and increments the DI I the DF is 1, the operstion stores from right 1o left and
decrements the DI. REP decrements the CX for each repetition and ends when it be-
comes (),

Flogs. Affects none.
Source code.  (REP) STOQ3B/STOSW/STOSD (no operand)

Objectcods. 1010101«

SUB: Subtract Binary Values

Opercihon.  Subtracts binary values in a register, memory, or immediate from a
register, or subtracts values in a register or immediate from memory. Values may be byte,
waord, or doubleword (#0386 and later). (See also SBE.)

Flags. Aftects AF, CF, OF, PF, SF, and ZF.
Source code.  SUB register/fmemory,register/memory/immediate

Object cods. Three formats:
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Reg/mem with register. | 001010dw! nodregr/m}
Immsed from accwmulator: |0010010w| —--data-- |data if w=1]
Immed from regimem: f1000005w | mod101r /mi ---data-—--]data 1 sw={l1]

TEST: Test Bits

Oparation.  Uses AND logic 1o test a field for a specific bit configuration, but doss
not change the destination operand. Both operands are bytes, words, or doublewords (80386
and later) in a regisier or memeary; the second operand may be immediate. After its execy-
tion, you may use, for example, JE or JNE to test the flags, '

Flags. Cleass CF and OF and affects PF, SF. and ZF. (AF is undefinad. )
Source cocde, TEST register/memory,registet/memoryfiminediate

Object code.  Three formats:

Eeg/mem and register: | 1000020w | modregr /m|

Immed to accumulator: | 1010100w]-—-data-~|data if w=1|

Immed to reg/mem: [ 111100 1w | modddr /m| —--data-—-- [data if wel|

WAIT: Put Proceassor in Watt State

Operation.  Allows the main processer 10 remain in a wait state vniil an external in-
terrupt OCCUTS, in order to synchronize it with a coprocessor. The main processor waits unti) the
coprocessor finishes executing and resumes processing on receiving a signal in the TEST pin.

Flags. Affects none.
Sourca cocde. WAIT {(no operand)
Object code. 16011011

XADD: Exchange and Add (80486 and Later)

Operation.  Adds the source and destination operands and steres the sum in the
destination. It alse rmoves the original value of the destination to the source.

Fiags. Affects AF, CF, OF, PE, 5F, and ZF.
source code. XADD repister/memory.register
Oiject code, |G0001111 111000000 | nod reg T/mi

XCHG: Exchange

Operation.  Exchanges data between two registers {as XCHG AH,BL) or betwezen
a register and memoary (as XCHG CX word).

Flags. Adlfects none.
Source code. XCHG register/memory, regisler/memory
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Object cods.  Two formats:
Reg with accumulator: |10010reg)
Regfmem with reg: [1000011wimod reg r/m|

XLAT/XLATB: Transiate

Operation.  Translates bytes into a different format, such as ASCIT 1o EBCDIC.
You define a table, load its address in the BX or EBX for 32-bit size, and then lead the AL
with a value that is to be ranslated. The operation uses the AL value as an offset into the
table, selects the byte from the 1able, and stores it in the Al (XLATB iz a synonym for
XLAT)

Fags.  Aftects none,
source code. XLAT [AL] (AL operand is optional)

Object code. 11010111

XOR: Exclusive DR

Operation, Performs a logical exclusive OR on bits of two operands. Both
operands are bytes, words, or doublewords (80386 and later), which XOR matches bit for
bit. Fer each pair matched bits, if both are the same, the bit in (he first operand is cleared to
0: if the matched bits are different the bit in the first operand is set to 1. (See alsc AND and
OR.)

Flags. Afiects CF {0), OF (D), PF. 5F, and ZF. (AF is undefined.)
Source code. XOR register/memory.registerfmemory/imimediate

Oblect code.  Three formats:

Regfmem with tegister. |001100dw mod reg r/m|

Immed 1o regfmem: 11000000w | mod 110 r/m]---data----|data if wall
Immed to accumuplator: |0011010w] ---data—---ldata if w=l|



APPENDIX:
CONVERSION
BETWEEN
HEXADECIMAL
AND DECIMAL
NUMBERS

This appendix provides the steps required to convert between numbers in hexadecimal and
decimal formats. The first secticn shows how 10 convert bex ATBE 10 decimal 42,936, and
the second secthon shows how to convert 42,936 back to hex A7TBE.

CONVERTING A HEXADECIMAL NUMBER TO DECIMAL

To convert a hex number 10 a decimal number, start with the leftmost hex digit. continm-
ously multiply each hex digit by 16, and accumulate the results. Because multiplication is
in decimat, convert hex digits A through F to decimal 10 through 15. The steps 1o convert
ATBEH to decimal format are:

First digit: A {10} 10

Multiply by 16 x 16
160
Add next digit, 7 _+ 7
167
Multiply by 16 x 16
2672
" Add next digit, B (11} + 11
2641

557



Convarsion Batween Haxadecimal and Decimal Numbers App. A
Multiply by 16 x 16
_ 42,928
Add nmext digit, 8 + 8
Decimal value 42.936

You can also use g conversion Lable. For ATBRH, thank of the rightmest digit (3} as
position 1, the next digit o the left (B} as position 2, the mext digit {7} as position 3, and the
leftmost digit (A} as position 4. Refer to Table A-1 and locate the value for cach hex digit:

colump 1 = 8
colwlin 2 = 176

Far digit 8 in position 1,
Far digit B in position 2,
Far digit 7 in position 1, colwn 3 = 1,792
Far digit A in position 4, coluen 4 = 40,960

Decimal value 42,936

CONVERTING A DECIMAL NUMBER TO HEXADECIMAL

To convert decimal number 42,936 to hexadecimal, first divide 42,936 by 16; the remain-
der becomes the rightmost hex digit, 8. Next divide the new guotient, 2,683, by 16; the re-
mainder, 11 or B, becomes the nex1 hex digit to the left. Centinue in this manner developing
the hex number from the remainders of each step of the divigsion until the quotient is Zero.
The steps proceed as follows:

OPERATION OQLUOTIENT REMAMDER  HEX
42.036/16 2683 B 8 (rightmost}
2683416 167 11 B
16716 10 7 7
10/16 0 10 A (leftmost)

You can also use Table A-} o conven decimal 10 hexadecimal. For decimal number
42 936, locate the number in the table that is equal 10 or next smalier than it. Note the equiv-
alent hex number and its position in the table. Subtract the decimal value of that hex digit
from 32,936, and locate the difference in the table. The procedure works as follows:

DECIMAL  HEX
Starting decimal value 42 936
Subtract next smaller number -40,960  AQM
Di ffarence 1.976
Subtract next smaller number -1, 792 o0
i Fferance 184
Subtract next smaller number -17% BO
Differance a8
Final hex value ATRE
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APPENDIX: ASCII

CHARACTER

CODES

The term ASCII stands for “American Stundard Code tor Information interchange.™ Table
B-1 lists the representation of the entire 256 ASCILI character codes ((0H through FFH),
along with their hexadecimal represemations. The categories of character codes are:

-1FH  Control codes for sereens, printers, snd data
transmission, that are intended to cause an aclion.

20-7FH  Character codes for numbers, letters, and punctuation. (20H is the standard
space or blank.}

H0-FFH Extended ASCTI codes, foreign characters, Greek and

mathematics symbols. and graphic characters [or drawing
boxes.

Here arc the contro! codes from O0H through 1FH; those in parentheses do not have
& printablz symbol:

HEX CHARACTER HEX CHARACTEH HEX CHARACTEHR
00 (Null} 0l Happy Face 0z Happy face
(Y3  Heart 04  Diamond 05 Clob

06 Spade 07 (Beep) 08 (Back space)
9 (Tab} 0A  {Line feed) OB {Vertical tab)
OC  {Form Feed) g0 (Return) OE (Shift oul)
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OF {Shitt i) 10 tData ling esc) (3] iDev e 1
12 (Dev ct] 2} 13 (Dewv el 3) 14 Dey ol 4
15 (Neg acknowledge) 14 (Synch idle) 17 fEnS tran hlock)
) {Cancel) 13 {End of mediom) LA i Substiyie)
1B {Escape) 1 {File scpurator) 1 Fromp separalor)
LE  (Record separatory 1F  {LTwit separator)

TABLEB.| ASCI! CHARACTER SFT

0o 20 40 @ 60 ° BO ¢ A0 A <0 L ED @
D1 & 21 ! 41 A AL a BL O A1 T 1 i ELSR
0z @ 22 " 42 B 62 kb 82 & A2 & (2 E2 T
03 ¥ 2Z3 # 43 C 63 c B3I & A3 1 C3 I E3 7
04 4 24 § 44D 4 d 84 53 R&e D C4 - E4LL
0 # 25 % 45 E 65 = B% & AS N (S ES o
b6 M 26 & 46 F &6 £ 86 & As " 6 E6 n
) 217 v 47 3 £7 g T ¢ A7 Q7 ET T
08 28 [ 48 H £B h BE & AR : (B E8 &
09 8 } 49 I 69 & B9 & AL -~ C9 I E2 6
Oh A * 4A J ©A ] 8k & BA -~ (B = EAQ
0B 2B + 4B K EB k B8E 1 AB ¥ CB 1 EB &
oc 2C, 40C L BC 1 8C T ABC ¥ CC L EC @
oD 2D - 4D M 6D m BD L AD ; CD = ED g
OE 2E . 4EN 6E n 8E A AE « CE ﬁ EE ¢
OF 2F / 4F 0O 6F o 8F A AF » CF = EF N
10+ 300 S0P 70p S E BoOL Do FO =
11 « 31 1 51 ¢ 71 g 51 = Bl DL = Fl1 +
12 1 32 2 K2 R 72 r 52 E B2 L2 1 F2 =
13 1 33 3 53 8 73 s 93 & B3 D3 F3 =
14 9 34 4 54 T 74 t 94 & B4 Da k F4 J
15 § 35 5 S5 U 75 u 9E & BS DS g F5
16 = 36 6 56V 76 v 958 0 B6 4 Db Fé =
17 ¢ 237 % 57TW 77w 970 BR7 g4 D7 F7 ~
18 4 38 8 58X 78 x 98§ BS D& # FB ©
19 + 39 2 5% Y 73 y 95 O BS 1 D9 F9
14 34 : SA Z 7A z SA U BA ] DA FA -
1B 3B ; SB[ 7B 5B ¢ BB g DB i FB v
1C - 3C <« SC N 7C 9Cc £ BC DC FC ©
iD~ 3D = SD ] 7D sy ¥ BD 4 DO FD ?
1E 4 3E » GSGE ~ 97E - 9E B BE {4 DE 5 FE ®
1F 3F ? 5 _ 7F &N SF f BF 4 DF FF




APPENDIX:

RESERVED

WORDS

The asscmbler recognizes some words as having a specific meanming, ¥ou may vse these
words enly under prescribed conditions, Words that the assembier reserves may be classed
into four caregorics:

* Register names, such as AX and AH

= Symbalic instructions, such as ADD and MOV

= Directives {commands to the assembler), such as FROC and END
= Operators, such as DUP and SEG.

It used to define a data item, many of the reserved waords that follow may confuse the as-
sembler or cause an assembly emror. A particular assembler version may have reserved
words inn addition o those listed here.

Ragisier Names

AH, AL. AX BH. BL, BE. BX, CH, CL., C8, CX, DH, I}, DL, DS, DX, EAX, EBP, EBX,
ECX, EDL, EDX, EIP, ES, ESL, F5, G5, IE 81, SP.55

562
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Symbaolic Insiructions

AAA, AAD, AAM, AAS, ADC, ADD, AND, ARPL, BOXUND, BSF, BSE, BTn, CALL,
CBW, CD{3, CLC, CLD, CLI, CLTE, CMC, CME CMP5n, CMPXCHG, CMPXCHGEB,
CWDm, DAA, DAS, DEC, PI¥, ENTER, ESC, HLT, 1DIV, IMUL, IN, INC, INSn, INT,
INTO, IRET, JA, JAE, IB, IBE, ICXZ IE, JECXZ. IG, JGE, JL, JLE, JMF, INA, INAE,
INB, INBE, INE, JNG, INGE, INL, INLE, INO, INF, INS, INZ, JO, JF, JFE, IPG, J5. JZ,
LAHE § AR, LDS, LEA, LEAVE, LES, LFS, LGDT, LGS, LIDT, LLDT, LMSW, LOCK,
LODSa, LOOP, LOOPE, LOOPNED, LOOPNZn, LOOPZ, LSL, L3S, LSS, LTE, MOV,
MQVSn, MOVSX, MOVZX, MUL, NEG, NOPF, NOT, OR, OUTn, POF, FOPA, POPAD,
POPF, POPFD}, PUSH, PUSHAD, PUSHF, PUSHFD, RCL, RCR, REN, REF, REPE.
REPNE, REPNZ, REPZ, RET, RETE. ROL, ROR, SAHF, SAL, SAR, SBB, SCASn,
SETnn, SGDT, SHL, SHLD, SHR, SHRD, SIDT, SLDT, SMSW, 5TC, STD, STL STOSn.
STR, SUB, TEST, VERR, VERRW, WAIT, XADD, XCHG, XLAT, XOR

Diractives

ALIGN, .ALPHA, ASSUME, BYTE, .CODE, COMM, COMMENT, .CONST, .CREF,
DATA, DATA?, DB, DD, BF, DOSSEG, DQ, DT, DW, DWORD, ELSE, END, ENDIF,
ENDM, ENDF, ENDS, EQU, .ERRnn, EVEN, EXITM, EXTRN, EXTERN, .FARDATA,
FARDATA?, FWORD, GROUP, IF, IF1, IF2, IFR, IFDEF, IFDIF, IFE, IFIDN, IFNB, [FN-
DEF, INCLUDE, INCLUDELIB, IRP. IRPC, LABEL, .LALL, LFCOND, LIST,LOCAL,
MACRO, .MODEL, NAME, ORG, &0UT, PAGE, PROC, PUBLIC, FURGE, QWORD,
RADIX, RECORD, REPT, SALL, SEGMENT, .SEQ, .SFCOND, STACK, STRUC,
S$UBTTL, .TFCOND, TITLE, TWORD, UNION, WORD, .XALL, XCREF, XLIST

Operaiors

AND, BYTE, COMMENT, CON, DUF, EQ, FAR, GE, GT, HIGH, LE, LENGTH, LINE,
LOW, LT, MASK, MOD, NE, NEAR, NOT, NOTHING, OFFSET. OR, FIR, SEG, SHL.,
SHORT, SHR, SIZE, STACK, THIS, TYPE, WHILE, WIDTH, WORD, XOR



APPENDIX:
ASSEMBLER AND
LINK OPTIONS

This appendix covers the rules for assembling. linking, generating cross-reference files,
and converting .EXE programs to .COM format. The Microsofi assembler version is (or
was) MASM and Borland's is TASM, both of which are similar. Since version 0.0, the Mi-
crosoft assembler uses the ML command, which can perform an assembly and link 1n one
command. Examples in this appendix arbitrarily use disk drive D: as the path for all pro-
grams and files: vsers of other drives can substitute the appropriate letrer and path, such
as {7 or Chsubdirectory.

The various assembler versions provide a seemingly endless array of options, not all
of which can be covered here.

ASSEMBLING A PROGRAM

You can use a command line 1o request an assembly, although MASM also provides for
prompts.

Assembiling with o Command Une

The general format for using a command line to assemble is
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| asH/TaSM [options] sourcel object][,17sting][ . crossref] |
» Optionys are explained laler.

» Spurce tdentilies the source progran. The assembler assumes the extension A3M,
a0 you need not enter it. You may alse key in the path, such as D: or Diisubdirec-
Lonyfilegame,

« Ohject provides for a gencrated OB tile. The path and filename may be the same a8
or different from the zource.

« Listing provides for a generated LST file that contains the source and object code.
The path and filename may be the same as or difterent from the source.

» Crossref provides for a generated file containing symbols for a cross-refererce list-
ing. The extension is CRF for MASM and XRF for TASM. The path and filenams
may be the same or different from the snurce.

This exammple spells out all the files.
MA5SM O name ASM,D:nace , BB] D:pame. LST, (:pame  CRF

The following shortcut command altows for defaults for the object, listing. and cross-ref-
ercpce files, all with the same namdé:

MASM D:filename D; Do D
This nexl examole requests a cross-refereace file, but no listing file (note the double commas):

MASM D:filename D: . 0:

Assermbling with Promgpts

You can also key in just the name of the assembler with no command line, althcugh TASM
and MASM (theough version 511 respond differently. TASM displays the general format
for the command Yine and an explanation of the options, whereas MASM displays a list of
prompts 1o which you are 10 reply:

Source filename [ ASM]:
Object filename [source.0B)]:
Source 1isting [NUL.L5T]:
Cross-reference [NUL.CRF]:

« Source filename identifies the name of the source file. Key in the path {if it's not the
defautt) and the name of the source file, without the extension ASM,

» Object filename provides [or the object file. The prompt assumes e same filename.
although you may change it. To get an object file on drive D, type D) and <Enter>.

» Source listing provides for an assembled listng, although the prompt assumes that
you do not want one. Te ger a listing on drive D, type D: and <Eaters.
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» Cross-reference pravides for & cross-reference listing, althouph the prompt assumes
that you do not want one. To get one on drive DI, type D: and <Enter=. The Microsoft
extension 15 . CRF and Borland’s is . XRF.

For the last three prompis, just press <Enter> to accept the defaults.

Assembler Options
Asscmbler options for MASM and TASM include the following:

2 QGEEEES %E = R B SAF

fZD

Arrange source segmenlis in alphaketic sequence.
Create a cross-refergnce table in the L5T file.

MASM: Produce listing files on both pass 1 and pass 2 wo locate
phase errors. For TASM, /Dsymbol means define a symbol.
Accept 80X 87 coprocessor instructions and generate a linkage to
BASIC, C, or FORTRAN for emulated floating-point instructions.
Display assembler options with a bref explanation. Enter /H

{for help) with no filenames or other OpLions.

Create a normal listing {.LST) file. The command line also
provides a path for this option.

For TASM, create an expanded listing (.LST) file.

For TASM, allow # number of passes to resolve forward
references.

Make all names case sensitive.

Convert all names to uppercase.

Make public and external names case sensitive.

Suppress genergtion of the symbol table in the 15T file.
Provide real math coprocessor support.

Leave source segments in onginal sequence.

(Terse) Display diagnosiics at the end of the assembly only if
an error is encountered.

(Verbose) At the end of the assembly, display the number of
lines and symbols processed.

Set the level of warning messages: { = display only severe
errors; 1 = display severe errors and serious warnings (the
defaulty: 2 = display severe errors, serious warnings. and
advisory warnings.

Display sovrce lines on the screen for ertors.

Include information on line nurnbers in the ohject file for
CodeView ar TurboDebugger.
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f£1 In¢lude ling-number and symbiclic information in the abject
file for CodeView or TorboDebopger.

You may request options in either prompt or command-line mode. For prompts, you
could code MASM/A/V <Enters, for example, and then key in the usual filename. Or you
may key in options in any prompt line, for example, as

filename[.A5M]: fA/Y filepane or filename SAS <Enters

The /A4Y uplions 1] the assembler to amange segrients in afphabetic sequence and (o display
additiona) diagnostics at the end of the assembly. See your assermbler manual for other options.

Microsoft Version &.x

The command line for Microsoft assemblers since version 6.0 1y

:Lm, [opiiors] Filemames [loptions] filenames) ... (/1ink options] |

The assembler allows you 1o assemble and link any number of programs into one executable
module. One useful option is ML -?, which displays the complete command-line syntax and
Cpticns.

Addifional Turbo Assembler Features

Turbo Assembler lets you assemble muitiple files, each with its own options, in one com-
mand line. You can also use the wild cards (* and 7). To assemble all source programs in
the curent directory. key in TASM *. To assemble all source programs named
PROGI.ASM. PROG2.ASM. and so on, key in TASM PROG?. You can key in groups
{or sets) of filenames, with each group separated by a plus sign (1), The following com-
inand assembles PROGA and PROGB with the /C option and PROGC with the fA oplion:

TasHM /C PROGA PROCB+ /A PROCC

Requesting the W option causes TASM to generate warning messages for mefficient
code. ldeal mode also has many additional features. Borland supplies two other assembler
versions, TASMX and TASM22, for protected mode.

Tables
Following ar assembler .LST listing are a Segments and Groups lable and a Symbals table.
Segments and groups table.  This tble has a heading similar © the following:
Name Length Align Combine Class

« The neinie column gives the names of all segments and groups, in alphaberic sequence.
» The length column gives the size, in hex, of each segment.
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* The efign column gives the alignment type, such as BYTE, WORD. or PARA.

* The combine cotummn lists the defined combine type, such as STACK for a stack, NOME
where no type is coded, PUBLIC for external definitions, or & hex address for AT types.

= The class column lists the sepment class names, as coded in the SEGMENT statement.

Symbol tabke. A symbol table has a heading similar to the tollowing:
Wame Type Value Attribute

» The name column lists the names of al! defined items, in alphabetic sequence.
» The type column gives the type, as follows:

LNEAR or LFAR: A near or far label

N PROGC ar F PROC: A near or far procedure

BYTE, WORD, DWORD, FWORD, QWORD, THYTE: A data itlem

ALIAS: An alias {or nickname) for another symbol

NUMBER: An absolute jabel

OPCODE: An equate Tor an instruction operand

TEXT: An equate for ext

+ The valiwe column gives the hex offset from the beginning of a segment for names,
labels, and procedures,

» The attribure column lists a symbol’s attributes, including its segment and length.

CROSS-REFERENCE FILE

A CRF or .XRF file is used to produce a cross-reference listing of a program’s labels, sym-
bols, and variables. However, you have to use CREF [or Miceosoft or TCREF for Berland
to convert the listing to a sorted cross-reference file. Yon can key in CREF or TCREF with
acommand line or use prompts.

Using a Command Line

The general format for using a command line is

[ CREF/TCREF dzxreffile.d:reffile

- Xreffile identifies lhe cross-reference file generated by the assembler. The program
assumes Lhe extension, so you need not enter it.

- Reffile provides for generating a .REF file. The path and filenume may be the same
as or different from those of the source.

The following example writes a cross-reference file named ASMPROG.REF on
drive I

LREF/TCREF [ :ASMPROG, D
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Using Prompis

You can key in just CREF or TUREF with no cotntand line, TCREF simply displays the
general format for the command and an explanation of its oplivns, whereas CREF displays
these prompts:

Cross—reference [.CRF :
Listing [filename.REF_ :

For the first prompt, key in the name of the file, without a CRF extension. For the second
prompt, you can key in the path only and accepi the default file name. This choice canses
CREF 10 wrile a cross-reference file named filename REF.

LINKING A PROGRAM

Microsoft’s Linker is LINK and Borland's is TLINK. Beth linkers accept 3 cotnmand line
to request linking: LINK also provides for protnpis.

Linking with a Command Lne

The general format for using a command line to link is

LINK/TLINE [options] chifile.exefile[ mapfile][,libraryfilel

-

Options are described later.
v Objfite identifies the object file generated by the assembler. The linker assumes (he
extension .OBJ, so you need not enter il. You can also key a path.

« Exefile provides for generating an .EXE file. The path and filename may be the same
as or different from the source.

+ Mapfife provides for generating a file with an extension .MAF that indicates the: rel-
ative location atid the size of each segment and any errors that the linker has found;
a typical error is failure to define a stack segment. Keying in CON tells the linker to
display the map on the screen (instead of writing it on disk} so thal you can view it
immediately for ermors.

» Libraryfile provides for the libraries option.

To link more than one object file inte an exccutable module, combine them in one
line like this:

LINK/TLINK O PROGA+D: PROGEAD: PROGC

Unking Using Prompts

You can key in just the name of the linker with no command line, although TLINK and
LINK respond differently. TLINK displays the general format for the command and an ex-
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ptanation of options, whereas LINK displays a list of prompts. Here are the LINK prompts
to which you are o reply:

Object Modules [.OB13:
flun File [EXASML.EXE]:
List File [NUL_MAP]:
Libraries |.LIB}:

(Object Modules asks for the name(s) of the object module(s) to be linked: it defaults
to (OBJ if you omit the extension.

» Run File requests the name of the file that is to execeie and allows a defanlt to the ob-
ject module filenarme. You just need to key in the path.

List File provides for the map file, although the defaultis NUL MAF tibat is, no map).
The reply CON tells the linker to display the map on the screen. a convenient choice,

v Libravies asks for the library option, which is outside the scope of this text.

For the last three prompts. just press <Enter> (o accept the default. The following ex-
ample t2lls the linker (o produce EXE and (CON files:

Object Modules [.0B]]: D:45MPROC <Encers
Fun File TASMPROG.EXE]: Dt <Enter=

List File [MLUL.MAPT: COM <Enters
Librarias {.LIB]: <Enter=

Debugging Oplions

Il you intend to use CodeView or TurboDebugger, use the assembler’s /ZI option for as-
sembling. For linking, use Microsoft’s LINK ACO option in either command-line or prompt
mode, or Turbe TLINK's /V eption:

LIMK, /00 Filename ... or TLINK /v filename ...

Converling Turbo Object Files to .COM Programs

Borland’s TLINK allows you 1o convert an object program directly to .COM format, pro-
vided that the soutce program was originally coded according o .COM reqniremetits. Use
the /T opiiomn:

TLINK /T objfita,comfile, CON

EXE2BIN OPTIONS

The Microsolt EXE2BIN program converts EXE modules generated by MASM into .COM
modules, provided that the source program Was originally coded according to COM re-
guirements. Type in the following command:

EXEZBIN O:Ffilename,D:Filename. {04
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The first operand i$ the name of the .[EXE file, which you key in withoat an extension. The
second operand is the name of the . COM filz; yon may change the name, but be sure 10 code
a COM extension. Delete the OBJ and EXE files,
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DEBUG

PROGRAM

Tie B8 DEBUCG program is useful for writing very small programs, for debugging as-
sembly programs, and for examining the contents of a file or memaory. You may key in one
of two cornmmands to start DEBUG:

1. To create a file or examine memaory. key in DEBUG with no filespec; or

2. To modify or debug a program ((COM or EXE) or to modify a file, kzy in DEBUG
with a filespec, such as DEBUG DiPROGC COM.

The program Inader loads DEBLG into memory, and DEBUG displays a hyphen (-}
as a prempt, The memory area for your program is known as a program segment. The C5,
DS. ES. and 88 registers arc initialized with the address of the 256-byte (100H) program
segment prefix (PSP}, and your work area begins at PSP + 100H.

A teference 1o a memory address may be in terms of a segmert and offset, such as
DS8:120, or an offset only, such as 120, You may also make direct references to memory ad-
dresses, such as 40:17, where 40[0H is the segment and 17H is the offset. DEBUG pssumes
that all numbers emered are hexadecimal, so you do not key in the mathing H. The F1 and
F3 keys work for DEBUG just as they do for DOS; that is, F1 duplicates the previous com-
mand one key at a time, whereas F3 duplicates the entire previous command. Also, DEBUG
does not distinguish between nppercase and lowercase letters.

Followmg is a description of each DEEUG command, in alphabetic sequence.

572
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A {Assembie). Trapslates assembly source statements into machine code. The
operation is especially useful for writing and testng small assembly peograms and for ex-
amining small segments of code. The default staring address for oode is C3:0KH, and
the general format (or the A command is A [address).

The following example creates an asscimbly program consisting of five statements.
You code the instructions (but not the commemns) on the left; DEBUG generates the code
segment (shown here as xxxx:} and an otfset beginning ai 01 (0H:

A for A L00) =Enters Explanation

w0100 MOV OX | [10D] <Enters :Gat coatents at 10D
xxx®: 0104 ADD Cx_ 1A <Enter» sAdd immediata vaTue
xxx3 0107 MOV [100] X <Enters sStore X an 0D
¥xxx:10R  JMP 100 <Enters Juamp back to start
Wk 00D DWW 2500 <Enters ;Define constant
<Enters ;End of Command

Because of the size of the PSP, DEBUG vets the [P to [O0H, sc thal the statements begin at
100H. The last <Enters (that’s two in a row} tells DEBUG to end the program, You can now
optionally use the U {Upassemble) command to examine the machine code and T {Trace)
I0 trace program execution, Note (hat you can use DB and DW 1o define data items that the
program needs o reference,

You may change any of the preceding instruelions or data iems, provided that the
length of the new instruction is the same as that of the old one. For example. 10 change the
ADD at 1041 to SUB, type

A 10d <cEnter=
xxxx:0104 SUB CX, 1A <Enter> <Enter-

When you resxecuts the program, the IP is still incremented. Use the register (R) command
to resed it to 100H. Use Q to quit.

C (Compare). Compares the conenis of two areas of memory, The default reg-
jster is the DS, and the general format is

C [rangel [address]
You may cods the command ope of two ways:

1. A starting address (compare from), a length, and a starting address (compare to). The
following example compares 20H hytes beginning a £¥%:050 with bytes beginning at
DE:200:

T 050 LI 2 sCompare using a length of 204

2, A starling address and an ending address {compare [rom) and a starting address {com-
pare to). This example compares bytes begimning at D5.050 to bytes beginning at
DS 200:

C G50 070 200 iCompare using a range

The operation displays the addresses and contents of unequal bytes.
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D (Disploy or Dump). Displays the contents of a portion of memory in hex and
ASCII The default register is the DS, and the general format is

¢ [address] ar D [range]

Yon may specify a starting address or a starting address with a range. Omission of a range
or length causes a default to 80H. Examples of the D command are:

D 10 iisplay BOH bytes beginning at D5:200H

¥ iDisplay BOH bytes begiaming at and of last display
o CS:150 ;Display BOH bytes beginning at C5:150H

D bS:20 LS ;Display 5 bytes beginning at D5:20H

0 300 32C :bisplay the bytes from J00H through 32CH

E (Enfer). Enables keying in data or machine instructions. The default register is
the DS, and the general format is

E address [1ist]
The operation allows two options:
1. Replace bytes with those in a list, as shown next:

E 105 13 34 21 :Type three bytes beginning at D5:105H
E C5:211 21 2A :Type two bytes beginning at C(5:Z11H
E 110 *anything’ :Type a character string beginning at D5:110H

Use either single or double quotes for character stings.
2. Provide sequential editing of bytss; key in the address that you want displayed:
E 12¢ ;Show contents of DS:120H
The operation waits for input from the keyboard. Key in one or more bytes of hex val-
ues, separated by a space, beginning at Di§:12CH.

F ¢AID. Fills a range of memory ocations with values in a list. The default regis-
ter is the DS. The general format is

F range Tist

-

The next examaples fill locations in memory beginning at DE:210H with bytes containing
repetitions of "‘Help':

F 210 L19 “Help!® iUse a tength of 13H (25)
F 210 223 'Help!' sUse a range, 210H through Z229H

G (Go). Executes a machine language program that you are debugging through to
a specified breakpoint. He sure te examine the machine code listing for valid TP addresses,
because an invalid address may cause unpredictable results, Also, set break points only in
your own program, not in DOS or BIOS program moduks. The operation executes through
INT operations and pauses, if necessary, to wait for keyboard input. The default register is
the CS. The general formant is
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L [maddress] address [addrass .. .2

The entry =address provides an optional starting address. The other entries provide up to
L0 brezk-point addresses. The {ollowing example tells DEBUG to begin executing all in-
struclions from the current location of the TP to bocation [1AH: G 114,

H {Hexadecimal). Shows the sum and difference of two hex values, coded as H
value value. The maximum length is four hex digits. For example, the command H 14F 12
displays the result 171 (sum) and 12D (difference).

1 {nput}. Inputs and displays one byte from a port, coded as I portaddress.

L {Load). Loads a file or disk sectors into memory. MNote that a file may be
“narned” so that DEBUG recognizes itone of two ways: either by requesting execution of
DEBUG with a filespec, or from within DEBUG by issuing the N (Name) command. There
are two general formats for the L command:

1. Load a named file: L [addrass].
Use the adidress parameter to cause L 1o load beginning at a specific location. Omission
of the address causes L to load at C$:100. To load a file that is not named, it should first
be named {see My
N filespec ;Mame the file
L ;Load the file at C5:1004
To reload the file, simply issue L with no address; DEBUG reloads the file and ini-
tializes registers accordingly.
2. Leoad data from disk sectors: L [address {drive start mmnber]].
' Address provides the starting memory location for loading the data. {The defaut
is C5:100.)
= Drive identifies the disk drive, where ) = A, 1 = B, elc.
« Start specifies the hex number of the first sector to load. (This is a relative num-
ber, whete cylinder (), track 0, sector 1, i3 relative sector 0.}
+ Ngmber gives the hex number of consecutive sectors (o load.

The following example loads beginning at C5:100 from drive 0 {A), starting at sec-
toe 20H for | 5H seclors:

Llﬂ'ﬂﬂllﬂls

The L operation returns to the BX:CX the number of bytes loaded. For an EXE file,
DEBUG ignores the address parameter {if any) and uses the load addrass in the .EXE
header. It also strips off the header; to preserve it, rename the file with 2 different extension
betore executing DEBUG.

M (Move). Maoves (or capies) the contents of memary locations. The default raz-
ister is the DS, and the general format 13

M range addrass



576 The Debug Program App. E

These examples copy the bytes beginmmg ut DEOACH through 150H into the address be-
ginmning at DS 400H:

N DS:50 L1000 05400 ;Use & 1ength for the move
M D5:50 150 D5:400 ;Use a range for the move

N (Name). Names 2 program or a file thar you intend to read from or write onto
disk. Code the command as N flespec, such as

H D:5AM. M

The operation stoses the name at CS:80 n the PSP. The first byte at C5:B0 contains the
length (DAH), followed by a space and the filespec. You may then use L {Loady or W (Write)
to rend or write the file.

O (Outputy.  Sends abyte o a port, coded axs 0 portaddrass byte.

P (Proceed). Execules a subroutine call (CALL), loop (LOOF), interrupt
(INT), or repeal string instruction {REP) through to the next instruction. lts general Tor-
mat is

P [=address] "wvalue]

where =address is an optional starting address and vaiue i an optional number of instruc-
tions Lo proceed through. Omission of =address causes a default to the CS:TP regisier pair.
For example, if your trace of execution is at an INT 21H operation, just key in P to ¢xecote
through the entire operation. See also & and T.

& (Quit). Exits DEBUG. The operation does not save files: use W for that purpose.

R (Register). Displays the contents of registers and the next instruction. Fis gen-
eral format is

R [registertame]
The following examples illustrate the use of this command:

R Displays all regisiers
RDX Displays the DX; DEBUG gives you an option:
1. Press <Enter>, which leaves the XX onchanged; or
2. Key in one to four bex digits to change the conients of the DX.
RIP  Displays the IP. Key in another value to change its
conlenls,
RE Displays the current setting of each tlag as a two-leiter
code. You can change any number of flags, in any sequence:
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FLAG SET CLEAR
overflow  ov nv
direction dn up
Sign ng(—) pl{+)
2E00 Ir nz
Coumy y nc

S (Search). Searches memory for characters in a iist. The default register is the
DS, and the general formar is

% range list

L{ the characters are found, the operation delivers their addresses; otherwise it does not re-
spond. The following example searches for the word “VIRLUS™ beginning at DS:300 for
2000H brytes:

$ 300 L Z00DO “VIRUS”
This example searches from CS:100 throvgh C5:400 for a byte containing 51H:
S C5:100 400 51

T (Trace). Executes a program in single-step mode. Note that you should normally
use P (Proceed) to execute throngh INT instructions. The default register is the CS:1P pair,
and the general format is

T [=address] Tvalue]

The optional entry =address tells DEBUG whete 1o begin the trace, and the optional value
gives the number of instructions to race. Omission of the operands canses DEBUG 10 exe-
cute the next instruction and 1o display the regisiers. Here are two examples:

T sExecutes the next instrwccion

T 10 iExecures the next 10H (16} isstructipns

U {Unassernble). Unassembies machine instroctions. The defanlt register is the
CS:1P pair, and the general format is

U [address] or U {range]

The area specified should contain valid machine code, which the operation displays assym-
botic instructions, Here are three examples:

Y 100 iUnassemble 32 bytes beginning at C5:100
U iUnassemble 32 bvres since last U, if any
U 10C 140 ;Unassembhle From 100H through 140+
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Note that DEBUG does not properly translate some condiional jumps and instroc-
tions specific to the 80386 and later processors, although they still execute correctly.

W (Write). Writes a file frosn DEBUG. The file should first be named {see M) if it
wasn't already ioaded. The defanl register is the C8, and the general formar is

W [address [drive start-sector number-of-sectors]]

Write program files only with a .COM extension, because W does not support the .EXE for-
mat. {To modify an .EXE program, you may change the extension temporarily.) The fol-
lowing example uses W with no operands and sets the file size in the BX:CX pair-

R BX ;Request BX register

O i5et BX to zero

M Filespec tName the Fila

R OX ‘Request X register

langth :Insert file size as hex value in (X
w iWrite the file

If you medify a file and make no change to its length or name, DEBUG can still cor-
rectly write the file back to its original disk Jocation. You may also write a file directly to
specific disk sectors, although this practice requires considerable care.

DEBUG commands not covered here are:

*

XA: Allocate expanded memory.

XD: Deallocaie expanded memory.

XM: Map logical pages ontc physical pages.
X5: Display expanded memory status.



APPENDIX:
KEYBOARD SCAN
CODES AND
ASCIH CODES

In the following lists, keys are grouped rather arbitrarily into categories. For each category,
the columns show the format for a normal key {not combined with another key) and for-
mats when the key is combined with the Shift, Cirl, and Alt keys. Under the colurnnys headed
“Normal,” “Shift,” “Cirl,” and “Alt” are two hex bytes as they appear when a keybaand op-
eration delivers them 1o the AH and AL registers. For example, pressing the letter “a" de-
livers 1EH in the AH for the scan code and 61H in the AL for the ASCII character. When
shified 1o uppercase (“A™), the keyboard delivers 1EH and 41 H, respectively. Scan codes
85H and higher are for the extended keyboard.

LETTERS NORMAL SHIFT CTHL ALT

aand A IE ] | 1E 41 1E a1 1E O
band B 3O 62 a0 42 30 02 30 00
cand C 2E 63 ZE 43 2E 03 2E 00
dand D 20 o4 20 44 20 04 20 0o
eand E 12 &5 i2 45 12 (] 12 00
fand F 21 56 21 44 21 06 21 00
gand G 22 67 22 47 22 07 22 00
handH 23 o8 Z 48 23 08 23 ¢ 1]
1and 1 17 6% 17 40 17 12 17 00

57%
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jandJ 24 6A 24 48 24 DA 24 00
k and K 25 6B 25 B 25 0B 25 00
land L 26 6 26 4 2% 0OC 26 00
m and M 32 6D 32 4D 32 0D 32 00
nand N kS| 6E 31 4E 3 CE 31 00
o and O 18 6F 18  4F 18 OF 18 00
pand P 19 0 19 50 19 10 19 00
q and Q 7 16 5 10 11 0 00
rand R 13 72 13 52 13 12 13 00
sand § IF 73 IF 53 IF 13 IF 0D
tand T 14 74 14 54 14 14 14 00
u and U 16 75 16 55 16 15 16 00
vand ¥ w76 % 56 2F 16 2F 00
wand W 11 77 11 57 11 17 11 00
x and X 2D 78 2D 58 D 18 00
yand Y 15 79 15 50 15 19 15 00
zand Z 2 7A 2 5 22X 1A W W
Spacebar 39 20 3% W 19 0 39 20
FUNCTION

KEYS NORMAL SHIFT CTRL ALT

FI 3B 00 54 00 SE 00 68 (0
F2 c oYY 55 00 SF 00 69 0D
F3 3D o0 56 00 60 00 6A 00
F4 3F 00 57 00 61 00 6B 0
Fs 3F 00 58 0 62 00 6C
F5 40 00 59 00 63 00 6D 00
¥ 41 00 5A D0 64 00 GE O
FB 42 00 S8 00 65 00 6F 00
2 43 0 5 Do & w0 0 0
FI10 44 00 spD o0 67 00 T 00
Fil 85 00 87 00 89 00 8B 0
Fi2 8 00 g8 00 %A 00 8C 00
NUMERIC

KEYPAD NORMAL SHIFT CTRL ALT
Ins and 0 52 00 52 30 92 D0

End and 1 4F 00 4 W % 00 00 01
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DoArrow and 2 50 Ol 50 32 N O L] 0z
PeDinand 3 51 00 51 33 76 00 0C 03
LtAmow and4 4B 00 4B 34 73 00 0¢ 04
5 (keypad) 4C 00 e 35 8F 00 00 05
RtArrow and 6 4D 00 4D 36 74 a0 1§ O
Home and 7 47 0Q 47 37 Fili 00 (L] az
UpArmowand 8 48 00 48 A 8D 00 00 08
PgUp and 9 49 00 49 39 84 00 00 09
+ {gravykey} 4E 2B 4E 2B 0 00 4E 00
— (pray key) A D 44 20 8E 00 A4 00
Dl and 53 00 53 2E 03 a0
* (gray key) 37 ZA 37 ZA G L 7 00
TOF ROW NORAMAL SHIFT CTAL ALT
*and ~ 29 80 29 7E 29 00
and! 02 3 o2 21 78 00
2and & 03 32 03 4] 03 00 L O
Jand # 4 a3 Od 23 TA 00
4and % a5 34 a5 4 7B 4.1
Sand % 06 35 06 25 c D0
& and # 0r 36 ar 5E a7 1E D 1]
7and & 08 37 08 26 " 7E DO
Band* 0% 8 0 ZA 7F oG
O and { DA 30 0A 3R 80 00
f1and ) {B M OB zZo Bl o0
— and _ O D o 5F oC 1F 82 a0
= and + oD D O 2B B3 00
OPERATION KEYS NORMAL SHIFT CTRL ALT
Esc I 1B ol 1B 01 1B 01 00
Backspace 0E 08 0E 08 0NE 7F OE 00
Tab OF 09 OF 00 oq 00 Al 0
Enter 1C aD ic oD IC oA 1< 00
PUNCTUATION  NORMAL SHIFT CTRL ALT
[and | 1A 5B 14 7B 1A IB 1A 00
]and } IB 5D iB 7D 1B 1D B 0O



;and :
+ and *
Yand |
. and <
. and >
f and 7

27
28
28
23
M
35

3B
X7
5C
]C
2E
2F

Keykoard Scan Codes and ASCH Codes

27
28
2B
33
4
35

1A
22
T
ac
K
iE

2B

1<

27
2R
2B
i3
34
35

App. F

Following are the duplicate keys for the enhanced keyboard (the first two entries are ASCI
characters, and the rest are cursor keys):

KEY

Slash (/)
Enter
Home

End
Pagelp
PageDown
DownArrow
LaftAmrow
RightArmrow
UpArrow
Ins

Del

Coatrol keys also have identifving scan codes, although BIOS doesn’t deliver them to

MNORMAL
ED 2F
ED oD
&7 EQ
4F ED
49 EQ
51 ED
50 ED
4B ED
an ED
48 ED
52 E0
53 ED

SHIFT
E0
ED
47
4F
49
51
S50
4B
4D
48

52
33

keyboard buffer. Here are their scan codes:

CapsLock
Numl.ock
SerollLock
Shift (Left)

A
45
44
A

Shift (Right)

Alt
Citrl

[ o)

SESEESBEEBEES

PrScreen

95

_E0

77
75
84
76
g1
73
74
8D
92
93

CTRL

EZESEBEEEEERS

36
18
10y
37

Ad
Af
o7
9F
oG
Al
Al
9B
oD
94
A2
A3

ALT

EEEgE

00
00
00
o0
the



- ANSWERS
TO SELECTED
QUESTIONS

CHAPTER 1

1-1, {a) Bir.

1-2. {a) Byte.

1-3, {a) Two.

1-4, {a) 3101; {c) 10111,

1-5. (a) 00100010; {c) DO100000.
1-6. (a) 11011010; {c) 10001000,
1-7. (a) 00111100; (c) (000100.
1-8. (a) 57.(c) 57.

1-9. (a) 24D8; (c) 8000.

3-10. {a} 12; () 57; {e) FFF.

1-11. {a} 1O10001; (c) DO1LLITY,

1-13. ROM (read-only memory) ks permmancnt, performs startup procedures, and handles
input/output. RAM (random-access memory) is temporary and is the area where
programs and data reside when executing.

1-15. (a) A section of a program, up 0 64K in size, containing code, data, or the stack.

1-16. (a) Stack, datn, and code.

1-18, (a) TS, DS, 55; (c) AX, BX, CX, DX, DI, 5I; (e} CX.

1-20. (a) MOV BX,36.
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CHAPTER 2

2-4,
2-5,

2-7.

2-8.

z-4,
2-10.
2-11.

CHAPTER 3

31
32,
33
34,
3-5

-5
3-8

3-11.

CHAPTER 4

4-3,
4-4,
4-6.
4.8,
49,

4-16.

411,

Answers to Selected Questians

{a} The program segment prefix (P5P),
{a) DS and ES = address of the PSP
fay The systern defines the stack For a .COM program.

(a} At its highest location, the size of the stack (such as 64) as initialized by the sys-
tern in the SP

(a) HCIEZH.
{a) T4AA4H.
(a) 4DTOOH.

The commands are identified at the beginning of the chaptet.
(a) D OS:1AS: () EDS:13A 44 4E 41,
{a) BB4B32.
E C5: 101 4.
{a) MOv  AX, 2006
ADD  Ax, 3000
HOP
(c} Use R IF to reset the [P 1o 1(X).
The product is 0568H.
Use the N command to name the program, sct the length in the BX.CX, and use the
W command to write the program.
Start with MOV AH.09 for the display.

Name (of a data itemn) and lahe] {of an instruction).

(a) Valid only if it refers to the CX register; (c) valid.

(a} PAGE,

fa) Causes alighment of a segment on a boundary, such as a paragraph.

fa) Provides a section of relaled code, such as a subroutine.

{a) ENDF

The END directive tells the assembler that there are no more instractions to assem-

ble: instructions tv causé comtrol to retwrn to the operating system are MOV
AXACO0H and INT 21H.

4-12, ASSUME 5%:STKSEG, DS:DATSEG,CS:(DSEC.
4-15. () 1;0(c) 10,

4-14.

CONAME DE ‘Computer Sarvites®
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4-17. {a) AREAL1 DB OO1GOOL1B
{C) AREAD DWW 7

4-18. (a) Hex 22.

4-19. {a) B2254A0¢; (<) 35.

CHAPTER 5

5-1. MaSM/TASM £:S0UEEZE E:, E:, E:.

5-3. (a) E:SQUEEZE.

5-4. (a) Executable file (module): () link map; (g} cross-reference file.
55, WOy AX, DATSEGM

MOV D%, AK

5-6. Partial coding;
M AL, 50K ;Load immed. value
S5HL AL,1 iShifr lefr (double)
W CL,1EH Multiply AL
ML CL : by €L

5-8. The dats segment should contain these data items:
FIELDX DE SOH
FIELDY DB 14H
FIELDI DWW 7

£.10, Mote the effect of the EVEN diractive on the location counet,

CHAPTER &

6-2. (a) The first ADD adds immegiate valoe 2548H to the CX; the second ADD adds
the contents of locations 25481 and 2549H to the CX.

6-4. Add the contents to the DX of the memory location pointed 1o by the sum of the off-
set addreszes in the BX plus the SI plus & {rechnically by DS:[BX +SI+E]).

6-5. (a) The processor cannol process data directty between memory locations,

6-6. (a) A memory-to-memory operation is invalid; instead, use two instructions:
wrv AL, BYTEY
ADy BYTEX, AL

6-7. [(a) ADD Cx, 4BH
(¢} SHEt DH T
fa) MOV X 248
6-8. Use XCHRG.
69, Use LEA (or MOV with OFFSET).

6-11. {a) Pushes the flags, IF, and (S onto the stack, zeplaces the IF and TF flags, and
stores the inlerrupt address in the CS:IP.



86 Answers to Selacted Questions

CHAFTER 7

7-3. 4K

7-4. [t uses the high area of the .COM program or, if insufficient space, uses the end of
IREMIOTY.

75, (a) EXEZBIN PRESSURE, FRESSURE ., COM.

CHAPTER 8

B-1. (a) Within — 128 and +127 bytes.

8-2, (a) Within —128 and +127 bytes. (b) The operand is a one-byte value
allowing for DOH through 7FH (D through +128) and 80H through FFH (—128
through —1).

8-3. (a) 015DCH; {c} note the sign in FA3H.

8.4. Here is one of many possible solutions:

MOV AX, (N
MOV EBX,01
MOV O, 12
WMoY DX, 00
BZ0: ADD AX.BX :Mumber is in the AX
MOY  BX,DX
My D, A
LOOF B2D
B-5. (a) (M AX.BX (C)CMP CX,DX (&) 0P DX, 0
JBE address )G address JE or 1Z

8-6. (a) TF {1%;{c) 5F (1}

§-8. The first {main} PROC must be FAR because (he operating system links to its ad-
dress for execution. A NEAR atiribute means that the address is within this panticu-
lar segment.

8-10. Three {one for cach CALL).

8-11. (a) [1111011; (c) LODL1010.

8-12. Lowercase letiers a—z are 61 H-7AH.

8-13, {a) B9T2H; (¢) 1737H; (e) 72B9H.

CHAPTER ¢

9.1, {a) Row = |BH amd column = 4FH.
9-3, MOV AX,0613H ;Request
MY BH, atiribute + clear
[ Vo 1 window
MOy DX, 184 FH

INT 10H :Call interrupt service
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94,

9-5.

CHAPTER 1D

10-1
10-2,
10-3.

10-4.
10-5,

10-8.

10-10.

11,

16-12,

MSSGE e '‘What s the date Owm/dd/yyd7' . 07H, "%’
M AH,DSH iRequest display
LEA DX, MSSGE : of date
INT IMH tCall dinterrupt sService
DATEPAR LABEL BYTE
WAXLEN Ce 9 iSpace for slashas and Enter
ACTLEN
DATEFLD DB 5 DUPC' ')
AH, 0AH (Request 1nput
LEA  DX,DATEPAR ¢ of data®
INT  21iH ;Call interrupt service
. [a) 04,
(a) 0110 1110,
{a) 0000 0001.
(a) MOV AH, 00K ;Request set mode
MY AL, 02 ; 80-column monochrome
INT 104 :Call interrupt service
{c) M AH, OGDEH :Reguest scroll 14 Tines
MY BH, 07 *Narmal wideo
e W ;Entire screen
Moy DX, 1B4FH
INT 10H :Call inmterrupt service
Eight colors for background and 16 for foreground.
B AH, 09H iReguest display
MY AL,05 +Cub
MY BH, 00 :Fage number 0
oY BL, 000111108 iYellow on bBlue
W Cx, 06 i5ix vimes
INT 10H 1Call interrupt service
Note that INT 168 doesaot advance the cursor or echo the entered characters on

the screen. Similarty, INT 10H function 09H does not advance the cursor; also it
displays only one unique character at a time.

{a)} MOV AH,DOH iRenuast mode
MOY AL.C4 iResplutfon 320 x 2X)
INT 10H ;Call fnterrupt servite

First set graphics mode, then use INT 10H function 0BH 1o set the background
color,

First se1 graphics mode, then use INT 10H function O0DH to read dot.



CHAPTER 11

Answers to Selectad Questions

11-1. (a) Location 40:17H (417HD.
11-2. (a) Keyboard input with echo, requires two INT operations if an extended keyboard

function. :
11-4. {a)y47H: (¢) S0H.

11-6. Use INT 16H function 10H for keyboard input, CMP to test the scan code, and use
INT 10H function 02H 1o set the cursor.

11-8. Omn any press or release of

akey.

11-18. (a) Location 40:1EH (4tEH).
11-12. (a) CapsLock and NumLock are bits 6 and 3.

CHAPTER 12
13-1. (a) D5:8] and ES:DL.
32.}, (a) ICXZ  1abel2 ;CX zmro?
tabell: MOV AX 5L} ;Get character
My [0T] AX i Store character
INC DI iInCcrament
INC DI v DY and
INC 51 1 5T by 2
INC ST
LOOF Tabell
label2: ...

12-4. Set the DF for a rightto-left move. For MOVYSD, initjalize at HEADG1+9 and
HEADG2+9, For MOVSW), initialize at HEADG1 +8 and HEADG2+8.

12-6. (a) (LD
MR
LEA
LEA
REP
Lo
LEA 5I,DESCRIP+
LODSK

CLD
MV
LEA

o, 18
DI, OUTAREA
5[, DESCRIP
NOVSE

(c)

(e)
or, 18
DI, OUTAREA
LEA 45I,DESCRIP
REFE CMF3B

12-7. Here is one solution:
H105CAS PROC NEAR
CLD
v O IO
LEA DI, HEADGL

Lefr to right
iInmitidlize

o move

18 bytes
:Mowe string
iLeft to right
'Start at 5th byte
iioad ¢ bytes
jLeft to right
118 bytes
Imicialize
; addressas
Compare strings

;Left to right
;10 bytes
;Inditialize address
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MY AL,'n’ : angd scan character
H20: REPNE SCASH :Scan

JME H3D :Found?

CMP BYTE FTR[DI], 'a" ;¥as, next byte

INE H20 ; eguals "a"?

MOV AL 03
Hig: RET
H1DSCAS ENDP

12-3. Define PATTERN immediately before DISPLAY, infialize the CX, D1 and 51,

and use REP MOVSW. Then use INT 21H function 09H to display the data item
DISPLAY.

CHAPTER 13

13-1. (a) 32,767 and 63,535.
13-3. (aYOF =0, CF =1},

13-5. (a) mw Ax, VALUEZ
ADD AN, VALUE1 sAdd WALUEZ
MOV WALUEZ , A% ;o WALUEZ

(h) See Figure 13-2 for multiword addition.
13-6. STC sets the carry flag. The sum = 0153H plus 0328H plus 1.

13-7. {a) w0V AX ,VALUEL
MUL WALUEZ sProduct 15 in the DIGCAX

(b) See Figure 13-4 for multiplying doubleword by word.

13-8. (a) mov &Y, VALUEL
MY BL,16 sDivide VALLEL
DI¥ BL : by 36

CHAPTER 14

14-1. (a) ADD generates O06DH and AAA generates 0103H.
{c) SUB generates 0002H and AAS has no effect
14-2. (a) 133137|39136}.

14-3. LEA SI,BCDANT ;Initialize address
MDY O, 04 ; and 4 loops
B20: R [51]1.30H sInsert ASCIT 3
INC 51 iIncrepent Tor next byte
LOOF E20D rlocp 4 rimes

14-4. Use Figure 14-2 a3 a guide bul initialize the CX 10 03.

14-8. Use Figure 14-3 as a guide but initialize the CX 10 (3.

14-6. (a) See Appendix A for the procedure; the answer is 9BAGH.

14-7. Note that INT 12H retums to the AX the size of memory in terms of 1K bytes.
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CHAPTER 15

15-2. (a) TEMPTBL DW 365 DUF {0) .
15-3, (a) ITEMNO DB *0S’,'09°,’12°,°19%,°23"
(c) ITPRICE DW 1250, 9375, 8745, 7935, 1595

15-4. ITEMTBL DB "05', "Videptape'
oW 1250

15-5, [NT J6H function {0H is suggested for keyboard input; Figure 12-2 is a useful
2uide, :
15-6. A possible organization is into the following procedures:

PROCEDURE PURPOSE
AIOMAIN  Tnitialize registers, call procedures.
BIOREAD  Display prompt, accept item pumber.
CI0SRCH  Search table, display message if invalid item.
DIOMOVE  Extract description and price from table.
EI1GCONY  Convert quantity from ASCI to binary.
F10CALC Calculate value {quantity > price).
GI0CONY  Convert value from binary ko ASCIT.
K10DISP Display description and value on screen.
15-7. The following routine copies the table. Refer to Figure 15-7 for sorting table entries.
SORTABL DE 5 DLP{9 DUP{?)}

LEA &I,ITDESC iInitialize

LEA DI,SORTAEL i table addresses and
MOV CX, 4% i number &f characters
Lo ;Left to right

REP MIWSB ‘Move string

15-8. Define the ASCI values wo be converted in the table;
ASCTABL DB 75 DUP{20H)

15-9, The intention i3 1o use XLAT for translation.

CHAPTER 16

16-1. 512

16-4. (a) A growp of sectors {1, 2, 4, or 8) that the system treats as a unit of storage space
on a disk.

16-5. (a) 80 cylinders X 18 sectors X 2 sides X 512 bytes = 1,474.560.

16-7. (a) Helps the system load its programs intg menory.

16-8. Tn the directory, the fust byts of fikename is set to ESH.

16-9. (a) O0H.
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16-11. {a) Posidons 2831 of the directory; (b} 0DCSDH, storzd as SDOC.
16-12. {a) The first byte {meda descriptor) contans FSH.

CHAPTER 17

17-1. (a) 06,
17-). (a) FHANOLE DW ?

{b) Start the definition like this:
PATNTOUT LASEL BYTE

followed by a DB for each data item.
{c) Use INT 21H function 3CH to create the file, use JC to test for an error, and save

the handie,
17-4. (a} MIv AH, 3DH 1Request open
MW AL.GO ;Read pnly
LEA [ ASCPATH (ASCIEZ string
INT 21 €al] dinterrupt service
I error JExit if errar

WOV FHAWDLE , X (Save handie
17-5. Where a ptogram opens many files.
17-7. Use Figure 17-2 as a guide for creating a disk file and Figure 14-5 for conversion
from ASCH to banary.
17-8. Use Figure 17-3 as a guide for reading the file and Figure 14-6 for conversion from
binary to ASCIL

17-10. See Figure 17-4 for the vse of function 42H.
17-11, All the functions invelve INT 21H: (a) 16H; (c) 15H.
17-12. (a) 128 bytes; (c) 144 (2 sectors X 4 tracks X 4 reconds/sector).

CHAPTER 16
All the questions for this chapler are exercises involving the use of DEBUG,

CHAPTER 19

19-2. Most likely as a developer of disk wility programs.
19-3, {a) In the AH.

19-%5. {Jse INT 13H fonction O0H.

19-6. Use INT 131 function 01H.

19-8. MOV AH,DIH :Request write
My Al ,01 ;1 sector
LEA BX, DATAMNT ;OuIput area
o CH,O7 :Track 47

W CL, 03 sSecenr (3
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MOV DH .00 tHead #0
M OL.00 0rive A
INT 13H ;€all dintéerrupt service

19-9. The staiws byie in the AH contains 00000011,

CHAPTER 20
20-1. (a) ODH.
20-3. (a) WH AW, O5H ;Request print
Wi DL OCH i1Form fFeed .
INT 2ZIH ;CaTT dnterrupt service
(h) LEA S5],NAMEFLD ;Initialize nams
MOV X, Tength ; and length
BZ0: MW AH OS5H JRequest print
M L, [51] iCharacter from name
INT 21H +Ca1l interrupt service
INC 5L ;Next character in name
LoaP B0 :Locp Tength times
(¢} You could code a line feed (0AH) in front of the address. The solution is similar
(o part {b}.
(e) Issue another form feed (OCH).

20-4. HEADNG DB 13, ID. 15, ‘Title”, 12

20-6. (a) Input/purput emor.

20-8, The CX is nol avaitable for looping because the: loop that priats the nams uses the
CX. You could use the BX like this:

MOV BX, 05 i 5ot 5 loops

c0: ...
DEC  8X iDecrement Toop count
INZ 20 loop 1 stilt nonzearo

20-9. Figure 20-1 uses INT 21H function 4GH. For functior 05H, revise the solution ac-
cording to the onc in Question 20-3,

CHAPTER 21

21-1. (2} Unit of measure for mouse mavement in increments of 17200 of an inch.

21-2. All these functions are identified near the beginning of the chapier.

21-3. Controls display of the mouse pointer; displays when zero and conceals when
nonzera,

21-4. (a) MOV AX,00H
INT 33H

21-5. Run this program under DEBUG to view the returmed values.
21-6. Note that the figure reverses the patallel ports, LPT1 and LPT2.
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CHAPTER 22

22-1.
22-2.
22-5.
22-6.

22-7.

22-8.

22.9,

22-14.

CHAPTER 23

23-1.
13-2.
23-)
23-4.
23-6.
13-7.
23-8.
23-9.

23-10.

The introduction to this chapter gives three reasons.
The statements include MACRO and ENDIM.
(a) .XaALL.
() WLTEYTE MACRD  WULTPR,MULTCD
Ll AL, MULTCD

ML MILTPR
ENDM

Tor include the macro it pass 1, code the following:
IF1
IHNCLUDE Tibrary-name

ENDIF
The macro definition could begin with

PRINTL? MACRO PRETLINE, PELEN
PRTLINE and PRLEN are dummy arguments for the address and length, respectively,
of the line Lo be printed. See Chapter 20 for using INT 17H to print.
Notz that you cannot use a conditional IF to test for a zero divisor. A conditional IF
works only during assembly, whereas the 1est must ocegr during programexeculion.
Code assembly instructions such as these:
CMP DIVISOR, Q0 :Farg divisor?
INZ (bypass) Mo, bypass
CALL (error message routine)
Parts (a) and (b) involve Question 22-6; part (¢) involves Question 22-8 for print-
ing and Chapter 14 on converiing binary to ASCII format.

The introducton to this chapter gives the reasons.

{a) PARA.

{a) NONE,

{a) ‘code’.

{a) EXTRM SCALCI3:FAR

(a) PURLIC QTY,MALUE,PRICE

Use Figure 23-6 as a goide.

Tise Figure 23-8 as a guide for passing parameters. However, this question invelves
pushing three variables onto the stack. The called program therefore has to access
[BP+ 16] for the third entry (UNITCOST) in the stack. You can define your own

standard for returning UNTTCOST through the stack. Watch also for the pop-value
in the RET operand.

This program involves material from Chapters 9 (screen L0), 13 (binary mulipli-
cationt), 14 (conversion between ASCII and binary), and 23 (Jinkage to subpro-
grarms). Be careful of using the stack.
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CHAPTER 24
24-1.

24-1
24-4.
24-5,
24-6
24-8.

24-9.
24-10.
24-11.

CHAPTER 25

2541,
25-2.
253,
25-5.
25-6-.
25-7.
25-B.
25-9.
25-10.
25-11.

Answers to Selected Questions

(a) In sector 1. track 0.

. Acts as a low-level inkerface to the BIOS routines in ROM.

{(2) Following MSDOS.SYS,
{a) The first 256 byies of a program when loaded in memory for execution.

« SCH: 05 53 aC 49 40 20 20 20 20 41 53 4D

R0H: OB 20 45 3A 53 4L 49 4D E 41 53 40 OO
(a) 2CD4.

{a) 1B3B[0] + LOOH (PSPl + OH = 1348[0].

(2) The start of a memory block (not the last one).
INT 09H, in the interrupt vector table at 24H.

The section on interrupts at the start of this chapter discusses these types.
The section on interrupts at the start of this chapter discusses these fines.
=) FFFFIO1H.

Al segment address 40[D]H.

{a) Equipment status; (¢) second byte of shift status.

{a) The addresses (in reverse-byte sequence) of COM1 and COM2.

{(a) INT 12H: (c) INT 11H.

INT 20H throuwgh IFH.

(a) 31H; {c) 39H.

{a) Communications inpul; (c) reset disk drive.



286 306 ARG 586 direct]ves,
516

8086 provessors, 1.8

R0xB7 coprocessor, 34!

@CODE equate, B3

@CODESIZE equate, B3

@CH} equale, 80, B3

@DATASLZE equate, 33

@FILEMAME equale, B3

@VERSION equate, 83

A {Assemble) DEBUG coin-
mand, 30, 41, 573

A0 Tine, 446

AAN Instuction, 246, 529

AAD instustion, 249, 530

AAM instroction, 249, 530

AAS ipstrucion, 2446, 330

ABS type, 424

Absolute disk L0, 324

Accessing the PSF, 452

ADC instruction, 227, S30

ADD instruction, 37, 39, 222,
531

- INDEX

Adding

ASCTI daun, 246

binary data, 4, 222

with camry. See ADC instriction
Address

alipnment, 104

displacement, 97

far, 115

near, 115

of memory incation. 11

of PSP, 403

of segment, %01

shor, 113
Aikdressing, 25

capacity, 13

mode by, 526
Adjusting ASCI? data, 246, 330
AF flag, 17, 119 .
AH register, LS
Al register, 15
Align type operand, 55,420, 519
ALIGN directive, 89, 104, S04
Aligning data, 89, 104, 504
Allocating memocy, <61

ALPHA directive, 505
Alpharwreric comparison, 211
Al key, 186, 191, 199
Ahemae disk reast, 366

ANT} sstrucian, 127, 531
AND logical operstor, 500
Archive file, 20%

Arena besder, 452

Arithmetic

carry, 4, 221

operators, 454
vwerflow, 221, 223

ASCI

adjusi after addition. See
AAA

adjust after maltiplication. See
AAM

adjuzst after subornction. See
AAS

sdjum before division, See
Y1)

character s=t, 143, 167, 201 560

codde, 7

5a5



ASRCID {canit)
data, 7, 2446, 253, 255,
529,530
devizrom, 250
file, 320, 174
multiplication, 249
subtzction, 247
ASCTIZ sting, 305
ASM Fle, 75
Ascepiler progeant, S0, B3
Assemnbly
diagnostics, 87
languags, 41, 49
of 2 program, 74, 564
options, 366
steps, 75
with a command line, 564
with promps, 563
ASSTUME dimsctve, 56, 58, 59,
TG, 505
AT combrine ype, 199, 520
Auribmie byte (screen), 159, 161
Attrthute of file. See File at-
ribuse
AUTOEXEC BAT, 22
Anxiliary carry flag (AT, 17, 119
AX megister, 15

Background (screen), 139
Backward jump. 116
Base meraory, 43
Base poimcr regaster. Sec BP reg-
isper
Base regisier. See BX regicier
Basic InputOutprd Sysien. See
B1OS
BCD (hinsuy-coded dexcirmai)
addition, 251
format, 67
packed, 245, 231
unpacked, 245, 149
Rell character, 147
Best fit strategy, 455
BH register, 16
Binary -
addivion, 222, 531
arithmetc, 4, 2220
data, 3, 64, 253, 255
subtrachon, 5, 222
Binary-woded decimal format.
See BCD
BIOS, 10
data area, 22, 32, 479

dizk operaiions, 357
DOS inerface, 457
internupis. 443
stams byte, 155
Bit. 1, 3
Tanng instructions, 132
scan, 531
shifting instroctoas, 130
pest, 532
BL register, L&
Blinking (screen), 159
Boolean operations, 127
Boot program, 21, 478
Bowt record, 293, 294, 306, 301,
445
Bootstrap loade, 22, 486
BF {kase pointer) register, 15,
435
Bresk point, 484
BSKHSE instructons, 531
BT/BTn incructions, 532
Buffer for keyboard, 157, 189,
197
Bus inlerfacs: unit (BIL), &
Butine: {Toousc), 386388
BX register, 16, 97, 4040
Byte, 1, 2, 65
BYTE
atinbue, 144
boundary, 420, 519
directive, See DB dirsctive

C (Compare) DEBRUG com-
mand, 573
C program, 440
Calculation operator, 498
CALL
instruction, 123, 126, 426, 427,
429, 435, 532
inbersegment, 422
intrasegment, 427
Calling procedures, 123
Capacity of a dick, 202
CapsLock key, 186, 191
Cammiage raemm characier, 149,
(1
Carry flag (CF). L7, 119
Carry intedout of sign bit,
5.2
CBW insruction, 224, 532
CI¥} insyruction, 533
CF flag. See Carry flag
CH register, 16

Change
current directory, 346
diskette status. 67
uppercase b lowercase, 129
Character generator, 167
Character siring, 64
Checkiog
copyright notice, 33
inpux statug, 337
keyboard stahes, 180
memnocy ke, X2
mundel I, 33
oulpal stafis, 338
ROM BIOS dats, 13
serial oumber, 33
system equipenent, 32
CL register, 16
Class type, 55, 421, 32
CLC instraction, 227, 531
CLD imstruction, 208, 513
Clear
direction flag. See CLD
struction
keyboard buffer, 189
inpuL areh, |48
screen, 141
CLI instruction, 533
Clock, 487
Clore file, 302, 308, 327
Cluster om disk, 281
CMC insrruction, 533
CMP instroction, 120, 534
CMPCHGEB instracton, S35
111, 534
CMPSH instaction, 211, 212,
534
CMPSI¥CMPSW instruction,
LE - )
CMPXCHG instruchon, 534
LODE directive, 506
Code segmert, 11, 11, 59, 79
Code segmetil regisier, See
CS regiter
Cold boot, 21
Calon {:) for label, LL5
Color display, 159
Color paletie, 178
LZOM program, 22, 23, 108,
456, 570
code segroent, 109
conversion, 109
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etz segment, 109
in:tializatiom, 108
segrent, 09
stack, 109, 111
Combine bype, 55,425, 519
COMM directive, 306
COMMAND.COM, 21, 446
COMMENT dirsclive, 506
Comments
in 2 macrg, 43
in & progrum, 3, 506
COMMOMN combine type,
411, 54)
Common data in subprogrames,
430, 432
Communicabions
impart, 4RR
itputfoutput, 485
cutpar, 439
pott, 485
COMPACT meryory model,
i1, 513
Comnparing
data, 120
instructons, 120, 534
strings, 211
Comyrler, 50
Completion statas, J15
CON reply (linking), 84, 570
Corncasenation (&) in pacoo,
410
Conceal muse poinier, 336
Comndensed print mode, 379

Conditionu] directives, 452

Conditonal amp, 121,
LX2, 540

CONFIG.STS, 22

LONST directive, 307

Contents of b emory loca-
tiom, 1t

Cotutrol charseiers for printing.
0,

Controd characiers for screca,
149

Control keys (keyboard), 156

Control+Break addmss, 489

Contralier diagnostics, J6E

Conventional segryent definition,
T

Converting

ASCTI dats to binary, 253
birary data o ASCIL 153
byt to word. See CBW

deaimal to heradecimal, 558
doublewsord to quadword. Ses
Do)
EXE to O0OM format, 109
bexadecimal to decimal, 557
woid by doubleword, Ser CWD
Coprocessor, 241
Copyright nodee, 11
Correcting 3 DEBUG eptry, 38
Country-dependent information,
353
Creating
disk falc, 302, 306, 307, HE,
126
new file, 353
subdirectory, 345
iemporary file, 353
CREF cormmand, 86, 568
CREF direcove, 537
JCRF file, 76, 86, 568
Critical-error handier, 488
Cross-reference file, 76, 568
Crosa-reference listing, 84, 558
CS register, 11, 12, 14, 23, 56
CH:1Ppair, 14,29, 25
T key, 185, 191, 199
Cirl+Break
exit address, 448
imemupt, 457
request, 180
Ctri+C state, 491
Cursor, 140, 162
CWD/ICWDE instructions, 224,
533
CX regixter, 16
Cylinder, 290

D} (Dspiny} DEBUG comanand,
3, 31, 573
d-bi1, 527, 523
DAA instruction, 251, 535
DAS instraction, 251, 536
Data, 10, 507
definidon, &2
itemy, 2
Dtz segmeat, 11, 12, 59, 68, 78
DATA directive, 507
_DATA segment name, &1, 32
Dare
file created, 295
gelfict, 352, 490
in B1OS, 43, 450
in directenyile, 205, 152

597

DB {dcfine byte) directive, 86,
a5
DD (define doublewond) dirse-
tive, &7
DERUG
commands, 573
display, 51
program, 30,572
Debugging options, 570
DEC iwstruction, 01, 53&
Decimal adjuat after addidor.
Sre DAA
Diecirrnl adjosl sfter suldraction.
See DAS
Decipwl format, 64, 245
Decinal point, 257
Defaal DTA buffer, di%
Defining
bytc, 46, 65
doubieword, 67
farword, 67
mecr, 401
quadword, 68
table, 265
tenbyles, 68
wond, 67
Dxlei= Ble, 349, 353
Dyestingrion index register. See DI
regisier
Dhestirutinm operand, 9
Deterroine if removable medin,
I8
Determing: type of video adama,
152
Device parameter Block (DFPE),
1w
DF {defme farwerd), 67
DF fleg. Ser Direction fleg
DH registes, 16
D regiater, 16.
Dhagnosticy (ansembly), 87
DIR command, 464
Direct sddressing of &
tahle, 267
Direct memory sddress {DMA),
B
Direct memwry aperand, 95
Drirect video display, 173
Drirection flag (DF), 17, 120, 205
Direciives, 51, 52, 53,63, 34
for defining chna, 63

for processor, 516
Darectory, 294, 300, 301



Dhsk
capacity, 292
cluster, 241
controller, 2940, 291
daia prea, 293
device information, 337
dfive parameters, 364
emor codes, 342
file, 302
recocd, 302
seclors, 290
siorage organizaion, 289
system area, 292
racks, 290
transfer area. Se2e DTA
write verification, 3335
Dhsketie drive data area, 480
Disketiehard disk data aren, 482
Display
ASCIE characters, 142
aoribuwe/character, 165, 178
character, 1566, 178
Character sring, 167
hex and ASCH characters, 278
ey rontents, 27
rmenu, 170
ks poanler, 388
on the screen, 151
DIY instructon, 225, 536
Divizion
ASCI data, 250
binary, 255, 538, 517
b shafting, 239
by subtraction, 2349
by zerq, 484
overflow, 238
signed, 238
unzigned, 237
DL registes, L6
Dol sign (8} delimiter, 142
DOS bogy fAapg, 474
DOS Functioo, 21
DOS interrapis, 487
DOS version flag, 491
DOSSEC directive, 507
Dots-on characters, 170
Droubleword
poundary, 420
dehined, 7, 67
rrultplication, 231
values, 215
shift and rotate, 134
DFPB. Se# Drive parameier ock

¥} directive, 5%
Drive diagnostics, 356
Drive parameter block (DPR),
235, 336, 340
Drop shadowo, 170, 193
DS pegister, 11, 12, 14, 22, 54
D35 paur, 204
DT directive, 68
DTA (disk ransFer aeal, 327,
328, 449, 450, 491
Duplicate a file handle, 350
Duipheate a pattcrn, 215
D'W directive, &7
DWORD
dingctive, See DD direstive
type specifier, 420, 519
DX register, 16
Dryoamic executdon, 9

E {Eater) DEBUG commmand,
M, 34,9, 511
EAX register, | %
EBCDIC dau, 277
EBX regisier, 16
ECHO directive, 514
ECX register, i
EDX wcgiste, 16
Eflags ragister, 17
EIP mgister, 14
ELSE disective (macros), 412
Emphasized print mode, 379
END directive, 57, 507
End of
file, 312,316
inmat dala (keybosrd), 148
page, 371
program execution, 58, 59
ENDIF directive, 409
ENDM directive, H1
EMDFP directive, 56, 123, 508
ENDIS ditective, 54, 508
Enhanced keyboard, 187
Enter characier (keyboand). 1435
Entry point to BIOS, 2t
Environment, 449
EQL directive, 50, 508
Equipmcnt
same, 37,479
ERR directives, 509
Emx diagncstics, 57
Error retumn codes, 35
ES register, 14, 204, 451

Index

ES:D pair, 204
Esc character, 379
ESC instruction, 536
ESI regigeer, 146
ESP register, 13
EVEN directive, 89, 104, 509
Evet-numbersd (word) address,
104
Even parity, 2
Evene handler {mduose), 389
.EXE program, 22, 22, 25, 57,
456
EXEZBIM program, 114, 570
Excovling -
a prograrm, 86
a progranm function, 443
PIOETAm instuctions, 29, 33,
40
Execation wnt (ELT), B
EXTT directive, 62
EXTIM directive, 411
Expanded primi mode, 379
Expression (in an operant), 63
Extended ASCIT chaorweters, 176
Extended ermce coxde, 342
Extended function keys, TR6,
194, 191
Extended nemory, 456
Extetuded move, 501
EXTERN directive. See EXTRN
Extermal reference, 426
Exira segment register. S ES
regiset
EXTRN directive, 423, 424, 425,
431, 510 .

F (Fill} DEPUG command, 573

Far addrexs, 104, 115

Far call, 422, 427, 42%

Far call and rebamn, 124

Far remm, 437

FAR operator, 56, 12_31 124, 422

FARDATA directive, 511

Farwond constant, &7

FAT {file allocation 12ble), 293,
45307

FCE (file control block), 325

Field, 2

" File

aitribote, 195, 3449, 452
dabe and time, 352
disk, 302
management, 2k
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podnter, 306, 316

size, H9S
File allocadon table. S2e FAT
File coatrad block (FCR), 325
File handle, 150, 305, 350
Fil2 handle wble, 448
Filsname, 295
Filename extension, 295
Fird matchirg file, 350, 351
Flage register, 16, 35, 115
Foreground (screen), 159
Form foed, 370, 378
Format tracks, 339, 364
Forward jumnp, 116

Forward reference in assembly,

£
Free allocated memory, 462
Fieduency of note, 397
F5 register, 14
Function keys. 186
FWORD directive, 67

G (Go) DERTMG command, M),
57
General-porpose registers, 15
Generating sound, J97F
et
addness of imternal DOS list,
453
address of FSF, 451
button-gress infarmation, 187
button-release information, 188
bution status, 366
current date, 43
current dicectory, 346
cummed video mode, 166
defuult disk drive, 334
defauh drive parameter biock
(DFB), 333
device informadon, 336
device paramusiers, 339
disk drive parameters, 304
ek type, 366
display page for poimer, 391
DOS version, 447, 491
tirive puacameter biock (DFE),
336
exteninxd emor, 341
file attribute, 349
fife date anad tirme, 352
frew disk space, 336
information for default drive,
334

information Ter kpecific dhve,
k)

media 10, 240

mose information. 391

MiotHas Sersttvity, 390

printer gt statas, 3581

time, 4587, 490

werify siate, 341
Crobal reference, 426
Graphice mode, 144, {75
GROUP direcive, 511
G5 register, 14

H (Hexaddecimal) DEBIN: com-
mand, 575
Hard disk. See Disk
Hard disk daw ares, 481
Hardware, {
Header record, 456, 459
Bexadecimal (Hex)
arithmetic, 7
decimal conversion cable, 555
representation. 6, 64
Hidden file. 295
High-level language, 30
High-memaory area. 444
HIGH cperator, 499
HIGHWORD operator, 394
HLT instrocton, 537
HMA (high memory aes), 446
HUJSE memory maodel, 513

I (inpewt) DEBUG commepml, -
x5

Ok conmol for devices, 336

IBMDOS. COMIBMBIO COM,
21

Identificr, 5t, 52

DY instrction, 235, 238, 537

IF direciive, 412, 414

1F flag. Ser intermux flag

TFUTF2 directives, 409, 412

IFE/AFNB directives, 412,413

TFDEFARNDEF directives, 412.
414

IFTHFAFIDN directives, 412,
414

IFE directive, 412

[mmediate data, 24, 93, 99

[MUL insimuction, 228, 234, 537

IN instridchion, 394, 5338

INC inxtruction, 101, 538

INCLUDE directive, 407, 511

599

Index
operator, 26, 27, 96 £
vegisder, 16, 494G
specifier, 96, 147
Indexing, 101, 499
Tndirect addiessing, %6
Indirect niemory operand, 96
inDC3 flag, 474
Imitialize
JCOM program, 139
daty segrrent, SE, 79
disk drive, S
EXE program, 57
moase, 381
program, 57
[nitialized value, 63
[nputfoucput, 23
inputipuput interface, 22
Input sring, 539
[NSANS instruction, 395, 539
Inshuction
Tormat, 52
labzl, 115
opeTands, 7
guens, §
set, B, 525, 520
Instraction poinler pegaster. Sees
[F r=gistex
INT wmstruction, 42, 103, 539
INT OOH Dhivide by zero, 4452
[INT 01 H Single step, 434
[NT 02H Norimaekable inlemop,
434
INT DK Break posor, 484
INT MH Crverflow, 434
{NT O5H Priat ecreen, 484
INT D8H Timer, 484
INT D9 Keyboard intezmupt,
197, 198, 484
INT OBH Contral COM | pert,
484
INTOCH Contrel QDM port,
484
INF ODH Parallel device control,
454
INT OEH Diskets control, 484
INT LOH Video functions, 161,
177, 484
O0H =et viden mode, V&I, 175,
177
OLH set cursor gize, 162
{2H set cursor position, 148,
162



TNT 10 Yideo functions {cont)
03H read cursor position, 162
(4H read light pen positiog,

17E
05H select active pape, 163
D6H serull up screen, 141, 163
(O7H scrolk down screen, 1
O read anribube’charmcier,
164, ITE
09 display anoibuteicharacter,
165, 178
0AH display charsciey, 166,
178
OBH sct colos palette, 178
OCH write pixel dot, 178
OBH read pixel dedt, 179
DEH write teletype, 166
OFH et curett viden mode,
166
10H ser paleite registers, 179
L1H charster generator, 157
LZH alternasive screen poutine,
167
134 display characier string,
167
TAH readfwrite Cormbination
code, 180
1BH get fimctionatity infoema-
- oo, 130
LCH savefresiore video state,
180
INT i 1 H Equipmeont detecmives-
tion, 242, 484
INT 12H Memory size determi-
nation, 43, 435
INT 13H Disk functions, 358,
485
OOH reset disk aystemn., 358
O1H read disk statms, 359
OZH read disk sectors, 3539
O3H write disk sectors, 350
OdH verify sectors, 363
05H format racks, 364
O8H gea drive parzmctera, 364
(9H mitialize drive, 365
DAR resd cxiended secio
tratTer, 363
OBH write extended seciny
boffer, 365
0CH seck disk cylinder, 353
O0H alwernae disk reset, 366
OFH read sector buffer, 366
DFH write sectot Wulfer, 366

10H 1em jox drive ready, 366
11H mecalibrale hard drive, 366
12H ROM diagnostcs, 366
130 drive disgnostos, M6
14H contmlier diagnostics, 366
15H get disk type, Ho6
16H change of diskette statas,
167
17H set diskeric type, 367
1BH st meedia type, 367
19H park disk heads. 367
INT 140 Communications [,
485
INT 15H System sexvices, 456
INT 16H keyboard functioms, S4.
I18%, 195, 486
O0H read character, | 8%
O1H check if chargier present,
190
0ZH get shift status, 190
05H keyhoard write, 190
10H read character, 190
11H cheok ¥ character prtatml,
9
12H ged shift stahas, 191
INT 1TH BIOS print functions,
486
{0H print character, 350
O1H initialize printer pot, 380
O2H ges port status, A8 E
INT LAH ROM BASKC entry.
ARG
ENT 19H Bootsaap loades, 436
ENT 1AH Read and g2t fimne, 456
INT 18H Cootrol on keyboard
bweak, 487
INT 20H Terminate program,
487
INT Z1H sysim functions, 44,
39
O0OH terminate program, 468
01H keyboard inpud with echo,
} .+
I12H dispiay charactes, 150
{7H commuenicatinng i,
48
{4H commonications SALPAL,
489
O5H printer cutput, 378
O6H direct keyboarddisplay,
JER
(07H direct keyhoard inpan
without echo, 189

Index

U8 ke yboard input withant
ccho, 1%

0O0H display sing, 142

A H buffersd Koy gnput,
144, 189

0BH check keyboard smaus,
159

OCH chear buffer and invoke
irpen, 189

ODH reset disk drive, 333

OEH seloct defauale disk drive,
33

OFH open FCB file, 328

10H close KB file, 317

11H ge first matching disk ¢y
ry, 480

12H ge1 next maching disk «n-
oy, 459

L3H delete FOH file, 489

14H read FCB record, 328

13H write FCB mecond, 327

16H create FCB Fle, 326

17H woame FCRB file, 489

19H determine defaull dive,
334

\BH pet information for de-
faulr drive, 334

1CH get informudion for 3pe-
cific drive, 334

LFH pet defaul DFB, 335

21H read FCB record ran-
domly, 328

22H write FCB record man-
domly, 329

23H pet PCH file size, 4390

25H st interupt vecksr, 471,
J0

26H create new FSP, 490

Z7H read block marsdomly, 320

2RH write: block randomly, 329

29H parse filesapne, 348

2AH gea sysiem date, 490

ZBH 3&1 systern date. 490

HCH get syst=m tirae, 490

2DH set system time, 490
135

2FH get aditress of
UTA. 49]

30H ged DOS versian, 491

A1 H Hrsnnete ey resident,
4

32YH get OPE, 336G



Index

300 getfeheck Cul+C
state, 491
A305H gt startup drive, 491
J306H ge1 DOS version, 491
3H get sddress of DO5S busy
flag, 474
A5H get intermupt vector, 471
MH get fros disk space, 334
ASH getfiet country -depemdent
* informaton, 492
MH creue subdirectory. 345
JAH remove pahdirectory, 343
3BH chimgr current diroctony,
36
3CH create file with handle,
307
IDH apea fike with handie 311
JEH cloee file with handic, 308
IFH read fileddevice, 152, 312

40H write filc/device, L3, 307,

370

41H deleie filc from direciory,
349

A2H move file poanter, 316

43H checkfchange file x-
tribule, 344

44H 10 conirol for devices,
134, 492

HO0H et device information,
£% 1)

- 01 H st devics information,
137

4404H read conmol datz, 337

4405H write contmod dals, 337

4406H check iopun status, 137

4407H check copant
stalus, 334

4408H determine if cemovable
miedia, 138

4A00H manaf code 41H wriie
secior, 338

4401¥H minor code 42H format
aeck, 339

240DH mipar code 46H set
madia D, 319

4400DH mincr code GOH pet de-
vice paramees, 33%

440H minor code G1H read
scoior, 340

440T¥H minor code G6H g1
media [0, 340

440DH mien ¢pde: GEH sense
media type, 341

45H duplicate 5 file handie,
350

46H force duplicats of handle,
350

47H pet canent diacciocy, 346

48H allocate memory, 4461

459H free sllocatsd memaory,
462

44H modify allocated memory,
4632

4BH load'execute yrogram,
462

4CH teranse program, 79

4DH gt subprogrem retum
value, 464

4EH fand Firsd pdching dipec-
tory satry, 350

4FH find next matching direc-
tocy eatry, 351

SOH et address of PSP, 493

51H pet addrsa of PSP, 451

57H get address of DAOS list,
453

54H get verify sire, 341

56H penaae fide, M4, 352

5TH getfset file datefinme, 352

SE00H get memory allodation
strategy, 455

SEOLH set mermony adlocation
Etrategy, 455

SRO2H 24 upper memary link,
455

SHFH se upper memory link,
435

SOH get extended erron oo,
341

SAH creats temperary fike, 153

SBH creaic new file, 353

SCH locktunlock file access,
354

SDH set extcnded amof, 494

5EH local area network scr-
vices, #94

5FH local network ser-
wices, 494

62H pet addrcas of PSP, 494

65H pet extendsd country in-
formation, 4%1

66H petiset global code page.,
494

&TH sei maximumn handle
Coumit,

BCH extended open file, 454

B0

INT 22H Terminate sddress, 438
INT 23H Corl+Hresk siiiress,
488
INT 24H Crirbcal carow handler,
458
INT 25H Absolnte disk read,
324, 458
INT 26H Absolute disk write,
324, 488
INT }7H Terminat= bot stay resi-
dexn, 458
INT 2FH Multiplcx imarugx,
488
INT 33H Mouse functions, 384
O0H initialize mouse, 385
01H display mouss poires,
186
(ZH conceal mouss poinder,
JR6
O3EE get bubion stanus and
pointer bocation, 396
{MH set poipter location, Y7
O5H gex bubog-press informa-
tiok, 387
{6H got buton- ke infor-
mation, 368
{7TH et horizonial limioy foc
poanter, 388
08H set verical Limils for
pointer, 388
OEH resd miuuse-mtion coun-
ters, 389
OCH insiall intermupt handler,
g9
10H st pointer exchsion area,
390
| 3H et doable-speed thregh-
old, 390
LAH set mouse scasitivity, 390
LBH get mouse sexsitivily, 390
1DH seleci display page, 391
1EH get display page, 391
24H pes mouse information, 391
nteger muhiplicamion, 228
[ntensicy (zcrcem), 139



Intermupt vector, 490

abte, 22, 103, 471, 482
Intersegmand call, 422
INTO instroction, 530
Inizasegment call, 421
[Q.SYS, 7], d46, 487
[OCTL (IO zontrol for devices?,

136

[P register, 14, 23, 26, 37
RETARETD insrructicng, 539
[RFNIRPC directives, 411

JASJAE instructions, 540
JB/IBE instracticns, 540
JC instractan, 341
JCXTABCXZ instructions, £23,
541

JE instroctios, 540
1G/)GE insmructions, 540
JLAILE instrections, 540
JMP instructon, 115-117, 541
INAINAE instroctions, 54
JNB/NBE insructions, 54
JNC instrucbon, 541
JNE instuction, 540
INGAINGE instechions, 540
JNLAINLE instragtions, 544
JNCHTNEYING instructions, 541
INZ instruction, 121, 341
JOUTPO instructioms, 541
JP/JFE instroctions, 541
JS imstroction, 541
Jurmnp

bakward, 116

forward, 116

near, 116G

on condition, 540

operation, 115

short, 116

tables. 134
JE imtruction, 541

Keyboard
buffer, 187, 197, 198
daa area-1, 480
dsta apea-1, 482
data urea-3, 482
input, 44, 144, 152, 186
INT 16H fursctiona, 199, 190,
131
INT 21H fanctions, 188, |85
gcan coden, 579
status, 186, 189, 190, 101, 198

Kering in duis, 153
Kilobrte, 2
L (Load) DEBUG commuanid,
s
Label, 51, 113
LABEL directive, 144, 512
LAMHF instruction, 542
LALL directive, 404
LARGE memory toodel, £1, 513
Last fit mrategy, 455
LD3 inswuction, 542
LEA instruction, 131, 542
LES/LFSA .GS instructions, 542
Libeary for macros, 407
Line foed, 149, 370, 178
Link
map, B4, 85, 426, 431-437,
458, 465
object program, 74, £3, 84, 569
program, 50
separate modules, 424
to subprograms, 419
with & commonand Fw, 569
with C, 440
wilky Pascal, 437
with promhpts, 569

LINK command, B4, 569
Linked Xist, 281

11ST directive, 512

Load

a program for execution, 23, 74

Indax

tions, 543

LOOFNELDOPNZ imstructions,
119, 543, 544

LOCPNEW/LOOPNZW instroc-
dons, 4

LOOFW irgtruction, 343

LOOPZINMLOCEZVY instruc-
donk, 543

LOW pperamor, 500

Laow-leve] langzage, 50

LOWWORTY operator, 500

LPT printer peat, 380, 195

L35 instroct.on, 342

L&T file, 75, 566

M (Move) DEBUNG comnamd,
5%

Machine code, 34, 325

Machine langusge example, 34,
8

Mncre
COITEMEINEY, 44
cancalenadion, 410
conditional directives, 412
definition, 401
dummy argument, 402
expansion, 401
inaructioa, 403
parameiers, 402
stored o libwoy, 407
uzed within macro definition,
405
MACRO divective, 401
MAF iile, B4
MASK operaicr, 517
MASM command, 74, 565
Media 1D, 339, 340
MEDTUM memenry todel, &1,
5i3
Megabyse, 2
Memaocy, 3, 10
Memory allocation, 454
Memory Mocks, 452
Memory control recond, 452
Memony anagemem, 21, 445
Memary mode], 61, 513
Meamary size, 43
data area, 479
Menu, 193
Mickey, 384
Microsoft C, 440



Index

ML astembler command, 5607
mod bit peference, 526, 527, 518
Mot byte, 526
MODEL. ditective, 61, 513
Mooochrome display, D60
Mousc
button, 287, 388
¢venil mask, 389
faamures, 383
funclicns, 184
information, 3%1
inkrrupt handler, 389
pizel, 383, 386
puinter, 384, 386, 387, 388
poinber exclusion area, 390
sensitivity, 390
MO¥ jpstmuction, 7%, 36, 39, 97,
544
Move-and-hll mstction, 98
Move data. See MOW
Move sing, See MOVE

MOVS instruction, 203-205, 214,

545
MOVEBRMOVSWMOVED in-
structions, 205, 545
MOVEX jnstraction, 98, 545
MOVZX instruciion, 98, 545
MED0S.5YS, 21, 446, 487
MUL instruction, 228, 543
Multiplex interrapt, 458
Multplication
ASCIE data, 249
bimary data, 227, 537, 545
by zhifting, 235
doublewmd, 231
signed, 229
unsipmed, 229

N (Naime) DEBUG command,
Ly

Nape {of data it=m), 51,63

Mear adilress, 14, 115

Wenr call and return, 124

Mear jump. 116

NEAE, gperator, 56, 124, 502

NEBEG instruction, 2440, S44§

Mepative numbers. 4, 221

MNQCREF directive, 524

NOLIST directve, 524

NONE combine type, 421, 519

Monmaskable interupt, 454

MOF insmuction, 42, 546

MOT inctruction, 128, 546

NOTHING operand iin AS-
SUME} 56, 508

Mumcric consants, 64

Mumeric data processor, 240

O (Owiput; DEBUG command,
L
OB hle, 75, 5659
Crhject program, 73, 565
OF flag. See Overflow flag
Orffser address, 12, 14, 25, 78,
101
OFFSET operator, 500
Open file, 302, 311
Operand, 34, 33, 63,94, 95
Operating system, 20, 445
Operation, 53
Opernorg, 51, 438
aritmetic, 498
index, 499
togicat, S
OR instroction, 1217, 546
DR lagical apetator, 500
ORG directive, 513
Organizing a program, 136
OUT instraction, 394, 347
AT dircehive, 514
OUTHOUTSe instructions, 347
Cutput string, 547
OLUTSn instuction, 396
Overflow flag (OF), 17, 120
Crverflow in arithumetic, 721,
223
Creedlay, 463
Override sepoment register, 105

P (Procecd) DEBUG coimiid,
M, 5T
Packed BCD gata, 245, 251
Pagz -
heading, 371, 378
numbering, 373
on the screen, 161, 153
overflow, 371
PAGE
align type, 420, 519
dircetive, 53, 57, 515
Palette color, 1758
Palknie registers, 120
PARA skign type, 55, 420, §1%
Paragraph, 2, 519
boundary, 12, 85,519
Parallel port data area, ST

Parameter
in 4 macro, 402
Tist (keyboard input), 144
passing, 433
Parity ke, 2
Pacity flag (PP, 17, 11%
Park dick beads, 367
Parse filenarne, 348
Pascal, 437
Pascing parameters, 433
Pentium processor, 8
PeatiumPro processon, 8
PE flag. Ses Parity flag
Physical secior, 291
Pipeline, 9
Fixel dor, 176, 179
Poinicr sotry, 297
Pointer registers, 14
POP instruction, 24, 547
Pop-value, 437
POPAPOPAD instructions, 25,
2B
POPFPOPFD instructions, 23,
ta%
Port, 34, 485, 547
addresses, 394
Predefined symbol, 51
Print characters, 370, 373
Print scrcen, 434
Primes
contmol chamcters, 3H, 379
Jine spacing, 37%
poat. 380, 381, 395
statos, 380, 381
Printing, 369
PROC directive, 546, 515
Procedure, 38, 123, 5135
Processing
ASCII dara, 244
BCD data, 144
binary data, 230
file randomly, 313,216
Frocessor, 7
Processor dimectives, 516
Program
commetits, 30, 306
cniry point, 3
loader, 21, 22, 38, 126, 456
logic, 114
overlay, 463, 464
segment prefix. See PSP 23
Pyagram examples
accept and displey namies, 145
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Program examples iconr.}

add ASCIE numbers, 248

sssembler diagnostics, 88

blinking, reverse video, and
scrolling, 171

changc uppercase 1o lowercase,
124

check the keyboard statua, 200

covle segroent defined as
PUBLIC, 428

JCOM zource program, 111,
1

coavert and add BCD numbers,
154

convert ASCIT data, 257

create a disk file, 308

delete files selectvely, 353

dircct table pddtessing, 268,
269

display ASCI characiers, 167

display hex and ASCO charac-
Iers, ZTH

display the directory, 346

divide ASCI pumbers, 252

exjended tove oporations, 102

link C o assembiler, 442

link Pascal o assembler, 433

linked List, 285

ligt and smppress macro expan-
sian, 406

multiply ASCE numbers, 250

passing parameters, 436

primt an ASCIT file, 374

print with page overflow and
headings, 371

resd a file randormly, 316

tead a file sequentalty, 313

read an ASCII file, 320

tead data from sectoes, 342

resident program, 472

right adjusting screen display,
215

sclect from & menu, 193

setdisplay graphics mexle, 1)

st 4 table of names, 282

table search using CMP, 273

tahle search using CMPSB, 275

nsing a jump table, 135

uaing a strictre, 3275

using CMPS string operation,
212

using EXTRN and FUBLIC,
425

wiing [F and IFNDEF, 407
using immediate operands, 100
using [NT 13H to ntad scctors,
360
using LOCAL in a macro, 408
using LAODSH siring Operation,
08
Using macro parameters, S04
using MOVE string aperations,
207 °
using SCASB string eperaton,
213
using STOSW string operation,
5
using the [FIDN macro, 417
using the JMF inatruction, 117
using the LOOP instraction,
118
asing the mouse, 391
uging the RECORD durective,
58
FProgram segtienl poefix. See PSP
Frotccied mode, &0
PSP {program asgment prefiz),
58, 447,451, 452, 450, 993
FTR operator, 45, 149, 174, 501
PURLIC
combine Cype, 55, 421, 519
directive, 423433, 516
PURGE directive, 407
PUSH instroction, 24, 415, 548
PUSHAPUSHAD msiroctions,
15, 549
FUSHF instructian, 35, 544

Q (Quit) DEBUCG cammamd,
M, 576

Quadword, 2. 68

QWORD directive, 68

R (Regiater} DERUG oom-
manad, M, 35, 576

riim bit reference, 526, 527, 528

Radix poimt, 144, 257

Radix specifier, £4

RAM (random access memeny ).
Ser Memory

Rardom block processing, 329

Randomn processing, 313, 328

ECL/RCR instructions, 132, 133,
549

Fesd

and s dme, 485

Index

avitate’chacpcter, 164 178
control daw from drive, 337
cluiéT poaition, 162
disk secror, 340, 154
disk stame, 359
extended s bor buifer, 265
Tight pen position; 178
Mo -mmoticn Souniers, 389
pixel dot, 179
record, 312
acctor buffer, 3ot
Resd-only memory (ROM), 10
Fral mode, B, 12, 446
Real value, 55
Real-tine clock data area, 482
Fecalibrave hard drive, 366
Record, H2, 516
RECORD directive, 516
Record operators, 498
-REF fite, 87, 568
reg bit reference, 526, 527, 528
Register, 13
Register potation, 576
Relative by, 298
Relative sector, 291
Relocation table, 458
Remaixder, 234
Removable media, 3238
Remove euldirectory, 545
Rename Ale/diroctory, 346, 152
REF prefix, 204, 549
REFEREPZ prefixes, 205, 211,
550
Repetiticn directives, 410
REFMNEREPNY. prefires, 205,
213, 550
REPT directive, 410
Reservad words, 51, 562

disk drive, 333
diek rysiem, 358
IP ragister, 37
Rasidenl progrum, 470
RET etruction, 123, 127, 422,
413, 550
RETP instructioe, 423, 437, 530
RETN ipstraction, 124, 422,
55)
Rctum code, 59
Reverse sign, 240
Reverse video, 171
Reversad-byte morage, 19, 11,
6.3, 6



Index

Right-adjusting on the screen,
215
Right shafting tats, 130
Rightmwost zero for segment ad-
dress, 13
ROL instructon, 133, 551
ROM, 10
B10S date, 33
disgmostics, 366
ROR instruction, 132, 551
Rortare bats lef, 133
Botate bits right, 132
Reounding a produce, 257
Rules of DEBUG commands, 30

S (Search) DEBRUG commund,
Lyl
SAHF instruction, 551
SAL imstuction, 131, 551
-SALL ddrective, 405
SAR instruction, 130, 551
Save a progeam in DEBLUIG, 45
Save pointer data arez, 432
SBB instruction, 227, 552
Scan and replace, 214
Scan code, 191, 519
Scan line (screen), 163
Sean string. Ses SCAS
SCAS insmucton, 203, 208, 213,
552
SCASE instruction, 213, 552
SCASDYSCASW inrructions,
552
Screen, 140
background, 159
blinking, 159
display, 44, 142, 150, 151
foreground, 159
intensity, 159
pege, 161, 174
Serol] down screen, 141, 164, 171
Scrall up screen, 163
Search a table, 267, 271, 274
Secior, 290, 291
Secior buffer, 365
Seck disk cylinder, 365
SEG operator, 501
Segmeo, 11, 421, 519, 519
wekdress, 26
boundary, 12
Jirectives, 304
offsel, 12
overmide, M)

override prefin, 105
registers, 14
SEGMENT AT directive, 155,
520
SECGMENT directive, 54, 420
Segments and Group: table, 30,
367
Selecting
aclive page, 163
allemadve screen routine, 167
defanlt diak drive, 333
display page for pointer, 391
Senze media type, 341
REQ) directive, 521
Scnal pont dala ares 479
Serting
address of FSP 493
colar palette, 178
cutsor, 140, 162
cursor size, 162
dae, 430
device information, 337
direction flag. See STD instruc-
ton
diskettie typs, 367
double-specd threshald, 390
file attribuate, 350
file daic and tine, 357
horzootal Lmits for poanter,
k1213
media I, 339
media type, 167
mauss sensitivity, 390
palette registers, 179
pointer exclusion area, 300
pointer Jocaticm for mouse, 387
scpeen atiribuce, 161
vertical limits For painter, 388
vides mode, 157, 161, 175, 177
Sctfrosct disk write yerification,
135
SETm instructions, 552
SF flap. See Sign flag
Shift
algebraic instructions, 551
and round a product, 257
bits left, 131
bits right, 130
counl, 517
key, 199
logical inetructions, 553
staws, 187, 480
SHL instruchon, 131, 533

SHL operator, 502

SHLI» mswucton, 553

Short address, 115

Shott integer data, 241

Short jump, 115

SHORT operatpr, 116, 502, 540

SHR imstruclion, 130, 353

SHE operstor, 302

SHRD instruction, 553

S1 exister, 16

Sign bit, 4, 131, 221

Kign flag (5F). 17, 120

Signed

Signed bicary das, 221

Sipned daca, 121, 132

Signed division, 238

Signed multiphcation, 229

Rimplified segment directives,
61, 81, 429

Single-step moxde, 484

S[ZE opcrator, 266, 502, 502

SMALL memory model, 61, 513

SORT commrand, 308

Sorting table eatries, 280

Sound, 397

Source index register. See 51 reg-
ister

Source aperamd, 94

Source program, 39, 73

SPregisier, 15, 23, 24, 435

Speaker, 357

Square brackets. See Index oper-
abor

88 register, 11, 12, 14,56

S5:BP pair, %

S55:5P pair, 14

Stack, 23, 5%, 78, 82, 433, 519

Stack frume, 433

Stack pointer mgister. Ser 51
register

Stack segrment, 11, 12

STACK combine type, 35, 519

STACK direchve, 61,521

Starting clusuer, 293

_STARTUP directive, 62, 521

Stateroent, 52

Stanas codes, 358

ST instruchion, 553

ST instruction, 205, 554

Steps in acgembly, fink, and exe-
oute, 75

5TI ipstuction, 354

Store sring, 3ee STOS



STOS instroction, 213, 205, N6,
215, 554

STOSE instraction, 208, 554
STOSD insuuction, 554
STOSW instruction, 209, 554
Siring comganson, 211
Siring data, 64, 203
String inputfoutpat, 395
String opetaticns, 24
STRUC/STRUCT directive, 521
SUR insircten, 222, 554
Subdirectory, 345, 36
Subprograms, 419
SUBTITLE dircetive, 522
Sabracting

ASCE dam, 247

binary data, 222

wilh barrow. S¢¢ SER
SURTTL directive, 522
Symbwlic code, 34
Symbolic insmsction set, 91
Symbola mable, 426, 568, B0
System dala area, 481
Sysiem date, 430
System cyuipment data area, 479
System time, 484, 490
Syslems services interrapt, 486

T (Trece) DEBLUG conamand,
M0, 38, 577
‘Tah, 140
characrer, 370
siops, 374
Tabke, 265 -
on disk, 266
seatching, 271, 274
sorting, 280
TASM command, T4, 564
THYTE dirctive, 58
TCREF vommend, 86, 568
Terminate addoess, 458
Termitvate but stay resident
(TSR), 470
Temminats program execulion,
59, 438

Test For drive ey, 366
Teut if diskette ready, 364
TEST instryction, 177, 555
Tert mode, 1, 158 )
_TEXT segmeni name, 82
TEXTEQL] dicective, 522
TF tlag, L7. |20
‘THIS operator, 503
Threshold speed, 384
Timecul data area, <32
Timer, 487
TINY memoty mesdel, 61, 513
TITLE dircchive, 53, 57, 524
TLISK command, &4,
110, 569

Traciog

execition, 35, 40

memory blacks, 536
Tracks on disk, 290
Translatz data. See ALAT
Trap flag (TF), 17, 120
TSR program, 470
Turbo azsembler, 80, 567
Tk ) 441
Two's ccxnplement mation, 4
Two-pass asscanbler, 83
TYPE opecator, 284, 503
Type specificrs, 497

U (Unassembded DERUG oo -
mand, 34, 42, 577
Unconditional ansfer instruc-

tons, 4

Unederline attribute, 164
Unipitialized value, 63
Unpacked BCD data, 245, 245
{Insigned dista

Winary, 121, 122, 22}

division, 237

nuliplicaton, 229
Upper memery area, 454, 4553
ISE2 operasd, 0

Yerily mectars, 363
WiiA monitor, 157

Index

Yideo

adapters, 157

BI1ON, 157

cottmollen, 157

duta arca- 1, 48]

data arca-2, 432

dizplay area, 140, 157, 173

mode, 157, 166

mEmilor. See Someen
¥iewing memocy locations, 31
Wolunie labet, 295

W {Write) DERUG pommand,
30, 45, 573
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