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About This Book

This book is for beginners. No programming or computer knowledge is necessary because it
starts at the beginning. You learn what you need to know in a simple and interesting way. By the
end, you can be writing your own programs using color, graphics, sound and music.

Learn how to program your computer in BASIC, the standard programming language for the
Commodore 64. Become familiar with your computer so you can use purchased programs in plug-in
cartridges, on cassette or on disk.

See and learn how to use a Commodore disk drive, a cassette recorder and the Commodore
graphics printer with your computer. But these accessories are not required to start using and
enjoying your computer.

You will enjoy the simple programming examples that you type and then run on your computer.
Your understanding is reinforced by doing. Place this book beside your computer while typing and
running the examples.

When you finish, you will know a lot about computers and how to use them. You’ll be able to
get maximum enjoyment and benefit from your Commodore 64.

WHAT DOES BASIC MEAN?

The word BASIC is formed from the initials of its full name, Beginner’s All-purpose Symbolic
Instruction Code. That is why BASIC is written in capital letters.

The BASIC programming language was developed at Dartmouth College in the 1960s by John
G. Kemeny and Thomas E. Kurtz. Its original purpose was to teach the ideas of programming by
using a programming language that was simple and easy to understand.

It proved so useful that it was adopted by computer makers and gradually became a practical
programming language rather than just a teaching method. Today, BASIC has matured and become
one of several standard programming languages. It is the standard language for personal computers.
More computers and computer programmers use BASIC than any other programming language.

VERSIONS OF BASIC

There are several versions of BASIC, sometimes called dialects. They are similar. And, if you
understand one, you can quickly learn to use another.

Usually, all computer models made by one manufacturer use the same or similar versions. But
the BASIC used by one brand may differ from that used by other brands. This book uses

g;?lnéodore BASIC, sometimes called CBM BASIC, meaning Commodore Business Machines
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The Keyboard

I’ll begin by explaining the keyboard and how it is used. You control and communicate with
your computer through the keyboard by typing BASIC words.

Then I discuss and demonstrate BASIC words in the order you should learn them. BASIC isa
language that must be learned like any other language. First you learn the meanings of a few words.
Then you learn to use the words in groups, like sentences.

As you build your vocabulary of BASIC words, you will gradually increase your understanding
of computers—how they work and how to program them. When you do it step-by-step, it’s easy.

GETTING READY

If your computer is new, unpack it and connect the keyboard to a TV set or video monitor,
following the instructions in the User’s Guide packaged with the keyboard. I will use the word
display to mean the TV set or video monitor, whichever you are using.

Turn on the display and then the computer. The computer on-off switch is on the right side of
the keyboard. Always turn on the display and other accessories first. Then turn on the computer.

The display should show a dark-blue rectangle with a light-blue border. The dark-blue rectangle
is the active area of the screen where letters and other characters are displayed. At the top of the
screen, you should see

*%%% COMMODORE 64 BASIC V2 %%
64K RAM SYSTEM 38911 BASIC BYTES FREE

READY.

Letters and numbers are the same color as the light-blue border. You may adjust controls on the
display so colors are accurate and characters on the screen are clear and easy to read.

WHAT DOES THE SCREEN DISPLAY MEAN?

The message on the screen tells you that you are using a Commodore 64—which is probably not
a surprise. BASIC V2 means that the BASIC programming language is ready to use and that it is
Version 2. If Commodore introduces a different version of BASIC, sometime in the future, it will
be called V2.1 or V3 or something similar to distinguish it from the present version.
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The phrase 64K RAM SYSTEM refers to the amount of ‘‘user’’ memory in the
computer —memory you can use. There is some additional memory that the computer uses.

The letter K stands for the number 1024. The amount of memory is 64 times 1024, which is
approximately 64,000. It is exactly 65,536.

Memory is measured in units called bytes. One byte can store one number, letter or some other
character. A memory of 64K bytes can store 64K characters.

RAM means Random-Access Memory. 1t’s called that because the computer can go directly to
any part of the memory to get the data it needs. This type of memory is used to store programs and
data when you are using the computer. The data stored in RAM is information used or created by a
program, such as a mailing list.

Programs and data stored in random-access memory can be changed from the keyboard or by a
program. Random-access memory does not store data permanently. When you turn the computer
off, everything stored in RAM disappears.

The Commodore 64 has 64K of RAM memory.

The phrase 38911 BASIC BYTES FREE means that 38,911 bytes are available to store BASIC
programs and the data created or used by a program. The rest of the memory is used by support
programs that help you use the computer. These support programs are discussed a little later in this
chapter.

When the necessary support programs are placed in computer memory, 38,911 bytes are left for
BASIC programs and data. That is enough for a very large program.

READY

The word READY displayed on the screen is the BASIC prompt symbol. It tells you that BASIC
is ready to use. When BASIC is ready, you can write a program in the BASIC programming
language and run it. Or, you can run a program that is stored on disk or cassette.

THE CURSOR

The blinking rectangle below the prompt symbol is called the cursor. When you type characters
on the keyboard, they appear on the screen. The cursor shows where the next character you type
will appear.

Press the letter key A. On the display the letter A appears where the cursor was, and the cursor
moves one space to the right. Press keys BCDEF.

To control where characters or graphics appear on the screen, you must control the location of
the cursor. Information in this book shows you how to do that.

WHAT IS BASIC?

BASIC is actually a computer program that is always available in the computer. Its full name is
BASIC Interpreter. It translates or interprets BASIC words, which people can understand, into
computer language that the computer understands.

The BASIC interpreter program is stored in a different type of memory, called ROM. This
means Read-Only Memory. The BASIC interpreter is put into a ROM unit when the unit is
manufactured. After that, it cannot be changed. The computer can ‘“‘read’’ the data from ROM, but
cannot ‘“‘write”’ to that segment of memory. That is why it is called read-only.

In the Commodore 64, BASIC is stored in an 8K ROM memory. It is one of the support
programs that use some of the 64K memory space in the computer.

OPERATING SYSTEM

Another support program is an operating system. It controls the flow of data in the computer
and does other things to make the computer easy to use. In the Commodore 64, the operating
system is called the KERNAL. 1t is stored in another 8K ROM memory.

The BASIC interpreter, the operating system and a few other things are part of the 64K of
usable memory when you write or run a program using the BASIC programming language. These
programs leave 38,911 bytes of memory for your BASIC program and data.
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DELETE KEY

At the top-right corner of the keyboard is the delete key, labeled INST DEL. It has two
functions, INSERT and DELETE. Press it and quickly release it. Notice that it causes the cursor to
move to the left and delete the character to its left. You are using the delete function of that key.
You will use the insert function later in this chapter.

The delete key repeats if held down. Press it and hold it down until the screen shows no more
characters and the cursor is at the top-left corner. It will remain at that location even if you continue
holding down the delete key.

COMMODORE KEY
At the lower-left corner of the keyboard is a special key with the Commodore symbol on it. It’s
the Commodore key. Locate it now. You will use it soon.

SHIFT KEYS

There are two SHIFT keys at the bottom of the keyboard, one on each side. Find them also.
What they do is similar to the shift keys on a standard typewriter.

On the left side of the keyboard is a SHIFT LOCK key. When pressed down, it locks and the
keyboard behaves as though one of the SHIFT keys were being held down. To release the SHIFT
LOCK key, press it again.

MULTIPLE CHARACTERS FROM ONE KEY _

Most of the keys can produce four different characters on the screen. For example, the key
labeled A can produce both upper-case and lower-case versions of that letter. On the front of this
key are two graphics symbols, inside boxes. The key can also produce both of those symbols.

I am discussing the graphics symbols shown on the fronts of the keys as one of the first things in
this book because it is one of the first things you notice about the keyboard. As you learn more
about the computer, you will probably decide not to make graphics using the symbols on the
keyboard because there is another way to do it that you will see later.

I suggest that you not spend a lot of time on the following discussion of keyboard graphics
characters. It is mainly to satisfy your curiosity about the symbols on the keyboard. Don’t try to
memorize anything except the method of making the graphics symbols. Just notice the rest of the
things discussed and demonstrated.

Graphics symbols are produced by pressing one key while holding down another key. The
following procedure will demonstrate that.

Press key A by itself. The result is a capital A on the display.

Hold down one of the SHIFT keys while pressing key A. This causes a spade symbol to appear
on the screen. Notice that this symbol is shown at the right front of the A key.

Hold down the Commodore key while pressing key A. The other graphics symbol is displayed
on the screen—the one shown at the left front of the key.

You can use the graphics symbols just like letters or other characters on the screen. You can use
them to draw lines or make boxes and other figures on the screen.

So far, three characters have been produced by key A —a capital letter and two graphics symbols.
Those are three of the four characters that can be produced by key A.

How to Remember That— At the lower left of the keyboard, notice that the Commodore key and a
SHIFT key are side-by-side. To make graphics symbols, one of these special keys is held down while
pressing another key. The Commodore key is on the left and the SHIFT key is to the right.

The Commodore key produces the symbol shown on the left front of the letter key. The SHIFT
key produces the symbol on the right—the same as the positions of these two keys in relation to
each other.

Press other letter keys and produce the two associated graphics symbols by using the
Commodore and SHIFT keys. Then delete everything on the screen by holding down the delete
key.
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KEYBOARD MODES

There are two keyboard modes:
Upper-Case-and-Graphics Mode—This is the mode you have been using. When you press a letter
key, it displays that letter in upper-case. The key can also produce the two graphics symbols shown
on the front of the key. When you turn on the computer, it is automatically set to the
upper-case-and-graphics mode.
Upper-and-Lower-Case Mode—The second mode provides both upper-case and lower-case letters
To use this mode, you must select it.

CHANGING MODES

To switch back and forth between the two keyboard modes, hold down the Commodore key
while pressing a SHIFT key. In this book, keystroke combinations of that type are written
Commodore-SHIFT. That means hold down the Commodore key while pressing the SHIFT key.

USING THE UPPER-AND-LOWER-CASE MODE

The screen should be clear and the computer should still be in the upper-case-and-graphics
mode. To check that, press key A. The upper-case letter A should appear in the upper-left corner of
the screen.

To select upper and lower case, press Commodore-SHIFT. Please do that now. The capital A on
the screen changes immediately to a lower-case a. Delete it so the screen is clear again. Now you can
experiment to see what the letter keys do in this mode.

Press key A. A lower-case a appears. Lower-case a is the fourth character that can be produced
by key A.

Press SHIFT-A. That produces a capital A. In this mode, the SHIFT keys work like those on a
standard typewriter. When a SHIFT key is held down, or the SHIFT LOCK key is locked down, the
letter keys all produce upper-case letters. When a SHIFT key is not held down, lower-case letters
are produced.

Press Commodore-A. The graphics symbol on the left of the key is produced —the same as in
the other mode. Experiment with other keys in this mode. Try them with the SHIFT key held down
and with the Commodore key held down. Then clear the screen completely, using the delete key.

USE ONE MODE OR THE OTHER
‘When you press Commodore-SHIFT to change keyboard modes, all characters on the screen
change to agree with the mode selected, even if they were originally typed in the other mode.

WHICH MODE IS BETTER?

It depends on what you are doing. If you are making a screen display using a lot of graphics
symbols, the upper-case-and-graphics mode is better. In this mode, all graphics symbols and only
capital letters are available.

To write programs in BASIC, you should normally use the upper-case-and-graphics mode. All
BASIC words are normally written using upper-case letters. The computer will understand and run
the program correctly if BASIC words are written using lower-case letters, if you have a reason to
do that.

For the programs and demonstrations in this book, use the upper-case-and-graphics mode
unless I specifically ask you to switch to the other mode.

For ordinary typing, such as a letter or report, the upper-and-lower-case mode is better. Half of
the graphics symbols are still available in this mode, so it is possible to use upper and lower case and
also have some screen graphics.

When the computer is first turned on, the upper-case-and-graphics mode is automatically
selected. The way the computer is set when the power is first turned on is called the power-up
condition.
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CHARACTER SETS

The group of characters that can be produced in each mode is called a character set. So far, you
have seen parts of two character sets. You will learn more about them later in this book.

The important message in the preceding discussion is that the Commodore 64 has two character
sets.

CURSOR CONTROL

One way to control where a character appears on the screen is to move the cursor to the desired
location and then produce the character.

As you are now using the computer, this is done with the two cursor-control keys at the
lower-right corner of the keyboard. Both are labeled CRSR, meaning cursor. The one at the left has
an up-arrow engraved at the top of the key and a down-arrow engraved at the bottom. It moves the
cursor up and down on the screen. The cursor key at the right has a left-arrow and a right-arrow. It
moves the cursor left and right.

When a key has two symbols on the top surface, the SHIFT key produces the upper symbol.
Unshifted, the key produces the lower symbol.

The up-down cursor key will move the cursor up if the SHIFT key is held down while pressing
the up-down cursor key. If the SHIFT key is not held down, this key moves the cursor down. Try it
both ways.

The left-right cursor key will move the cursor to the left if the SHIFT key is depressed while
pressing the key. If the SHIFT key is not held down, this key moves the cursor to the right. Try it
both ways.

It is important to learn to control the cursor without having to think about which keys you are
pressing. Learn to operate the cursor keys with three fingers of your right hand. Place your right
index finger on the SHIFT key, your middle finger on the up-down key and your ring finger on the
left-right key.

Press the SHIFT key with your index finger. Now you can move the cursor up and to the left,
using your middle and ring fingers on the two cursor keys. Try it. Without pressing the SHIFT key,
you can move the cursor down and to the right. Try it.

Teach yourself to do it that way until it becomes a habit. Then, you will be able to control the
cursor smoothly, without stopping to think about which keys to press.

CORRECTING A TYPING ERROR

If you type a letter or number incorrectly, you can fix it by just striking over the old character
with a new one. Clear the screen by holding down the delete key. In the upper-left corner, type
ABBDEFG, using upper-case letters.

The cursor should be immediately to the right of the letter G. The mistake is that there are two
Bs. The second B should be a C. Move the cursor to the left until it is on top of the incorrect B. Press
the letter C. Move the cursor to the right until it is in a clear area. The error is fixed.

USING THE INSERT AND DELETE KEY

It also takes a little practice to become familiar with the operation of this key. Not shifted, it
deletes. Shifted, it inserts. You should have the letters ABCDEFG on the screen.

Suppose you want to delete the letter D. To do that, move the cursor so it is on top of the letter
E. Without pressing a SHIFT key, press the INST DEL key. It deletes the next character to the left,
the letter D. Move the cursor to the right until it is in a clear area of the screen. You have deleted a
character.

Now, insert three new characters between C and E. Move the cursor until it is on top of the E.
Hold down a SHIFT key and press the INST DEL key. That opens up one space by moving the E
and all characters to the right of the E. They move to the right on the screen.

Because you want to insert three characters, press SHIFT-INST DEL two more times. That
opens up three spaces.

The cursor remains at the left of the open spaces, ready for you to make the insert. Type XXX.
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Move the cursor to the right, into a clear area. You have inserted three characters.
Insert Mode—When you have opened up some spaces by pressing SHIFT-INST DEL, the
computer is automatically in the insert mode.

{ere is a characteristic of the insert mode you should know about. Move the cursor over the E.
Press SHIFT-INST DEL five times. That opens up five spaces. The computer now expects you to
insert five characters.

Suppose you actually needed to insert only three characters. Type YYY. Now there are two open
spaces that you don’t want, but the computer is still expecting you to put something there.

Press INST DEL one time. The computer displays a reversed letter T. I’ll explain the reversed T
later, in the chapter on editing. Press INST DEL one more time. It displays another reversed T.
Now you have entered two more characters, even though you really intended to delete the two
open spaces in the line.

The computer is now satisfied because you have filled up the five spaces that you opened. It
automatically leaves the insert mode and returns to normal keyboard operation. Press INST DEL
two times. It deletes the two characters that you didn’t want anyway. You opened up five spaces,
typed three new characters and deleted the remaining two spaces.

Suppose you want to insert a space between B and C. Move the cursor on top of the C. Press
SHIFT-INST DEL. That puts the computer in the insert mode and opens up a space for one
character.

Press the space bar one time. That puts a space in the open space and takes the computer out of
the insert mode. Move the cursor to the right into a clear area. You have inserted a space.

MAKING CORRECTIONS INSIDE QUOTATION MARKS

When you are typing an expression in quotation marks, the cursor keys and the insert key don’t
work as just described. Instead, they operate in the quote mode. It is discussed in Chapter 5.

Until you read Chapter 5, follow these suggestions if you need to make corrections to a line that
has quotation marks.

If you type an incorrect character, use the delete key to erase it. Then retype it correctly.

If you have any other problem, finish the expression and type the ending quotation mark before
correcting the problem. That ends the quote mode. Then move the cursor back between the
quotation marks and make corrections as described earlier in this chapter.

If you have a problem and find no other way to solve it, press the RETURN key and retype the
entire line.

CLEARING THE SCREEN

You have been clearing the screen the hard way by holding down the delete key. There is an
easy way. Near the top right of the keyboard is a key labeled CLR HOME.

If there are no characters on the screen, type your name. Then, move the cursor near the
lower-right corner of the screen. Press CLR HOME. The cursor moves immediately to the top-left
corner of the screen but the display is otherwise not affected. This is called homing the cursor.

Move the cursor to the lower-right part of the screen again. Press SHIFT-CLR HOME. The
screen is cleared and the cursor is homed. CLR means clear the screen.

Unshifted, the CLR HOME key just homes the cursor. When shifted, it homes the cursor and
also clears the screen.

MAKING A BOX

When you are familiar with the graphics characters and how to use them, creating effective
screen graphics is rewarding, but usually not easy. Learning is fun, but also not easy. Here is a
practice example.

Clear the screen using SHIFT-CLR HOME and move the cursor anywhere near the center of
the screen. Press Commodore-P five times. That draws a horizontal line—the top border of a box.

Now make the two sides and the bottom of the box using Commodore-J, Commodore-L and
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Commodore-Y. You will probably have to do some deleting and perhaps start over before you
finish the box. You will probably move the cursor in the wrong direction several times. That’s OK.
The way to learn to use graphics characters is to use them.

Look at the graphics characters on the left front of those keys. Decide how they should be used
to make the box. Place the cursor where you want each graphics character to print and then press
the key.

When you have finished, put a letter X inside the box and move the cursor to the lower-right
corner of the screen.

REVERSED CHARACTERS

Characters are made on the screen by a pattern of dots in a rectangle. The shape of the rectangle
is the same as that of the blinking cursor. Think of the rectangle as a character space that the
computer puts characters in.

For a character to be visible, the dots that make the character must be a different color from the
remaining dots in the rectangle. As you are now using the screen, the character dots are light blue
and the background dots are dark blue.

It is possible to reverse these colors, which is sometimes effectwe in a screen display. When
reversed, the character dots become the background color and the background becomes whatever
color the character used to be. This is called reversed video.

To see reversed video, type a capital A. Then move the cursor back so it is on top of the letter A.

Each time the cursor blinks on, it reverses the character. You can see it changing from a normal
light-blue character against a dark-blue background to a reversed dark-blue character against a
light-blue background in the character space.

PRINTING SPACES

The space bar at the bottom of the keyboard produces spaces. What is actually shown on the
screen is a rectangle the same color as the background. If you use the space bar to move the cursor
across a character on the screen, the character is erased. Erase the letter A on the screen by using
the space bar to print a space on top of it. Then clear the screen using SHIFT-CLR HOME.

CONTROL KEY
Near the top left of the keyboard is a key marked CTRL, which means control. It is used in
combination with other keys in a way similar to the Commodore and SHIFT keys.

SELECTING REVERSED VIDEO

The number keys are along the top of the keyboard. The front of key 9 is labeled RVS ON. Key
0 is labeled RVS OFF. These labels mean reverse on and reverse off. To select these functions, use
the CTRL key with keys 9 and 0. CTRL-9 turns on reversed video. CTRL-0 turns it off.

Press the space bar a few times to verify that spaces are invisible. Press CTRL-9 to select
reversed video. Then press the space bar again. Because reversed video was selected, spaces are
reversed. They become a rectangle full of light-blue dots, which are visible against the dark-blue
screen background.

SELECTING CHARACTER COLORS

The control key is used with number keys 1 through 8 to select character colors. The color
selected is engraved on the front of the number keys.

Press CTRL-1. Then press the space bar a few times. Because spaces are still reversed, you see a
good sample of the character color selected by CTRL-1. It is black.

Make a color-bar test of each of the eight colors. Press CTRL-2 followed by the space bar, and so
forth up to CTRL-8. The color selected by CTRL-7 will be invisible because it is dark blue, the
same as the background.

If the colors don’t look right, adjust the color controls of your display.
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A total of 16 character colors is available. The second set of eight colors is selected by using the
Commodore key with the number keys 1 through 8. Display them in the same way, starting with
Commodore-1. The colors engraved on the number keys apply only when the CTRL key is used.

The accompanying table shows all 16 character colors and the keystrokes used to produce them.

USING CHARACTER COLORS

Turn off reversed video by pressing CTRL-0. Clear the screen. The cursor will remain whatever
color you used last. Press CTRL-1 to select black as the character color. The cursor should become
black.

Type something such as NOW IS THE TIME FOR ALL GOOD MEN. Change the color by
pressing CTRL-2 and continue typing. Display text in all 16 colors, using the same method.

You should observe three things. When a color is selected, it affects all following characters until
another color is selected. Changing character color does not affect characters that have already been
printed on the screen. Some character colors are easier to read against a dark-blue background than
others. -

Light-blue characters against a dark-blue background are very easy to read. Some character
colors that are difficult to read against dark blue are OK with a different background color. Later,
you will learn how to control all three colors on the screen: character color, background color and
border color.

RESTORE KEY

At the right side of the keyboard is a key labeled RESTORE. Pressed alone, it doesn’t do
anything. Try it.

At the left side of the keyboard is a key labeled RUN STOP, which has several uses. One is to
make the RESTORE key do something. ‘

The keystroke combination RUN STOP-RESTORE returns the computer to the original
power-up condition. It clears the screen, homes the cursor and restores screen colors to the normal
light blue against dark blue. It also cancels reversed video. Try it.
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RETURN KEY

Just below the RESTORE key is the RETURN key. When pressed, it moves the cursor down
one row on the screen and fully to the left. This is similar to a carriage return on a typewriter, which
is why the key is marked RETURN.

When pressed, it is a signal to the BASIC interpreter that you have typed an instruction or some
data on the screen and you want BASIC to accept whatever you typed and proceed accordingly.

As you are now using the computer, BASIC is in memory and ready to use. It is ready to follow
instructions. If you type something on the screen and then press RETURN, the BASIC interpreter
will accept whatever was typed. If it doesn’t make sense in the BASIC programming language, the
BASIC interpreter will tell you so by displaying an error message.

Clear the screen and type GOOD MORNING. With the cursor still on the same line, press
RETURN.

BASIC responds with the error message ?SYNTAX ERROR. In English, the word syntax refers
to the way words are arranged to form sentences. It means about the same thing in relation to
BASIC.

GOOD MORNING has no meaning in BASIC, so an error message is displayed. When you type
something and send it to the BASIC interpreter by pressing the RETURN key, your choice of words
is limited to the vocabulary of BASIC words.

The question mark at the beginning of the error message is a symbol that is used in front of all
error messages displayed by the BASIC interpreter.

After displaying the error message, the computer displays the READY symbol to show that it is
ready to accept another instruction from the keyboard.

In following chapters, you will see how to get better results from BASIC by asking it to do things
that it understands. In the meantime, if you get error messages when you press RETURN, ignore
them.

OTHER KEYS

Most of the main keyboard keys have been discussed. Uses for those that were not discussed
should be obvious. For example, the + and — keys print those symbols. When shifted, the number
keys print punctuation marks and other symbols such as () and $.

At the extreme right of the keyboard are four special keys called function keys. They can be
programmed to provide short-cut methods of controlling programs, and to do other things.
Function keys are discussed later.

WHY DO ALL THESE THINGS FROM THE KEYBOARD?

You are probably aware that you haven’t written a program yet. All of the things discussed in
this chapter produce screen displays of one kind or another, but the dxsplays g0 away when you clear
the screen or turn off the computer.

What you can do from the keyboard can also be done from a program. You can write a program
to print things on the screen, including graphics symbols, boxes and lines. The program can select
colors, do calculations and display the results.

Becoming familiar with things that can be done from the keyboard prepares you to do those
things in a program.

PRACTICE

I suggest that you spend a half hour or so using the keyboard in the various ways that have been
discussed. To select character colors, refer to the table shown earlier. Don’t try to memorize the
graphics characters or color selection from the keyboard.

Practice moving the cursor on the screen, using the three-finger method. When you start writing
programs, you will use that skill often.
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If your computer is turned on, turn it off and then back on again. You should see the start-up
message that says BASIC is ready. Clear the screen by pressing SHIFT-CLR HOME.

PRINT

This is a BASIC word that you will use often. It has several uses. One is to PRINT something on
the screen.

Type the following instructions exactly as shown, including the quotation marks. If you haven’t
found the quotation marks on your keyboard yet, they are SHIFT-2. If you make a typing error, use
the delete key to remove the incorrect characters and retype them. If you make an error that can’t
be fixed that way, finish typing the line, then fix the error. If all else fails, press RETURN and
retype the entire line. Type .

PRINT “HELLO”

Then press the RETURN key. The RETURN key is a signal to the BASIC interpreter that you
have typed something that you want it to accept.

On the top line of the screen, you see the instruction that you typed. You asked the computer to
print the word HELLO. The word to be printed is enclosed in quotation marks.

On line 2, you see the computer’s response. It printed the word HELLO without the quotation
marks. Quotation marks are a way to define what is to be printed. The computer prints the
characters enclosed in quotation marks, but not the quotation marks.

After printing HELLO, the computer has finished the instruction. It did exactly what you asked
it to. It displays the BASIC prompt symbol, READY, to show that it’s ready for your next
instruction.

Line 3 on the screen is blank. This is done automatically to separate the prompt from whatever
was printed. If the blank line were not there, the display would seem to say HELLO READY.

The cursor is automatically placed at the beginning of the screen line just below the prompt
symbol. The next character displayed will be at that location.
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STANDARD TERMINOLOGY

This discussion will define a few standard words used in this book and in most other publications
about computers.

In the preceding section, I asked you to type an instruction and then press RETURN. Typing
something and pressing RETURN is referred to as entering whatever was typed. The instruction
enters the computer when you press the RETURN key.

When you are asked to enter something from the keyboard, type whatever is requested and
then press RETURN.

I referred to PRINT “HELLO?” as an instruction. It is usually called a statement. If I had been
using standard terminology, I would have asked you to enter the statement PRINT “HELLO”. You
would have typed that statement and then pressed the RETURN key to enter it into the computer.

When HELLO was printed, I said that the computer had done what you asked it to. It is
customary to say that the computer execured the statement. When the statement PRINT “HELLO”
was entered, the computer executed it and then displayed the BASIC prompt.

What you see on the screen is a statement, the result of executing that statement, a blank line,
the BASIC prompt symbol and the cursor.

IMMEDIATE MODE

You haven’t written a program yet, but you are getting close. A program is a way of storing a
group of statements that the computer executes in sequence when you run the program.

When you entered the statement PRINT “HELLO”, the computer executed it immediately. The
statement is not stored anywhere. It has been executed. To do it again, you would have to enter the
statement again.

You are using the computer in the immediate mode because it executes statements immediately,
as soon as they are entered. In computer literature, the immediate mode has several other names. It
is also called direct mode, command mode and calculator mode. This book will refer to it as the
immediate mode.

The next few demonstrations will be done in the immediate mode. Then I will show you how
the program mode works.

DOING ARITHMETIC

Your computer can do simple arithmetic and also more complicated mathematics such as
algebra and trigonometry. In general, it can perform any calculation that you want it to do, but you
must know how to tell it what you want. There are four arithmetic symbols:

<+ means add

= means subtract

/ means divide

* means multiply
To see how the + symbol works, clear the screen and then enter this statement:

PRINT 2+2

When you pressed RETURN, the computer executed the statement. It told you that the answer
is 4 and displayed the prompt symbol. You can learn several things from that simple demonstration.
They are discussed in the following paragraphs. ‘

EVALUATING AN EXPRESSION

In mathematics, a group of numbers and math symbols is called an expression. It states, or
expresses, something. 2+2 is an expression. It is a numeric expression because it is made with
numbers and mathematical symbols and it has a numeric value. The value of the numeric
expression 2+2is 4.

Finding the value of an expression is called evaluating the expression. If I say ‘‘How much is
2427 your reply will be ‘4.’ I gave you an arithmetic expression and you evaluated it. In other
words, you gave the answer.
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If you give the computer an expression with unfinished arithmetic to do, it will do it
automatically. Instead of printing 2+ 2, the computer evaluated that expression and printed its
value, 4.

PRINT REALLY MEANS “DO IT”

When you entered the statement PRINT “HELLO”, the computer did exactly that. As you
know, quotation marks define what is to be printed.

When you entered the statement PRINT 242, the computer didn’t do exactly that. It evaluated
that numeric expression and printed the result.

- A good way to think about the BASIC word PRINT is to consider it to mean ‘“‘do it.”” The
computer will follow the rules and do whatever is indicated. In the first example, it printed exactly
what was inside the quotation marks. In the second example, there were no quotation marks. It
evaluated the arithmetic expression and printed the result.

Later in this book, you will see several other uses for the word PRINT. They all mean ““follow
the rules and do it.”

MORE ARITHMETIC
To see how the four arithmetic symbols work, enter each of these statements:

PRINT 2+2
PRINT 5—1
PRINT 8/2

PRINT 2#%2

The result of each demonstration should be 4 because I cleverly arranged it that way. You can
see why the immediate mode is sometimes called the calculator mode. You can use your computer
as a calculator.

PRACTICE

Spend a few minutes doing arithmetic on your computer. Experiment to see how it handles
decimal numbers, such as PRINT 105/2.

Don’t use large numbers. If you do, you will get some strange-looking results that I haven’t
discussed yet. For now, use numbers less than 999999999.

NUMERIC AND LITERAL EXPRESSIONS
You have demonstrated two ways to print something on the screen—in quotation marks and not
in quotation marks. The difference is important. Please clear the screen and enter

PRINT “GOOD MORNING”
Don’t forget to press RETURN to enter that statement. Then enter
PRINT 24+2+2

The computer evaluated the second expression and printed the resuit.
Strings—"GOOD MORNING" has meaning, but not mathematical meaning. It is a literal
expression. Its meaning results from the exact characters in the expression, in that exact order.

To emphasize that, we refer to it as a literal string. The word string implies that the characters
are like beads on a string. They should not be changed, and they should remain in their original
order. Otherwise, the meaning is changed or destroyed. The name literal string is usually shortened
to string.

Numeric Expressions—If an expression has mathematical meaning, it is a numeric expression.
When evaluated, the result is a number. 2+2+2 is a numeric expression.

RULES ABOUT STRINGS AND NUMERIC EXPRESSIONS

The rules are simple. When you are typing a string, enclose it in quotation marks. This tells the
computer that you are entering a string. The computer will print what is included between the
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quotation marks and will not attempt to evaluate it or do arithmetic with it.

When entering a numeric expression, don’t put it inside quotation marks. The computer will
evaluate the expression and print the result. If there is no unfinished arithmetic to do, the computer
will just print the value of the expression.

EXAMPLES
It is essential for both you and the computer to know which type of expression you are using.
Please clear the screen and enter

PRINT “ABCDE”

When you press RETURN to enter that statement, the computer knows exactly what to do. It prints
that string of characters. The computer will not do arithmetic with the content of a string.
Enter

PRINT 2

The computer has no difficulty executing that statement. It is not necessary to evaluate that
numeric expression because it is already evaluated. Its value is 2. The computer prints that value.
Enter

PRINT “2+2+2"

Because that expression is in quotation marks, the computer treats it as a string and prints exactly
what is between quotation marks. Notice that it did not do the indicated arithmetic. If that
expression were not in quotation marks, it would handle it as a numeric and evaluate it.

Enter

PRINT 2+2+2

That numeric expression is evaluated and its value printed.
Enter

PRINT ABCDE

That seems to confuse the computer. It prints a value of zero. Because ABCDE is not in quotation
marks, the computer handles it as a numeric expression and attempts to evaluate it. Because letters
have no number value, it prints zero as the value.

The computer followed a rule that I haven’t discussed yet. The rule is obvious: Letters have no
number value.

SCROLLING

When the cursor is at the bottom of the screen and the computer executes a PRINT statement,
all characters that are already on the screen move up to make room for new characters. They seem
to move onto the screen from the bottom. The top rows of characters are forced off the top of the
screen and disappear.

This is called scrolling. When you are printing a long list of items, scrolling can be a problem
because some of the items may move off the top of the screen before you have time to read them.
Later, 1 will show how to control scrolling. For now, it doesn’t matter if the display scrolls or not.

PROGRAM MODE
When you are writing or running a program, the computer is in the program mode. The
following statements demonstrate the difference between the immediate mode and the program
mode. To begin, clear the screen and enter these two statements in the immediate mode:
PRINT “HELLO”
PRINT “THERE!"”

As each statement is entered, it is executed immediately. The screen display doesn’t look very good
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‘because the statements remain on the screen along with the results. The BASIC prompt appears
twice —after each statement is executed.

To put the computer into the program mode, all you have to do is begin a statement with a
number, called the line number. When the BASIC interpreter “‘sees’ a statement from the
keyboard that begins with a line number, it knows automatically that you are entering a program
line. Instead of executing that statement immediately, it stores it in computer memory, to execute
later. Enter these two program lines:

10 PRINT “HELLO”

20 PRINT “THERE!"

Notice that neither statement was executed. The numbered program lines are in the computer
memory. You have written a two-line program.

The cursor is below program line 20, waiting for you to enter another statement, or whatever
you want to do.

If you enter a statement that is not preceded by a line number, you are using the computer in the
immediate mode. The statement will be executed immediately.

If you enter another statement with a line number, the computer will accept that statement and
store it in memory with the two program lines already there. That would make a three-line program.

When typing and entering statements from the keyboard, you select the program mode or the
immediate mode just by using line numbers before statements or not using line numbers.

RUN

The BASIC word RUN causes the computer to run the BASIC program in memory. It switches
automatically to the program mode and then runs whatever program it finds in memory. If there is
no program in memory, a RUN statement has no result because there is nothing to run.

When running a program, the computer executes each statement in the program, starting with
the lowest line number. It executes the statements in line-number order. That is, line 10, line 20,
line 30 and so forth until the highest line number has been executed. Then it stops and displays the
BASIC prompt symbol to show that it has finished running the program and is ready to do whatever
you wish.

A RUN statement is normally entered in the immediate mode.

Do that now by entering

RUN

The computer executes line 10, then line 20. Then it stops and displays the prompt. Run it again by
entering RUN again.

ADVANTAGES OF THE PROGRAM MODE

The BASIC interpreter is always on the job. Most of the things that can be done in a program can
also be done by statements in the immediate mode. For example, if you just want the computer to
divide 236 by 13, it makes sense to use the immediate mode.

If you want the computer to execute a series of statements and then display the result, it makes
sense to write a program.

Programs can be stored on tape or disk and run repeatedly, any time you need them. To repeat
an operation in the immediate mode, you have to enter the statements all over again.

Typing errors are a big problem for most people. When you get a program typed correctly, it
won’t change. It will be correct every time you runiit.

A program can “‘remember’’ a long series of complicated statements. The computer’s memory
is better than yours.

There are a few things that can be done only in a program. You can’t do them in the immediate
mode because they require the structure of a program.
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LIST

The BASIC word LIST causes the computer to display the program in memory. The word is

normally entered in the immediate mode. If there is no program in memory, nothing will be listed.
Enter

LIST
You should see the two-line program that you just ran, followed by the prompt.

LINE NUMBERS

Program line numbers can be any number from 0 to 63999. Notice that 63999 is written without

acomma. Never use a comma in a line number. If you do, the computer stops reading the number
at the comma. For example, enter

63, 999 PRINT “A”
Then list the program. You have a new line 63. The statement on line 63 begins with ,999. This is a

syntax error because no BASIC statement begins with a comma.

Run the program. Lines 20 and 30 execute correctly. At line 63 the computer stops and displays
an error message. It says there is a syntax error in line 63.

Later, when you start writing real programs, you will find that error messages are very helpful.

They tell you that something is wrong with your program, give you a clue to help find the problem
and even tell you the line number.

HOW TO CHANGE A PROGRAM LINE
One way to change a line is to retype it, including the line number. The new line will replace the
old line with the same line number. Enter
10 PRINT “HI”

LIST the program again. Line 10 should be changed to the new line 10 that you just entered. The
program won’t run correctly because line 63 is still there.

HOW TO DELETE A PROGRAM LINE

To delete a line, type the line number and press RETURN. That enters a program line with
nothing on it. It replaces the original line with the same line number. The BASIC interpreter throws
out lines with nothing on them, so the program ends up with that line deleted. To see that, enter

63

Then LIST the program again. Line 63 is gone. The program will run correctly, without a syntax
error. Clear the screen and run it.

HOW TO ADD A PROGRAM LINE

You add a program line just by entering it. If you don’t want the line to replace another line that
is already in the program, use a line number that has not been used before.

The BASIC interpreter will put the line in correct numerical order in the program. If you have
lines 10 and 20, and then enter a line 15, it will appear between 10 and 20 in the program. Enter

16 PRINT

List the program and there will be three lines in numerical order. Line 135 tells the computer to
print nothing. It will print a line on the screen with nothing on it, which is a blank line. Run the
program. The blank line is between HI and THERE!

Delete line 15 and run the program again.

SCREEN LINES
There’s a difference between a line on the screen and a line in a program. The screen displays
lines that are 40 characters long, including spaces. If you type more characters than that, the screen
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performs a wrap-around. When one screen line is full, the cursor automatically moves to the
beginning of the next lower line and the next characters start filling up that line.

In the immediate mode, type a long line of anything until you cause a wrap-around. Then clear
the screen.

Sometimes it is confusing to talk about screen lines and program lines. It may not be clear which
is which. Instead of line, the best name for one horizontal row of characters on the screen is a row.

PROGRAM LINES

A program line begins with the line number and ends when you enter it by pressing RETURN.
The line number, everything between the line number and the RETURN keystroke, and the
RETURN keystroke itself form the program line.

The maximum length of a program line is 80 keystrokes, including the line number and the
RETURN keystroke. This means that one program line can occupy two screen rows, but not more.

When you are typing a program line, you can type more than 40 characters. The screen will
wrap-around at the end of each screen row. You can type three or four screen rows, but the
program will not accept lines longer than 80 keystrokes.

To demonstrate that, enter the following program line. Put a space after 88 and after PRINT.
After the ending quotation mark on the second screen row, press RETURN. The cursor will be in
space 40 on the second screen row. You will enter exactly 80 characters, including the RETURN
keystroke.

88 PRINT “123456789012345678901234567890
12345678901234567890123456789012345678"

Notice that the wrap-around happens automatically at the end of the first screen row. There are
40 keystrokes on that row. There are also 40 keystrokes on the second screen row, but the last
keystroke was RETURN.

List the program. The line was accepted by the program. To get a small reward for all that typing,
run it. It should run OK.

Now try to enter a longer line using line number 99. Be sure that it extends into the third screen
row. The line will be ignored by the computer and will not appear in your program. List the program
to verify that. Then delete line 88 and clear the screen.

LOGICAL LINES

A program line may occupy more than one row on the screen. Program lines are called logical
lines. A logical line is one complete program line, even if it takes more than one row on the screen
to display it.

CHOOSING LINE NUMBERS

Most programmers begin with line number 10 and use line numbers that are multiples of 10,
such as 10, 20, 30 and so forth. This leaves room to insert new lines later, between the existing
lines. I suggest that you write programs that way.

DON’T USE LETTERS INSTEAD OF NUMBERS

If you are accustomed to using a standard typewriter, you may have the habit of typing a letter O
for the number zero and the letter 1 for number one. On a typewriter, these characters are the same
or similar, and the typewriter doesn’t mind.

When you use a computer keyboard, the computer knows which key was pressed. If you press
the letter O or the letter 1, that’s what the computer accepts as the input, even if you intended to
type zero or one. The program will not run correctly.

CLEARING THE SCREEN BY A PROGRAM STATEMENT

You should still have the two-line program in memory that prints Hl THERE! on two screen
lines. List the program in memory to be sure. If it isn’t there, or isn’t correct, fix it.

When the program is OK, clear the screen by pressing SHIFT-CLR HOME. Then run the
program by entering the word RUN. It seems to say RUN HI THERE! followed by the prompt.
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The RUN statement was entered in the immediate mode, before the program ran, but it
remains in view on the screen. It would look better if the word RUN were not dlsplayed You can do
that by clearing the screen at the beginning of the program.

A statement that clears the screen is PRINT CHR$(147). The symbols CHR$(147) are a code
that tells the computer to clear the screen. I will explain how it works later. You can start using it
now because you need to clear the screen with a program line.

Add a new line 5 to the program by entering

5 PRINT CHR$(147)

Run the program. Line 5 clears the screen. Then lines 10 and 20 print Hl THERE! on two rows.
Then there is a blank row followed by the BASIC prompt. The display no longer says RUN HI
THERE!. I think it looks a lot better.

Line 5 is another example of considering the word PRINT to mean “‘do it.”” That statement
doesn’t display the ‘clear-the-screen”’ code. It follows rules built into the computer. The rule in this
case is that ““printing’’ that code from a program line clears the screen and homes the cursor.

It’s good programming practice to clear the screen at the beginning of a program. That removes
the RUN statement and anything else that may be on the screen.

When writing a program, clear the screen whenever there is anything displayed that doesn’t
need to be there. That will make your screen displays look better and your programs easier to
understand and use.

CARRIAGE RETURNS AND LINE FEEDS

These terms were originally used with machines that print on paper, such as typewriters and
teletype machines. They are also used to describe cursor movement on the screen.

Strictly speaking, a carriage return moves the cursor fully to the left, on the same screen row. A
line feed moves the cursor down one row without moving it to the right or left. If the cursor is at
space 25 on a row, a line feed moves it to space 25 on the next lower row.

Using those strict definitions, moving the cursor fully to the left and down one row would
require both a carriage return and a line feed.

However, it is common to use the term carriage return to include both actions—moving the
cursor down one row and fully to the left. I will use it that way in this book.

PRINT STATEMENTS PRODUCE A CARRIAGE RETURN

When a PRINT statement is executed, the last thing that happens is an automatic carriage
return. The cursor moves down one row and fully to the left. Please list the program in memory.
Line 10 prints HI followed by an automatic carriage return. That’s why line 20 prints THERE! on the
next row, fully to the left.

SUPPRESSING CARRIAGE RETURNS

Run the program in memory. Notice that the display begins on row 2 of the screen, rather than
row 1.

List the program again. Line 5 is the reason. Even though it actually clears the screen, itisa
PRINT statement. All PRINT statements produce an automatic carriage return, no matter what
they do, unless you prevent it.

One way to prevent it is to put a semicolon at the end of the line. Here is an easy way to add the
semicolon. Using the cursor-control keys, move the cursor to the end of line 5 just to the right of
the last quotation mark. Press the semicolon key. Then press RETURN.

Move the cursor to a blank row near the bottom of the screen. List the program. Line S should
have a semicolon at the end. Run the program. The display now begins at the top row on the screen.
The semicolon at the end of program line S suppressed the automatic carriage return.

MULTIPLE STATEMENTS ON A PROGR&M LINE
You can put more than one statement on a program line. Use a colon after each statement
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except the last one. The BASIC interpreter recognizes a colon as a separator between statements.
When the program runs, the statements execute one after the other, from left to right.

ANOTHER IMPROVEMENT

The word RUN no longer appears on the screen when you run the program in memory, but the
prompt symbol makes the display seem to say Hl THERE! READY.

The prompt appears automatically when the last program line has executed. There is no way to
prevent that. You can move the prompt downward on the screen, which sometimes makes the
display easier to interpret. List the program and add this program line:

30 PRINT:PRINT:PRINT:PRINT

Each of those four PRINT statements prints nothing, but each produces an automatic carriage
return. That will put four blank rows between THERE! and READY. As you know, one blank row is
printed automatically, so there will be a total of five blank rows. List the program again and then run
it.

By using more PRINT statements that print nothing, you can move the prompt closer to the
bottom of the screen if you wish. If you move it too far down, it will cause a scroll. Try it.

By using PRINT statements in a similar way, before a display is printed, you can space it down
from the top of the screen. That should be done after the screen is cleared. Put some PRINT
statements on a new program line 8 to move the display down on the screen. List the program to
check your typing and then run it.

COMMAND OR STATEMENT?
BASIC words are referred to as commands and statements. There is a small difference in
meaning. Commands usually do something to help operate the computer. LIST is a command.

Statements are usually used in a program and do something in the program. PRINT is a
statement.

However, some commands are also statements and can be used on program lines. The
distinction between command and statement is not important.

END

END is a BASIC word used to mark the end of a program. The computer will stop running the
program and return to the immediate mode when it executes an END statement.

Some programmers put an END statement in a program as the last line. It doesn’t do anything
because the computer will stop anyway when it has no more lines to execute.

END is useful in special cases. You will see an example in the next chapter.

NEW

If you have a program in memory and decide to write a different program, you should first
remove the existing program from memory. Otherwise, the program lines from the new program
will intermingle with those already in memory. Neither of the two programs will run correctly.

To clear memory for a new program, enter

NEW
Please do that now. Then list whatever is in memory, by entering
LIST
No program lines appear on the screen. This verifies that there is no program in memory.

DUPLICATING PROGRAM LINES

Occasionally, you will want to make several program lines that are exact duplicates except for
the line numbers. Here’s an easy way to do that. Enter

1 PRINT “A”
Then move the cursor back up so it is on top of the line number. Press key number 2. The
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number 2 will replace the number 1 on the screen. Without moving the cursor, press RETURN.
That enters a new line 2 into the program. It is the same as line 1 except for the line number.

You can’t see line 1 because line 2 is “‘on top”’ of it. It is still in the program. Move the cursor
down to a clear area on the screen and list the program.

When you press RETURN with the cursor in a program line, the BASIC interpreter accepts that
entire program line and puts it in the program.

To enter a program line, the cursor can be anywhere in that line when you press RETURN. If
the program line occupies two screen rows, the cursor can be on either of the two screen rows.

Duplicating program lines by this method is easy and much faster than typing a new line. I call it
overtyping line numbers.

By overtyping line numbers, make program lines 1 through 9 that are all identical to line 1. List
the program. Clear the screen and run it. It prints the letter A nine times, on nine screen rows.

SPACE AFTER THE LINE NUMBER

BASIC requires a space after the line number, but you don’t have to put it there. If you don’t,
the BASIC interpreter will.

To demonstrate that, list the program. By overtyping, change line 9 to line 10. When typing the
number 10, the zero will fall into the space that followed the 9. At this point, line 10 doesn’t have a
space after the line number. Press RETURN. The cursor stops on the R of the READY. prompt.

Press RETURN again. That causes an error message that says 70UT OF DATA ERROR. Ignore
the error message.

Now the cursor is on a blank row. List the program. There is a space after the line number in line
10. The interpreter put it there.

Using the RETURN key to move the cursor through the prompt will always produce that error
message. It does no harm but the error message may cause the display to scroll. It’s better to move
the cursor down by pressing the cursor-down key.

Small Mistake—We forgot to clear the screen at the beginning of that program. Fix it by using
program line 0 to print the code that clears the screen. It should look like this:

O PRINT CHR$(147)

Move the cursor to a blank line on the screen. List the program and run it again. The display
begins on row 2 because there is no semicolon at the end of program line 0.

MAKING SIMILAR PROGRAM LINES

You will often want to make several program lines that are similar but not identical. A good way
to do that is to create a group of identical lines by overtyping line numbers. Then change the
duplicate lines as needed so they do what you want them to.

PRINTING THE ALPHABET

Write a program that prints all letters of the alphabet, each on a separate screen line. The
program lines will be similar. Start by modifying the 10 lines now in memory. Clear the screen from
the immediate mode. List the program.

Line 2 should print the letter B instead of A. Overtyping works anywhere in a program line.
Move the cursor over the letter A in program line 2. Press the B key. Then press RETURN to enter
the changed line. Move the cursor to a blank row below the program. List it. Line 2 is changed.

Using the same technique, fix lines 1 to 10 so they print the letters A to J. List the program and
run it.

To finish this program, you need some more similar lines. List the program again. By overtyping
line numbers on program line 10, create lines 11 through 26 that are identical to line 10. List the
program. Lines 11 through 26 all print J.

Here’s an easy way to change them—if you have taught your fingers to control cursor position
using the SHIFT key and the cursor keys. If not, you will have difficulty, but your fingers will be
learning to operate the keyboard. Follow this procedure exactly:
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Move the cursor over the J in line 11. Press K. Don’t press RETURN.

Move the cursor over the J in line 12. Press L. Don’t press RETURN.

Continue doing that until you have changed line 26 to print Z. Don’t press RETURN yet.

All of those lines have been changed on the screen, but none has been changed in memory yet
because the new lines have not been entered. To enter a program line, you must press RETURN
with the cursor anywhere in that line.

Move the cursor up to line 11 again. Press RETURN. That enters line 11 and the cursor moves
automatically to line 12. Press RETURN to enter line 12. Continue pressing RETURN until you
have entered all of the changed lines.

List the program. It scrolls because you have more program lines than there are screen lines. It is
difficult to read.

HOW TO SLOW DOWN THE SCROLL
When listing a program, the CTRL key will slow down the scroll to give you more time to read
each line. Type
LIST

Then place one finger on the RETURN key and another on the CTRL key. Press RETURN. As
soon as program lines begin to appear on the screen, press CTRL and hold it down. Release the
CTRL key and scrolling resumes its normal speed.

RUN STOP

What if you see an incorrect line while listing a program? The RUN STOP key will stop listing. If
you press it quickly, the incorrect line will remain on the screen. Then you can retype it or fix it.

The RUN STOP key will also stop program execution. Whenever the computer is doing
something you want to stop, press RUN STOP.

If you have a program on a tape cassette, pressing SHIFT-RUN STOP will run that program.
Otherwise, SHIFT-RUN STOP doesn’t do anything.

LISTING PART OF A PROGRAM

I asked you to make the 27-line program that prints the alphabet so I could demonstrate listing
parts of a long program. You have been using the LIST command to list the entire program. There
are some alternatives.

Please enter these commands in the immediate mode. Observe the results.

LIST13
LISTO-10
LIST11-26
LIST -6
LIST 18-
LIST
A summary of LIST commands is in the accompanying table.
STOP
This is a BASIC word used in programs. To stop program execution from a program line, put a
STOP statement in the program. You should still have the alphabet program in memory. Runiit.
Then list it. Change line 15 by retyping it:
15 STOP

Run the program again. It prints letters A through N, stops and returns to the immediate mode.
It also tells you the number of the last line that executed. Stopping a program during execution is
called breaking, or a break.
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' SUMMARY OF LIST COMMANDS
b (# symbol represents a line number)
: "Llsts entlre program. ‘Display may scroll '

- Lists only specified line number.
Lists. all lines from flrst specified line number to seco d specified

Lists from | eginmng of program to speclfied Ilne num
Lists from specified line number to end of program
Slows down scroll rate when pressed dunng listin'

CONT

This is a command that is used in the immediate mode. CONT means continue. When you have
stopped a program by a STOP statement, you can restart it by entering the command CONT from
the immediate mode. Try it. The program continues at line 16 and prints the letters P through Z.

This works only if the program is not changed while it’s stopped. If you make a program change
and then enter CONT, an error message results. It says ?CAN'T CONTINUE ERROR.

To see that error message, run the program again. When it stops, delete line 26 by typing the
line number and pressing RETURN. That changes the program. Enter CONT.

When you stop a program by a STOP statement and then change the program, you can run it
again with a RUN statement. There is another way that I will mention later.

If a program executes an END statement, it returns to the immediate mode, but it does not
display the last line number executed. If a program stops due to an END statement, and the END
statement is not the last line in the program, entering CONT will continue execution just as though
the program had stopped due to a STOP statement. To demonstrate that, change line 15 to read

15END
Run the program. When it stops, enter CONT. It will continue execution from where it stopped.

REVIEW

This chapter promised to show you how to write a simple program. It did that. The programs
were very simple. The main purpose was to show you some things about entering and changing
program lines, how to add lines, delete lines and list all or part of a program.

It also started your vocabulary of BASIC words. The BASIC words used in this chapter are listed
in the accompanying table. I suggest that you look through this chapter again, paying particular
attention to the BASIC words, their meanings and how to use them. BASIC words and definitions
in alphabetical order are in Appendix B of this book. In that appendix, look up the words listed in
the accompanying table.

You can turn off your computer if you wish. The program in memory will disappear, but you
don’t need it anymore.
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Most of us have been exposed to the idea that computers can make decisions beyond the power
of the human mind. We imagine a mad scientist typing data into a computer and peering at the
screen. Or, we hear about someone who programmed his computer to buy and sell stocks on the
stock market. It made him a millionaire.

Computers can make decisions. This chapter demonstrates the fundamentals of
decision-making. But, before the computer can make a decision, a programmer must tell it how.
When running a program that you wrote, your computer can never be smarter than you are.

There are some things that a computer can do better than you or L. It works very fast. It never
gets tired or bored. It rarely makes mistakes. It never forgets anything unless you tell it to, or turn it
off.

A computer is a very willing and reliable worker. You can program it to do things that you
probably can’t do, or won’t do, because you are forgetful, or become bored, or don’t have two
weeks to spend doing a long calculation with pencil and paper or a pocket calculator.

THE DECISION PROCESS

After you’ve written a program and made it work correctly in your computer, it will seem that
the computer has a brain. When you run the program and type in some data, the computer appears
to think. It makes decisions based on the data, and takes the appropriate actions.

Under those circumstances, the computer does have a brain—but you provided it. When you
write a program, you put your own thought process into the program and into the computer. When
it runs the program, it is “‘thinking’’ in exactly the same way you were thinking when you wrote the
program. But, that’s all it knows.

When you begin to program, you may think that the magic is in the BASIC words. It isn’t. They
are dull and ordinary. Programs have magic, but your mind puts it there.

To solve a problem using a computer program, you must first think through the problem to be
sure you understand it. Then you figure out how to solve that problem, step by step.

Instead of looking out at the world, you will spend a lot of time looking inward into your own
mind—exploring how you think and how to think logically. You will find that your mind is a very
interesting place to visit.
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After you have figured out how to solve the problem step by step, you then write a program
telling the computer how to do it. The BASIC programming language serves you by providing a way
to give the computer instructions. But, there is nothing in BASIC or in the rules of programming
that will tell you how to solve a problem. You do that yourself. BASIC is merely a way to write it
down.

DECISIONS

Most computer programs are a series of decisions. All decisions involve making a choice
between two or more alternatives. If there are no alternatives, there is no choice and therefore no
decision to be made.

Decisions in a computer are based on comparisons. Here are some examples. In these examples,
X represents one number and Y represents another number.

If X is larger than Y, then choose Z. '

If X is not zero, then choose Z.

If X is zero, then choose Z.

If the value of X is negative, then choose Y.

Two alternatives always provide two possible decisions. In your mind, you often state one
decision and imply the other: ¢‘If it is raining, I won’t wash the car.”” The implied decision is that
you will wash the car if it is not raining.

When writing a program, you must provide all possible decisions in the program so the
computer knows exactly what to do under any condition.

IF-THEN

These are BASIC words used to make decisions. IF is used to state the comparison or condition
that allows a decision. For example, IF X is not zero. The word THEN is used to state the decision
that results. For example, THEN choose Z.

IF and THEN are used together in a single statement on a program line.
Rules for IF-THEN Statements —When a program reaches an IF-THEN statement, it checks to
see if the IF condition is true or false. If true, it executes the THEN part of that statement.

If the IF condition is not true, the program jumps immediately to the next numbered program line.
No part of the IF-THEN statement is executed. If there is more than one statement on that
program line, nothing following the IF-THEN statement will be executed.

COMPARISON SYMBOLS

Decisions are based on comparisons. BASIC has a set of symbols used to describe the
comparison to be made:

IF X=Y saysIF XIS EQUALTOY

IF X<Y saysIF X IS LESS THAN Y

IF X>Ysays IF X IS GREATER THAN Y

IF X<=Y says IF X IS LESS THAN OR EQUALTO Y

IF X>=Y says IF X IS GREATER THAN OR EQUALTO Y
IF X<=Y says IF XISNOT EQUALTOY

The name for those comparison symbols is relational operators. The word operator means that
some operation is performed. A relational operation compares the value of X to the value of Y—in
other words, examines their relationship to each other.

Instead of saying that the value of X is compared to the value of Y, programmers sometimes say
that a statement tests the value of X.

For example, the statement IF X <=0 tests X to see if it has a value other than zero. Relational
operators are used to compare or test values in a program to make a decision.

Those six relational operators are typed using only three symbols: =, < and =. The symbols
are on the keyboard. If your computer is turned off, please turn it on. Then find the keys that make
those symbols and type them a few times so your fingers become acquainted with them.
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GOTO

Sometimes you want to skip some lines in a program, jumping either forward or backward. The
BASIC word GOTO does that. The statement GOTO 100 causes the computer to go immediately
to line 100 and execute it.

If line 50 says GOTO 100, the computer will jump over all lines between 50 and 100. They will
not be executed. Then it will continue from line 100, executing program lines in sequence, such as
100, 110 120 and so forth.

GOTO is written as a single word in BASIC. GOTO statements are often used in programs that
make decisions. If there are two choices, one choice is written on one program line, such as line 100.
The other choice is written on another program line, such as line 200.

When the program makes a decision, a GOTO statement sends the program to the correct line
for that decision. GOTO 100 provides a path for one decision. GOTO 200 provides a path for the
other decision. I will demonstrate that later in this chapter.

THE LONESOME COWBOY

Most computer books have demonstration programs. To get full benefit from the book, you
must enter and run the demonstrations. When I do that, I usually think the demonstration
programs are trivial, boring and too long.

In this book, some examples are trivial and probably boring. I will try to make them short. Some
of the examples are useful programs that will help you understand the computer. They are longer,
but more interesting.

When you enter and run a demonstration program, there are two things that you should
observe. One is the programming technique or method that is being demonstrated. If I show you a
statement that says GOTO 100, you may think, ‘‘Golly, that’s a statement that says GOTO 100.”
Probably you will learn to write statements that say GOTO 100.

The other thing that you must know is the thinking process behind the program. If a program
solves a problem, you must know what the problem is and the logic of the solution. Then the
programming technique makes more sense because you can see how it is used to do something
useful.

Iam about to ask you to enter a demonstration program. It may relieve the boredom if you will
imagine, with me, that this program does the talking for a lonely cowboy camped beside a dusty
trail. The program gives a greeting from the cowboy to a party approaching on the trail.

In case you are not familiar with cowboy grammar, a single individual is addressed as Pardner
and a group of people is addressed as Youall. The thinking process in this interesting demonstration
is to arrange it so the cowboy gives the correct greeting.

Cowboys don’t speak in capital letters, but I am using upper case in this program so your fingers
won’t have keyboard problems. Please clear the screen and enter

NEW

10 PRINT CHR$(147):PRINT:PRINT:PRINT

20 PRINT “HOWDY”

30 GOTO kkkskskokak

40 PRINT “PARDNER.”

50 PRINT “YOUALL.”

60 PRINT:PRINT:PRINT

List the program and check your typing. Line 30 isn’t finished yet. When writing a long

program, you may know that you want a GOTO statement at some line but you don’t know yet
what line number you want the program to jump to. Put a string of asterisks in the unfinished line.
This makes the line easy to find when you return to it later, to put in the line number.

Introduce yourself to another error message by running the program. It says there is an
undefined statement error in line 30. List the program again so you can finish line 30.
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Imagine that a group of people is approaching on the trail. Fix line 30 so it looks like this:
30 GOTO 50

List it again and double check line 30. Now let’s follow the program flow. Refer to the listing on
the screen while reading the following discussion.

Line 10 clears the screen and prints three blank lines to move the display down from the top of
the screen.

Line 20 prints HOWDY.

Line 30 jumps to line 50.

Line 40 is not executed because the program jumps over it.

Line 50 prints YOUALL, demonstrating correct cowboy grammar.

Line 60 prints three blank lines to move the prompt symbol down on the screen.

Now run the program. It should give you a great feeling of accomplishment. Keep that program
in memory and don’t turn off the computer, or else save it to disk or tape. You will use it again later
in this chapter.

FORMING A LOOP

In my opinion, the greatest advantage of a computer is its ability to do a simple task repeatedly
without making any mistakes or becoming bored. You can tell it to count to a million three times
and it will do so happily.

Repeated operations are done in a program formation called a loop. There are several good
kinds and one bad kind. First, I will show you the bad kind. It’s called an endless loop.

Suppose line 50 of a program says GOTO 10. When the program first begins to run, it executes
line 10 and all following lines until it reaches line 50. At line 50, it is sent back to line 10 to do it all
over again. Every time it reaches line 50, it jumps back to line 10 again. It will do that continuously
until you stop it somehow. The loop from line 50 back to line 10 is endless.

When a program is in an endless loop, you can stop it by pressing RUN STOP to interrupt
execution. Then you can list the program, fix the problem that caused the endless loop, and run the
program again to see if you corrected it.

THE FRIENDLY COWBOY
You should have the cowboy program in memory. If not, enter it again or load it from disk or
tape. List it. It should look like this:

10 PRINT CHR$(147):PRINT:PRINT:PRINT
20 PRINT “HOWDY"”
30 GOTO 50
40 PRINT “PARDNER.”
SO PRINT “YOUALL.”
60 PRINT:PRINT:PRINT
When you last ran the program, it executed through line 60 and then stopped because there
were no more lines to execute.
Let’s prepare the cowboy to greet the next party that comes down the trail by putting in a jump
back to line 20 so he can say HOWDY again.
When adding or inserting a line in a program, don’t type NEW because you certainly don’t want
to erase the existing program in memory. Enter

70GOTO 20

List the program and check to be sure line 70 is correct. Now run it.
The program is in an endless loop. The screen display is scrolling. When you can’t stand it any
longer, press RUN STOP. Execution will stop at some line number, depending on when you press
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RUN STOP. The display shows the last line number that was executed. Start the program again by
entering

CONT

Stop it again as you did before. It may stop at a different line number.

List the program. It loops from line 70 back to line 20 and will stay in that loop forever.
A Quick Fix—Line 35 isn’t being used in this program. Let’s put a STOP there to prevent the
program from looping endlessly. Enter

35 STOP

Run it again. The program is still in an endless loop! I did that on purpose so you will know how it
feels to be in big trouble. You are really messing up this program!

Stop execution again, using RUN STOP. Then list the program and figure out why line 35 didn’t
stop execution.

The program jumps from line 30 to line 50 every time it goes through the loop, so it never
“‘sees’’ the STOP statement at line 35.

Complicated programs sometimes have many loops and jumips of various kinds. A common
problem is jumping over a necessary statement or group of statements. When that happens, the
program doesn’t work. It is sometimes difficult to figure out why. You have to follow program flow
step by step until you find the mistake.

If you don’t see a mistake in the program, you may think that the computer made an error.
Computers rarely make mistakes. Programmers make lots of them. When my flying fingers are
writing a program, I can make two or three mistakes per minute. If a program doesn’t run correctly,
assume that there is an error in the program, not in the computer.

Delete lines 35 and 70. List the program to be sure they are gone. Save the program because you
will use it again.

ASSIGNMENT STATEMENTS

When you do arithmetic in a program, you deal with quantities called variables. They are called
that because their values may vary as the program runs.

Each variable is given a name that the computer uses to keep track of it. This is called assigning
variable names. :

Suppose you are writing a program to calculate how much money you will have in a savings
account in future years. In the program, you may assign the variable name SUM to the amount of
money in the account. If the account is opened with $100, then at that time, the value of SUM is
100.

The program then calculates the value of SUM after the first year. It may be $112.20. At that
point, the value of the variable named SUM is 112.20. As the program continues to calculate future
values of SUM, its value varies.

Assigning Variable Names— A name is given to a quantity by an assignment statement. Early
versions of BASIC used the word LET to do that.

For example, LET X=2 assigns the name X to the quantity 2. Some people prefer to say that it
assigns the value 2 to the variable name X, which means the same thing.

As aresult of that assignment statement, the computer stores the number 2 in memory and
remembers that its name is X. When you ask the computer to retrieve X, it will go to the place
where it stored the number 2 and deliver it.

If you assign a different value to the variable name X, such as 3, the new value will replace the
old value in memory. When you ask for X, you get the number 3.

Commodore BASIC doesn’t require the word LET at the beginning of an assignment
statement, but it’s OK if you use it anyway. Try it by entering

LET X=2
PRINT X
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Notice that this was done in the immediate mode. It does not affect the program stored in
memory. The prompt symbol appeared between the two lines that you typed. Then the number 2
was displayed and the prompt symbol appeared again.

Try it again without LET.

X=3
PRINT X

The computer changed the value of X because you told it to. It printed the number 3. It does not
require using LET in assignment statements. I suggest that you not use it.

INTERACTIVE PROGRAMMING

The advantage of a BASIC interpreter is that you can quickly see what a program does and
change it as needed. Then you can run it again and fix it again if necessary.

You can interrupt a program while it is running to try statements in the immediate mode. The
computer responds almost instantly. You say, ‘‘Let’s try this.”” The computer does it and says,
“OK, here’s the result. Now what?”’

That is called interactive programming. It’s a great aid to learning.

USING THE IMMEDIATE MODE WHILE PROGRAMMING

The BASIC interpreter is always on the job. Most BASIC statements will have the same result in
the immediate mode as in the program mode. When you are writing a program and want to check a
statement to see what it does, stop programming and try it in the immediate mode.

You did that a while ago, when you stopped working on your cowboy program and made a test
to see if the computer requires the word LET in assignment statements. A program in memory is
not affected by statements written and executed in the immediate mode.

NEVER USE A NUMBER TO BEGIN A STATEMENT

Suppose you want to assign the value 62 to the variable name X, and you are using the
immediate mode. If you enter the statement 62=X, the computer thinks that you just entered line
62 of a program. The statement on that line is =X, which is not a valid statement in BASIC. If you
have a program in memory, that line 62 will be added to the program, which can cause big trouble.

Later, when you run the program, it will stop and tell you that there is a syntax error at line 62.

If you are writing line 120 of a program and enter a line that says 120 62=2X, the computer
thinks you never give up. It stores =X as line 12062 of a program. The space between 120 and 62 is
ignored by the computer.

Either of those assignment statements would work fine if written X=62. The variable name
must always be first.

Variable names must begin with a letter. If you try to begin one with a number, that number
may get mixed up with the line number, and you get the feeling of being in big trouble again.

Write this on the wall above your computer: Never use a number to begin a statement.

RULES FOR VARIABLE NAMES

When you write a long program, you will probably use lots of variable names. You choose the
variable names that you want to use. There are two things to keep in mind: Variable names must
follow the rules of BASIC. They should be chosen so they explain themselves and thereby help to
explain the program.
Rules—Variable names can have one or two characters. If one character, it must be a letter. If there
are two characters, the first character must be a letter. The second can be a letter or a number. You
can use the numbers 0 through 9. These are valid variable names: A, XY, B2, B3.

In computer jargon, a combination of letters of the alphabet and numbers is called alphanumeric.
Variable names are alphanumeric.

Variable names can have a third character, called a type-designation symbol. These symbols are
not alphanumeric characters because they are not letters or numbers. They are % and $. I mention
them here so you won’t be surprised later, when I tell you what they do.
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When typing a variable name, you can use more than two alphanumeric characters, but the
computer will recognize and use only the first two. If there is a type-designation symbol at the end
of a long variable name, the computer will recognize it also.

If you use two similar variable names that are longer than two characters, you must be sure that
the first two characters are different. The long variable names VIRTUE and VICE mean different
things to you but they mean the same thing to the computer. Both are interpreted as the
two-character variable name VI. Enter

EX=12345
PRINT EX
PRINT EXACTLY
PRINT EXTRA
EXTRA=678
PRINT EX
PRINT EXTRA
PRINT EXACTLY

A very important rule is that variable names cannot be the same as BASIC words, and they
cannot contain BASIC words. It’s easy to be trapped by that one. For example, enter

VENDOR=12

The computer won’t let you use that variable name because it contains a BASIC word.
Sometimes it is very difficult to see a BASIC word that is included in a variable name. Here is a
procedure that will give you a clue when you don’t see the problem. Enter

V=12
VE=12
VEN=12
VEND=12

The computer rejected VEND. That tells you that VEND includes a BASIC word ending with
the letter D. The word is END.

BASIC words that cannot be used as variable names, or included in variable names, are called
reserved words. All of the words listed in Appendix B are reserved words.

Choosing Helpful Variable Names—When you are writing a program, it is usually easy to
remember what the variable names stand for and what they do in the program. Later, when you
return to that program to fix or change it, it may be difficult to remember what the names stand for
and what they do.

The only reason to use two-character variable names is to make the program lines shorter. Short
lines take less space in memory. If your program will fit in the available memory, with a few
thousand bytes left over for data storage, then there is no urgent reason to make the program
shorter by using short variable names. Short program lines will execute a little faster than long lines,
but the difference is usually not very much.

If you use DATE instead of just D or DA, COMPANY instead of C or CO, your programs will
be easier to read, modify and fix.

DON’T CHANGE PROGRAM LINES BY ACCIDENT

For most of this book, you will enter programs and test them to see what they do. I will often
suggest that you make changes to some of the program lines and then run the program again.

To make changes, you may move the cursor up into the program on the screen so you can
change a program statement. This can cause two problems.
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T nuuss FOR VARIABLE NAMES -
e Any length; efirsttwo characters plus
~ -symbol arer cognlzed and used by the compute
. Mustbe letters or numbers o .

Must be a letter. You can usg A1 'but not 1A

One is that you forget to press RETURN with the cursor still in the program line that was
changed. If you don’t press RETURN, the changed line is not entered into the program in memory.
It is changed on the screen, and looks just fine, but it is not changed in memory until you press
RETURN.

The second problem is that you are in a hurry to run the program to see what the change did.
You may leave the cursor in a program line, type RUN and press RETURN. If you do that, the
program line is entered with the word RUN right in the middle of the line. The program won’t run
correctly. An error message will result.

Before running a program, always be sure to move the cursor down into a clear area of the
screen first.

THE SOCIABLE COWBOY

You should still have the latest version of the cowboy program in memory. List it to be sure. If it
isn’t there, load it or go back to the last use of that program in this chapter and enter it again.

Run the program. All it does is print HOWDY YOUALL. This demonstration will put a decision
point in the program, based on the number of people approaching on the dusty trail. Change line 30
and add a new line 35 so the program looks like this:

10 PRINT CHR$(147):PRINT:PRINT:PRINT
20 PRINT “HOWDY"

30NUM=2

35 IF NUM=2 THEN GOTO 50

40 PRINT “PARDNER.”

SO PRINT “YOUALL.”

60 PRINT:PRINT:PRINT

List it and check lines 30 and 35 to be sure they are typed correctly. Sometimes you don’t see a
typing error when you enter a program line, but you do see it when you list the program.

In line 30, NUM is a variable name. It means number of people in the party. You could use
NUMPEOPLE or any other legal variable name. The computer will use NU for that variable name.
Line 30 establishes the number of people so the program can use that information to make a
decision.

Line 35 is an IF-THEN statement used to make the decision. The computer will test the IF
condition. If true, the THEN part of the statement will be executed. If not true, the next numbered
line will be executed.

Obviously, the IF condition is true because line 30 made it so. Run the program. The result is a
correct greeting for two people.

Keep Testing—It’s a good idea to test small segments of a program as you write them. They are
fresh in your mind and easier to fix at that time, if they don’t work correctly.

When testing, you should test with variables in the expected range, test at the expected limits
and test beyond the limits. Often, you will find defects in your logic.
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You have tested when NUM is 2 and it works OK. Let’s test NUM=1. To do that in this simple
program, you have to change line 30. Make it read

- 30NUM=1

Run the program. The cowboy gives both greetings. List the program to see what went wrong. The
IF-THEN statement at line 35 does not execute. Line 40 executes, followed immediately by line 50.
The program should end immediately after line 40 executes. Here’s one way to do that. Enter

45END

Run it. The program almost works. The cowboy seems to say HOWDY PARDNER. READY. List it
again. The purpose of line 60 is to move the prompt down on the screen so it doesn’t seem to be
part of the display. In this version, when NUM=1, line 60 doesn’t execute.

One way to fix that is to change line 45 so it moves the prompt down before ending the program.
Enter

45 PRINT:PRINT:PRINT:END

List it and mentally check program flow. When NUM =1, line 35 does not execute. Line 40
executes. Line 45 executes. It spaces down three lines and ends the program.

When NUM=2, line 35 executes and jumps to line 50. Line 50 executes. Line 60 executes. It
spaces down three lines and the program ends because there is no more program.

The BASIC prompt symbol is moved down three lines no matter which way the program ends.

Run it with NUM=1. Change line 30 to make NUM=2. Run it again. It seems to work OK for 1
or 2 people.
Another Way—Usually, there is more than one way to write a program. Typically, you write it one
way and then see a better way to do it. Please list the program.

Notice that lines 45 and 60 both do the same thing. They print three blank lines and end the
program. It may be better to end the program at line 60 no matter what path the program takes to
get there. Change line 40 to read like this:

40 PRINT “PARDNER.”:GOTO 60
Then delete line 45 because it isn’t needed. Now the program looks like this:

10 PRINT CHR$(147):PRINT:PRINT:PRINT
20 PRINT “HOWDY”

30NUM=2

35 IFNUM=2THEN GOTO 50

40 PRINT “PARDNER.”:GOTO 60

50 PRINT “YOUALL.”

60 PRINT:PRINT:PRINT

List the program and mentally check the program flow. When NUM=1, the sequence of lines that
execute is 10, 20, 30, 40, 60. Run it to verify that.

Test by changing line 30 to make NUM=2. The line sequence should then be 10, 20, 30, 35, 50,
60. Run it to verify that. This version of the program seems to work OK with both of those values
for NUM.

Test Unexpected Values~—In this program, you have control over the value of NUM because you
establish it in line 30. ‘

In a real program, variable values are often calculated and depend on other values in the
program. Sometimes they are typed in from the keyboard. Real programs are full of surprises. What
if NUM is less than one? What if it is zero or a negative number?

List the program. The value of NUM is tested at only one place—line 35. If NUM has any value
smaller than 2, line 35 will not execute. This program will give the same greeting to a party of 1, a
party of 0, or even a party of —3 people!
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Verify that by changing NUM to zero and running the program. This cowboy certainly would
not greet zero people.

Try negative values for NUM if you wish, such as —3. To do that you need room on the
program line for the — symbol. To make room, put the cursor where you plan to insert a character
and then press SHIFT-INST DEL.

When you have finished testing, set NUM to zero again.

We have to fix the program. The first question is, what should the fix do? Let’s decide that zero
people or negative people is an illegal number. If that happens, we will just end the program by
jumping to line 60. Enter a new line 34, so the program looks like this:

10 PRINT CHR$(147):PRINT:PRINT:PRINT
20 PRINT “HOWDY"

30NUM=0

34 IF NUM<1 THEN GOTO 60

35 IF NUM=2THEN GOTO 50

40 PRINT “PARDNER.":GOTO 60

50 PRINT “YOUALL.”

60 PRINT:PRINT:PRINT

Be sure line 30 sets NUM to zero and run the program. It doesn’t work very well. The cowboy
says HOWDY and the program ends. We agreed earlier that this fellow would not speak to zero
people. Maybe he is speaking to his horse.

All of this fussing around with a little program may seem ridiculous. When you start writing
your own programs, you will discover that what is happening here is the real world. It’s unusual to
get a program right the first time you try. This is not a well-written program, but I think it’s a good
demonstration program because it shows a lot of things without a lot of typing.

We are testing NUM at lines 34 and 35, and we now have a problem with a HOWDY printed at
line 20—before any tests are made. When a program has problems as bad as this, it is sometimes
better just to start over. But, maybe we can fix it.

Desperate situations call for desperate solutions. When NUM is less than 1, let’s clear the screen
and then end the program. Change line 34 so the program looks like this:

10 PRINT CHR$(147):PRINT:PRINT:PRINT
20 PRINT “HOWDY"
30NUM=0
34 IF NUM<1 THEN PRINT CHR$(147):END
35IF NUM=2THEN GOTO 50
40 PRINT “PARDNER.”:GOTO 60
S50 PRINT “YOUALL.”
60 PRINT:PRINT:PRINT
Run it that way. The desperate remedy worked as planned, but there is still a serious problem By
looking at the program, you can see that it will fail when NUM is any number greater than 2.
Change line 30 so NUM is 3. Mentally follow the program flow. Lines 34 and 35 will not
execute. The cowboy will say HOWDY PARDNER. to a group of three people. In fact, he will say
that to an army or a whole tribe of Indians. Run it to verify that.
This fix is easy. The cowboy should give the same greeting to any party with more than one
person. Change line 35 to read
35 IFNUM=1 THEN GOTO 50

Run it. I think the program is now bulletproof as far as the number of people is concerned. Verify
that by trying a variety of numbers for NUM. Don’t use commas when typing the numbers. Keep
the numbers below 999999999, or you will encounter a difficulty that I haven’t discussed yet.
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When you have finished, list the program again and look it over. It is no longer a simple
program, and it does not illustrate good programming. It does illustrate a variety of programming
methods, and it gave you some experience with relational operators and program logic—both good
and bad.

Depending on program flow, it can clear the screen at two places in the program. It may end at
line 34 or at line 60.

The variable NUM is tested at two places, using relational operators. There are three possible
results of running the program. It may end with a clear screen, it may print HOWDY PARDNER., or
it may print HOWDY YOUALL.

The program responds to three different conditions: NUM<1, NUM=1 and NUM=1.

EXPLICIT AND IMPLICIT TESTS

Explicit tests are written explicitly in the program. You can see the program lines that perform
explicit tests.

Implicit means implied. Implicit tests are invisible in the program, but are there anyway. In this
program, the test for NUM<<1 is on line 34. It is stated explicitly. The test for NUM=>1 is explicitly
stated on line 35. :

Where is the test for NUM=1? It’s implied by lines 34 and 35. The test for NUM=1 is that
neither line 34 or line 35 executes. The program is written to provide the correct result for NUM=1
when neither line 34 nor line 35 executes.

When there are three possible conditions to be tested, you can test all three if you want to. But it
is necessary to test only two of them. If NUM is not less than 1, and it is not greater than 1, then it
must be 1.

Implied tests are common in computer programs. Please save the cowboy program or keep it in
memory.

REM

When you are writing a program, everything about it is clear in your mind. You think that you’ll
never forget the clever things you did. You will.

REM means remark. You can put remarks in your program to explain how it works when you or
another programmer look at it at some later time.

Because remarks are information about the program, rather than program statements, they
should not be executed. The BASIC word REM is used to tell the computer that a remark follows.
When the computer sees REM in a program line, it stops executing that line immediately and
proceeds to the next numbered line.

You can use a program line just for a remark, with nothing else on it. Or, you can put program
statements and a remark on the same line. If you write a line that has a statement, then a remark,
then another statement, the last statement will never be executed. The computer stops executing a
program line when it finds the word REM.

If a program line has one or more statements and a remark, the remark must be the last thing on
the line. Remarks make a program longer and take space in memory. They slow down execution a
little bit.

Don’t use a remark to explain what a program line does. That is obvious from the program. Use
remarks to state the overall purpose of a program, to explain the logic, to state the meanings of
variable names, and to explain other things that are not obvious.

There is one place in the cowboy program where a remark may be useful. List the program if it is
not on the screen. Add this remark to line 30:

30 NUM=3: REM NUMBER OF PEOPLE

You may have NUM set to some value other than 3. If so, it doesn’t matter. When a remark
follows a program statement, a colon is used to separate them. If it is the only thing on the line, the
word REM follows the line number, without a colon.

If this were a real program, you should put a remark at the beginning to state its title and
purpose, the name of the author, the date it was last worked on, and any other useful information
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that will be helpful later. You could use line 5 for that. Keep the cowboy program in memory or
saveit.

TYPE-DESIGNATION SYMBOLS

You have been using NUM as a variable name for the number of people. At line 30, you have
been assigning numeric values to that variable name. Because it receives numeric values, it is called
a numeric variable name.

You can also assign a name to a string variable. Then, when you want to print that string, you
just ask the computer to print the string variable name. If the program prints a string more than
once, using a variable name to represent the string shortens program lines. This is because you
don’t have to type the entire string each time you want to use it. You just type the name of the
string, which can be as short as two or three characters.

I mentioned earlier that both you and the computer must know if a variable is a string or a
numeric. When strings and numerics are typed directly on program lines, quotation marks are used
to enclose strings. Therefore the type of variable is obvious.

When a variable is represented by its variable name, the variable name itself must tell the
computer which type of variable it represents. This is done by type-designation symbols used at the
end of variable names. There are three type-designation symbols: $, % and no symbol at all.

String Variable Names—When a variable name is used to represent a string, it must have the
symbol $ at the end of the variable name. If not, the computer assumes that the name represents a
numeric variable. It will attempt to evaluate the variable mathematically, and your program won’t
work correctly. Enter

GREETING$="HELLO"

That is an assignment statement. It assigns the string variable “‘HELLO” to the string variable
name GREETINGS. The symbol $ is pronounced string. The string variable name GREETINGS is
pronounced greeting string. Enter

PRINT GREETINGS

The string variable ‘“‘HELLO’’ was placed in memory under the string variable name
GREETINGS by the preceding assignment statement. It can be called from memory and displayed
by a PRINT statement using that variable name. Enter

PRINT GR$

Because the computer actually uses only the first two characters of a variable name, plus the
type-designation symbol at the end, printing GRS has the same result as printing the long variable
name GREETINGS. Enter

PRINT GR

The variable name GR is not the same as the variable name GRS$. Because no value has been
assigned to GR, that statement displays a zero.
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Integer Variable Names —The word integer means a whole number. The type-designation symbol
for integer variable names is %. When used as a type-designation symbol, % is pronounced integer.
NUM% is pronounced num integer.

The variable NUMY% will accept only integers, such as 11, 3 or 1230.

Numbers with a decimal fraction are called decimal numbers. 11.7 is a decimal number. It has
two parts. The whole-number part is 11. The decimal fraction is 0.7.

If a decimal number happens to have a decimal fraction of zero, it is the same as an integer. The
number 10.0 has the same value as the number 10.

If you assign a decimal number to an integer variable, it changes the decimal number to an
integer. For positive decimal numbers, it ignores the decimal part. Converting the decimal number
123.45 into an integer gives 123 as the result.

For negative decimal numbers, the integer value is the next smaller whole number. The
number —11 is the next smaller whole number below —10.4.

For a technical reason, the largest integer number the computer will accept is 32767. The
smallest is —32768. If you try to use numbers outside those limits, the computer displays an error
message. Try these statements:

NUM%=10

PRINT NUM%

PRINT NU%

NUM%=10.4

PRINT NUM%

NUM%=-—10.4
PRINT NUM%

Decimal-Number Variable Names— A decimal-number variable name will accept decimal

numbers. It will also accept integers. It considers an integer to be a decimal number with a decimal
part that is zero.

The type-designation symbol for decimal-number variable names is no symbol at all. X$isa
string variable name. X% is an integer variable name. X is a decimal-number variable name.

Very large decimal numbers, such as 99999999999999.999, are displayed in a different way from
ordinary decimal numbers. The method of displaying very large and very small decimal numbers is
called floating-point. For this reason, Commodore literature uses the term floating-point variable
name to mean the same thing as decimal-number variable name.

There is a limit to the largest and smallest decimal numbers that the computer can use.
Floating-point notation and the limits for large and small numbers are discussed in the chapter on
mathematics. The following statements demonstrate the fundamental facts about decimal-number
variable names. Enter

NUM=10.4
PRINT NUM
PRINT NU
NUM=11
PRINT NUM
NUM=-12.12
PRINT NUM

USING TYPE-DESIGNATION SYMBOLS
A type-designation symbol is a permanent part of each variable name. Every variable name has
a type-designation symbol. Even if you don’t use one, you use one, because no symbol is a symbol.
If a variable name is typed without a symbol, it is automatically a decimal-number variable name.
Type-designation symbols are both necessary and helpful.
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String Type Designation—The string symbol, $, is necessary to tell the computer that the variable
is a literal string. Otherwise, the computer will try to evaluate it as a number.

Integer Type Designation—The integer symbol, %, is used for two reasons. Integer numbers use
less space in memory. The more important reason is that your programs should make sense.

If a number should be an integer, using the integer type designation causes the computer to
accept only an integer.

Please list the cowboy program. At line 30, the decimal-variable name NUM is used. If you write
line 30 to say NUM=10.3, the computer will not object. But, 10.3 people is an absurdity. To
prevent that program from dealing in absurdities, change the variable name in line 30 to NUM%.

When you have done that, list the program and look at it carefully. It won’t work. The problem
is that NUM% is established at line 30 but NUM is tested at lines 34 and 35. NUM is not the same as
NUMY%. NUM will be zero because the computer has no value for NUM. Line 30 established a
value for NUM%.

The fix is to change NUM to NUM% everywhere in the program. Please do that. Now the
program will work. It will work even if you set NUM% equal to 10.3 people. But if you ask the
computer to display the value of NUM%, it will tell you that there are only 10 people because
NUMY% accepts only the integer part of a decimal number.

When your program is handling quantities that should be integers, use integer type designations.
If you write a program that does a calculation and then reports that there are 1000.3 ajrcraft flying
over the ocean, hardly anybody will believe it.

Decimal-Number Type Designation—The decimal-number, or floating-point, type designation is
used when your program should keep track of decimals.

If you write a program to balance your checkbook, or figure the amount of a customer’s bill, it
should be accurate to the nearest penny. If your program gives a customer a bill for $11 when he
spent only $10.53, he won’t like it. Also, he won’t pay it.

When dealing with money, or any quantities that should be decimal numbers, use
decimal-number variable names.

LOGICAL OPERATORS

A comparison of two values is done by a relational operator such as >. There is another type of
operator that you haven’t met before. It’s called a logical operator. In Commodore BASIC, there
are three logical operators: AND, OR and NOT. They are BASIC words.

The logical operator NOT is used for a purpose that I will discuss in a later chapter.

AND and OR can be combined with relational operators to make fancier comparisons in
IF-THEN statements. When used in comparisons, their meanings in BASIC are the same as in
English. Enter these examples:

X=3
Y=9
IF X=3 AND Y=9 THEN PRINT “YES"”

That IF-THEN statement has two tests. Because of the AND operator, it will execute only if
both tests are true. Enter the following statements. Remember that X is 3 and Y is 9. Compare the
results to the tests in each statement.

IF X=>2 AND Y=9 THEN PRINT “YES"
IF X=1 AND Y=5 THEN PRINT “YES”
IF X=0AND Y<11 THEN PRINT “YES"
IF X=8 AND Y<5 THEN PRINT “YES"

The last statement does not execute because Y is not less than 5. One of the tests is true and the
other false. With an AND operator, both tests must be true.
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The OR operator requires either one OR the other to be true. Remember that Xis 3and Yis 9.
Enter

IF X=30R Y=9THEN PRINT “YES”
That statement executes because both tests are true. One true test is enough.

- IFX=30RY=5THEN PRINT “YES"
That statement executes because one of the tests is true.

IFX=1ORY=0THEN PRINT “YES"

That statement does not execute because neither of the tests is true.

Relational and logical operators give you a lot of control over what happens in a program.
Sometimes it takes careful planning and program testing to get these operators to do what you want
them to.

REVIEW

I lured you into this chapter by promising to discuss decision-making. The chapter did that and a
lot more. Please look over the chapter again to be sure you understand it and will remember what it
says. There is a lot to know and remember about writing programs.

When you have a small vocabulary of BASIC words, it becomes easier and easier to add to it.
The last version of the cowboy program does a lot of things, using only a few BASIC words. The

-more you know, the more you can do.

The accompanying table lists BASIC words and symbols used in this chapter. Please look up the
BASIC words in Appendix B of this book. You can turn off your computer now, if you wish. Say
adios to the cowboy.




A loop occurs when a program jumps back to a smaller line number and repeats part of the
program. In the last chapter, you saw that endless loops aren’t very helpful. In my opinion, loops
that work correctly are the most useful part of computer programming. This chapter will show you
some good loops.

MORE ABOUT RUN AND GOTO

Here are two facts about RUN and GOTO statements that you will need to know later in this
chapter. A RUN statement clears everything out of the computer memory except the program
itself. The memory cleared is RAM, the random-access memory that holds programs and data such
as variable values.

When you execute a program by a RUN statement, the program begins operation with nothing
in memory except the program itself. To demonstrate that, enter and run this one-line program:
NEW
10PRINT X
When you run it, it prints zero for the value of X because no value has been assigned to X. Now
enter the following statements from the immediate mode:
X=4
PRINT X
The computer has the value 4 in memory with the variable name X. Run the program again. It

still prints zero for the value of X. Entering a RUN statement clears memory, except for the
program itself. To verify that, enter

PRINT X

The value of X is now zero even though you assigned the value of 4 to X before you ran the
program. List the program. The program is still in memory, but data such as the value of X is gone.
Executing a RUN statement did that.

Another way to run a program is with a GOTO statement. The program will begin execution at
the line number specified by the GOTO statement. A GOTO statement does not clear memory.
Enter

X=7
GOTO 10
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The program runs from line 10 and prints 7 as the value of X. Memory was not cleared by the
GOTO statement.

Using a GOTO statement to run a program from any desired line number is useful when
troubleshooting or testing a program. It allows you to put values into memory that the program can
use and then see what the program does with them.

COUNTERS

The way to prevent a loop from running endlessly is to provide some way to control the number
of times that it operates. One way is to count the number of loop operations and stop when the
desired number has been reached. Then, the program moves on and does something else. Here’s
an example for you to enter:

NEW

10 PRINT CHR$(147):REM CLEAR SCREEN
20C=1:REM SET COUNTER

30 PRINT C:REM PERFORM AN OPERATION
40 C=C+1:REM INCREMENT COUNTER

50 STOP

60 GOTO 30:REM LOOP BACK AND DO AGAIN

List it and check your typing. I put in some remarks to explain the program.

Initializing a Variable—The number of operations of this loop is counted by a counter named C.
When you are using a counter, you should set the starting value, so you know that the count is
correct and what the count means. Usually, you will start with the counter set to zero or one.

In line 20 of this program, the counter is set to start with a value of 1. That is called initializing a
variable, which means setting it to an initial value.

Useful Operation— A loop performs some useful operation and can do it more than once. Line 30
performs a useful operation by displaying the value of the loop counter. That isn’t much, but it is
useful because it shows how loop counters work.

Increment the Counter—The word increment means to increase or add to. In programming, it
usually means adding a fixed amount, such as 1.

At line 40, the loop counter is incremented by 1 each time the loop operates. Line 40 counts
loop operations by incrementing the counter.

Stop—The stop at line 50 is just to stop the loop once during each operation. It would not be used in
a practical loop in a real program.

Jump Back and Do It Again—The essential part of a loop is a line that sends the program back to
the beginning of the loop. Line 60 does that.

Run the program. Line 30 displays the value of the loop counter. The program stops at line 50
and tells you so. Start it up again by entering CONT. Line 60 jumps back to line 30 to cycle through
the loop again. At this point, the loop counter has been incremented. Line 30 displays the count,
which is 2. Enter CONT and run the loop again.

LOOP BOUNDARIES

Every loop has a beginning and an end —a top and a bottom. Please list the program in memory.
The bottom of a loop is easy to identify because it sends the program back to the top of the loop.
The bottom of the loop is line 60.

When you have identified the bottom of the loop, the top is easy to find because that’s where
the loop jumps to operate another time. The top of this loop is line 30.

All lines between the top and bottom of a loop are executed on each pass through the
loop—unless there is something on a program line that says don't execute this line.

For example, if a program line that is inside a loop is an IF-THEN statement, it may or may not
execute. If the IF condition is true, it will execute.
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When you initialize a counter, it should be done before the beginning of the loop. Initializing is
done only once.

HOW FAST CAN A LOOP RUN?

It depends on two things: the speed of the computer and the amount of data processing done
inside the loop. Some computers operate faster than others, which will make loops run faster.

This loop doesn’t do much data processing inside the loop. It does two operations: It prints C
and then increments C.

To give you an idea of how fast a simple loop will run on a Commodore 64, delete line 50. This
converts the program into another endless loop. Run the program. You can see how fast the value
of the counter changes. To stop it, press RUN STOP.

SETTING THE NUMBER OF OPERATIONS

When a loop is controlled by a counter, one way to stop looping and move on is to test the value
of the counter at each pass through the loop. When the loop has completed the desired number of
operations, the program jumps out of the loop. To see that happen, enter these two lines. They will
become part of the program.

50 IFC=10 THEN GOTO 100
100 PRINT “END OF LOOP”:PRINT:PRINT:PRINT

List the program. Line 50 is now a decision point, sometimes called a branch point. It tests the value
of C, using an IF-THEN statement. The loop will run just as it did before until C is 10. When Ciis
10, line 50 will execute and jump out of the loop to line 100, which ends the program.

Run it. The loop prints the numbers 1 to 9 and then stops. You may have expected it to print 1
to 10. List it again.

THE ORDER OF EVENTS

Three important events in a loop are the useful operation, incrementing the counter, and the
decision to stop looping. In this loop, those things happen at lines 30, 40 and 50. These events can
be in a different order. If so, the loop operates differently.

Consider program flow when C=9. Line 30 prints the number 9. Line 40 increments it so its
value becomes 10. Line 50 tests the value of C, finds that it is equal to 10 and jumps immediately to
line 100. Even though the loop counter reaches a value of 10, this loop operates only 9 times.

Run it again. You can see that it operated only 9 times. It printed the numbers 1 to 9 and
stopped. To check the value of C, enter

PRINTC

Suppose you want the loop to operate 10 times. List the program. Change line 50 to jump out of
the loop when the counter reaches 11. Make it look like this:

50IFC=11 THEN GOTO 100

Run it that way. It operates 10 times. Check the value of C. It is 11.

Another way is to change the order of events in the loop. As written, it increments C before it
tests C. If it tested C before incrementing, operation would be different.

Reverse lines 40 and 50. Overtype 50 on line number 40 and press RETURN. The cursor moves
down to the old line 50. Then overtype 40 on old line number 50 and press RETURN. Using the
down-arrow cursor key, move the cursor to a blank line at the bottom of the screen. List the
program. Those lines are reversed.

Run it. Now, it operates 11 times, which is one too many. Change line 40 to jump out of the loop
when the count is 10. Run it. It operates 10 times. List it again.

When the loop counter is incremented before the branch point, the number of loop operations is
the same as the value of the counter—provided the counter was initialized to 1.

How many times would this loop operate if the counter were initialized to 0 instead of 1? Try it.
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COUNTING BACKWARD

Occasionally, you will need a loop that can count backward. Here’s one that does that. Please
enter

NEW

10 PRINT CHR$(147)
20C=33

30PRINTC

401F C=27 THEN GOTO 90
50C=C—1:GOTO 30

90 PRINT:PRINT:PRINT

List it and check your typing. Line 20 initializes the counter. Line 30 represents a useful
operation. Line 40 is the branch point. Line 50 decrements the counter and jumps back to the top of
the loop. Decrement is the opposite of increment.

How many times will this loop operate? Run it to verify your conclusion.

I usually use the order of events shown in this loop: Perform the useful operation. Test the
counter to jump out of the loop when the count reaches the desired value. Increment or decrement
the counter and jump back to the top of the loop.

USING OTHER INCREMENTS

You have incremented a loop counter by +1 and —1. Any increment value can be used. To
count by twos, increment by 2. You can increment by 1.5 or —1.3, or whatever you need to use.

If you do that, be sure the program line that tests the counter is looking for a value that the
counter will actually reach. For example, if the counter is always an even number, a line that says IF
C=5 will never execute. If the line says IF C=5, it will stop loop operation when C is 6.

EXITS

In addition to a top and a bottom, a loop has one or more exits—unless it is an endless loop with
no way out. Please list the program in memory. The only exit from this loop is at line 40. Each time
line 50 executes, it sends the program back to 30.

FOR-NEXT LOOPS
This is a more elegant loop that uses a counter inside the computer instead of a counter in the
program itself. It uses the BASIC words FOR and NEXT. Please enter

NEW

10 PRINT CHR$(147)
20FORC=1TO5

30PRINTC

40NEXTC

50 PRINT “END OF FOR-NEXT LOOP”
60 PRINT:PRINT:PRINT

Line 20 sets up the loop operation. It begins by naming the counter. This program uses the
variable name C, but any decimal-number variable name can be used. An integer variable, such as
C%, is not allowed by Commodore BASIC. Using it will produce a syntax-error message.

The FOR statement automatically initializes the counter to its starting value. If the statement
says FOR C=1 TO 5, the starting value of C will automatically be 1.

The FOR statement sets the range of values that the counter can have. In this example, the
counter will start at 1. The last operation will occur when the counter is 5. This loop will operate 5
times.

The FOR statement sets up the specifications for the loop operation. The computer stores those
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specifications in memory. The loop counter is maintained in memory and operated by the BASIC
interpreter.

Line 30 represents the useful operation provided by this loop.

Line 40 controls loop operation by referring to the loop specifications in memory. Each time the
program reaches line 40, the computer increments the counter. Then it tests the value of the
counter against the range of values established by the FOR statement.

If the counter value is not greater than the maximum value specified in the FOR statement, the
loop continues to operate. The NEXT statement sends the program back to the statement
immediately following the FOR statement. That statement can be on the same program line or on the
next numbered program line.

In this example, the NEXT statement will increment the counter and send the program back to
the top of the loop until the counter reaches 6. When that happens, the counter value will be greater
than the maximum value specified by the FOR statement. The loop will stop operating.

Instead of jumping back to the top of the loop, the statement immediately following the NEXT
statement is executed. That statement can be on the same program line as the NEXT statement, or
it can be on the following line.

The FOR statement at line 20 is not part of the loop. It is executed only once to set up the loop
specifications in computer memory. Line 30 is the top of the loop. Line 40 is the bottom of the loop.
In this example, there isn’t much loop.

Run it and then list it again. It prints the values of the loop counter from 1 to 5, as expected.
Then it leaves the loop, moving from line 40 to line 50. At line 50, it prints a message. Line 60
spaces the prompt down and the program ends.

Check the value of the loop counter by entering

PRINTC

BASIC allows you to omit the name of the loop counter in a NEXT statement. This program will
run the same way if line 40 says NEXT instead of NEXT C. Try it.

With uncomplicated programs, you can save a little space in memory by omitting the name of
the counter. If the program is complicated, with several FOR-NEXT statements, the computer still
doesn’t require that the counter be named after each NEXT statement, but you may prefer to do it
anyway. It makes programs easier to read and troubleshoot.

EXITS

A FOR-NEXT loop may have more than one exit. As written, the program now in memory has
only one way out. It must finish the number of executions specified by the FOR statement and then
leave the loop through line 40. When a FOR-NEXT loop does that, we say it has run to completion.
Leaving the loop through the NEXT statement after the loop has run to completion is called a
normal termination of the loop.

FOR-NEXT TRICKS

A FOR-NEXT loop is very easy to set up and use. It is more versatile than the preceding
demonstration shows.
Starting at any Counter Value—You don’t have to start counting at 1. The FOR statement starts
counting wherever you tell it to. Try this:

20FORC=12TO 17

Counting in Steps—You don’t have to count in steps of 1. The computer will automatically use
steps of 1 unless you tell it otherwise. Set the step value like this:

20FORC=10TO70STEP 10

Run it that way. Notice that STEP is not a separate statement. It is part of the FOR statement.

The step value does not have to be an integer. It can be 1.3 or 0.27 or any other number with a
decimal fraction. In Commodore BASIC, the loop counter in a FOR-NEXT loop must be a
decimal-number variable, such as C.
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If the STEP value is not 1, the value of the counter during the last operation of the loop may be
less than the maximum specified value. The counter value after the last operation must always be
greater than the maximum value specified. To demonstrate that, enter

20FORC=1TOS5STEP.7

Run the program. The last loop operation occurs when the counter is 4.5. When the program ends,
display the value of the counter by entering

PRINTC

Itis 5.2, whichis 4.5+.7.
Default Values—Some statements have a ““built-in’’ value used automatically unless told
otherwise. This is called the default value. In a FOR statement, the default STEP value is +1 unless
you supply some other value.
Counting Backward—To count backward, use a negative STEP value. In the FOR statement that
sets up the loop specifications, the maximum value of the counter is stated first, followed by the
minimum value.

The loop will run until the counter value is less than the minimum value specified by the FOR
statement. Try running the loop with the following FOR statements. Display the value of the
counter after each complete execution of the loop by entering PRINT C

20FORC=100TO 10 STEP —10
20FORC=100TO10STEP —11.6

A FOR-NEXT LOOP WILL ALWAYS OPERATE AT LEAST ONCE

The computer will always execute a FOR statement and proceed through the loop to the NEXT
statement—unless the FOR statement or one of the statements in the loop has a syntax error.

If the specifications set up by the FOR statement are impossible to follow, the computer isn’t
aware of the problem until the NEXT statement executes. Therefore, a FOR-NEXT loop will
always operate once. Enter

20FORC=100TO 10 STEP +5

Obviously, something is wrong with those specifications. The computer can’t count from 100
down to 10 by adding +5 to the starting value of the counter.

Run it. It executes one time. At the first execution of the NEXT statement, the computer
notices that something is wrong and stops the loop. What is wrong is that the counter value is
incremented to 105, which is outside the specified range of the counter.

USING VARIABLES TO CONTROL A LOOP

So far, you have typed numbers into a FOR statement to set limits for the counter. You can use
variables, such as X and Y, for the limits. To do that, the computer must have values for Xand Y
already in memory when loop operation begins.

The program can calculate values for X and Y and then run the loop from X to Y. To simulate
that, let’s give values to X and Y by assignment statements and then run the loop. Enter

15X=56:Y=12

20FORC=XTOY
Run it. It operates the same as if the numbers 5 and 12 had been typed into the FOR statement.
Plugging in Values from Immediate Mode—You can assign values to variable names from the
immediate mode and run the program without losing the values—if you use a GOTO statement to
run the program. This is a good way to test a program. Enter

X=156

Y=25

GOTO 20
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Choose the starting line number carefully. What would happen if the GOTO statement ran the
program from line 15 instead of line 20? Line 15 would set different values for X and Y in memory.
The loop would run from 5 to 12 again. Try it.

If the program has never run before, the FOR statement has not executed, and the loop
specifications are not in memory. If you set values for X and Y in the immediate mode and then
start at a line number greater than 20, a program error will occur and execution will stop. The error
message will say that the program found a NEXT statement without first executing a FOR
statement.

If a program is running, and has executed the FOR statement, you can stop it and change the
value of the counter in the immediate mode. Then you can start it again by a GOTO statement that
enters the loop behind the FOR statement. The program will run normally, resuming with the new
value of the counter that was set from the immediate mode.

FOR AND NEXT STATEMENTS MUST BE IN MATCHED PAIRS

Every FOR statement must be matched with a NEXT statement. If not, the program won’t work
correctly. Delete line 40 and run the program.

List it. The program enters the loop and prints the first value of the counter. Because it doesn’t
find a NEXT statement, there is nothing to send it back to the top of the loop. From line 30, it
executes lines 50 and 60.

There is no error message for that problem. The program just doesn’t work.

If the program finds a NEXT statement without first executing a matching FOR statement, it
stops and displays an error message.

If you use the name of the loop counter in a NEXT statement, it must match the name of the
counter in the FOR statement. To meet a new error message, enter

40 NEXT Z

Runit. List it. There is no FOR statement using Z as the counter. This is a NEXT WITHOUT FOR
error. Notice that the loop operated one time even with an error in the NEXT statement.

If the program doesn’t have a FOR statement, the same error message results. Delete line 20
and run it again. Notice that it printed zero at line 30. Without a FOR statement, the value of the
counter is not established.

A LOOP ON ONE PROGRAM LINE
Simple loops can be written on one program line. Enter

NEW
10FOR 1=1TO 10: PRINT I: NEXT

Run it. It works the same as if it were on three lines. Don’t put a loop on a single line if the loop has
an IF-THEN statement in it, followed by the NEXT statement. If the IF-THEN statement doesn’t
execute, the computer won’t see the NEXT statement and the program won’t work correctly.

Loops are very powerful. Many programs require repeated operations, which are best doneina
loop. In this program, 10 operations are done by only one line. It could do 1000 operations, or a
million!

STANDARD LOOP-COUNTER NAMES

It is often a good idea to use a name for the loop counter that helps explain the program. If it is
counting apples, then APPLES might be a good name for the counter.

In mathematics, the word iteration is used to mean a repeated operation. Some programmers
use the letter I as a loop counter, thinking that I is the number of iterations.

Complicated programs often use several loops with different counter names. After using I for
the name of a loop counter, the letters J and K are often used for following loops. Because these
letters are in alphabetical order, they may indicate the order of the loops in the program.

By habit and custom, the letters I, J and K are commonly used as loop counters. It is usually
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better to use counter names that mean something and help explain the program, rather than using I
because other programmers use it.

A LOOP THAT DOES NOTHING
Sometimes, doing nothing is worthwhile. Enter

NEW

10 PRINT “START”

20FOR DL=1TO 500: NEXT
30 PRINT “FINISH”

Run the program. The loop on line 20 doesn’t do anything except run. Its purpose is to create a
delay, perhaps to slow down a display so it can be read more easily. In a delay loop, I use DL for the
counter. DL means delay. You can change the amount of delay by changing the maximum value of
the counter.

LOOPS IN THE IMMEDIATE MODE

You can run a loop in the immediate mode. But you have to enter all of the statements as one
line. This requires typing them with colons separating the statements, and then pressing RETURN.
Try this:

FORI=1TO 10: PRINT I+2: NEXT

This loop does some arithmetic as it runs. On each pass, it adds 2 to the counter value and prints
the result.

TERMINATING LOOP OPERATION

Often you will use a loop to do something and then stop loop operation when the desired action
has been accomplished. For example, you can use a loop to search through a list of names, looking
for a specified name. When that name has been found, there is no reason to search further, so you
stop the loop.

Stopping a loop when it has done its job makes programs run faster—sometimes significantly
faster. It is done by a comparison or test. Please enter

NEW

10 PRINT CHR$(147)
20FORI=1TO 15
30PRINT I

40 IF I=7 THEN GOTO 100
SONEXT

100 PRINT:PRINT:PRINT

This loop now has two exits, one at line 40 and the other through line 50. If line 40 executes, the
program jumps to line 100 and loop operation stops immediately. Of course, line 40 will execute in
this program because it is just testing the value of the counter, and the counter will reach a value of
7.

If this loop were looking for the name Jones in a mailing list, line 40 would be asking is this name
Jones? If Jones is found, the loop stops operating. If not, the loop runs to a normal termination.

Iimagine that FOR-NEXT loops have a front door, a back door and one or more side doors.
The front door is the top of the loop. It is the entrance.

If the loop runs to a normal termination, the exit is through the back door—the NEXT
statement. Some people say that the program flows through the NEXT statement when the loop
operation ends.

If operation is terminated before the specified number of executions has been made, the exit is
through the side door—line 40 in this example. That is not a normal termination of the loop.
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to line 100.
To see a normal termination, change line 40 like this:

40IF 1I=19 THEN GOTO 100

Run it. Line 40 doesn’t execute because the value of I never reaches 19. The loop makes the
specified number of executions and exits through line 50.

It is usually not a good idea to jump out of a FOR-NEXT loop without running it to a normal
termination. When that happens, the loop specifications remain in memory—at a special location.
Eventually, this location will fill up with residue from unfinished loop specifications. An error
message results. It says OUT OF MEMORY. Actually, only the part of memory that stores loop
specifications is full.

A program can jump out of FOR-NEXT loops a few times without bringing the loopsto a
normal termination, and it will run OK. With a very simple program, the limit is nine abnormal
terminations. In a complicated program, the limit may be less.

That precaution applies only to FOR-NEXT loops. If the program supplies the loop counter, you
can jump out of the loop any time you wish.

BRINGING A FOR-NEXT LOOP TO NORMAL TERMINATION

One way to bring a loop to a normal termination is to let it run the number of times specified in
the FOR-NEXT statement. You can still use the loop to search for a name or a value and make a
note that it was found.

In the following example, the loop is looking for a value of J. List the program in memory and
change it to look like this:

10 PRINT CHR$(147)

16FLAG=0

20FORI=1TO 15

30PRINTI

35J=I1%3

40IF J=9 THEN FLAG=1

SO0NEXT

60 IF FLAG=1 THEN PRINT “FOUND J=9"
100 PRINT:PRINT:PRINT

Line 15 initializes a FLAG that will be tested later. Line 35 is used just to provide something to
“‘look for.”” As the loop runs, line 40 tests each value of J, looking for a 9. When J is 9, line 40 sets
the FLAG to 1. The loop doesn’t stop. It runs to completion. The fact that the FLAG was setisa
way of making note that J reached a value of 9.

When the loop has run to completion, line 60 tests the FLAG to see if J=9 was found. Run the
program. Check the value of I by displaying it. It is 16. The specifications for that loop are no longer
held in memory because they aren’t needed any more.

If you are running that loop just to find J=9, or the name JONES in a mailing list, there is no
point in continuing to run the loop after it is found. Here is a way to stop the loop but still bring it to
a normal termination. Change line 40 like this:

40IFJ=9THENFLAG=1:1=15
List the program. When J=9, line 40 does two things. It sets a flag to make a note of that. Then, it
sets the loop counter to its maximum value. Then, line 50 tests the value of I to see if: the loop
should run again. It increments I and compares its value to the loop specification. I will be 16. The

specification says to stop at 15. Loop operation is ended. . .
Run the program. The loop ran only three times until it found J=9. Print the value of . It is 16.

The loop ran to a normal termination.

To see a side-door exit, run the program. When I becomes 7, the program jumps out of the loop
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GOSUB

Sometimes, when you have a loop running in a program, you will want to leave the loop
temporarily to do something else. When the ‘‘something else’” has been done, you want to return
to the loop and resume loop operation where it left off. You can do that with a subroutine.

GOSUB is similar to GOTO except that GOTO jumps to another location in the program and the
program runs from there. GOSUB will jump to another location, execute a subroutine, and return
to the place it jumped from.

A subroutine is usually executed several times in the program. By jumping to it, and then
returning to the main program, you can use the subroutine often but type it only once.

This demonstration shows the program structure for a subroutine. Enter

NEW

10 PRINT CHR$(147)
20FORI=1TO10

30 GOSUB 200

40 PRINT“RETURNED"”

50 NEXT

60 END

190 REM SUBR TO PRINT |

200 PRINT“THE VALUEOF | I1S” |
210RETURN

Subroutines are called by a GOSUB statement that uses the first line number of the subroutine.
The program jumps immediately to that line number. The subroutine will execute and then return
to the main program at the next statement following the GOSUB that called it.

In this program the subroutine is called at line 30. The next statement that can be executed is
line 40. As the program runs, line 30 calls the subroutine, the subroutine executes and returns to
line 40.

Subroutines have three parts: a beginning line number that serves as the address for the
subroutine, one or more program statements that do something, and a RETURN statement.

This subroutine begins at line 200. The statement that does something is also on line 200. All it
does is print the value of the loop counter. The RETURN statement is at line 210. The RETURN
statement is always the last statement in the subroutine. It jumps back to the main program.

Run the program. It doesn’t do much, but it gives you the idea of a subroutine.

The GOSUB statement must jump to a line number that exists in the program. It would run the
same way if the GOSUB statement jumped to line 190 instead of 200. Some programmers put
remarks into a program while they are writing it, to identify segments, and then take the remarks
out later. If a GOSUB jumps to a remark, and that line is deleted, the program fails. It is best to call a
subroutine using the first “‘working’’ line number, rather than a line that has only a remark.

Every subroutine must have a RETURN statement. Otherwise, it won’t return. The program
will keep running just as though the GOSUB had been a GOTO.

Although this demonstration shows a subroutine being called repeatedly from a loop, you can
call a subroutine from anywhere in a program. It doesn’t have to be called from a loop. I called it
from this loop to demonstrate two things. A subroutine can execute many times, but is written into
the program only once. A subroutine is a way to leave a loop temporarily and then return to the
loop. You can also use a GOTO to leave the loop and another GOTO to jump back into the loop.

NESTED LOOPS
A nested loop is one loop running inside another loop. This routine is a loop. When you get it
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running, we will nest another loop inside it. Notice that there is no line 40 in this program. Please
enter

NEW

10 PRINT CHR$(147)
20FORI=1TO 100
30 PRINTI

SONEXTI

Run the program. The numbers are displayed too fast to read easily. In addition, the display
scrolls. There are two ways to improve readability. One is to slow down program execution so the
numbers don’t move so fast on the screen. The other is to display the data one screen load at a time.
That method will be demonstrated later in this chapter.

To slow it down, put a delay loop at line 40. The program then looks like this:

10 PRINT CHR$(147)
20FORI1=1TO 100

30 PRINTI

40 FOR DL=1 TO 200: NEXT DL
SONEXT |

When this program runs, lines 10, 20 and 30 will execute. At line 40, a delay loop is
encountered. It is a complete loop, all on one line. The program waits while the loop at line 40 runs
to completion. The amount of delay is determined by how high the delay loop counts. The name of
the delay-loop counter, DL, is shown in the NEXT statement for that loop.

After the delay loop has run to completion, line 50 executes. The name of the loop counter is
shown on that line. It is clear which NEXT statement works with which FOR statement. Line 50 is
the NEXT statement for the I loop.

That sequence of events continues until the I loop has operated the specified number of times.
When it has operated 100 times, the program ends. On each pass through the I loop, there is a pause
while the DL loop runs to completion.

The I loop operates 100 times. The DL loop also operates 100 times. Each time the DL loop
runs, it counts to 200.

Run the program. As you can see, the delay loop slows it down. List it again.

The top of the I loop is line 30 and the bottom of the I loop is line 50. The entire DL loop is on
line 40. Therefore, the DL loop is nested inside the I loop. The DL loop is the inner loop. The I loop
is the outer loop.

Nested loops are like the mileage counter in the speedometer of an automobile. The mileage
counter is called an odomerer. Starting at the right, each dial on the odometer must make a full
revolution before the dial on its left can advance to the next number on that dial. Those are
mechanical nested loops. The dial on the right is the innermost loop.

A common mistake is to get the NEXT statements out of order in programs using nested loops.
To show the nested-loop structure more clearly, I will rewrite this program to put the delay loop on
two lines. Don’t enter this version.

10 PRINT CHR$(147)
20FORI=1TO 100
30PRINT I
40FORDL=1TO 200
45 NEXTDL

50 NEXT |
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Considering only the FOR and NEXT statements, this is the structure of that program:
FOR1
FORDL
NEXT DL
NEXTI

In nested loops, the NEXT statements are always in reverse order, compared to the FOR
statements. That causes the inner loop to run to completion each time, before the outer loop can
cycle again. Suppose there are three nested loops with A, B and C as the counters. The structure is:
FOR A p
FORB
FORC
NEXTC
NEXTB
NEXT A

In this arrangement, the A loop waits for the B loop to run to its full count before the A loop can
complete one operation. The B loop waits for the C loop to run to its full count before the B loop can
complete one operation. The C loop doesn’t wait for anything. It runs to completion each time the
program reaches it.

Single loops are powerful. Nested loops are even more powerful. With Commodore BASIC, you
can nest as many as 10 loops.

I used a delay loop to illustrate nested loops because that is very easy to understand. To give you
a better idea of how they are used, here is a plan for a more complicated program. It isn’t the
program, it’s just a plan. When you can plan a nested-loop operation, writing it is easy.

Suppose you have five mailing lists and you want to find the name J. J. Jones, no matter which
list it is on. The mailing lists are for five fraternal organizations: Elks, Lions, Mice, Yaks and Zebras.
Elks are on list number 1, Zebras are on list number 5. This is the plan. Don’t enter it.

10FORLIST=1t05

20 GET SELECTED LIST

30FORITEM=1TOEND OF LIST

40IF ITEM="J. J. JONES” THEN GOTO 100
S0NEXTITEM

60 NEXTLIST

100 DISPLAY DATA FROM LIST (such as Jones' address)

Line 10 sets up a loop to get five lists, one at a time. The first list to be searched is list number 1.
Line 20 finds the selected list on a disk or cassette and brings it into memory so it can be searched.

Then line 30 sets up a loop to examine all names on the list selected by line 10. Line 40 tests each
item on the list to see if it is J. J. Jones. If so, the program displays data about Jones and ends by
jumping out of the loop to line 100. If not, the program continues.

Line 50 jumps back to line 40 to examine the next item on the list. If all items on list 1 have been
examined without finding Jones, the program proceeds from line 50 to line 60 instead of looping
back.

Line 60 gets the next list by incrementing the counter for that loop and jumping back to line 20.
That will get list 2. The inner loop then searches the second list. This continues until Jones is found
or all five lists have been searched.

SCROLL CONTROL
You should still have the program in memory that displays the numbers 1 to 100 and scrolls
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This is the program:

10 PRINT CHR$(147)
20FORI=1TO 100

30 PRINTI

40 FORDL=1 TO 200: NEXT DL
SONEXT |

Run it to be sure you remember what it does. We put a delay loop at line 40. This demonstrated
a way to slow down a scroll and also demonstrated a simple nested loop.

Instead of allowing a display to scroll, it is often better to break up a long list into smaller
segments that will fit on the screen without scrolling. Displaying 20 items at a time usually works
well. Each display is called a screen load. Each screen load is like a page in a book. To look over the
entire list of items, examine the screen loads in sequence. Normally, lists of items are displayed by a
loop. To get segments of 20 items at a time, monitor the loop counter and stop the loop each time it
displays 20 items. Then start it again and display the next 20 items. That requires stopping the loop
when the count is 20, 40, 60 and so forth. To do that, you need a way to test the counter to see if its
value is a multiple of 20.

Test Method—The test is to see if the value of the counter divides evenly by 20. Dividing evenly
means that there is no remainder in the result. Because the computer does decimal arithmetic, the
remainder will be a decimal fraction. In the number 1.77, the .77 is a decimal fraction. Enter

PRINT 21/20
PRINT 40/20

Only multiples of 20 divide evenly by 20. A mathematical procedure is called an algorithm. Here
is an algorithm to test a number to see if it is a multiple of 20. Please enter each of these steps.

COUNT=99

COUNT represents the value of the loop counter. N=COUNT/20

That step divides the count by 20. The result, N, will be tested to see if it has a decimal fraction.
Obviously, it does. N% =N

The type-designation symbol % causes a variable name to accept only whole numbers. The
decimal portion is discarded, if there is a decimal portion. When N% is set equal to N, N% becomes
the whole-number portion of N.

The program wants to know if N has a decimal fraction. If not, the count was evenly divisible by
20. To find out, N% is compared to N. IFN—N%=0THEN. ..

If the difference between N and N% is zero, they have the same value. If they are the same
value, then N does not have a decimal fraction because N% cannot have a decimal fraction.
Using the Test—We will use the program in memory to demonstrate scroll control. List it. When
you are displaying a screen load at a time, you should print the screen loads as quickly as possible,
without unnecessary delays. That means you don’t want the existing line 40 in the program. Enter

351%=1/20
401F 1/20—1%=0 THEN STOP

List it and check your typing. Line 35 divides the loop counter, I, by 20 and assigns that value to the
variable name 1%. 1% will accept only the whole-number part.

Line 40 applies the test. It divides I by 20 and then subtracts I%. If the result is zero, I is evenly
divisible by 20. That means the program has printed 20 items on the screen, so the program is
stopped by a STOP statement. The items printed are just values of the loop counter. In a real-world
program, they would be items from a list of some kind.

Run it. It displays 20 numbers and stops. Start the program again by entering CONT. It displays
the next 20 numbers. Continue until all 100 numbers have been displayed.

Stopping and restarting a program using STOP and CONT is crude and not good programming. I
used that method because I have not yet shown you how to stop and start programs more elegantly.
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PRINTING A LIST

Here is more information about the PRINT statement. You have used it so far to print strings,
such as PRINT “HELLO”, and to print numerics, such as PRINT X.

You have also used a semicolon at the end of a PRINT statement to suppress a carriage return.
Suppressing the carriage return causes whatever is printed next to appear on the same screen line,
rather than the next line. Enter

PRINT “A”
PRINT “B"
PRINT “A”: PRINT “B”

The last item is just two statements on the same line. It does the same thing as the preceding two
PRINT statements. Enter

PRINT “A”;: PRINT “B”

That is two statements on the same line but the first statement uses a semicolon to suppress the
carriage return. Both A and B print on the same screen line. There is no space between them. Enter

PRINT “A ”;: PRINT “B”

That prints a space between A and B. The space is included in the quotation marks with the A. It
is part of that string. Instead of doing it that way, you could put a space ahead of B, inside those
quotation marks. Enter

PR'NT “All llB"

That statement prints a list of items. The list of items to be printed is called a print list. No
semicolon is needed between the items. When you print a list, they follow each other on the screen
automatically. Notice that the space between the two sets of quotation marks is ignored by the
computer. Enter

PR'NT “A" (13 B”
That puts a space between them. It is part of the string expression that includes B. Enter
PRINT “A" “ ” “B"

That also puts a space between A and B. The space is itself enclosed in quotation marks. Itisa
literal string that’s nothing but a space. That list has three items to be printed. Each is a string
enclosed in quotation marks. Enter

PRINT“A" 7
Print lists can include both strings and numerics. Enter
PRINT“A"7 8

The computer reads 7 8 as the number 78. To separate the 7 and the 8, you must provide the
separation. Enter

PR'NT “A” 7(‘ ” 8

That pripts three spaces between the numbers. Numbers print with a leading and trailing space.
You are seeing the trailing space behind the 7, one space that was printed as a string in quotation
marks, and the leading space for the 8.

TABBING OVER

The display screen has four print zones that you can use to display lists in vertical columns. To
tab means to move the cursor to the next column. A comma in a PRINT statement causes an
automatic tab to the next print zone on the screen. Enter

PRINT 6,7,8,9
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If you don’t like that spacing, or need more columns, you can set up your own tabs, using TAB
statements. Enter

PRINT TAB(5) “A”

The A is printed in the sixth space from the left. TAB(5) means to skip over S spaces and print
on the next space. Enter

PRINT TAB(5) “A” TAB(10) “B”

Each TAB statement in a print list counts from the left margin of the screen and ignores any
other TAB statements in that program line. The screen has 25 horizontal rows and 40 vertical
columns. The first column at the left is column 0. TAB(5) prints in column 5. TAB(10) prints in
column 10, if counting begins at column 0.

NESTED-LOOP DEMONSTRATION
This is a nested-loop program that demonstrates nested-loop programs and TAB statements.
It will be very easy to enter if you duplicate lines by overtyping line numbers. For example, to
make line 40, duplicate line 20. Then list the program and change I to J in line 40. To make line 50,
start by duplicating line 30. Then change it so it is correct for line 50.

NEW
10 PRINT CHR$(147)
20FORI=1TO 2

30 PRINT TAB(3)“PASS "I* THROUGH | LOOP”
40FORJ=1TO2
50 PRINT TAB(6)“PASS "J*“ THROUGH J LOOP”
60FORK=1TO 2
70 PRINT TAB(9)“PASS "K“ THROUGH K LOOP”
80NEXTK
90 NEXTJ
100 NEXT |
Before you run it, let’s discuss a couple of things. Lines 30, 50 and 70 print lists of items. Each
list has four items: a TAB statement, a string, a numeric variable and another string. The numeric
variables are the loop counters for the I, J and K loops.
The TAB statements are used to indent whatever is printed by each of the three loops. The

indent is different for each loop. On the screen, this produces a graphic indication of the loops in
operation. Run it.

REVIEW

Loops are probably the most important program routines. You will use them often and in a great
variety of ways. This chapter shows you how they are set up and how they work. As you review this
chapter, set up and run some loops for practice. In the accompanying table is a list of BASIC words
used in this chapter. Please look them up in Appendix B of this book.
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You already know a lot about entering and editing program lines because you have been doing
it. This chapter is a complete discussion of entering and editing lines. Some of it will be a review.

This information applies both to program lines and statements that are typed and entered in the
immediate mode. The word keystrokeis used in a general way to mean anything that you type. Some
keystrokes produce visible characters on the screen, some don’t.

ENTERING A LINE

When you type something, the printable keystrokes are displayed on the screen so you can see
what was typed. The letter A is a printable keystroke. Other keystrokes, such as SHIFT and cursor
keys, may affect what is on the screen, but they don’t print any additional characters on the screen.

When you have typed something, pressing the RETURN key enters what you typed into the
computer for processing. If you are writing a program, what’s actually entered is a program line,
which is a group of up to 80 keystrokes. A program line can occupy one or two screen rows because
screen rows hold only 40 characters.

To enter a program line, you must be sure the cursor is in that program line on the screen when
you press RETURN. If a program line occupies only one row on the screen, the cursor can be
anywhere on that row. If a program line occupies two rows, the cursor can be anywhere on either
row.

When you type and enter a line, the computer will receive for processing exactly the same line
that you see on the screen. Because you understand BASIC, you can predict what the computer will
do when it executes that line.

IMMEDIATE MODE

When you turn on the computer, it’s in the immediate mode. Whatever you type and enter is
received by the BASIC interpreter and executed immediately. If it isn’t a valid statement, an error
message results.

The immediate mode has other names including direct mode, command mode and calculator
mode. Commodore uses immediate mode and direct mode.
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PROGRAM MODE

In this mode, you can write or run BASIC programs. To write a program line, begin with a line
number. This automatically puts the computer in the program mode. When you press RETURN to
enter a program line, the computer automatically resumes operating in the immediate mode.

A RUN statement puts the computer in the program mode and causes it to execute whatever
BASIC program is in memory. When a program is interrupted, or ends, the computer returns to the
immediate mode.

KEYBOARD MODES

The keyboard is always set to one of two modes: upper-case-and-graphics or
upper-and-lower-case. One way to switch modes is to press Commodore-SHIFT.

Switching between these two modes changes the way the computer and display respond to a
keystroke. If the keyboard is set for the upper-case-and-graphics mode, pressing key A produces an
upper-case A on the screen.

Switching to the upper-and-lower-case mode and then pressing key A displays a lower-case a on
the screen. It also changes every character on the screen to the character set used in the upper-and-
lower-case mode, even if the characters were originally typed in the upper-case -and-graphics mode.

The screen can display only one character set at a time.

PRINTING STRINGS

In a PRINT statement, characters enclosed in quotation marks are displayed exactly as typed.
One or more characters enclosed in quotation marks comprise a literal string. The characters that
can be displayed are letters, numbers, punctuation marks, spaces and symbols.

Strings represented by a string variable name are also displayed by a PRINT statement. The
statement PRINT NAME$ will display the string represented by NAMES.

PRINTING NUMERICS

In a PRINT statement, numeric expressions are not enclosed in quotation marks. The computer
will evaluate the expression and print the result.

Numeric expressions that are represented by a numeric variable name are also displayed by a
PRINT statement. The statement PRINT NUM will display the value represented by NUM.

PRINTING A LIST OF ITEMS
A single PRINT statement can be used to print a list of items. The items can be strings and
numerics, intermingled as desired. Each item on the print list is displayed immediately after the

preceding item, with no spaces between them. The items may themselves print spaces, as part of the
items. Enter

PR'NT “A ” l‘B CH (lD)‘ “1 23 45"

PRINTING SPACES

Spaces enclosed in quotation marks are printed as spaces on the screen. Spaces not in quotation
marks are ignored. Enter

PRINT “ABC"
PRINT“A B C"
PR!NT uAn uBn ucn

Positive numbers have a blank space in front of the number. Negative numbers use that space
for a minus sign. Both positive and negative numbers have a space at the end of the number. Enter -

PRINT 67
You can see the leading space.
PRINT “A” 67 “B"
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You can see the leading and trailing spaces.
PRINT “A” —67 “B”

That produces an error message. The computer thinks —67 is an incomplete numeric
expression to be evaluated. Try this

PRINT “A” 0—67 “B"
That works. You can see that the minus sign occupies the space in front of the number.
Sometimes, printing a string variable and a number or numeric variable causes a problem. Enter
A=7
PRINTA
PRINTAS8
B$="B"
PRINT B$
PRINTB$ A
PRINTAB$
The computer interprets A8 and AB$ as variable names that have not been given values. If you

encounter a problem in printing lists of mixed variables, you can always do it with more than one
PRINT statement. Enter

PRINT A; :PRINT B$

THE CURSOR

The cursor always designates the location where the next character will be displayed. After
printing a character, the cursor automatically moves to the next following space on the screen and
waits for the next character to be printed.

When a program is running, the cursor is normally not visible. But it works the same way
whether you can see it or not. When creating screen displays, it will be helpful to track the location
of the cursor mentally.

TAB()

This BASIC word moves the cursor to the right. The statement PRINT TAB(n) moves the
cursor n columns, counting from the left border of the screen.

As you know, the screen has 40 columns, numbered from 0 to 39. TAB(10) causes the next
character to print in column 10 on the screen. Enter

PRINT “A” TAB(10) “B”
Move the cursor along the characters on the screen and count spaces. The letter A is printed in

column 0. B is printed in column 10.
Move the cursor down to a clear area on the screen and fully to the left. Enter

PRINT TAB(40) “C”

That skips an entire row on the screen and prints C at the first column of the next row. Try
printing TAB(80).

TAB statements are used to display data in columns on the screen. When the cursor is moved by
a TAB statement, it does not erase any characters that are in its path.’

SPC()

This is a BASIC word that moves the cursor to the right in a way similar to a TAB
statement—with one important difference. SPC(n) moves the cursor n columns to the right of
wherever the cursor was just before the SPC( ) statement was executed. Enter

PRINT “A” TAB(10) “B" SPC(4) “C"
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The letter A isin column 0. B is in column 10. After B is printed, the cursor is in column 11.
SPC(4) moves the cursor 4 times—to columns 12, 13, 14 and 15. It stops at column 15. The
location of the cursor always establishes where the next character is printed. C is in column 15.

Another property of SPC() is that it will suppress a carriage return on the screen if it ends a

PRINT statement. After it executes, it has the same effect as ending a PRINT statement with a
semicolon. Enter

PRINT “A”: PRINT “B”
PRINT “A” SPC(5): PRINT “B"

USING COMMAS TO PRODUCE AUTOMATIC TABS
Commas in a PRINT statement cause automatic tabs to specified columns on the screen. For

this purpose, the screen is organized into four print zones. The zones begin at columns 0, 10, 20 and
30. Each is 10 columns wide.

A comma in a PRINT statement or list of items to be printed causes an automatic tab to the
beginning of the following print zone. If you are printing a table of data on the screen, and four print
zones are enough, then using commas to produce automatic tabs is very convenient. Enter

PR'NT llA"'UBI’.“C"’“D"
PR'NT MA"’ . 'ICDH
PRINT lCA"’“B“'“C",“D"'“E"

After you have used the four print zones, another comma tabs to the first print zone in the

following row.

An automatic tab produced by a comma depends on the location of the cursor when the comma
takes effect, not the location of the last printed character. If the cursor is at column 9, a comma will
move it to column 10. If it is at column 10, a comma will move it to column 20. Enter

PRINT TAB(1 0)“A",“B”

After printing A at column 10, the cursor is at column 11. The comma moves it to column 20.
Enter

PRINT TAB(9)"“A”,“B"

After printing A at column 9, the cursor is at column 10. The comma moves it to column 20.
Enter

PRINT TAB(8)“A",“B"”

After printing A at column 8, the cursor is at column 9. The comma moves it to column 10.
All of that was probably obvious. Enter

PRINT TAB(8)1,2

Numbers automatically print with a following space. After printing 1 at column 8, a space is
automatically printed in column 9 and the cursor ends up at column 10. The comma moves it to
column 20.

GRAPHICS SYMBOLS

Most of this book uses printed type to show program lines. In this chapter, many of the lines use
graphics symbols. They appear on the display screen and also in printouts of programs. So you can
see exactly what they look like, program lines using graphics symbols are reproduced from a
printout made on the Commodore printer.

GRAPHICS SYMBOLS AND GRAPHICS CODES

When there is only one way to do something, the choice is easy. Do it that way. The
Commodore 64 has two ways to do several kinds of things. One of them is displaying graphics
symbols using a PRINT statement.
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In the immediate mode, pressing SHIFT or the Commodore key with a letter key produces one
of the graphics symbols shown on key fronts.

In a PRINT statement, those same symbols may be typed inside quotation marks to be printed.
When the line executes, the symbol in the PRINT statement appears on the screen. Type the
following characters without pressing RETURN:

PRINT"

To complete that statement, press SHIFT-Q. Then type quotation marks to end the statement.
The result is:

PEINT"@"

Pressing SHIFT-Q put a circle inside the quotation marks. Press RETURN. The same symbol is
displayed. That can be done in the immediate mode or in a program line.

The other way is to use a number code to represent the circle, instead of the symbol. The
number code for that character is 209. Enter

PRINT CHR$(263)

The same graphics character is displayed. Using number codes is discussed in the next two
chapters. I want you to know about them now, so you will know that there is a set of graphics code
numbers that can be used interchangeably with the graphics symbols in PRINT statements. I prefer
to use the number codes, rather than the graphics symbols. I suggest that you read this chapter and
the next two chapters before deciding which method you prefer.

Because the symbol is only one character, you can put about 70 graphics symbols in a single
program line. If you use CHR$(209), you can put only 7 or 8 of them in a program line. However, if
you need a lot of graphics symbols, the best way to do it is with a loop. That way, you enter the
symbol only once, whether it is a graphics symbol or the equivalent number code.

Using graphic symbols or number codes makes no difference in the amount of space required to
store the program in memory. Both are stored the same way.

Graphics symbols are easier to use when writing a program because you don’t have to look up
anything. The symbols are shown on key fronts. If you see a graphics symbol on the screen, orina
printout of a program on paper, it is sometimes difficult to distinguish one from another similar
symbol. Code numbers are unambiguous.

You can use one or the other, or both. You can intermix them in the same program line.

This chapter discusses the graphics symbols. Number codes are discussed in the next two
chapters.

CONTROL SYMBOLS AND CONTROL CODES

Control relates to keystrokes that control something such as cursor location or screen colors.
There are also two ways to write statements that control actions of the computer. You can use
control symbols or control codes.

As you know, pressing SHIFT-CLR HOME clears the screen and homes the cursor. Enter thlS
statement using SHIFT-CLR HOME to make the reversed-heart graphics character.

PRIMT""

That statement clears the screen. If you want to actually display a reversed heart, these
keystrokes will do that: Use CTRL-RVS ON to set reversed characters. Then press SHIFT-S. If you
put that symbol in a PRINT statement, it will display a reversed heart.

What the computer recognizes is the keystrokes made, not the resulting display.

Here is the other way to clear the screen and home the cursor.

FRINT CHR$(1473

You have been using that method in demonstration programs.
In my opinion, using code numbers for control functions is less ambiguous than using symbols. I
won’t force that opinion on you. Control symbols are discussed in this chapter. Control codes are

discussed in the next two chapters. You can use them interchangeably, even on the same program
line.
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PRINTING GRAPHICS SYMBOLS
Graphics symbols may be typed inside quotation marks in a PRINT statement. The graphics
symbol will be displayed. In the upper-case-and-graphics keyboard mode, a diamond symbol is
produced by pressing SHIFT-Z. Enter and run
NED :
18 PRIHT "e¢"
Typing a series of graphics symbols causes that number of symbols to be displayed in sequence.
Enter and run

18 FPRIMT "¢440006000"

Graphics symbols can be intermixed with other characters from the keyboard in any
combination. Using SHIFT-S to produce the graphics symbol, enter and run

HEW
16 FRINT "I #» BAMAMAS"

LOOKING AHEAD

The procedures in the rest of this chapter may seem a little complicated. I suggest that you read
through it without trying to get every detail firmly in your mind on the first pass.

Enter the demonstrations. They are short and give you the general ideas quickly and in the
simplest way.

When you have finished the chapter, you will have the overall ideas and understand the
purposes of these procedures. Then, the details will seem less complicated and easier to understand.
At the end of the chapter, I will suggest that you go through this material again, more slowly, and
practice each procedure until you are mentally comfortable using it.

THE QUOTE MODE

When you type an opening quotation mark, meaning the first of a pair, the computer and display
respond differently to some keystrokes. This is called the quote mode because it happens only when
you are typing after an opening quotation mark. Its purpose is to allow you to control the screen
display by including symbols inside quotation marks.

Table 5-1 on page 62 shows things that you can do in the quote mode by typing symbols inside
quotation marks. It shows which keys to press and the resulting symbols. Please enter the following
lines to demonstrate using the quote mode. They will have the same result in the immediate mode
or as program lines.

The first line in each of the following demonstrations tells you what to type. Type what follows
the word (Type). Letters and symbols marked on the keys are shown as marked on the keys. That
is, if you see A, press A.

Other keystrokes are shown inside bracket symbols. For example, [SHIFT-CLR HOME] means
hold down the SHIFT key while pressing the CLR HOME key. Spaces are used to make the typing
instructions easier to read. The lines will work the same with or without the spaces.

The second line shows what will appear on the screen when you have followed the typing
instructions. After you have typed the line, press RETURN to see what it does when executed.

(Type) PRINT “[SHIFT-CLR HOME]"”
FRIMT "I
You have used that before. It clears the screen.

(Type) PRINT*“A [CRSR DOWN] [CRSR DOWN] B”
FRINT “"HEEE"
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The two Q symbols represent the cursor-down keystroke. The letter A is printed, then the
cursor is moved down two rows, then the letter B is printed.
(Type) PRINT “A [CTRL-2] B [Commodore-7] C”
PRIMT "R=ETIC"

That changes character colors. It prints A in the normal light blue. Then it changes character
color to white and prints B. Then it changes character color back to light blue and prints C.

(Type) PRINT “A [CTRL-9] B”
PRINT "AHAB"

That causes a reversed character. It prints A. Then it enables the RVS ON function and prints B.

The RVS ON setting lasts only to the end of the line, or until an RVS OFF setting is made if that
happens before the end of the line. Type something to verify that. To make a second line with
reversed characters, you must set RVS ON again at the beginning of the second line. Enter

(Type) PRINT “A [CTRL-2] B”
FRIMT "RaB"

That prints A in the normal light-blue character color. Then it changes character color to white
and prints B.

Character colors remain set until changed to another color or restored to normal by pressing
RUN STOP-RESTORE. Type something to verify that the character color remains set to white.
Then restore normal character color.

(Type) PRINT “A [SHIFT-INST DEL] [SHIFT-INST DEL] B"
PRINT "RIBEE" .
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SHIFT-INST DEL is the insert keystroke. It produces a symbol in the quote mode, but the
symbol doesn’t do anything when the string is printed.

(Type) PRINT “ABCDE [INST DEL] [INST DEL] F”
FRINT "RECF"
INST DEL is the delete keystroke. When you enter a line, it deletes preceding characters. It’s
demonstrated in this chapter.

CONTROL SYMBOLS

In the preceding demonstrations, you used special symbols produced by cursor keys and other
keys. When enclosed in quotation marks, these symbols control cursor position, character color and
a few other things. The symbols themselves don’t print—they control something.

In this book, these special symbols are called control symbols.

CONTROLLING HOW NUMERICS PRINT

You have been using control symbols inside quotation marks to affect the display of characters
inside the quotation marks.

Numerics cannot be inside quotation marks, but you can use the same methods to control the
display of numerics. To use the control symbols that must be in quotation marks, put them in
quotation marks. After the second quotation mark, type the numerics that you want to display.
Enter this example

(Type) PRINT “[CTRL-2]” 2+ 2 “[Commodore-7]" 9/3
PRIMT "a&" 2+2 "I1" 573
That line selects white for the character color, then evaluates the numeric expression 2+2 and
displays the answer in white. Then it selects the normal light-blue character color, divides 9 by 3 and
prints the answer in light blue.

COMBINING GRAPHICS SYMBOLS, CHARACTERS AND CONTROL SYMBOLS

The benefit of the quote mode is that you can combine letters, numbers, punctuation, graphics
symbols and control symbols. This provides good control over what appears on the screen, where it
appears and what it looks like.

In Chapter 1, you made a box by typing graphics symbols in the immediate mode. The following
program lines will draw the top and one side of a box.

After reading the discussion of these program lines, finish the program to make a complete box.
Then print your name inside the box. The main problem will be selecting graphics symbols that
work with the ones I used. Line 20 has six cursor-down keystrokes and 10 cursor-right keystrokes.
Line 30 uses Commodore-Y to make the graphics symbol. Line 40 uses Commodore-H. Enter
these lines:

HEW

18 FRINT "' :REM CLR SCREEM

28 PRIMT "sloeebibadEbEnn", 'REM START

36 FOR I=1 TO 1@: PRINT "7"; :MEXT:REM TOP

439 FOR I=1 TO &: PRINT TREC28>"I “:MEXT:REM RT SIDE

Line 10 clears the screen and then produces a carriage return. Line 20 prints two groups of
control symbols to move the cursor to the starting position to display the box. It moves the cursor
down six rows on the screen and then moves it 10 columns to the right. The semicolon holds the
cursor at the following column on that row, waiting for the next thing to display.

Line 30 prints 10 Commodore-Y keystrokes to draw the top of the box. That can be done by
printing 10 identical control symbols, similar to the method used in line 20. It can also be done by a
loop operating 10 times. For this line, the method used doesn’t matter much. Printing 10 graphics
symbols would make a shorter program line. But, using a loop is a more general way to do it.

The semicolon in line 30 is executed 10 times. Each graphics symbol follows the preceding
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symbol on the same row. When the last symbol is printed, the cursor is at the following column on
that row.

Line 40 starts with the cursor at that location and makes the right side of the box. It uses a loop
to print six graphics symbols, produced by Commodore-H. The TAB statement causes each symbol
to appear in column 20. There is no semicolon on that line, so each PRINT statement moves the
cursor down one row on the screen after it executes.

Tabbing over and moving the cursor down one row causes each of the vertical bars produced by
Commodore-H to connect to the one above. You can’t see where the cursor ends up after printing
the sixth vertical bar because the computer returns to the immediate mode and displays the prompt.
The prompt is always at the left side of the screen.

Using a loop at line 40 is better than repeatedly printing a graphics symbol to make the right
border of the box. That’s because each graphics symbol must be tabbed over. If a loop were not
used, you would have to type TAB(20) six times to make the right border.

Run the program. Now, finish this program to draw the rest of the box and put your name in it. I
suggest the following steps: Move the cursor back to the starting position—the top-left corner of the
box. Homing the cursor and then printing repeated control symbols will do that. The line will be
similar to line 20.

Then draw the left side of the box in a way similar to line 40. Both the TAB statement and the
graphics symbol will be different. Look over the graphics symbols printed on the keys and pick one
that should work. You may have to try more than one.

Then locate the cursor and draw the bottom of the box. When that is done, use a string of
control symbols to move the cursor inside the box. Then print your name.

A program that does those things is at the end of this chapter. Do your program first and then
look to see how I did it. Your way may be better.

CONTROL SYMBOLS THAT REQUIRE SPECIAL ENTRY
There are some control symbols that the computer will recognize and respond to if they appear

inside quotation marks, but you cannot type them in the quote mode. These symbols are shown in
Table 5-2.

To use these control symbols, leave a blank space where you want to use the symbol, type the
ending quotation mark and finish the line. Enter it by pressing RETURN.

These special control symbols are typed as reversed characters. The reason you cannot type
them in the quote mode is that setting reversed characters in the quote mode causes a reversed R to
appear in the line and reverses following characters. These symbols are entered as reversed
characters, not ordinary characters following a reversed R symbol.
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To do that, move the cursor to a blank row on the screen and press CTRL-9 to set the keyboard
for reversed characters. Then move the cursor back into the line, place it at the blank space and type
the desired symbol. Then press RETURN to enter that line again with the added symbol.

One of the control symbols that you can enter by this method is a carriage return. If you place a
carriage-return symbol in a string, the computer will stop printing the string at the carriage return,
move down to the beginning of the next row and resume printing the string. To demonstrate that,
enter

MEW
18 PRINT "MOW IS THE TIME FOR ALL GOOD MEN TO COME"

That will wrap around and use part of the next screen row. When you pressed RETURN to enter
that line, the cursor moved automatically to a clear row on the screen. Press CTRL-9 to set the
keyboard for reversed characters.

Put a carriage return between TIME and FOR. Put it in the space that is already there. Move the
cursor to the space between TIME and FOR. Press SHIFT-M. A reversed diagonal symbol is
displayed in that space. That is the control symbol for a carriage return. Press RETURN to enter the
line. Pressing RETURN ends the reversed-character setting automatically.

Run the program. It breaks the first row at TIME and resumes with FOR on the following row.
Of course, you can do the same thing with two PRINT statements.

Commodore literature refers to the carriage return produced by this method as
SHIFT-RETURN. Pressing SHIFT-RETURN on the keyboard has the same effect as pressing
RETURN and does not produce the result just demonstrated.

As you can see in Table 5-2, there are two control symbols that allow you to select the character
set from a program line. This does the same thing as pressing Commodore-SHIFT.

Pressing Commodore-SHIFT works in the immediate mode or the program mode. Another
person, when running your program, could switch character sets and cause the display to change.

To prevent that, there is a control symbol to disable the Commodore-SHIFT keystroke. There
is another control symbol to turn it on again.

EDITING LINES

You can edit any line on the screen by moving the cursor into that line in the immediate mode.
This capability is referred to as a screen editor. You edit one line at a time, but it can be anywhere on
the screen.

If a program line that you want to edit is not on the screen, list that part of the program and then
edit the line.

CHANGING ONE OR MORE CHARACTERS

If one or more characters in a line is incorrect, but the total number of characters is correct, you
can fix the errors just by typing correct characters on top of the incorrect characters. When you have
done that, press RETURN while the cursor is still in that program line.

ADDING CHARACTERS TO THE END OF A LINE
To add characters to the end of an existing line, move the cursor to the end of the line. Type
whatever you want to add and press RETURN.

DELETING AN ENTIRE LINE
Type the line number with nothing behind it. Press RETURN.

DELETING PART OF A LINE

Place the cursor to the right of the last character to be deleted. Press unshifted INST DEL as
many times as necessary. Then press RETURN,

The delete keystroke works as just described in all modes except the insert mode, which is
discussed later in this chapter.
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PUTTING A NEW LINE IN A PROGRAM
Enter the new line using a line number that has not already been used in the program. The new
line will be automatically placed in numerical order in the program.

REPLACING A PROGRAM LINE
Enter the replacement line using the same line number as the line to be replaced. The new line
will take the place of the old line with the same number.

INSERT MODE

This mode is primarily intended for editing but it can also be used to add control symbols to
lines in a way similar to the quote mode.

Editing in the Insert Mode—To insert characters in a line, move the cursor to the first character to
the right of the insert location and press SHIFT-INST DEL, which is the insert keystroke. That puts
the computer in the insert mode.

Each insert keystroke opens up one space in the line by moving characters to the right. Then, fill
the open spaces with characters. Typing the same number of keystrokes as were opened up by insert
keystrokes ends the insert mode. This leaves the cursor in the line so other editing changes can be
made, if desired. Enter

HEW
18 PRINT "AEBCDE"

Move the cursor over the D and open up three spaces. Fill them with XXX, then press
RETURN. List the line and then run it.

If you open up more spaces than you need, you can just press RETURN, which will enter the
edited line and end the insert mode. However, the spaces will remain in the line. If they are part of a
PRINT statement, they will print as spaces. Enter

16 PREIMT "AECDE"

Move the cursor over the D and open up three spaces. Fill them with XX and a blank space, then
press RETURN. List the line and then run it.

If too many spaces were opened up, they can be removed by the delete keystroke. Until all
spaces that were opened by insert keystrokes have been filled, the delete keystroke does not work
normally. It displays a reversed T—the control symbol for delete. When all spaces have been filled,
the insert mode is ended and the delete keystroke resumes normal operation. Making additional
delete keystrokes will delete the reversed T symbols placed in the line. Enter

16 FRIMT "RECDE"

Move the cursor over the D and open up three spaces. Fill them with XX and a blank space.
Make two delete keystrokes by pressing unshifted INST DEL twice, then press RETURN. List the
line and then runiit.

What happens if reversed T symbols are left in the line is discussed in the following section.
Using the Insert Mode to Add Control Symbols to a Line—In the insert mode, the keys that move
the cursor, set character color, set reverse on and off, and clear the screen do not operate normally.
Instead, they cause control symbols to appear in the line. With one exception, these symbols and
their effects are the same as in the quote mode. They are listed in Tables 5-1 and 5-2.

If you move the cursor back into a line between quotation marks and make the insert keystroke,
that does not return to the quote mode. The computer is in the insert mode. With one exception,
the same control symbols can be produced in the insert mode as in the quote mode. When the line
is executed, those symbols do the same thing no matter how they were placed in the line.

The exception is the INST DEL key. In the quote mode, insert keystrokes display a symbol, but
the symbol doesn’t do anything. The symbols remain in the program, but have no effect. In the
quote mode, delete keystrokes work normally—they delete characters to the left.

In the insert mode, insert keystrokes open up spaces. Delete keystrokes produce a reversed T
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control symbol. If the control symbols are left in the line, they operate in the same way as delete
keystrokes when the line is executed.

If you put three delete control symbols in a line, they will delete three characters to the left when
the line executes. The deletion also occurs when you list the program. Enter

18 FPRINT "ABCDE"

Then place the cursor over the D and make two insert keystrokes. Then make two delete
keystrokes and press RETURN. The result should show two reversed T control symbols between
the C and the D. When they execute, they will delete the B and the C. List it and run it.

SPACES IN LINES

Some versions of BASIC require spaces to separate BASIC words from other characters in the
line. Commodore BASIC does not require spaces. Omitting unnecessary spaces makes program
lines shorter, so they require less memory, but also makes them more difficult to read and
understand. Enter

18FORI=1TO13 :PRINTI :HEXT
Run it. The BASIC interpreter recognizes the words FOR, TO, PRINT and NEXT, even though
there are no spaces in the line.

That’s the reason variable names cannot contain BASIC words. If you use AUTOMOBILE as a
variable name, the computer recognizes TO as a BASIC word between AU and MOBILE. It doesn’t
find a valid BASIC statement using TO, so it declares a syntax error.

If your program will fit in the available memory, with enough memory left over for data needed
to run the program, then there is no compelling reason to omit spaces in program lines. The test is
whether or not the program runs. If you get an OUT OF MEMORY error message, the program
may be too long.

Making a program shorter by removing spaces and remarks will cause it to run a little faster. In
my opinion, it is usually not worth the time and effort. Try it and form your own opinion.

If you store programs on tape in a cassette recorder, make the program as compact as possible.
There can be a worthwhile reduction in the amount of time needed to put the program on tape and
load it back again into the computer.

ABBREVIATIONS FOR BASIC WORDS

You can type many of the BASIC words with fewer keystrokes by using standard abbreviations.
The abbreviation 1s the first one or two characters of the word, followed by the next character typed
with a SHIFT key held down.

For example, NEXT can be entered as N SHIFT-E. An abbreviation that doesn’t follow that
rule is the question-mark symbol. Enter

HEW
1@ 7 "ABCDE"

List it and run it. That abbreviation enters PRINT in the program line. Abbreviations don’t save
space in a program listing because the complete BASIC word is used in the listing.

Using abbreviations does not reduce the amount of space that a program occupies in memory
because BASIC words are compressed when read into memory anyway. They are represented by
numbers, called rokens. There is a token for each BASIC word and symbol.

There are two reasons to use abbreviations. If you are entering a long program line, and it won’t
fit on two screen rows using BASIC words, you may be able to get it on two rows by using
abbreviations.

When listed on the screen, it will expand to more than two rows because complete BASIC words
appear ir} the listing. That is OK if you just want to read the line. To edit the line, you must type it
over again using abbreviations, so it fits on two rows. Otherwise, the line will not be accepted when
you press RETURN to enter it.

The other reason to use abbreviations is if you can type program lines faster that way. This is
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another example of having two ways to do something. I find it easier to type the entire BASIC word
than to try to remember the abbreviation and press SHIFT while entering the last character. You
may prefer to use the abbreviations.

A list of Commodore BASIC abbreviations is in Appendix C.

REVIEW

Please look over this chapter again to review the information. The most important part is the
editing methods. They may seem complicated, but after you have used them a while, they become
easy. Type some program lines, run them, change them and run them again. Do that until you can
change lines easily and correctly.

Practice using control symbols in both the quote mode and the insert mode. Do that until you
are sure you understand how they work, but don’t spend a lot of time on it. Don’t try to memorize
the control symbols and their effects. The things that can be done with control symbols can also be
done with code numbers. This is discussed in the next two chapters.

When I have discussed number codes in the next two chapters, I will suggest that you use them
instead of control symbols. If I make that suggestion after you have memorized the control
symbols, you may decide to continue using control symbols. Wait until you see how to use number
codes before deciding which to memorize and use.

Whether you use symbols or number codes in program lines, you will occasionally have a
problem making changes to lines that have been entered. The problem is that you will get into the
quote mode or insert mode without intending to. Control symbols will appear in the program line.
Press RETURN. Then move the cursor back into the line and delete the undesired symbols.

There is only one new BASIC word in this chapter. It is SPC(). Look it up in Appendix B.

A PROGRAM TO DRAW A BOX AND PRINT A NAME IN IT

16 PRIMT"O" :REM CLR SCREEH

15 REM & CRER DOWM & 16 CRSR RIGHT

28 PREIMT" HEEERERRhRBRRORE" ; - REM START
23 FEM 16 COMMODORE-Y SYMEOLS

30 FOR I=1 TO 16:PRIMT"™"; HEXT:REM TOF
23 REM & COMMODORE~-H FOR RT SIDE

43 FOR I=1 TO &:PRINT TARBCZB)"| " :HEXT
45 EEM HOME. ¥ CRER DN, 9 CRSRE ET

S8 PRINT"SeerEEemhEabhbbEn" ;

55 FEM & COMMODORE-M TO MAKE LEFT SIDE
63 FOR I=1 TO &:PRINMT TREC1G," |":HEXT
€5 REM CRSE UP OHE ROW., OME SFRCE TO RT
7B PEIMNT TREC112"7)";

75 REM PRIMT 9 COMMODORE-P FOR EBOTTOM
268 FOR I=1 TO 3:PRIMT"a",; ‘MEAT

S5 REM 2 UP AMD 7 LEFT TO PREIMT HAME
2@ FRINT"TTIREEBEERAME"
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In preceding chapters I demonstrated using the keyboard to display graphics symbols, set
character color, home the cursor, and similar things. The keystrokes resulted in graphics symbols or
control symbols.

All of the things that can be done using symbols can also be done using number codes. There are
two kinds of number codes. One is ASCII codes. The other is screen-display codes.

This chapter discusses ASCII codes. The next chapter discusses screen-display codes.

ASCII CODES

ASCII, pronounced askey, is an abbreviation of American Standard Code for Information
Interchange. 1t is a standard method of communication over telephone lines between such things as
teletype machines and computers.

There are 128 ASCII codes, using code numbers 0 to 127. Among the 128 ASCII code
numbers, codes 0 to 31 are used for control codes. Codes 32 to 127 are used for characters.

Character codes represent visible characters: letters, numbers and punctuation marks.

Control codes are intended to control the mechanical or electrical operation of the distant
machine. These are operations such as moving the cursor or advancing the paper.

ASCII codes are built into most computers. Your computer can send ASCII codes to
communicate with a distant computer or receive ASCII codes and respond to or interpret each code
number.

When your computer receives ASCII codes, it doesn’t matter how far away the sender of these
codes is. The sender can be you, at the keyboard of your computer. Because your computer is built
to understand ASCII codes, you can “‘speak to it in ASCII. Most computers don’t often
communicate with distant computers, so the most common use of ASCII codes is to communicate
with a ““local’’ computer—meaning the one you are using.

Computer manufacturers use some of the code numbers for a different purpose than standard
ASCIL. The resulting code is not standard ASCII, but it is usually called ASCII anyway.

The Commodore 64, and most other computers, can use 256 code numbers—from 0 to 255.
Because standard ASCII uses only the first 128 numbers, this provides an additional 128 code
numbers—128 to 255. Computer makers use the additional 128 codes for whatever they wish, such
as graphics characters.

Commodore ASCII is similar to but not the same as standard ASCII. Commodore ASCII is
shown in Table 6-1. Codes 0-31 are used for control codes. Most are not standard ASCII. Codes
32-90 are used for upper-case letters, the numbers 0-9 and punctuation marks. In this range of code
numbers, standard ASCII and Commodore ASCII are the same.

In standard ASCII, codes 91-127 are used for lower-case letters and some additional symbols.
Commodore ASCII uses these codes for other things. There are no lower-case letters in
Commodore ASCII. The computer can display lower-case letters by a method discussed later.
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“ cursor down
aeverse an-

tue characters
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HOW CHARACTERS ARE DISPLAYED

When you type characters at the keyboard, an ASCII code number is produced inside the
computer for each character you type. This code number is sent to the display to cause a character to
appear on the screen. Each code number is used to select one character from a set of available
characters.

Even though there is only one set of ASCII code numbers, there are two character sets that can
be displayed. One is called the upper-case-and-graphics set. The other is the upper-and-lower-case set.
As you know, you can switch back and forth between these two sets of characters by pressing
Commodore-SHIFT.

Because the two character sets are different, the same ASCII code number may produce two
different characters on the screen—depending on which character set is in use. For example, in the
upper-case-and-graphics mode, ASCII code 65 produces a capital letter A. In the upper-and-
lower-case mode, code 65 produces a lower-case letter a. Code 97 produces an upper-case A.

Commodore ASCII uses the second group of 128 codes for several purposes. Some are
additional control codes. Some are additional graphics symbols. Some are duplicates of other code
numbers.

COMMODORE ASCII CODES

For the rest of this book, ASCII will mean Commodore ASCII—the codes that are actually used
by your computer.

Table 6-1 shows the effect of ASCII codes 0-255 when the upper-case-and-graphics mode has
been selected. Table 6-2 shows the effect of codes 0-255 when the upper-and-lower-case mode has
been selected.

By comparing these tables, you will see that more graphics characters are available in the
upper-case-and-graphics mode because lower-case letters are not available in that mode. The
upper-and-lower-case mode has fewer graphics characters because both upper- and lower-case
letters are available.

In this book, and in most programming, the upper-case-and-graphics mode is used unless the
program requires upper- and lower-case letters to be displayed on the screen.

CHRS()

Table 6-1 shows that the ASCII code for letter A is 65. To send that code number from the
keyboard to the computer, you must indicate that it is an ASCII code, not the number 65. That is
done by the BASIC word CHRS(). CHRS is pronounced character string.

The ASCII code number is placed inside the parentheses. For example, CHR$(65) tells the
computer that it has received ASCII code number 65. It doesn’t tell the computer what to do with
that code.

The BASIC word PRINT is used with ASCII codes to tell the computer to do whatever the code
represents. If the code represents a printable character, it will be displayed on the screen. If the code
represents some other action, such as a carriage return, that will be done. Earlier, I said that the
word PRINT really means do it. This is another example of that meaning.

With the computer in the upper-case and graphics mode, enter

PRINT CHR$(65)

The computer interprets that statement to mean print the character represented by ASCII code 65.
In the upper-case-and-graphics mode, that displays a capital letter A on the screen.

Press Commodore-SHIFT to change character sets. The letter A changes to a lower-case a. All
characters on the screen change to the upper-and-lower-case mode.

Switch back to upper-case-and-graphics mode. Enter

PRINT CHR$(65)CHR$(65)
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It prints a list of two items. Both are the letter A. You are displaying the letter without actually
pressing its key. Enter

PRINT CHR$(65)CHR$(13)CHR$(65)

The computer printed an A, performed a carriage return, and then printed another A. Table 6-1
shows that CHR$(13) is a carriage return. ASCII code 13 is one of the control codes.

WHY ARE THERE SO MANY WAYS TO DISPLAY CHARACTERS?

You can display a character by pressing that key on the keyboard, in the immediate mode. That
is done so you can see what you typed and correct it if necessary before entering it.

You can display one or more characters by a PRINT statement that includes the characters to be
displayed, such as PRINT “A” or PRINT 123. That’s an essential part of programming.

If a distant computer tells your computer to PRINT CHR$(65), it will display an A. If you tell
your computer to do that, it will make the same response.

You can display graphics symbols, such as a circle, by a PRINT statement that prints that
graphics symbol or a PRINT statement that prints the ASCII code number for that symbol, such as
CHR$(209).

You can produce a carriage return by pressing the RETURN key on the keyboard, by printing a
control symbol or printing CHR$(13).

You can display one or more characters by assigning the characters to a variable name and then
printing the variable name. For example: X=7: PRINT X. This method is also an essential part of
programming.

All of these methods exist for logical reasons. You can write better and more powerful programs
by knowing and using these methods. Use the best method for whatever you want the program to
do. If it is not clear that one is best, use the method you prefer.

WHAT ASCII CODES DO

Because ASCII codes are executed by a PRINT statement, you can see what they do by
displaying them on the screen.

Most of the things that can be done with control symbols and graphics symbols can also be done
with ASCII codes. Those that can’t be done with ASCII codes can be done with the other type of
number codes discussed in the next chapter.

It is interesting to see what happens when each ASCII code is printed, and it helps you learn to
use them. This program will get you started. Enter

NEW

5 REM DISPLAY ASCII CODES

10 PRINT CHR$(147)

20FORC=0TO 255

30 PRINT C TAB(8) CHR$(C) TAB(18) “DONE"

40 FORDL=1 TO 400:NEXT

50 PRINT CHR$(154) CHR$(142):REM RESTORE
60 NEXT

Line 20 sets up a loop to run from 0 to 255. The counter is C. The value of the counter will be
used to print codes 0 to 255.

Line 30 begins by printing the value of C, so you can see which ASCII code number is being
displayed. Then it tabs over to column 8 and prints CHR$(C). That will cause the computer to do
whatever CHR$(C) represents, for each value of C. Then, line 30 tabs over to column 18 and prints
the word DONE.

Printing DONE has two purposes. It shows you that whatever that code number does has
happened. That is useful when a code number doesn’t do anything. If the code does something, it
may affect how the word is displayed. If so, you can see the effect of that code number.

74



ASCIl Codes

Some of the code numbers change character color. Code 14 selects upper and lower case. Those
actions will affect how the word DONE appears on the screen. Line 50 then resets normal character
color by printing CHR$(154). Look at Table 6-1 to verify that. Then it selects upper-case and
graphics characters, to cancel the effect of code 14. It quickly cancels the lower-case characters
produced by code 14. You have to watch carefully to see them at all.

When you run this program, you will see every control action that can be produced by ASCII
codes. You will see every character that can be displayed on the screen using the upper-case-
and-graphics set of characters.

Everything that will be demonstrated in this chapter also applies to the equivalent control and
graphics symbols discussed in Chapter 5, when they are used in PRINT statements. An ASCII code
‘and its equivalent symbol do not produce two different actions by the computer. They are just two
different ways of producing the same action.

This program uses a loop to print the ASCII code numbers in an orderly way. There is no way to
use a loop to display the effects of the control symbols and graphics symbols in a PRINT statement,
except by displaying the equivalent ASCII code numbers.

Run the program once or twice, for a first look at the codes and the results of printing them. You
may wish to run it again while reading the following discussion of control codes.

THINGS YOU SHOULD KNOW ABOUT CONTROL CODES

There is nothing complicated about the character codes. Print one and you get the character that
it represents. The control codes are also easy to use if you know what they do.

The following paragraphs discuss codes that produce interesting or unusual results. Observing
these effects now will be helpful later, when you write a program and unexpected things happen on
the screen. The discussion also applies to the equivalent control symbols.

Some ASCII character-code numbers produce different characters, depending on the character
set in use. The control-code numbers produce the same result with either character set. There is
only one set of ASCII code numbers. The display shows two different sets of characters simply by
responding differently to the same set of ASCII codes.

CHRS$(8) disables the Commodore-SHIFT keystroke. Enter

PRINT CHR$(8)

Then press Commodore-SHIFT. Nothing happens. The Commodore-SHIFT keystroke has
been disabled.

CHR$(9) enables the Commodore-SHIFT keystroke. Enter
PRINT CHR$(9)

Try Commodore-SHIFT again. It has been enabled. You can use these statements in a program
to control whether or not the user of the program can change character sets.

CHR$(13) produces a carriage return. It caused the word DONE to be moved down one row
when you ran the program.

. CHR$(14) switches to upper-and-lower-case set. You saw that briefly because the program
switched back to upper case immediately. Enter

PRINT CHR$(14)
Then type something. To restore upper case only, enter
PRINT CHR$(142)

You can use those statements in a program to control screen displays.
CHR$(17) moves the cursor down one row on the screen. Enter

PRINT “A” CHR$(17)CHR$(17)CHR$(17)"B"

After the letter A was displayed, the cursor was in column 2 on the screen. Three cursor-down

gctions moved it down three rows. It remained in column 2 and printed the letter B. Cursor-down
Just moves the cursor down.
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ASCII code numbers used as CHR$( ) in a PRINT statement are not enclosed in quotation
marks. The § symbol identifies CHR$() as a string. If CHR$(65) is placed inside quotation marks,
the letters CHR$(65) will be displayed instead of the character represented by ASCII code 65.

CHRS$(18) sets reversed characters. Reversed characters remain in effect only to the end of a
program line or until a RETURN is executed. Enter

PRINT CHR$(18) “ABCD”
PRINT “ABCD”

Reversed characters are very useful in creating interesting and effective screen displays. They’re
also easy to do.

CHR$(19) homes the cursor. In a program, it does the same thing as pressing the CLR HOME
key in the immediate mode.

CHR$(20) backspaces and deletes. It does the same thing as pressing the INST DEL key in the
immediate mode.

Enter

PRINT “ABCD"”CHR$(20)CHR$(20)“EF”

Deleting in a program line is sometimes useful. For example, if you ask the computer user to enter
a data item and he enters an invalid reply, you can delete it on the screen and ask him to do it again.

CHR$(29) moves the cursor to the right. All four of the cursor movements can be
programmed. This is useful in positioning the cursor where you want it when creating a screen
display. You can display a standard form to be filled in by the user. As each item is entered, move
the cursor to the location where the next item should be entered.

CHR$(34) prints a quotation mark. The demonstration program was a little misleading because
it showed graphics symbols between the quotation mark that was displayed by CHR$(34) and the
word DONE. List the program to see why that happened.

Line 30 prints a list of items. The quotation mark was printed in column 10 because of the
preceding TAB statement. The quotation mark put the computer in the quote mode. Then, another
TAB statement moved the cursor to column 18. That required seven cursor-right movements.
Because the computer was in the quote mode, cursor-right movements were indicated by a graphics
symbol. In a program, you wouldn’t do it that way, unless you intended to display cursor-right
symbols.

The quote mode is ended by printing a second quotation mark or by a RETURN keystroke at
the end of a program line.

CHRS$(34) is used in program lines to display a quotation mark when nothing else will do. Enter

PRINT CHR$(34)“HELLO”CHR$(34)

Both of those CHR$(34)s put the computer into the quote mode, but each quote mode is ended
immediately. CHR$(34) is the only way you can put quotation marks on the screen by a PRINT
statement. Try it this way:

PRINT * "HELLO" "

The computer prints what it finds inside the first pair of quotation marks, which is nothing at all.
Then it evaluates HELLO as a numeric expression and prints that value, which is zero. Then it
prints what it finds inside the second pair of quotation marks.

Codes 133 to 140 are associated with the function keys. This is discussed later.

There are more control codes in Table 6-1. I think their uses will be obvious. You may want to

“experiment with some of them to be sure you know how to use them.

WHEN TO USE ASCII CODES

There is usually no reason to use ASCII codes to represent letters and punctuation symbols. It is
easier to type the letters and punctuation directly from the keyboard, rather than type CHRS$(65)
for A, and so forth. But there are a few useful tricks, such as using CHR$ (34) for quotation marks.
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The choice between using ASCII control codes and control symbols was discussed in the
preceding chapter. As a method, using number codes is more general than using symbols. I suggest
that you use control codes. But, you can program equally well either way.

IMPORTANT CONTROL CODES

To create and manage a screen display, you must control two things: what prints and where it
prints. Sometimes, controlling where it prints is the hardest part.

The ASCII codes give you a full set of commands that move the cursor. They are used to put the
cursor where you want a character to print. Here are the codes and what they do:

ASCIICODE WHATIT DOES
CHR$(147) Clears screen and homes cursor.

CHR$(19) Homes cursor without clearing screen.
CHRS$(13) Moves cursor down one row and fully left.
CHR$(17) Moves cursor down one row.

CHR$(29) Moves cursor right one column.

CHR$(145) Moves cursor up one row.
CHR$(157) Moves cursor left one column.

KEYBOARD BUFFER

A bufferis a space in memory that is used as a temporary parking place for data. There are
several buffers in the computer.

Characters typed at the keyboard pass through a keyboard buffer on their way to the computer.
The purpose of this buffer is to hold keystrokes until the computer is ready to receive them.

A fast typist can type short bursts faster than the computer can process them. If that happens,
the keystrokes wait in the buffer until the computer can accept them. Keystrokes are not lost. When
the typist pauses or slows down, the computer empties the buffer and catches up.

When the computer is busy doing something else, such as running a loop, it doesn’t pay
attention to the keyboard. Keystrokes are held in the keyboard buffer until the computer is ready to
receive them. To demonstrate that, enter

NEW
10FOR I1=1 TO 200:PRINT I:NEXT

That loop just counts to 200 and displays the count. Run it. While it is running, type your first
name. Your name waits in the keyboard buffer until the loop finishes running. Then the characters
are displayed in the same order that they were typed. Characters come out of the keyboard buffer in
the same order they were typed into it.

Run it again. While the loop is running, type

12345678901234567890

When the loop stops, only the first 10 keystrokes are displayed. That’s because the keyboard buffer
holds only 10 keystrokes. If you type more than that, additional keystrokes are lost.

GET

This is a BASIC word that accepts only a single keystroke. It is used to examine individual
keystrokes, to see what they are so the program can decide what to do with them. It is also used to
stop program execution until the operator presses a key.

A GET statement must provide a variable name for the keystroke it’s waiting for. The form is
GET variable name. The name can be a numeric or string variable name. I suggest using only string
variables. It is easy to convert a string to a number, using VAL (), if that’s what the program needs.

This discussion shows how to use GET with string variables. The statement GET A$ tells the
computer to get the next keystroke and give it the name AS.

. When that statement is executed, the computer will look in the keyboard buffer. If a keystroke
is there, it accepts the keystroke. If not, it accepts what it found, which is nothing.
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Because the variable name used in this GET statement is a string variable name, AS$, the
computer treats whatever it gets as a string. A string with nothing in it is called a null string, or null.

As you know, strings are typed inside quotation marks. A null string is *“ >’. Nothing is between
the quotation marks.

The statement GET A$, will always get something from the keyboard buffer, even if it is a null.

To stop program execution requires two statements, which are usually on the same line. I will
refer to the two statements, used together, as a GET routine. An example is:

10 GET AS$: IF A$="" GOTO 10. The first statement gets whatever is in the buffer. The second
statement says, if you got nothing, go back to the beginning of this line and and do it again.

It will continue doing that until the GET statement finds something in the buffer that is not a
null. The way to put something in the buffer is to press a key.

The GET routine is a loop on a single line. It will wait indefinitely until a key is pressed at the
keyboard—if the keyboard buffer was empty when the statement first executed. If a keystroke is
waiting in the buffer, the GET statement grabs it, and the program will not stop.

A GET statement does not display the keystroke that it gets from the keyboard buffer. It stores
it in memory, using the variable name supplied by the GET statement. To display that character, a
separate PRINT statement is required.

ASC()
ASC is a BASIC word used to find the ASCII code number for a keystroke. The keystroke must
be inside the parentheses. Enter

PRINT ASC(“A”)

The computer tells you that 65 is the ASCII code number for A. ASC() works only with strings.
Notice that the letter A in the preceding PRINT statement is enclosed in quotation marks to indicate
that it is a string. Enter

V$="C":PRINT V$:PRINT ASC(V$)

Those statements assigned the variable name V$ to the character C. It printed V$ and then
printed ASC(V$). The general form of the statement is PRINT ASC (string), in which string means
anything that the computer accepts as a string. It can be characters typed inside quotation marks or a
string variable name.

If the string has more than one character, ASC() gets the ASCII code number for the first
character in that string and ignores remaining characters. Enter

PRINT ASC(“APPLE")
FRUIT$="APPLE”
PRINT ASC(FRUITS)

GETTING ASCII CODE NUMBERS FROM THE COMPUTER

When you are programming, you will sometimes need to know the ASCII code for a keystroke.
If an ASCII table, such as Table 6-1, isn’t handy, you can just ask the computer. The following
program does that. It also shows you some things about the keyboard that have not been
demonstrated yet. Enter

NEW

10 PRINT CHR$(147)

20 PRINT“MAKE A KEYSTROKE.”:PRINT
30 GET KS$:IF KS$="" GOTO 30

40 PRINT*ASCII CODE IS " ASC(KS$)

50 PRINT

60GOTO 20
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Line 10 clears the screen. Line 20 displays an instruction. The second statement on line 20 prints
a blank row on the screen to improve the display.

Line 30 uses a GET routine to wait for a keystroke. The keyboard buffer will be empty when line
30 executes, even if it was full before you ran the program. Executing a RUN statement from the
immediate mode clears everything out of memory except the program itself, and then runs the
program.

Therefore, line 30 will get the next keystroke, not one that was stored in the keyboard buffer. A
good way to think about line 30 is that it receives the next keystroke and puts it in memory with the
name KS8$. This line uses an abbreviated form of IF-THEN-GOTO. Look up IF in appendix B.

Line 40 prints a list of two items. The first item is information. It tells the user what will be
displayed. The second item is ASC (KS$) —the ASCII code for KS$.

Line 50 prints a blank row on the screen. Line 60 jumps back to line 20 to do it all over again.
This program is an endless loop. To stop execution, press RUN STOP.

Run the program and press key A. Refer to Table 6-1 while pressing character keys on the
keyboard. The ASCII code numbers displayed by the program should be the same as those in the
table. Stop running the program when you want to. Keep the program in memory.

SELECTING CHARACTER COLOR BY ASCII CODES

Table 6-1 shows the ASCII codes that select character colors, but they are scattered all over the
table. If you use those codes when programming, a separate table that shows only those code
numbers will be more convenient. Table 6-3 is for that purpose, but it isincomplete. The center
column must be filled in.

The program in memory will help you do that. Run it again and select black as the character
color by pressing CTRL-1. The program tells you that the ASCII code number for that keystroke is
144. That number is already entered in Table 6-3.

Color ASCli Code | Keystroke -
- Black 144 - “CTRL-t
- White s - CTRL-2.
" Red )
Cyan. A
- Purple = . -
- Green
" Blue " .
- Yellow = .
__Orange
... Brown
__LightRed
- Gray 1.
Gray 2 -
" Light Green
Light Blue S
Gray 3 77| Commodore-8
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Why Aren’t Characters Black ?— An important and useful property of the GET routine that you
are running is that it ‘‘captures’’ control codes without executing them.

Please break out of the program and list it. In a program, control codes and control symbols are
executed by a PRINT statement. At line 30, the keystroke was made that selects black as the
character color. But, nowhere in the program is that keystroke used in a PRINT statement.

In line 40, what is printed is ASC(KS$), not KS$. The result is that the program ‘‘knows’’ what
keystroke was made but that keystroke has no effect.

Finish the Table—Run the program again. Make the remaining keystrokes that select character
colors and write them in the center column of Table 6-3. Don’t break out of the program when you
have finished.

FUNCTION KEYS

At the right of the keyboard are four function keys. The program in memory should still be
running. Press the key labeled f1. It produces ASCII code 133. When unshifted, the function keys
produce the odd code numbers, 133, 135 and so forth. Hold down the SHIFT key to produce the
even numbers.

Fill in Table 6-4 and then we will use the function keys in a program.

USING FUNCTION KEYS .
Function keys don’t do anything except produce an ASCII code number. To use them ina

program, define what they do and tell the user that by a display on the screen. Then, when‘thq user

presses one of the keys, detect the keystroke with a GET routine and perform the defined action.

Here is an example: .
Break out of the program you are running. List it. Endless loops are OK for demonstration

routines, but not for practical programs that somebody else may run. .
This version uses function keys to give the user a choice of making another keystroke or ending

the program. Change the program starting at line 50.

10 PRINT CHR$(147)

20 PRINT“MAKE A KEYSTROKE.”:PRINT
30 GET KS$:IF KS$=""GOTO 30

40 PRINT“ASCII CODE IS " ASC(KS$)
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50 PRINT:PRINT“PRESS F1 TO CONTINUE"
CHR$(13) TAB(6) “OR F7 TO END"

60 GET REPEATS$:IF REPEAT$=" " GOTO 60

70IF REPEAT$=CHR$(133) GOTO 10

80 IF REPEAT$=CHR$(136) THEN END

90 GOTO 60:REM ERROR TRAP

Line 50 displays instructions. Line 60 gets a keystroke named REPEATS. Lines 70 and 80 test
REPEATS. If it is CHR$(133), key f 1 was pressed. The program jumps back to line 10. Line 10
clears the screen and then the program repeats.

If REPEATS is CHR$(136), key f 7 was pressed. Line 80 ends the program.

Line 90 is a trap for keyboard errors. If neither line 70 nor line 80 execute, the user did not press
f 1 or f 7. Because the instructions allow only f 1 and f 7, any other key is not a valid response. If the
program reaches line 90, it jumps back to line 60 to get another keystroke. In effect, it just ignores
invalid keystrokes. A better way is to tell the user that there was a keyboard error and then jump
back to get another keystroke.

Run it and press some character keys. It runs the same as before, except that you must press f 1
to loop back, and it clears the screen each time. As a programmer, you probably prefer the endless
loop because it runs faster and you don’t have to bother with keystrokes to loop back. If you are
writing a program for someone else to use, don’t let it get into an endless loop.

While the program is running, press f 1 as the requested keystroke. It displays the code for f' 1
and then displays the instructions to repeat. Press f 1 again to loop back.

This time, press f 7 as the requested keystroke. It displays the code for f 7 and does not end the
program. Press f 7 again. The program ends. List it.

This program displays the code for any keystroke first. At that point, the program doesn’t attach
any special significance to f 1 or f 7. After the keystroke code has been displayed and the
instructions to repeat are displayed, then f 1 and f 7 mean repeat or end.

Run it again. For the requested keystroke, press CTRL. Nothing happens. There are some keys
that a GET routine does not recognize.

Run the program and press keys to find all of the keystrokes that a GET routine does not
respond to.

DEFINING NEW FUNCTIONS FOR ANY KEY

You can use this technique with any key. Suppose you write a program that does some
calculations. The user enters data as requested by the program. Then, he sees instructions that say
something like, TO CALCULATE TOTAL, PRESS T and some other choices.

Use a GET routine to detect which key was pressed. To detect the keystroke T, you can test
either for CHR$(84) or for *“T” because both have the same meaning to the computer.

PLANNING A PROGRAM

The first step in writing a program is to make a plan. Think about what the program should do,
and in what order. Then write down small steps, in English, that will accomplish that.

Suppose you want to write a simple game entitled Guess The Secret Number. You already know
how to play it. Maybe this plan will work:

1) Clear the screen.

2) Display instructions for first player.

3) Get secret number from first player as NUMS.

4) Display instructions for second player.

5) Get guess from second player as GESS$.

6) Test guess by comparing GES$ to NUMS.

7) If equal, go to step 9.

8) If not equal, go to step S.

9) Ask if players want to play again.
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10) If no, clear screen and end program.

11) If yes, loop back to step 1.

When you have made a plan, start writing the program lines by typing them at the keyboard.
Test the program as you write each segment by running it and observing what it does. It may help to
display the values of variables, such as NUM$ and GES$ while you are testing. You can usually do
that in the immediate mode. If the program doesn’t work correctly, fix it before going any further.

PRACTICE

For programming experience, write the Secret Number program just described. You can do it
with the BASIC words and programming methods that have been discussed.

Stick with it until it works. The only way to learn to program is to program. The more difficulty
you have, the more you learn when you conquer the difficulty.

My version of that program is at the end of this chapter. Don’t look at it until you get your
program working well.

REVIEW

Look over this chapter and repeat the demonstrations. The new BASIC words are ASC(),
CHRS$() and GET. Look them up in Appendix B.

GUESS THE SECRET NUMBER
This program does a couple of things that I didn’t ask you to do, but it follows the same basic
plan.
NEW
5 REM GUESS THE SECRET NUMBER GAME
10 PRINT CHR$(147)
20 PRINT SPC(8)“GUESS THE SECRET NUMBER"”
30 PRINT:PRINT
40 PRINT“PLAYER #1, TYPE ANUMBER FROM O
TO9”
50 GET NUM$:IF NUM$=*" GOTO 50
60 PRINT
70 IF ASC(NUMS$) <48 OR ASC(NUM$)=57 THEN
PRINT “NO, NO. TYPE A NUMBER.":GOTO 50
80 PRINT:PRINT“THANK YOU!”
90 FORDL=1 TO 600:NEXT
100 PRINT CHR$(147):PRINT:PRINT
110 TRY%=0: REM COUNTS GUESSES
120 PRINT“PLAYER #2, GUESS THE SECRET NU
MBER.”:PRINT
130 PRINT“BY PRESSING A NUMBER KEY FROM
0TO9."
140 GET GES$:IF GES$=""GOTO 140
150 TRY%=TRY%+ 1:PRINT:PRINT
160 PRINT“THAT WAS GUESS NUMBER"TRY%
170 PRINT“AND IT WAS ”;
180 FORDL=1 TO 1000:NEXT
190 IF GES$=NUMS$ GOTO 300
200 PRINT"- - - WRONG!"
210 PRINT“TRY AGAIN.":GOTO 140 (Program continued on next page.)
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300 PRINT*- - - RIGHT!"”

310 PRINT:PRINT:PRINT

320 PRINT“PLAY AGAIN? YES/NO?”

330 PRINT“PLEASE PRESS Y OR N.”

340 GET REPLY$:IF REPLY$=""GOTO 340

350 IF REPLY$="N" THEN PRINT CHR$(147):
END

360GOTO 10

Most of this should be obvious. The spaces in line 20 center the title on the screen. PRINT
statements that don’t print anything are to produce blank rows on the screen to make the display
look better. Line 50 gets the number as NUMS.

Line 70 prevents the program from accepting anything except a number from 0 to 9 as NUMS. It
tests ASC(NUMS). ASCII codes for numbers are 48 to 57. If the ASCII code for NUMS is less than
48 or greater than 57, what was typed by player #1 cannot be a number. The program displays a
message and jumps back to line 50 to get a valid input.

When a number has been typed, line 80 thanks player number 1. Line 90 is a delay loop. Line
100 clears the screen so new instructions can be displayed.

This program counts the number of guesses, using TRY% as the counter. Line 100 initializes the
counter by setting it to zero.

Line 140 gets a guess from player number 2. Line 150 adds 1 to TRY%, to count the guesses.
Line 160 displays the number of guesses.

Line 170 begins a message that tells whether or not the guess was correct. Line 180 is a delay
loop to build a little tension in the player’s mind while he waits to find out if he guessed correctly or
not.

Line 190 tests the guess. If it is correct, the program jumps ahead to line 300.

If the guess is not correct, line 200 executes. It says that the guess was wrong. Line 210 asks for
another guess and jumps back to line 140 to get it.

If the guess was correct, the program jumps from line 190 to line 300. Line 300 says that the
guess was correct. Line 320 asks if the players want to play again. Line 340 gets the reply. If the reply
is negative, the program ends.

If the reply is affirmative, line 360 executes and jumps back to line 10 to do it again. Notice that
the program forces the first player to enter a number from 0 to 9. It allows the second
player to press any key.

Play Guess The Secret Number until the thrill is gone.




Screen-Display
Codes

On the inside, computers use only numbers. ASCII codes are used to store printable characters
in memory and also to provide some control functions such as carriage returns and cursor control.
ASCII codes were discussed in the preceding chapter.

An ASCII character code used in a PRINT statement causes a character to appear on the screen.
But, the ASCII code number is not printed directly. Instead, it is used to select a character from one
of two character sets. The ASCII code number may produce two different characters, depending on
which character set is in use.

The characters in the character sets are each represented by a number from 0 to 255. Because
these codes represent the actual characters displayed, these numbers are called screen-display codes.

To display a character on the screen, an ASCII code number is produced by a keystroke or from
a statement in a program line. Then, the ASCII code is translated into a screen-display code. The
character represented by that screen-display code number is selected from one of two character sets
and displayed.

In this chapter I will show you how to control screen background and border colors. You already
know how to set character color. Then I'll discuss the set of code numbers actually used by the
computer to control the display—the screen-display codes.

INPUT-OUTPUT DEVICES

This book uses the word computer in two ways. It is used in a general sense to mean all of the
equipment that you have assembled together: the electronics inside the keyboard housing, the
keyboard itself, the display and whatever else you may have connected, such as disk drives, a
cassette recorder or a printer.

A more precise definition is that the computer is a group of electronic circuits, called chips,
mounted inside the same housing as the keyboard. Devices such as the keyboard, display, printer,
cassette recorder and disk drive are not part of the computer. They are connected to the computer.
They are input-output devices.

Input means that data flows to the computer. Data is anything that conveys
information—Iletters, numbers and symbols. The computer receives data from input devices,
processes it as instructed, and sends it to output devices.

The keyboard is an input device. It sends keystrokes to the computer, but cannot receive data
from the computer.
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The display is an output device. The computer sends number codes, called screen-display codes,
to the display. This causes characters and symbols to be displayed on the screen. It will help you
understand the rest of this chapter if you consider the display as an output device that just displays
whatever the computer tells it to.

A printer is an output device. It receives data from the computer and prints it on paper.

Some devices are both input and output. These include the cassette recorder and disk drives.
They can receive data from the computer, store it, and play it back into the computer when
requested.

Plug-in game and program cartridges are input devices. They input to the computer but do not
receive data from the computer.

DISPLAY CONTROLLER

Some of the electronic chips inside the keyboard housing are used to operate the display. I will
refer to this electronic system as the display controller. The computer tells the display controller
what to display and the controller makes it happen.

WHAT THE DISPLAY DOES

In the program mode, the display does what the program “‘tells it to.”’

In the immediate mode, the display shows what you typed. As each key is pressed, that character
flows through the keyboard buffer into the computer. It goes to the display controller, which puts it
on the screen. The screen editor allows you to change characters on the screen or add to whatever is
there. Putting characters on the screen does not cause the computer to do anything.

When you have a statement typed and corrected, if necessary, you press the RETURN key. The
characters in that program line on the screen are sent to the BASIC interpreter. If the line was
preceded by a line number, it is placed in memory as part of a program. The computer then waits in
the immediate mode for you to type something else.

If what was input from the keyboard does not begin with a line number, the BASIC interpreter
executes it immediately. If it is not a valid statement, an error message results.

When you run a program in memory, each line in the program is delivered to the BASIC
interpreter for execution, just as if the line had been typed from the keyboard —with one difference.
The program line is not displayed on the screen. Only the result of program execution is displayed.

Another function of the display is to list the program in memory. The LIST command causes the
computer to get program lines from memory, in numerical order, and display them on the screen.
The program is not executed, it is just displayed. Then, you can edit or change any line on the
screen.

COMPUTER MEMORY

Strictly speaking, memory is not part of the computer itself. It is another input-output device. As
you know, there are two kinds of memory, random-access and read-only.

Random-access memory, RAM, is an input-output device. The computer can send data to
memory or receive data from memory. Data in RAM can be changed by sending in different data to
replace it. When this book refers to memory, it is referring to RAM.

Read-only memory, ROM, is an input device. Data is placed permanently in this type of
memory when the memory unit is manufactured. Data can be sent from ROM into the computer,
but not from the computer into ROM.

If you purchase a game or program cartridge, and plug it into the Cartrldge Slot on the back of
the Commodore 64 keyboard, you have added ROM memory to the computer. The game or
program is stored in a ROM chip in the cartridge. The computer has more total memory when the
cartridge is plugged in than it did before. When you use the computer to run the game or program in
the cartridge, it runs a program stored in the cartridge.

MEMORY LOCATIONS
The computer operates by reading various memory locations to get instructions—such as a
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BASIC program in RAM memory. While operating, it may store and retrieve data in memory. To
do these things, it must know how to find locations in memory.

Each memory location has a number that serves as its address. Each location can store a single
keystroke or character, represented by a number code.

The amount of memory is expressed in units called K. The symbol K represents the number
1024. If a computer has 64K of memory, the actual number of locations is 65,536. The beginning
address in memory is location zero and the last address is 65535. Memory-location numbers are
written without commas.

The Commodore 64 has 64K of random-access memory, plus additional read-only
memory—such as the ROM unit that holds the BASIC interpreter. BASIC can work with only 64K
of memory at one time. That’s because the highest address number that BASIC can use is 65535.

When you turn on the Commodore 64, it automatically selects part of available RAM and parts
of ROM to arrange a total of 64K of memory to be used by BASIC. Part of the 64K is RAM, to store
a BASIC program and data. The other part is ROM needed to run a BASIC program—the BASIC
interpreter in ROM, and other things. The result is that everything needed to write or run BASIC
programs is available in a range of addresses beginning with zero and ending at 65535.

USES FOR COMMAS

Commas have different meanings, depending on how they are used.
Commas in Strings—If a comma is included in a string—inside quotation marks—it will be
displayed as part of the string. If that string is given a string variable name, the comma is still part of
the string. Enter

PRINT “A,B,C”
XY$="A,B,C":PRINT XY$
PRINT“THERE ARE 12,345 CARS”

In the last statement, the characters 12,345 are treated as part of a string, not as a number.
Automatic Tabs—If a comma is included in a print statement, but is not part of a string, it causes
automatic tabs. Enter

PR'NT “A",“B",“C"
PRINT 1,2,3,4
PRINT “A”,“B,C"

Commas as Data Separators—When commas are not part of a string, and not included in a PRINT
statement to produce automatic tabs, they act as data separators. Data separators are usually called
delimiters. They set de limit for de data.

When the computer sees a comma in data, it stops reading and assumes that it has a complete
data item. If there is more data behind the comma, and the program is not written to read more
data, an error message results. Enter

X=12, 345
The computer doesn’t know what to do with the numbers following the comma, so it displays an

€rror message.

If the statement is written so that the computer resumes accepting data after a comma, what it
reads is taken as the next data item.

POKE
This chapter demonstrates several things that you can do by putting numbers into specified
locations in memory. This is called poking numbers into memory.

POKE is a BASIC word that tells the computer to put a number into a specified memory
location. The form is

POKE location, number
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In a POKE statement, a comma separates the memory location from the number you are placing
there. For example, POKE 2050,65 puts the number 65 into memory location 2050.
POKE 2050,65 is a complete statement that can be executed.

I remember that a POKE statement must have two numbers by thinking that you must specify
the memory location and then what to put there—using a comma as a data separator.

PEEK()

The BASIC word PEEK is the opposite of POKE. It gets the number stored at a memory
location so you can see what it is. The form is

PEEK (n)
in which nis an address in memory. PEEK (2050) is an example.

PEEK (2050) is not a statement. It is handled as a numeric variable name. Its value is the
number at the specified location in memory. You can PRINT PEEK (2050), or do arithmetic with it.
You can assign the value of PEEK (2050) to another variable name. Enter

POKE 2050,65

PRINT PEEK(2050)

PRINT CHR$(PEEK(2050))
V=PEEK(2050)

PRINTV

PRINT CHR$(V)
X=2%PEEK(2050)

PRINT X

Numbers stored in a single memory location are in the range of 0 to 255. One location can store
one character. Characters that can be displayed, such as A, are stored as their ASCII code numbers.
I remember that a PEEK () statement requires a number in () by thinking of () as a memory
location. I imagine that I am peeking into a ().

INPUT

The following demonstration uses INPUT statements to receive data from the keyboard. As you
know, GET receives only a single keystroke and does not require pressing RETURN to enter the
keystroke. GET does not display the character typed.

INPUT receives a sequence of keystrokes, ending with a RETURN keystroke. It displays the
keystrokes typed. An INPUT statement must supply a variable name for the data that it receives
from the keyboard. The format is INPUT variable name.

When that statement is executed, the program stops and waits for a keyboard input. It displays a
question mark as a prompt to the user. It also displays the cursor. As a keyboard input is typed, the
cursor moves on the screen to show where the next character will be displayed.

INPUT will accept keystrokes until the RETURN key is pressed. That signals the computer to
accept the sequence of keystrokes that were typed and place it in memory using the variable name
supplied by the INPUT statement.

The variable name supplied in the INPUT statement determines the type of data that can be
accepted. If a numeric variable is supplied, only numerics can be input. If a string variable name is
supplied, strings may be input.

There is more information about INPUT statements in the following chapter.

HOW TO CONTROL BORDER AND BACKGROUND COLORS

Here is one way to use PEEK and POKE statements. There are memory locations that control
border and background colors on the display. Location 53280 controls the border and location
53281 controls the background.

You will gradually learn and remember several important memory locations in your computer,
just as you know your phone number and street address. A good way to remember something is to
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write it down in a notebook or on a piece of paper that you keep handy. Write this down:
BORDER COLOR LOCATION 53280
BACKGROUND LOCATION 53281
To select border and background colors, you must poke number codes into those two locations.
The codes are shown in Table 7-1. There are 16 possible colors, numbered from 0 to 15.
Let’s try a few. Enter

POKE 53280, 0
POKE 63281, 0
POKE 53280, 4

Restore normal screen colors by pressing RUN STOP-RESTORE.

DISPLAYING SCREEN COLORS

The screen can show three areas of color: border, background and character color. Some
combinations of character and background colors are easier to read than others. The overall
appearance and visual effect of a display change when you change colors.

Here is a program to display all possible color combinations. When you run it, make notes of
combinations you like. Then you can use them again later. The plan is to set character color from
the keyboard at the beginning of the program. Then the program asks you to enter a number to set
border color.

With character and border color set, the program uses a loop to display all 16 background colors.
Then it invites you to set another character color and do it again. Enter.

NEW
5 REM DISPLAY COLOR COMBINATIONS
10 PRINT CHR$(147):PRINT:PRINT

(Program continued on next page.)
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20 PRINT“ENTER CHAR COLOR NAME";:
INPUT CC$
30 PRINT:PRINT“ ENTER ASCII CODE";:
PRINT“FOR CHAR COLOR ";
40 INPUT CC:PRINT:PRINT
50 PRINT*“ CHOOSE BORDER COLOROTO 15"
60 PRINT:PRINT"“ ENTER BORDER COLOR ';:
INPUT BR:PRINT CHR$(147):REM CLEAR
This segment asks you to specify character color by entering the name of the color to be used
and then entering the ASCII code for the desired color. In Chapter 6, you filled in Table 6-3, listing
ASCII codes for the 16 available character colors. It is on page 79. The ASCII code is taken by an
INPUT statement as the variable CC, meaning character color.
Then it asks you to select border color by entering one of the screen-color codes shown in Table
7-1. The input is taken as BR, meaning border.
When all keyboard inputs have been made, line 60 clears the screen. To test this segment, run it.
Enter WHITE for character color and ASCII code 5 to select that color. Then enter screen-color
code 4 to select a purple border. When the program stops, enter

PRINT CC
PRINT BR
Both numbers should be displayed in normal light blue because the program hasn’t changed any
colors yet. If the display looks OK and the codes are what you entered, the segment is probably
entered correctly. Now enter
70 PRINT CHR$(CC): REM SET CHAR COLOR
80 PRINT:PRINT* CHARACTER COLORIS "CC$
90 POKE 53280,BR: REM SET BORDER
100 PRINT:PRINT“ BORDER ="BR
At line 70, the statement PRINT CHR$(CC) sets character color using the ASCII code number
specified earlier in the program as CC. Line 80 displays the character-color number on the screen,
in the selected character color. The screen background is the normal blue.
At line 90, the statement POKE 53280,BR sets border color using the screen-color code
specified earlier as BR. Line 100 displays the selected border-color number on the screen, in the

selected character color. The screen background is still the normal blue color.

Notice that character color is set by printing an ASCII code. Border color is set by poking a
screen-color code.

To test this segment, run the program. Enter WHITE for the color name and ASCII code 5 to
select white characters. Enter screen-color code 4 to select a purple border.

Run it. The border should be purple. The characters should be white against a normal blue
background because the background hasn’t been changed yet. Press RUN STOP-RESTORE to
change back to normal screen colors. Now enter

110 REM CHANGE BACKGROUND

120FORBK=0TO 15:POKE 53281,BK

130 PRINT CHR$(19):FOR L=1 TO 5:PRINT:
NEXT L: REM LOCATE CURSOR

140 PRINT* BACKGROUND ="BK

150 PRINT:PRINT:PRINT

160 PRINT* TO CONTINUE, PRESS SPACE BAR”

170GET AS$:IFA$=*"GOTO 170

180 NEXT BK
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Line 120 sets up a loop to run from 0 to 15, using BK as the counter. BK means background. The
second statement on that line pokes the value BK into the memory location that sets background
color. As this loop runs, all 16 backgrounda colors will be displayed with the selected character color
and border color.

This segment will display the screen-color code number for each background color while that
color is being used. The statements that produce this display must be inside the BK loop, so the
display will change each time the background color changes.

Line 130 locates the cursor so the background-color number will be displayed at the same
location on the screen, each time. The first statement on that line homes the cursor without clearing
the screen. Then a loop using L as the counter moves the cursor down 5 rows on the screen. Line
140 prints a message stating the background color being used, which is BK.

The display should remain on the screen while you look at it and make notes of the color
numbers, if you wish. Line 160 tells the user how to display the next combination of colors when he
is ready. Line 170 is a GET routine that waits for the next keystroke.

The program says, press the space bar to continue, but nearly any key will do. Some
programmers use PRESS ANY KEY when nearly any key will do. I prefer to give definite
instructions. Also, there are some keystrokes that a GET routine does not recognize.

When the user presses the space bar, ASCII code 32 is produced. The GET routine grabs it and
names it AS. Nothing is done with A$. The purpose of the GET routine is just to stop the program
until the user presses a key.

To test this segment, run the program. Enter WHITE for the name of the character color and 5
to select it. Enter O for border color.

The display should show white characters against a black background, with a black border. Press
the space bar to see the next color combination. You see white characters against a white
background. Press the space bar again. The background changes to red.

If the program is doing that, it’s OK. Finish running it by pressing the space bar until you have
seen all 16 background colors with white characters and a black border. The program ends with
white characters against a light-gray background.

The next program segment restores normal screen colors and asks the user if he wishes to run it
again. Enter

190 REM DO AGAIN?
200 POKE 53280,14:POKE 53281,6:
REM SET NORMAL BR AND BG
210 PRINT CHR$(154): REM NORMAL CHAR
220 PRINT CHR$(147):PRINT:PRINT
“ ALL BACKGROUND COLORS DISPLAYED”
230 PRINT* USING "CC$*“ CHARACTERS”
240 PRINT* AND BORDER "BR:PRINT:PRINT
250 PRINT:PRINT* DO AGAIN? Y/N?”
260 GET A$:IF A$=""GOTO 260
270IF A3="Y"GOTO 10
Lines 200 and 210 set normal screen colors again. Then a message is displayed. Line 260 uses a

GET routine to get a keystroke. If the user presses key Y, the program loops back to line 10 and
repeats.

SELECTING COMBINATIONS OF COLORS

Run the program. When you have seen white characters with all background and border colors,
select black characters and run the program again. If you have enough patience, you can see and
make notes about all possible combinations.

There are 16 possible character colors, backgrounds and borders. That is a total of 16x16x16

90



Screen-Display Codes

combinations, which is 4,096 different combinations. If you display all of them with this program, it
will take an hour or two just to look at them.

One of the problems of programming with 4,096 possible color combinations is simply choosing
one. Some have limited usefulness, such as white characters on a white background. Some color
combinations are more pleasing or more effective than others. Some make characters easy to read,
some difficult.

I suggest that you write down a few color combinations you like. Then when you are

programming, you can just refer to your notes to select colors that you know work well together.
This is worth doing because it will save time later.

SCREEN-DISPLAY CODES

Each character on the screen is made by a pattern of dots. There are two character sets that can
be displayed on the screen or printed on paper by a Commodore printer—upper-case-and-graphics
and upper-and-lower-case. The character sets are referred to as Set 1 and Set 2. Set 1 is
upper-case-and-graphics. Set 2 is upper-and-lower-case. They are shown in Tables 7-2 and 7-3.
Character sets are stored in ROM memory.

What is stored is the dot pattern used to make each character. Each dot pattern is represented by
a screen-display code. The code numbers are 0 to 255. Screen-display codes are not the same as

ASCII codes. There are some things that you can do using screen-display codes that can’t be done
any other way.

SELECTING A CHARACTER SET

Each of the two character sets uses the same group of screen-display-code numbers—0 to 255.
The display controller must first be told which character set to use. Then each code number
represents a specific character in that set. The display can use only one character set at a time, which
is why all characters on the screen must be from one set or the other.

There are three ways to switch character sets. From the keyboard, press Commodore-SHIFT.
That works in the immediate mode or when a program is running, but it must always be done by
fingers on the keys.

In Chapter 5, Table 5-2 shows control symbols that select one of the two character sets. These
can be used in a program line in the immediate mode.

This chapter will show how to switch character sets using screen-display codes.

HOW A KEYSTROKE BECOMES A CHARACTER ON THE SCREEN

Translating a keystroke into a displayed character or some other action by the computer is done
in a series of steps. In the first step, the computer notices which key is pressed.

The computer knows when you press special keys, such as Commodore, CTRL and SHIFT. It
also knows when you press ordinary keys such as the letter A or the number 7.

When the computer receives keystrokes from the keyboard, it translates the keystrokes into
screen-display code numbers that will cause the desired character to be displayed or cause the
desired action of the computer.

To deliver a screen-display code to the display controller, the computer places the code number
at a specified location in memory, in a screen memory map. It is a map of locations on the screen and
what should be displayed at each location. The display controller looks at each location on the map
to get the code and then displays the corresponding character at the corresponding location on the
screen.

WAYS TO DISPLAY A CHARACTER

If you type the letter A on the keyboard, the chain of events just described happens. A keystroke
is translated into a screen-display code; the display code is placed at the correct location in the
screen memory map; and the desired character appears on the screen.

Another way is to poke a screen-display code directly into the screen-memory-map location so it
will produce a character on the screen. By doing that, you can produce a character on the screen
without ever typing that character. Instead, you type the display-code number for that character and
poke it into memory.
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The display controller doesn’t care how the code number got there. It displays the desired
character. Offering more than one way to do something increases the versatility and usefulness of
the computer.

SCREEN MEMORY MAP

The space in memory, where screen-display codes are placed, is organized exactly like the
display space on the screen.

The locations on the screen where a character can be displayed are numbered, starting with
screen location zero at the top-left corner. Moving to the right, along the top row, location numbers
are 0, 1, 2, 3 and so forth, up to 39.

The second row has locations 40 to 79. The bottom row has locations 960 to 999. The screen can
display 1000 characters simultaneously, at screen locations 0 to 999.

The screen memory map begins at location 1024 in memory and has space for 1000
screen-display codes, each representing one character on the screen. Location 1024 in memory
corresponds to location 0 on the screen. Location 1025 in memory is location 1 on the screen, and
so forth. Screen location numbers and the screen memory map are shown in Figure 7-4, next page.

If you poke a screen-display code into location 1024 in memory, that character will appear
instantly at location 0 on the screen—provided the display controller also knows what color the
character should be.

COLOR MEMORY MAP

The screen has two maps in memory. One is the character to be displayed at each location. The
other is the color of each character at each location.

The color memory map starts at location 55296 in memory and has 1000 locations,
corresponding to the 1000 locations on the screen. In memory, location 55296 holds the
character-color code for location 0 on the screen. This map is shown in Figure 7-5, page 97.

To display a character, the screen-display code for that character must be in the screen memory
map and the color code for that character must be at the corresponding location in the color
memory map.

COLOR CODES
Numerical color codes used in the color memory map are the same as those used earlier in this
chapter to set border and background colors. They are shown in Table 7-1.

PLACING SCREEN-DISPLAY CODES AND COLOR CODES IN THE MEMORY MAPS

These codes can be placed in the two memory maps in two ways:
By Ordinary Keystrokes—Select a character color at the keyboard, such as CTRL-1, and then type
the desired character. When that has been done, all following keystrokes that display something
cause the computer to perform two actions.

It puts the screen-display code for the character to be displayed in the screen memory map. It
also puts the color code for that character in the color memory map.

To demonstrate that, set the keyboard to type upper-case-and-graphics characters. Press
CTRL-1 to select black characters.

Move the cursor to location 0 at the top-left corner of the screen and press key A. Peek at both
memory maps to see what is stored there. Move the cursor down to a clear area on the screen and
enter

PRINT PEEK(1024)

That location in the screen memory map corresponds to the top-left corner of the screen. It
holds the number 1. Table 7-2 shows that the number 1 is the screen-display code for the letter A in
character set 1. Move the cursor down to a clear area on the screen and enter

PRINT PEEK(55296)

That’s the corresponding location in the color memory map. It holds the number 0. Table 7-1
shows that the color code for black is 0.
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Those codes, in both maps, were placed there by ordinary keystrokes—setting color by CTRL-1
and then pressing A.
Poking Codes—You can produce the same result by poking those two codes into the two maps. It
takes one poke to put the screen-display code into the screen memory map and another poke to put
the color code into the corresponding location in the color memory map.

HOW TO POKE CHARACTERS ONTO THE SCREEN

Let’s display a white B at the top-left corner of the screen. The screen-display code for B, using
character set 1, is the number 2. The color code for white is 1. With the cursor in a clear area near
the bottom of the screen, enter

POKE 1024,2: POKE 55296, 1

The first statement pokes the screen-display code for B into the screen memory map. The
second statement pokes the color code for white into the corresponding location of the color
memory map.

The result is a white B at the top-left corner of the screen. Peek at both memory maps to verify
the numbers.

CHANGING A CHARACTER ALREADY DISPLAYED

If there is a valid number in both memory maps, a character is displayed. In that case, you can
change the screen memory map to change the character, or the color memory map to change the
color, or both.

Change the B at the top-left corner to a C. Enter

POKE 1024,3
Change the color of the C from white to black by entering
POKE 55296,0

DISPLAYING CHARACTER SETS

Tables 7-2 and 7-3 show all characters in the two character sets and the screen-display code
numbers. It’s interesting to see the characters on the screen, and it helps you learn to use
screen-display codes. The next demonstration program will do that.

Screen location 500 should be near the middle of the screen because location 0 is at the top-left
corner, and location 999 is at the bottom-right corner. The characters will be placed there, one at a
time.

To do that, the screen-display code for each character will be poked into the screen memory
map at location 1024+ 500, which is 1524. The desired character color will be poked into the color
memory map at location 55296+ 500, which is 55796.

These two map locations are each 500 locations from the start of each map, so they represent the
same screen location. Enter

NEW
10 PRINT CHR$(147)
20 FOR CHAR=0TO 255
30 POKE 1524,CHAR
40 POKE 55796,14
50 FORDL=1 TO 400:NEXT DL
60 NEXT CHAR
Line 10 sets up a loop to run from 0 to 255. The counter is CHAR, meaning character number.
The computer will actually use CH for that variable name.

Line 20 pokes CHAR into memory location 1524. As CHAR changes from 0 to 255, each
character in the selected character set will be displayed, provided the color is also specified.
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Line 30 pokes a color code into the color memory map at the corresponding location. It pokes
the number 14 into that location. Color 14 is light blue, the normal character color. All characters
will be displayed in that color.

Line 40 is a delay loop to slow down program execution. Line 50 is the bottom of the outer loop.

Using Commodore-SHIFT, set the keyboard to character set 1, which is upper-case-and-
graphics. Then run the program.

All characters in set 1 are displayed at location 500 on the screen. Change the keyboard to
character set 2 and run it again. All characters in the upper-and-lower-case mode are displayed.

This program works, but just barely. Here are some things it doesn’t do. It doesn’t select the
character set to be displayed from the program—you have to do that before running it. It doesn’t
show the code number for each character as it displays the character. The following sections show
how to put those features into the program.

SELECTING A CHARACTER SET FROM A PROGRAM
This is done by poking. POKE §3272,21 selects upper case and graphics. POKE 63272,23
selects upper and lower case. I suggest that you put these numbers in your notes.

CHOOSING A CHARACTER SET

Instead of expecting you to choose a character set before running the program, this program
should ask you to choose it while the program runs. It will get the reply, then proceed accordingly.
Start a new program by entering:

NEW

10 PRINT CHR$(147)

20 PRINT“DISPLAY CHARACTER SET 1 OR 27"
30PRINT

40 PRINT“PRESS 1 OR 2.

50 GET REPLY$:IF REPLY$=""GOTO 50

60 IF REPLY$="1" THEN POKE 53272,21

70IF REPLY$="2" THEN POKE 53272,23

80 IF REPLY$<="1" AND REPLY$<="2"GOTO 50

Line 20 asks a question and line 40 tells the user how to reply. Line 50 uses a GET routine to
wait for the reply keystroke. This keystroke is taken as the string variable REPLYS$. The computer
will actually store it as RES.

Atline 60, if REPLY$ is 1, character set 1 is selected by the POKE statement on that line. At
line 70, if REPLY$ is 2, character set 2 is selected. These lines use an equals sign as a relational
operator to test REPLYS$.

Line 80 is an error trap. Before running this part of the program to test it, read the following
discussion.

ERROR TRAPS

Error traps are program lines that prevent program failure due to errors. Suppose the user
presses key 3 by mistake. At line 50, REPLY$ will become 3. Line 60 will not execute because
REPLY#$ is not 1. Line 70 will not execute because REPLY$ is not 2.

The user made an invalid selection from the keyboard because there are only two character sets.
Line 80 prevents the program from continuing until a valid selection has been made.

Iflines 60 and 70 do not execute, then line 80 will execute. It says jf REPLY$ is not 1 and it is not
2, then jump back to line 50 and get another keystroke. This error trap causes the program to ignore
invalid keystrokes. Normally, the user will make another selection, usually without the typing error.

A better error trap results if the program tells the operator that a keyboard error was made. It
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could display something like SORRY, WRONG NUMBER. PLEASE SELECT AGAIN. I didn’t do
that because I wanted to keep this program short.

What you have entered is not a complete program, but it is a complete routine. It getsa
keyboard input and checks it to see if it is valid.

When writing programs, it’s a good idea to test each routine immediately. If it doesn’t work, it is
easier to fix then, rather than later when you may have forgotten why you wrote it that way.

Test this routine by running the program. Respond to the question on the screen by pressing key
3. Then press other character keys. The program won’t do anything until you press key 1 or 2. If it
doesn’t work that way, check your typing.

MORE IMPROVEMENTS
When a valid selection has been made, the program should show the character set and code
number being displayed. Enter the rest of the program, starting at line 90.
10 PRINT CHR$(147)
20 PRINT“DISPLAY CHARACTER SET 1 OR2?"
30PRINT
40 PRINT“PRESS 1 OR 2"
50 GET REPLY$:IF REPLY$="" GOTO 50
60 IF REPLY$="1" THEN POKE 53272,21
701F REPLY$="2" THEN POKE 5§3272,23
80 IF REPLY$<="“1" AND REPLY$<="“2"GOTO 50
90 FOR CHAR=0TO 255
100 PRINT CHR$(147)
110 PRINT“SET "REPLY$,“CODE”,“CHARACTER"
120 PRINT
130 PRINT,CHAR
140 POKE 1024+ 144,CHAR
150 POKE 55296+144,14
160 PRINT
170 PRINT*PRESS SPACE BAR TO CONTINUE”
180 GET A$:IF A$=""GOTO 180
190 NEXT CHAR

List the program and check your typing. When you list a program, you will often see a typing
error that you didn’t notice when you entered it. When the program is listed, there is a blank row
between lines 80 and 90. That’s because line 80 completely fills one row on the screen. That
produces an automatic carriage return before displaying line 90.

The new lines do essentially what the earlier demonstration did, with some additions. Line 90
sets up a loop to run from 0 to 255. Line 100 clears the screen on each pass through the loop.

Line 110 prints headings on the screen to explain what is being displayed. This line prints a list of
four items, using commas for automatic tabs. The first item printed is the word SET followed by a
space. The next item is the character-set number, which was given the name REPLY$ at line 50.
Then a comma tabs over to the next print zone. The word CODE is printed. Another comma causes
an automatic tab and the word CHAR is printed. Line 120 puts a blank row below the headings.

Notice that line 110 used a comma to tab the word CODE over to the second print zone on the
screen. Line 130 prints the value of the loop counter, CHAR, using a comma between PRINT and
CHAR. The comma tabs the number CHAR over so it is directly beneath its heading.

Lines 140 and 150 poke each screen-display code onto the screen by putting the correct numbers
at the correct memory locations. The characters will be displayed in light blue.

The character produced should be below the word CHARACTER on the screen. When poking
screen-display codes into the screen memory map, the location of each character on the screen is
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determined by where the code is poked into the memory map. In this program, the codes are poked
into location 1024+ 144, which is 144 locations from the top-left corner. I chose that number so the
character would be displayed beneath the heading, CHARACTER.

Later in this chapter, I will show you how to find memory-map locations for any desired screen
location.

The color code, 14, is poked into the color memory map 144 locations from the beginning. It
causes the character to be displayed in light blue.

After each screen-display code has been displayed, along with the character that it produces, the
program stops at line 180 and waits for a keystroke. When the space bar or any other character key
is pressed, the NEXT statement at line 190 jumps back to line 100 to run the loop again. Line 100
clears the screen again.

Run it and select a character set to be displayed. If it doesn’t seem to work correctly, check your
typing on the new lines that you just entered. Run it again to display the other character set.

List the program and look it over. It does a lot of things. It clears the screen, asks a question,
gets areply from the keyboard and makes a decision based on testing that reply. The decision is to
display one of the two character sets.

It has an error trap to prevent keyboard error. It pokes characters onto the screen by poking the
screen-display code into one memory map and the character color into the other map. It puts
characters on the screen by two methods: PRINT statements and poking.

It uses a GET routine to get a keystroke that is used to make a decision. It uses another GET
routine just to stop the program and wait for a keystroke to start it again.

Everything in this program is practical real-world programming. If you understand this program,
you are doing fine. You won’t have difficulty with the rest of this book, and you will learn to write
programs.

ROWS AND COLUMNS

In the preceding program, I told you where to poke codes for a desired location on the screen.
You should learn how to figure that out.

The way to find a location in the memory maps is to find it on the screen first. There are two
ways to specify a place on the screen where a character can be displayed. One is the location
number—from 0 to 999.

The other is to organize the screen into rows and columns mentally. Rows are horizontal. Rows
on the screen are numbered from 0 to 24. Columns are vertical. Columns are numbered from 0 to
39.

To illustrate the idea of rows and columns, home the cursor. Then, move it down to row 4. It
starts at row 0, so you move it torow 1, 2, 3, 4.

Then move the cursor to column 10, remembering that it is in column 0 when it is fully to the
left on the screen. When you have done that, the cursor is at row 4, column 10.

When you are writing a program, it is much easier to visualize the screen as rows and columns,
rather than a series of location numbers from 0 to 999. But when you are poking characters into the
memory maps, you need to know the screen-location number, not rows and columns. The
memory-map locations are calculated by adding the screen-location number to the starting
map-location number. In the preceding demonstration, location 144 on the screen was used to
display the character. The corresponding map locations were 1024+ 144 and 55296+ 144.

Following is an easy way to convert screen row and column numbers into screen-location
numbers. Then, the screen-location numbers can be converted into memory-map locations.

To begin, run the program ia memory. Select character set 1. When it stops the first time, break
out of the program by pressing RUN STOP. The character being displayed is @. Move the cursor to
the top-left corner of the screen. While counting rows, move it down to the same row as the @
symbol. It is on row 3. The top row is 0.

Then count columns while moving the cursor to the right until it is on top of the @ symbol. It is
at column 24. This program displays characters at row 3, column 24.
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This formula will find the screen-location number for any place on the screen specified by row
and column:

SCREEN LOCATION = (40%R)+C
R is the row number, and C is the column number.

For example, if the cursor is at row 3, column 24, calculate the screen-location number like this:
SCREEN LOCATION = (40%3) +24
This is 120+ 24, or 144. Therefore, location 144 is the same as row 3, column 24.

When planning a screen display, use row and column numbers. It is easier to visualize tables or
graphics by that method. Write down the row and column numbers for each part of the display.

When writing program lines to poke screen-display codes into memory maps, the first step is to
convert row and column numbers into screen-location numbers by the method just demonstrated.

When you have a screen-location number, calculate the corresponding map locations with these
formulas:

SCREEN MEMORY MAP LOCATION = 1024 + SCREEN LOCATION

COLOR MEMORY MAP LOCATION = 55296 + SCREEN LOCATION

For example, if the screen-location number is 144, then

SCREEN MEMORY MAP LOCATION = 1024+144

= 1168

COLOR MEMORY MAP LOCATION = 55296-+144

= 55340.

You can have the computer do the arithmetic for you. Lines 140 and 150 in this demonstration
program let the computer do it.

Here is another example. In the first demonstration program in this chapter, I suggested that
screen location 500 should be near the center of the screen because it is about halfway between
location 0 and location 999. It’s row 12, column 20.

SCREEN LOCATION = (40%12)+20

= 500.

CHARACTER SETS FOR PROGRAMMING

You can write programs using either character set. BASIC words are normally written in capital
letters, but they can be typed in lower case. The computer will recognize and execute them.

It’s a good idea to write a program using the same character set that you will use when executing
the program. The demonstration program in this chapter works OK with either character set. The
question and instructions were displayed in upper case with set 1 and in lower case with set 2, but
they are readable either way.

That isn’t always true. Here is an example: Select the upper-and-lower-case mode. Enter

print “Hello”

That works fine. Now select the other character set by pressing Commodore-SHIFT. The letter
Hin Hello is displayed as SHIFT-H in that set, which is how you entered it from the keyboard. In
set 1, SHIFT-H is a graphics symbol. The display doesn’t make sense.

When you write a program in one character set, it may be a good idea to make sure that the
program is executed using the same character set. You know how to do that by a POKE statement
in the program. Lines 60 and 70 of the program in memory do that.

WHEN TO USE POKES

Some of the things you can do with POKE statements can also be done in other ways. You can
locate the cursor to print something on the screen using either control symbols or control codes,
and you can select character color the same way.

The only way to control background and border colors is by poking numbers into the correct
memory locations.

When something can be done in more than one way, take your choice. If there is only one way,
then you need to know and use that method.
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REVIEW

Look through this chapter again for review. The demonstration programs are the first
complicated programs in this book. Be sure you understand them.

The new BASIC words in this chapter were INPUT, POKE and PEEK. Look them up in
Appendix B.
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Most programs can’t do anything useful without data from the outside world. I am using the
word data to mean anything you want to put in—numbers, letters, words, poetry, astrological
truths, even long and preachy book manuscripts.

Your computer can receive data over a phone line from a databank or another computer. You
can obtain data on a disk or cassette and play it into your computer. But the most common way to
input data is from the keyboard.

The only data that a computer can use is data in memory. You can input it from the keyboard or
from some other source, or put it on program lines in the program itself. But, for data to be useful,
it must be assigned a name and placed in memory. When the program needs the data, it calls for it
by name.

INPUT

This is a BASIC word that tells the computer to get ready to receive data. This discussion shows
how to input data from the keyboard. The word INPUT must be used in a program statement that
also supplies a variable name for the data to be received. The type-designation symbol, which is part
of the variable name, tells the computer what kind of data will be input—integer number, decimal
number or string.

As data is typed, it is displayed on the screen, but is not placed in memory using its variable
name until the RETURN key is pressed. This allows you to correct typing errors before entering the
data. The RETURN keystroke tells the computer to accept what has been typed and put it into
memory.

The maximum number of keystrokes that can be entered is 80—in other words, two rows on the
screen. INPUT cannot be used in the immediate mode. It must be in a program line.

INPUT with a Decimal-Number Variable Name~—The statement INPUT X tells the computer to
receive data from the keyboard and assign it the name X. It tells the computer that the data will be a
decimal number because X is a decimal-number variable name. You can use any valid
decimal-number name such as RENT or EXPENSE. Enter this program:

NEW

10 INPUT X
20 PRINT X
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Run the program. When line 10 executes, it displays a question mark as a signal to the user that
he is expected to enter something from the keyboard. The program stops at line 10 and waits for the
input.

Type 12333. Notice that whatever you type is displayed on the screen. If you make a typing
error, and notice it before entering the data, you can correct it by deleting and retyping or by
overtyping incorrect characters. Change the characters to 12345. Then press RETURN to enter
what you typed. That places the number 12345 in memory with the name X.

When you have responded to the INPUT statement at line 10, the program moves to line 20. It
prints whatever it stored under that variable name.

Run the program again. Enter ABC. The error message says REDO FROM START. The
program will not accept ABC because it is not a number. The numeric variable name X requires a
number.

The program did not stop and return to the immediate mode, as it does for some errors. It tells
you the problem and jumps back to line 10 to wait for a valid input. This error message is really an
error trap because it keeps the program running even if the user makes a mistake.

Press RUN STOP to interrupt program execution. It doesn’t work. The program insists ona
valid input before it will do anything else. Enter any number to get the program running again.

When a program is executing an INPUT statement and waiting for data from the keyboard, the
only way to break out of the program is to press RUN STOP-RESTORE.

List the program and run it again. When you see the question mark, don’t type anything. Just
press RETURN. You entered nothing, but the computer displays a zero. When you are dealing with
numbers, nothingis a zero. Run it again and enter

123.45

The variable name, X, is a decimal-number variable name—also called floating-point variable
name. It will accept numbers with decimal fractions.

Positive numbers print with a space before the number, called a leading space. Run the program
and enter

—123.45
Negative numbers use that space to display a minus sign. Run it again and enter
12,345

The comma acts as a delimiter. The INPUT statement stops accepting data at the comma. It
accepts the number 12—as you can see. The error message warns you that not all of the number was
accepted but the program does not stop. Later in this book, I will show you a better way to handle
commas in data.

INPUT With an Integer Variable Name—~To use an INPUT statement with an integer variable,
change line 10 like this:

10 INPUT X%

Run the program and enter 12345. It displays zero. Something is wrong! List the program and
figure out what the problem is.

I did that to illustrate an important rule and a common program error. The rule is that you must
be consistent in using variable names. The common error is not being consistent. Line 10 receives
X% from the keyboard, but line 20 displays X. X% is not the same variable as X.

Line 10 worked correctly. It accepted 12345 from the keyboard and put it into memory as X%.
To see that, enter

PRINT X%

X% is in memory, with the correct value. But line 20 printed the value of X. Because X received
no value in this program, line 20 printed a zero.
When you change a variable name in a program, be sure to change it everywhere in the
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program. Change X in line 20 to X%. Run the program and enter
123.99

The integer variable name X% accepts only the whole-number part of the number input. That’s
what it is supposed to do. To say it another way, X% accepts the next smaller whole number. 123 is
the next smaller whole number below 123.99.

Run it again and enter

—123.99

The integer variable received the whole number smaller than the number that was input. —124
is the next smaller number below —123.99.

Try inputting numbers with commas.
INPUT with a String Variable Name—Change X% to X$ everywhere in the program. Run it and
enter

ABC

The program accepts ABC as a string and displays it. Notice that it was not necessary to use
quotation marks to define ABC as a string. The INPUT statement defined it as a string by receiving
the characters into the string variable name X$.

You may wonder what would happen if you did use quotation marks. Try it. Run the program
and enter

CIABCJI

The quotation marks don’t do anything. They are not needed, and they are ignored. Run the
program and enter

12345

The program accepts the numbers as a string variable. Run it again
and enter

123ABC
It also accepts any combination of letters and numbers as a string variable. Run it again and enter
ABC, DEF

The computer stops accepting data at the comma, even if you are entering data into a string
variable name.

Earlier, you saw that you can put a comma in a string if you type the string in quotation marks,
such as Y$=“LMN, OPQ", as part of an assignment statement. There is a difference between an
assignment statement and inputting data from the keyboard. To emphasize that difference, list the
program and add lines 30 and 40.

10INPUT X$
20 PRINT X$
30 Y$="ABC, DEF”
40PRINTY$

Run it that way. Type and enter
ABC, DEF

The INPUT statement balks at the comma. Line 20 causes an error message and then displays
ABC. The assignment statement accepts the comma along with the characters behind it.

You may be thinking that it is difficult to remember when the computer will accept a comma and
when it won’t. That’s true—when you are learning.

For now, you don’t have to remember all of these details. If you write a program and have
trouble with commas, you will remember some of these facts even though you thought you had
forgotten them. Even if you don’t remember the details, you will remember that commas do funny

108



How To Input Data From The Keyboard

things. When necessary, look up commas in the index of this book and refresh your memory.

Or, you can ask the computer to remind you of the rules. Each of the simple demonstrations in
this book is just a way of asking the computer to show you how it operates. When you need to know
how a computer handles a comma, or anything else about how it works, write a little routine to find
out. When you have done that a few times, the facts will stick in your mind.

INPUT & GET

INPUT and GET statements are two ways for a program to receive data from the keyboard. This
is a review of their differences.

GET statements accept only one keystroke at a time. They assign it to the variable name
specified by the GET statement and put it into memory instantly. It is not necessary to press
RETURN to enter the keystroke. The keystroke is not displayed by the GET statement. A question
mark is not displayed by a GET statement to tell the user to type something. While a GET routine is
waiting for a keystroke, the cursor is invisible.

A GET statement does not stop program execution. It gets whatever is in the keyboard buffer.
To stop the program and wait for a keystroke requires a GET routine. You have been using GET
routines. They are useful for quick replies to questions on the screen, for inputs that can be made
with a single keystroke, to put a pause into a program, and other purposes that you will see later.

INPUT statements require pressing RETURN to enter what was typed. INPUT statements
accept up to 80 keystrokes, counting the RETURN keystroke. INPUT statements display what was
typed and allow changing characters before they are entered. INPUT statements stop program
execution. INPUT statements display a question mark. The cursor is visible to the right of the
question mark.

INPUT statements are useful to accept long inputs, such as names and addresses or sentences.

TELLING THE USER WHAT TO INPUT

When a program wants the user to type something at the keyboard, it should provide
instructions. With GET routines, the instructions should be displayed by a program line ahead of
the GET routine. You have done it that way in several of the preceding demonstrations.

With an INPUT statement, the automatic question mark is a reminder that something should be
entered. It doesn’t say specifically what to enter.

You can use an earlier line in the program to tell the user what to type, or you can include
instructions in the INPUT statement. When you do that, the instructions are called a prompt.

The form is

INPUT “prompt’’; variable name
Please enter this example:

NEW
10 INPUT “PLEASE ENTER YOUR NAME "; NAME$
20 PRINT NAME$ )

A prompt that is part of an INPUT statement must be enclosed in quotation marks and followed
by a semicolon. After the semicolon, type the variable name. Run it and enter your name. The
purpose of line 20 is just to show that the INPUT statement worked.

A prompt may use more than one screen row, but not more than two. The computer will display
the prompt, but it may wrap around to the next row, which wouldn’t look very good. Here is way
to solve that problem. Enter

NEW

10 PRINT “PLEASE ENTER YOUR NAME "
20 PRINT “IN THE SPACE BELOW."

30 INPUT NAMES$

40 PRINT NAMES$
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That puts the prompt on two screen rows and allows most of a row for a very important person’s
very long name.

INPUTTING A LIST OF DATA ITEMS
Just as you can print a list of items, you can also input a list. Enter

NEW
10INPUT AS, BS, C$
20PRINT A$,B$,C$

Using commas to separate the variable names in the INPUT statement is necessary. If you omit
them, a syntax error message results.

Commas in the PRINT statement of line 20 are not necessary. They are used here just to
provide automatic tabs. Run the program. When you see the question mark, enter the letter A.

The program displays two question marks, indicating that more data items are needed to satisfy
the INPUT statement. Enter B and then C.

That finishes the list of data items to be input, so the program moves to line 20 and displays the
three data items entered. Those data items are in memory with three different variable names.
Remove the commas from line 20 and run the program again, the same as before. Only the display
is changed.

Mixing Numeric and String Variables—An INPUT list can use mixed variable types. Change the
program like this:

10INPUT A%, B%,C

20 PRINT A$, B%, C

Now, line 10 calls for a string, an integer number and a decimal number. If the input for any of
those variables does not match the variable type, an error may result.

If you write programs like this, be sure that the instructions are specific and easy to understand.
Run the program. Enter 123.45 for each variable. That works fine.

Run the program again and enter 123.45 APPLES for each variable. That is OK for the input to
AS but not to B%. The REDO FROM START error message means start all over and input again to
AS$, even though that input was OK. This can be confusing to an inexperienced keyboard operator.

It is often better to take all inputs as strings, and sort them out later. Press RUN
STOP - RESTORE.

VAL()

This is a BASIC word that changes a string expression into its numeric VALue. It allows you to

input strings and then change them into numerics. Enter
X$= u1 230
PRINT X$
PRINT VAL(X$)

VAL () can be used to take the value of a string expression having both numbers and letters. It
starts with the first character and evaluates the expression from left to right until it encounters a
character that is not a number. Enter

X$=“123ABC"
PRINT X$
PRINT VAL(X$)

If the first character in the string is a letter or symbol that cannot be evaluated as a number, the

value of the string is zero. Enter
X$="123.45"
PRINT X$
PRINT VAL(X$)
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Notice that VAL (X$) retains the decimal fraction. Because VAL (X$) is a number—the value of
X$—the computer can do arithmetic with it. Enter

PRINT VAL(X$)+2

It is usually better to assign the value of X$ to a variable name and then do arithmetic using the
variable name. X$ is still in memory as the string 123.45. Enter

PRINT X$
PRINT VAL(X$)
Y=VAL(X$)
PRINTY
PRINTY+2
Because Y is a decimal-number variable name, it accepts 123.45 as the value of X$. By using an

integer variable name to take the value of X$, you can do arithmetic with only the whole-number
part. Enter

PRINT VAL (X$)
Y%=VAL(X$)
PRINT Y%
PRINT Y%+2

This method can be used to simplify inputting a single data item or a list of data items. Enter
three identical data items, all as strings, and then change them to other data types. Enter

NEW

10 PRINT CHR$(147)
20INPUT A%, B$,C$
30B=VAL(B$%)
40C%=VAL(C$)

S50 PRINT A$, B, C%

Run the program. For each variable in line 10, enter 123.45. Enter it three times. A$, B$ and
CS$are all 123.45.

Line 30 assigns the value of B$ to a decimal-number variable name. Line 40 assigns the value of
C$ to an integer variable name.

Line 50 prints AS$ as originally input. Then it prints B, the decimal-number value of 123.45.
Then it prints C%, which is the whole-number part of 123.45.

Run the program again and enter 123.45 APPLES for each variable. The program runs OK.
Each of the three variables gets what it is supposed to from the input, and there are no error
messages.

The advantage of inputting data as strings is that you don’t have to worry about matching data
types when entering the data.

USING A GET ROUTINE TO RECEIVE NUMBERS

So far, GET routines have been used only to receive a string and to stop the program while
waiting. This should be a familiar routine: 70 GET A$:IF A$="" GOTO 70.

GET statements can also be used with a numeric variable such as A%. There may be a problem
in stopping the program to wait for a keystroke. To see the problem, enter

NEW

10 PRINT CHR$(147)

20 PRINT“PRESS A NUMBER KEY”
30 GET A%:IF A%=0 GOTO 30

40 PRINT A%

Line 30 looks like it should work. Run the program and press 5. Run it again and press 0. When
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A% is 0, line 30 continues looping. This routine will accept any number except 0. If 0 should be
accepted as a valid input, this routine won’t work.

A more serious problem with this routine is that it stops the program if a letter key is pressed by
mistake. Run it and press any letter key.

It is better to take the input to a GET routine as a string variable and then change it to a
numeric, if that’s what the program needs. Change the program in memory so it looks like this:

NEW
10 PRINT CHR$(147)
20 PRINT“PRESS A NUMBER KEY”
30GET A$:IF A$=""GOTO 30
35 A%=VAL(A$)
40 PRINT A%
That program will accept 0 as a valid input. It won’t stop if a letter key is pressed. It gives the

letter a value of zero and continues to run. To prevent accepting letter keystrokes, put an error trap
at line 32 to ignore keystrokes that are not one of the number keys:

32 |F ASC(A$) <48 ORASC(A$)=>57 GOTO 30

As you know, the numbers 0-9 have ASCII codes from 48-57. Line 32 checks the code to be
sure that a number was input. Now, the program accepts any number key, including zero, but no
other keystroke.

USING A GET STATEMENT TO RECEIVE A LIST OF DATA ITEMS

You can also input multiple data items to a single GET statement. Each data item can be only a
single keystroke. A statement such as GET A$,B$,C$,D$ will get four characters from the
keyboard buffer. There isn’t any way to stop it between characters.

To use a statement like that, you must write the program so that the desired four characters are
in the keyboard buffer before the GET statement executes. This routine isn’t very practical, but it
works. Enter

NEW
10 PRINT CHR$(147)
20 PRINT “TYPE A FOUR-LETTER WORD"”
30FORDL=1TO 1000:NEXT
40 GET A$%,B$,C$,D$
S50PRINTA$B$C$ D$
The delay loop at line 30 prevents the computer from taking characters from the keyboard
buffer until the loop runs to completion. That requires you to type characters while that loop is
running. Then line 40 will get the characters from the keyboard buffer.
Run it and don’t enter anything. When the delay loop at line 30 is finished, line 40 executes. It
gets four nulls from the keyboard buffer. Line 50 displays the four nulls, which are invisible.
Run it again and enter AA before the delay loop finishes. It displays AA followed by two nulls.
Run it again and enter AAAA before the delay loop finishes. If you typed four characters fast
enough, they are displayed.

USING A GET ROUTINE IN A LOOP

In some programs, there is an advantage in taking keyboard input one character at a time, using
a GET routine. It allows the program to examine each character and test it or process it in some
way. The way to do that is in a loop. Enter

NEW

10 PRINT CHR$(147)

20 PRINT“PLEASE TYPE YOUR NAME”

30 PRINT“AND THEN PRESS RETURN":PRINT (Program continued on next page.)

110



How To Input Data From The Keyboard

40GETL$:IFL$=""GOTO 40
50 IF L$=CHR$(13) GOTO 100
60 PRINT L$;

70GOTO 40

100 PRINT:PRINT

110 PRINT*THANK YOU”

This program has a loop. The top is line 40 and the bottom is line 70. It gets keystrokes, one ata
time, until the user has entered all characters in his name. Line 40 gets keystrokes and names them
L$, meaning letter string. .

Line 50 tests each keystroke. CHR$(13) is the ASCII code for RETURN. When line 50 detects a
RETURN Kkeystroke, it is a signal that the keyboard operator has finished typing his name. If L$ is
CHR$(13), the program stops accepting keystrokes and jumps out of the loop to line 100.

If the keystroke is not CHR$(13), line 60 executes. It displays the character typed. The
semicolon at the end of line 60 holds the cursor on that row. Line 70 loops back to line 40 to get
another keystroke.

Notice that each keystroke is tested as soon as it is entered, to see if it is CHR$(13). Run the
program and enter your name. '

HOW TO PUT DATA INTO A PROGRAM

This chapter has shown how to input data from the keyboard while a program is running. Some
programs need data to use while running, but they don’t need it from the operator. For example, a
program that converts inches to feet needs to ‘“‘know”’ that there are 12 inches in a foot. But, the
user shouldn’t have to tell the program that.

One way to put data in a program is by assignment statements. Enter

NEW

10 PRINT CHR$(147)

20 PRINT“ENTER THE NUMBER OF INCHES"
30INPUT IN

40 CF=12: REM CONVERSION FACTOR

50 FT=IN/CF

60 PRINT

7OPRINT IN“INCHES ="FT" FEET

In line 30, IN is the variable name for inches. In line 40, the number 12 is assigned to the name
CF, which means conversion factor. This is the data that the program needs to convert inches into
feet. It is built into the program by the assignment statement at line 40. Line 50 does the
conversion. Line 70 displays the result.

Run it and enter any number of inches.

CONSTANTS :

Values that never change are called constants. The number of inches in a foot is a constant. In
line 40, CF is the name that represents the constant 12. It isn’t a variable name because constants
don’t vary. It can be called a numeric-constant name, or just a name.

READ DATA

If a program needs a lot of constants, they can be put into the program in a more compact way
than using one assignment statement for each constant. This is done with READ statements and
DATA statements. i

A DATA statement is a list of data items separated by commas. A READ statement tells the
computer to find the DATA statement, wherever it is in the program, and read the data items into
memory. The READ statement must supply names for each data item in the DATA statement. The
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names must be separated by commas. Here’s how it works. Enter

NEW
10READA
20PRINT A
30DATA1

Line 10 tells the computer to find the DATA statement, READ one item, give it the name A
and put it in memory. When line 10 executes, all of those things happen. Line 20 displays A by
calling it from memory. The data is on line 30. It is just the number 1. Change the program like this:

10READA,B,C,D
20PRINTA,B,C,D
30DATA1,2,3,4
40 PRINT “DONE”

Line 10 reads four data items and supplies names for each item. Line 30 provides the four items,
separated by commas. Line 20 gets the four items from memory and displays them. Line 40
demonstrates that the program executes line 20, then line 40.

Line 30 is never executed as a program line, in the usual way. The computer just refers to the
data on that line while executing line 10. A DATA statement is a reservoir of data that the program
can use.

Matching Numbers of Items —In this example, the number of “‘reads’’ is determined by the
number of names provided by the READ statement. The computer expects to find a data item for
each name. If it doesn’t find enough data to satisfy the READ statement, an error message results.
Change line 10 like this and run it:

10READA,B,C,D,E

The READ statement is looking for five data items, but the DATA statement provides only
four. The error message is 7OUT OF DATA ERRORIN 10.

If a program provides more data items than a READ statement needs, some data items are not
read. But the computer does not consider that to be an error. Change line 10 like this and run it
again:

10READA,B,C
20PRINTA,B,C,D
30DATA1,2,3,4
40 PRINT “DONE"”

Now there are three reads into four data items. Run the program.

There is no error message, but there may be a programmer’s error. Line 20 displays vaiues for
A,B,C,D but the program established values only for A,B,C. The variable D did not receive a value
in this program, so the computer displays a zero for its value. This is a normal action of the
computer but it may be an incorrect display.

In other words, displaying zero for the value of D may be valid in your program or it may be
misleading. It depends on the purpose of the program and the significance of the variables. It is valid
in this program because it demonstrates that D did not receive a value.

DATA POINTER

When the computer is reading a data list, it moves an electronic pointer along the list. The
pointer always designates the next data item to be read.

When a program with READ DATA statements first starts to run, the pointer points to the first
data item. In the program you just ran, the program ended with the pointer pointing at data item 4
because only three items were read.

If a later line in the program has another READ statement, the computer will return to the
DATA statement and resume reading data where it stopped —at the next item that has not yet been
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read. To illustrate that, enter new lines 50 and 60.

S0READD
60PRINTA,B,C,D

Line 50 gets the last data item in the DATA statement. Line 60 displays all four data items.
There is no more data.

USING THE DATA OVER AGAIN
In some programs you will want to read the same data from more than one place in the program.
To illustrate that, let’s read the same data again using different names. Enter lines 70, 80 and 90.

70 PRINT“FOURTH DATA ITEM READ”
80READEF,G,H
90 PRINTE,F,G,H

List the program, check it and run it. Line 80 assigns new names but tries to use the same data
again with the new names.

Of course, line 80 produces an out-of-data error. It looks for data in the program and doesn’t
find any. The electronic data pointer is at the very end of the data list in line 30 because all of that
data has already been read by the program.

RESTORE

To read that data again, the pointer must be moved back to the beginning of the data. A
RESTORE statement does that.

A RESTORE statement must be executed after the first read of the data and before the next
read of the data. In this program, the last data item is read, the first time, at line 50. The RESTORE
statement must follow line 50 but precede line 80. Let’s put it at line 75. Enter

75 RESTORE

Run it. The RESTORE statement resets the pointer and makes the data available again to
another READ statement. Because the second READ statement used different names, the original
names are still in memory with the original data. The first data item was read first using the name A
and then read again using the name E. Enter

PRINT A
PRINTE
PRINT B
PRINT F

List the program. Line 30 supplies four data items. Line 10 reads three of them. Line 20 displays
the three data items that were read, plus another name that has received no value at that point in
:)he pré)gram. Then the program displays the word DONE. It really means that only three reads have

een done.

Line 50 reads the fourth data item. Line 60 displays all four items. This time, D has the value
that it received from the data list. Line 70 reports the status of the program. The pointer is now at
the end of the data list.

Line 75 restores the pointer to the beginning of the list. Line 80 reads the data again, supplying
four new names. Line 90 displays the values received by the four new names.

A RESTORE statement in a program and the RESTORE key on the keyboard do different
things. It is coincidence that they have the same name.

MULTIPLE READ AND DATA STATEMENTS

A program mav have more than one READ statement and more than one DATA statement.
The READ statements will be executed in order, according to their line numbers.

DATA statements can be anywhere in the program. Programs are easier to read if the DATA

statements are near the READ statements, but you can put them at the end of the program if you
want to.
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If DATA statements are on more than one program line, each line must begin with DATA.
Lines are read in numerical order, according to their line numbers—unless a RESTORE statement
moves the pointer back to the first data item.

When all data items in one DATA statement have been read, the computer moves the pointer
to the beginning of the next DATA statement and waits for the next read.

When a RESTORE statement is executed, the data pointer is moved back to the beginning of
the first DATA statement in the program.

If you use more than one READ statement, you must be thoughtful about where you put a
RESTORE statement. In this program, the RESTORE statement is at line 75. If it were at line 35
instead, the pointer would be reset after the first three data items had been read.

When line 50 executed, it would read data item 1 instead of data item 4. The READ statement
at line 80 would begin with data item 2. An out-of-data error would occur because there would not
be enough data items left for line 80. Try it that way. Then move the RESTORE statement back to
line 75. Run it again to be sure it works correctly.

VARIABLE TYPES IN READ DATA ROUTINES

You can use any of the three variable types in these routines. The data supplied in the data list
must match the type designation of the name that receives it. Change the variable name C to C$
everywhere in the program. Change G to G$ also, because it will read the same data item. Then
change the third data item to ABCD.

Notice that quotation marks are not required around ABCD. The computer treats it as a string
because it is read into a string name. This is similar to inputting a string from the keyboard into a
string variable name.

List the program and check it. Run the program. It should display ABCD as the third data item.

REVIEW

You can input data from the keyboard, while a program is running. Do it with GET and INPUT
statements. You can place data in the program itself, when you are writing it, by assignment
statements or by READ DATA routines.

I suggest that you look over this chapter again to be sure you understand all of those methods. In
the next chapter, loops are combined with READ DATA statements to build useful data structures
called arrays.

BASIC words in this chapter are DATA, INPUT, READ, RESTORE and VAL. Look them up
in Appendix B.
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An array is a list or table of data items and a way of managing the data. An example is a list of
names, such as
Arthur
Betty
Charlie
Diane
It is the management method that makes it an array. Arrays are stored in memory.

The management plan is simple. If an array is a list of items, each item is identified by its
position on the list—such as the third item from the top. A data item is placed in the array by
specifying its position in the array and retrieved by specifying its position in the array.

Imagine a set of lockers, such as gymnasium lockers. There are only six and they are
stacked—one on top of another in a vertical column of lockers. The top locker is number 1, and the
bottom locker is number 6.

Suppose your locker is number 3. You will have no trouble finding it—count down 3 lockers
from the top.

The simplest type of array is arranged in a similar way in computer memory. It is a series of
locations in memory. Each location is a “‘locker’’ that can be used to store something.

It may help to imagine that the location with the smallest number is on top. To find the third
location in this array, count three locations from the beginning or top of the array.

ARRAY NOTATION

A special way of writing something is called a notation. An array has a name. Each location in an
array has a name. A special notation is used to write those two names.

In this book, the notation X () will be used as the name of an array called X array. An array
name has two parts. The first part is a variable name, such as X. The second part is a set of
parentheses with nothing in them. The empty parentheses are a symbol that means array. X ()

. means X array.

Each location in an array has a name. Location names are similar to array names. Each has two
parts. The first part is a variable name, such as X. The second part is the location number in the
array, written in parentheses.

A location in an array is written like this: X (3). The number 3, in parentheses, means that this
location is the third location in an array called X ().
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SUBSCRIPTED VARIABLES

In the notation X (3), the number 3 is called a subscnpt Variables with subscripts are therefore
called subscripted variables.

In BASIC programs, the only use of subscripted variables is to refer to an array. When the
computer sees a variable named X (3), it knows automatically that this is location 3 in the array X().

PUTTING VALUES INTO AN ARRAY
A location name in an array is used exactly like an ordinary variable name. It may be given a
value by an assignment statement. This is an assignment statement using an ordinary variable
name, X. Enter
X=7
That statement assigned the value 7 to the decimal-number variable name X. The computer
stores the number 7 at any convenient place in memory and remembers where it is. Enter
PRINT X

That statement causes the computer to retrieve the value of X from wherever it is in memory
and display it. Retrieving it from memory does not remove it. It is still in memory, stored as X.
Enter

X@)=7

That statement assigns the value 7 to location 3 of the array X (). If that array does not already
exist in memory, the computer will create it automatically. The subscript (3) causes that to happen.
Enter

PRINT X(3)

The computer goes to location 3 in the array X (), gets the value stored there, and displays it.

Now, the number 7 is stored at two places in computer memory, with two different names: X
and X(3).

Only one value can be stored as X. Many values can be stored in the array X (). The array can
have one value at X(1), another at X(2), others at X(3), X(4), X(5) and so forth.

Those array locations can be filled with values by assignment statements such as

X(1)=3
X(2)=47
and so forth.

USING LOOPS WITH ARRAYS
If there are many array locations, it is simpler and faster to fill them with a loop. To demonstrate
th