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Preface

America is a nation accustomed to fads. Novel ideas and products
catchonrather quickly, sweeping the country with new products and
services. More often than not, these fads gradually change form or
fade away with time.

TV games had all the earmarks of being one of these fads at
first. Once the idea caught on, video game products captured the
fancy of all sorts of people —people willing to put out $50, $60 or, in
some cases, more than a $100 to play the fascinating little games in
their own homes.

But it appears that TV games are here to stay. The games are
becoming more sophisticated and diverse, and product sales
skyrocket every Christmas. What's more, commercial, coin-
operated versions have already transformed the game arcade indus-
try into something totally new and different. It now seems that video
games are replacing the pinball machine as America’s number-one
arcade game.

This is a book about TV games. It shows how they work and,
more importantly, how to design and build custom versions. This
book is not merely a collection of complete TV game circuits. To be
sure, there are a number of complete game circuits presented as
design examples; the real emphasis is on designing and building
custom TV games. In fact the reader will loose much of the fun of the
whole thing by simply copying the circuits shown here.

The whole idea of the book is to release the reader’s creative
mstincts, transforming them into custom games that are a delight to



the designer as well as others who have an opportunity to enjoy
them.

The game systems as they are presented here might seem
rather cumbersome compared to the slick, cassette-programmed
game systems on the market today. But how creative can one be
with someone else’s prescribed programs? Sureitis possible to geta
dozen games on one program tape, but it really doesn’t take long to
want more. The game-design scheme presented in this book is
wholly open-ended—there is no real limit to the number and types of
games that can come from it. It’s all a matter of learning how to
design the games and exercising some degree of creativity and
imagination.

It is not necessary to have a great deal of know-how concerning
digital electronics to begin the work in this book. The first few
chapters have been planned with the digital novice in mind. As the
work progresses, however, the need for learning more about basic
digital electronics becomes more apparent. Unfortunately, a book of
this size cannot stand up as both a design manual for video games and
a text book on basic digital electronics.

While the information regarding game design is thus adequate
for building custom games of any sort, a reader not fully acquainted
with basic digital electronics will eventually become lost without the
aid of a good digital reference text. This, however, should not
discourage a beginner in the digital business. Rather, it should
provide some motivation and direction for learning more about digital
electronics in general.

What better way to learn digital electronics than by seeing each
newly learned fact transformed into moving image on the TV
screen?

David L. Heiserman
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Special Notes to the Reader

« FCC regulations prohibit connecting the output of any rf
source to an external antenna. The antenna must be com-
pletely disconnected from the TV receiver before any of

the video circuits described in this book are connected to
the set via rf modulators.

» While most of the circuits in this book have been orginated
by the author, one or more circuits, techniques, and names

of games may be covered by current U.S. patents and
trademarks.






Chapter 1

Television and Television Games

Television has been an important part of home life in America for
better than 25 years now, but television games, in their most popular
forms, have been around for only a few years. It might seem that TV
games could have been invented in the very early days of TV
technology, but they were not. Why not? Because the right kind of
game technology wasn't available at an affordable cost until recently.

This chapter describes the technologies of TV and TV games,
showing in a very general way how modern TV games are interfaced
with conventional TV receivers. Without at least a basic understand-
ing of the interfacing problems, an experimenter can have little hope
for designing custom TV games. One might be able to duplicate
some of the specific game circuits shown in this book, but without
that overall view of what-the system is doing, the whole point of
investing money in this book will be lost.

THE TV RASTER

In the simplest terms, the TV raster is that pattern of fine
horizontal lines that can be seen on the screen of a TV receiver. The
set generates these lines whether it is tuned to a station or not. The
raster generating process is built into the TV set itself.

 Asindicated in Fig. 1-1a, the raster is drawn on the screen, one
horizontal line at a time, beginning near the upper left-hand corner
and progressing toward the lower right-hand corner. Each horizon-
tal line is drawn on the screen from left to right. As the beam reaches
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the right-hand edge, it is first blanked off and then sent back to the
left-hand edge to begin the next scanning operation.

This horizontal scanning operation continues until the beam
reaches the lower right-hand edge, at which time it is blanked off and
returned to the top to begin a new framing sequence.

The raster as it appears on the screen is thus a series of straight
lines that result from two different kinds of operations: a relatively
fast horizontal scan, combined with a relatively slow vertical scan.
The horizontal scanning is responsible for moving the beam from left
to right, and the vertical scanning is responsible for setting each line
a bit below the previous one.

Figure 1-1b shows the sort of sawtooth waveform that is used
for both horizontal and vertical scanning. As the sawtooth level rises
with time, the beam responds by moving a proportional distance
across the screen. Two such waveforms are required, one for the
horizontal- and another for the vertical-scanning operations.

The only difference between the horizontal- and vertical-
sawtooth waveforms is their frequency. The horizontal sawtooth
waveform runs at a frequency on the order of 15,750 Hz, while the
vertical version runs at about 60 Hz. It can be reckoned from these
figures that there are 262.5 horizontal scan lines for each vertical
scan. The American television scheme, however, uses an interlaced
scanning technique calling for two complete vertical scans for one
frame.

The framing rate is thus 30 Hz, and there are 525 horizontal
lines (262.5 on the first field and another 262.5 on the interlaced
field) in each complete frame.

None of the TV game schemes in this book use interlaced
scanning, so the figures relevant to our purposes are the 15,750 Hz
horizontal-scanning rate and the 60-Hz vertical-scanning rate.

The horizontal- and vertical-sawtooth waveforms are gener-
ated within the receiver by the horizontal and vertical oscillators.
When receiving a TV signal from a broadcast station or TV game
system, these oscillators must be synchronized in order to hold the
picture together properly. Vertical rolling or horizontal tearing of a
video signal are familiar signs of a loss of sync from the incoming
video signal.

Figure 1-1c shows a typical video signal as it arrives from a
conventional TV station. The horizontal-sync pulses ride in a pig-
gyback fashion on the horizontal-blanking pulses. Since there are far
more horizontal-scanning operations than vertical ones, it follows
that the composite video signal is dominated by horizontal sync and
blanking pulses.
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The broad vertical sync and blanking pulse in Fig. 1-1c carries
horizontal-sync pulses along its top. This is a feature that is neces-
sary for maintaining horizontal sync during the relatively long verti-
cal retrace time. Without maintaining horizontal sync during this
time, the picture would tend to be torn out of sync in the upper
left-hand corner of the screen, the place where the beam is located
when it is no longer blanked.

The block diagram in Fig. 1-1d shows the portions of a TV
receiver that are especially relevant to TV games. Horizontal- and
vertical-sync pulses are taken from the video amplifier and are used
for synchronizing their respective sawtooth oscillators. Once the
sawtooth waveforms have been amplified, they are applied to sets of
coils (the yoke) around the neck of the CRT. The magnetic fields
thus generated are responsible for positioning the electron beam.

The actual video information and blanking signals are applied to
the cathode of the CRT to modulate the brightness of the beam. The
blanking pulses have a polarity that cuts off the beam completely.
Lower voltages create varying degrees of gray and white. Referring
to the composite video waveform in Fig. 1-1c, the “black” voltage
levels are near the top, while the “whites” are near the bottom.

The video information, tucked between each horizontal-
blanking pulse, thus creates shades of gray, the lower the voltage
level, the whiter the spot on the screen.

This is hardly a complete description of the TV system, but it
does touch upon those principles relevant to understanding the
operation of TV games. Readers interested in more details about TV
systems should consult a good TV textbook.

THE BASIC VIDEO GAME SYSTEM

The whole point of the video game system is to create images
on the screen that have shapes and motions relevant to a particular
game scheme. These images, however, must be created in the
context of a conventional TV system, and that means generating
horizontal- and vertical-sync/blank pulses as well as game video
information.

It turns out that the game system must be under the control of
its sync pulses at all times, so it is important to have a reliable and
accurate source of such pulses, not only for operating the game, but
also for controlling the beam on the screen of a conventional TV
receiver.

The whole game system is ultimately synchronized by a crystal
oscillator. In this particular case, the oscillator runs at 14 MHz. The
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14-MHz pulses from the oscillator operate a 9-bit binary counter that
ultimately yields the 15,750-Hz pulses required for horizontal syn-
chronization. During the counting interval, however, the
horizontal-count circuit generates a distinctive pattern of binary
numbers that actually indicate the horizontal position of the beam on
the screen. See Fig. 1-2.

The 15,750-Hz output of the horizontal-counting circuit clocks
yet another 9-bit binary counter, the vertical-count circuit. This
circuit utlimately produces the necessary 60 Hz vertical-sync pulse,
but in the meantime, it also generates a 9-bit binary code that
indicates the vertical position of the beam on the screen.

In a manner of speaking, then, the TV game system always
knows exactly where the beam is situated on the CRT screen. A pair
of 9-bit binary numbers indicate the coordinates in a manner quite
similar to the x, y coordinates of a conventional graphing scheme.

Since the game system knows where the beam is located at any
given moment, it is possible to generate white or black video levels
to create images on the CRT.

Notice in Fig. 1-2 that the sync pulses, blanking pulses, and
game video information are combined to create the composite video
signal. The only step remaining after that is to place the signal onto
an rf carrier that will feed it through the tuner section of a conven-
tional receiver. The rf modulator, incidentally, can be omitted from
the system if the composite signal is applied directly to the video
amplifier in the TV set. This calls for some surgery on the receiver
circuitry, and many experimenters are unable or unwilling to do that
sort of job.

As far as this book is concerned, the bulk of the circuits blocked
out in Fig. 1-2 is the same for every game. Only the game video
generator and external game controls change. Most of the circuitry
is thus built into a permanent unit called the Sourcebox unit. This
particular part of the system is described in great detail in Chapter 2.
The remainder of the book deals with experiments, examples, and
design hints for the game video generator and external game con-
trols, units that are plugged into the standard Sourcebox.

HOW TO USE THIS BOOK

This book leads the prospective TV game designer through a
series of experiments, examples, and hints that are all intended to
make game design possible and fun for just about anyone willing to
make the effort. Generally speaking, the material (or “lessons,” if
you will) are presented in order of importance. It would be difficult,
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for instance, to begin your study of TV games in the middle of the
book, because each chapter assumes an understanding and some
experience with the ideas presented in all the previous chapters.

Build up the systems one step at a time, performing the
suggested experiments and trying some of your own. Hands-on
experience is the key to designing games of your own, and the only
way to get that kind of experience is by doing the work suggested
here.

LOCATING PARTS

Most of the parts specified in this book are available from stores
such as Radio Shack. In many instances, Radio Shack part numbers
are specified for the benefit of experimenters who are not fully
acquainted with other sources and substitution procedures.

Not all parts are available from Radio Shack, but it is not difficult
to locate them from the many mail-order houses advertising surplus
in newsstand electronics magazines.

ASSEMBLING THE SYSTEMS

There are few specific notes in this book concerning the final
assembly of game circuits. It is left to the experimenter to devise
clever assemblies of his or her own, thereby removing the limita-
tions on fun and imagination that characterize commerecially available
TV game systems.

Of course this approach puts something of an extra burden on
the beginner, but what better way to learn than by doing?

17






Chapter 2
The Sourcebox Unit

The Sourcebox unit described in this chapter contains all the cir-
cuitry common to virtually all the TV games described in this book. It
is the interface unit that stands between the game itself and the TV
receiver. The Sourcebox unit, for instance, generates all the sync
and blanking signals that synchronize both the TV raster and the
game operations. Unless this system is built and made to operate
properly, the experimenter cannot hope to make any real progress
in his or her understanding of anything else that follows.

This chapter describes the theory of operation, shows com-
plete circuit detail, and provides some practical hints on construc-
tion. The opening section of Chapter 2 gives the experimenter an
opportunity to test the system.

The block diagram in Fig. 2-1 shows the basic circuits contained
in the Sourcebox unit. The purpose of each block might be self-
evident to anyone who has made a thorough study of the material in
Chapter 1. The following sections of this chapter, however, describe
the purpose and theory of each block in some detail. The construc-
tion hints are inserted at appropriate places in the discussion, rather
than at the end of the chapter.

SOURCEBOX ORGANIZATION

The Sourcebox unit is organized into 10 basic circuits as de-
scribed here:

1. Power supply—The power supply provides DC voltage
levels to all of the circuits in the Sourcebox unit as well as
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plug-in game modules and the so-called tinkerboxes
(breadboard units intended for self-learning experiments
and game design). With the notable exception of the
+1.5-V supply voltage for the rf modulator, the power
supply gets its power from a standard 120-VAC, 60-Hz
source.

2. 7-MHz oscillator—This is the master clock oscillator for
the entire TV game system. For best results, this should
be a crystal-controlled, 14-MHz oscillator, followed by a
toggling flip-flop that both divides the crystal frequency by
two and assures a clean, 7-MHz HCLK waveform.

3. Horizontal-count source—The horizontal-count source

“generates a 9-bit binary counting code that divides the
game screen into 455 equal horizontal segments. Each
horizontal scan line on the screen is thus divided into 455
discrete sections, each of which is capable of rendering one
bit of horizontal video information.

The nine binary-counting outputs are labeled 1H, 2H,
4H, 8H, and so on through 256H, with 1H being the
least-significant (highest-frequency) output and 256H
being the most-significant output bit.

The horizontal-count source also generates an HRST
(Horizontal ReSeT) pulse that is used for clocking the
vertical-count source and synchronizing the operation of
some game circuits. An inverted version of this positive-
going HRST pulse, designated HRST, is used for generat-
ing horizontal-sync pulses.

4. Horizontal sync and blanking generator—The inverted
HRST pulse from the horizontal-count source is converted
to horizontal sync and blanking pulses in this part of the
Sourcebox unit. The horizontal-sync pulse (HSYNC) ulti-
mately triggers the TV’s horizontal retrace operation. The
horizontal-blanking pulse (HBLANK) is likewise used for
blanking horizontal retrace on the TV screen and for cer-
tain kinds of control operations for the video games.

5. Vertical-count source—The vertical-count circuit is almost
identical to its horizontal counterpart. It generates a 9-bit
binary count that divides the receiver’s raster into 262
vertical segments, or lines. In a manner of speaking, this
circuit provides information regarding the position of the
TV’s beam in the vertical sense.

Like the horizontal-count source, the nine outputs are
labeled 1V through 256V, with 1V being the least-
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significant bit. The circuit also generates a vertical-reset
pulse (VRST) that is used for clocking the vertical sync and
blanking generator as well as some of the game circuits.

6. Vertical sync and blanking generator—This circuit gener-
ates vertical sync and blanking pulses. The vertical-sync
pulse ultimately initiates vertical retrace of the TV’s elec-
tron beam. The vertical-blanking pulse (VBLANK) is used
for blanking the beam through vertical retrace and operat-
ing some of the game circuits.

7. Sync mixer—The sync mixer circuit combines the horizon-
tal and vertical sync and blanking pulses to create a compo-
site sync signal. This signal is practically identical to the
sync signals from commercial TV stations. There is one
important exception, however; this system does not have
provisions for interlaced scanning. Few video games call
for the higher degree of image resolution that charac-
terizes commercial interlaced scanning.

8. Video mixer—The video mixer combines the sync and
blanking pulses with game video information to provide a
complete, composite video signal.

9. RF modulator—The rf modulator is responsible for
amplitude modulating the composite video signal with an rf
frequency tuned to TV channels 2, 3, or 4. This part of the
Sourcebox unit makes it possible to connect the game
system to the VHF antenna terminals of any standard TV
receiver.

NOTE: FCC REGULATIONS PROHIBIT CONNECT-
ING THE OUTPUT OF ANY RF MODULATOR TO THE
TERMINALS OF AN EXTERNAL ANTENNA. The an-
tenna must be disconnected before the modulator is fixed
to the TV receiver.

10. Audio amplifier—The audio for TV games is not carried via
the composite TV signal through the receiver’s own audio
system. Any audio special effects for a TV game are gener-
ated by the game system and merely amplified and repro-
duced by a small loudspeaker in the Sourcebox unit.

POWER SUPPLY

The power supply, illustrated in Fig. 2-2, services both the
Sourcebox unit and external game circuits. This is a conventional IC
power supply, taking its main power from the utility lines and
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converting it to an unregulated +18 VDC. Transformer T1 steps
down the 120 VAC from the line cord to about 12.6 VAC at its
secondary. The system is fused by F1, and then the lower AC
voltage is rectified by a full-wave bridge rectifier assembly, BR1.

The +18-V peaks from the bridge circuit are then filtered to an
unregulated 18 VDC by C1 before the voltage is applied to three
+5-V, 1-A regulators, VR1 through VR3. The DC output from VR1
supplies its regulated 5-V level to circuits within the Sourcebox unit,
including the audio amplifier. This particular +5-V source is also
accessible to the outside for operating relatively low-power circuits.

The regulated outputs from VR2 and VR3 are used only for
powering external game circuits and design breadboards. Some of
the more involved video games described later in this book call for
using all three voltage regulators to their maximum 1-A capacity. In
fact any experimenter contemplating designs for very elaborate
games should count on constructing an outboard 5-V regulated
supply capable of providing an additional one or two amps.

The rf modulator assembly, described in more detail later in this
chapter, uses a separate 1.5-V AA battery as a power supply. Using
a battery for this particular application ensures a clean, ripple-free
modulated video waveform. For the sake of convenience, the bat-
tery supply for the rf modulator is switched on and off by means of
the same toggle switch that applies 120 VAC to the 5-V power
supply section.

The line cord is fed through the back of the Sourcebox housing,
using a plastic strain relief (Radio Shack 278-1636) to prevent abra-
sion of the insulation and possible strain on the connections to the
switch and power transformer.

Power switch S1 should be mounted at some convenient place
on the front panel of the Sourcebox housing, preferably under the
neon POWER ON indicator lamp.

Power transformer T1 should be mounted on the bottom,
inside surface of the Sourcebox housing. The rectifier assembly,
fuse and fuse holder, and all four filter capacitors can be mounted toa
small perfboard or custom PC board. This compact power supply
board can then be mounted near the power transformer, using
insulated standoffs to prevent any short-circuit conditions to the
Sourcebox housing.

The 5-V regulator assemblies tend to run a bit hot at times. To
reduce the chances of destroying them by overheating, it is a good
idea to mount them directly to the inside surface of the metal
Sourcebox housing, or to affix a small heat sink to each of them. See
the dimensions for one of the three heat sinks in Fig. 2-3. Similar
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Fig. 2-3. Recommended heat sink for the voltage regulators.

heat sinks are available commerecially, but it is rather easy to cut and
bend custom versions from standard 1/16-in. aluminum stock.
HORIZONTAL SOURCE BOARD

Figure 2-4 is a complete schematic diagram for the circuit that
generates all the horizontal counting, sync, blanking, and reset
pulses. This particular circuit board also holds the audio amplifier IC,
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not because the audio signal is part of the horizontal system, but
because there is little space for putting it anywhere else in the
Sourcebox unit. ’

The entire circuit can be mounted on a standard 44-pin, 4- by
4-inch card, such as a Radio Shack 276-153. In fact all of the circuits
and systems described in this book can be built onto such a board and
then plugged into the appropriate edge-card connector (Radio Shack
276-1551). The numbers in parentheses in Fig. 2-4 indicate card pin
numbers arbitrarily assigned to the card-and-connector assembly.

The heart of the horizontal system, and indeed the video game
as a whole, is the 14-MHz oscillator circuit. This little circuit is made
up of a crystal cut to about 14 MHz and TTL digital inverters IC7-A
and IC7-B. Actually the crystal should have a frequency rating as
close as possible to 14.3 MHz, although the system will allow values
within 2% of 14.3 MHz. James Electronics supplies an ideal crystal
for the job (14.31818 MHz). Order part number CY14A, James
Electronics, 1021 Howard Ave., San Carlos, CA 94070.

Although the oscillator is basically a digital circuit, the
waveforms from IC7-A and IC7-C appear sinusoidal on an oscillos-
cope. The toggled J-K flip-flop, IC1-A, isolates the oscillator from
the rest of the circuitry and divides the 14.3-MHz frequency by two.
The output of IC1-A is thus a quasi-sinusoidal waveform having a
frequency close to 7.015 MHz. This is the system’s HCLK signal.

IC2, IC3, and IC1-B make up the 9-bit horizontal-count source.
IC2 and IC3 are ordinary 4-bit binary up counters connected so that
they generate an 8-bit binary count. IC1-B is a toggled J-K {flip-flop
that generates the 9th bit. Note that the outputs of these counters
are labeled 1H through 256H, the labels used so frequently through-
out this book.

The nine horizontal-count sources are connected directly to
output terminals, but there is a selection of five of them that also go
to the inputs of IC4, an 8-input NAND gate. This s all part of a circuit
that restricts the counting range of the horizontal-count source to
455 HCLK pulses. A 9-bit counter without this resetting circuit
would count 511 states.

The resetting circuitry senses a count of 454 at IC4, generating
a negative-going pulse at the D input of IC5A. IC5A is an edge-
triggered D flip-flop which sets its Q output to the D-input logic level
whenever its CLK input shows a positive-going edge. IC5-A is
clocked by HCLK in this case; and as long as the horizontal-count
source is generating numbers less than 454, the Q output of IC5-A
remains at a logic-1 level. The complemented output from Q is at
logic 0 at the same time.
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One HCLK pulse after the count reaches 454, however, IC5-A
loads its Q output with a logic-0 level and the Qoutput takes on a
logic-1 level. This condition immediately clears all nine bits from the
horizontal-count source to zero, thus restarting the 455-step opera-
tion all over again.

The signal from the Q output of IC5-A is thus a negative-going
pulse that lasts for one HCLK pulse interval and occurs at the very
beginning of each horizontal-count cycle. A positive-going version of
that same pulse, HRST, is directed to IC2, IC3, and the plug
assembly leading to the outside world.

The circuit build around the four 2-input NAND gates of IC6 are
responsible for generating the horizontal blanking (HBLANK) and
inverted horizontal sync (HSYC) pulses. IC6-B and IC6-C make up
what is commonly known as a R-S flip-flop. Whenever the negative-
going HRST pulse is directed to the pin-10 input of IC6-C, the output
of that same IC is set to a logic-1 level. The device remains in that
state while the horizontal-count source is cleared and restarted. The
moment the count reaches 80, as determined by the 16H and 64H
inputs to IC6-A, this flip-flop circuit is reset so that the pin-8 output
of IC6-C returns to logic 0. This point then remains at logic 0 until
another HRST pulse occurs.

The real significance of the output of IC6-C is that it generates
the system’s HBLANK pulse, a positive pulse that begins as the
horizontal-count circuit is reset to zero and ends 80 HCLK pulses
later. Ultimately the beam on the TV screen will be blanked off
through this 80-pulse, horizontal blanking interval.

The horizontal sync pulse is generated at IC6-D. This NAND
gate is normally gated off by the logic-0 level from IC6-C. Whenever
IC6-C is generating an HBLANK signal, however, IC6-D is open to
the 32H signal at its pin-12 input. An inverted version of 32H thus
appears at the output of IC6-D, but only through the horizontal
blanking interval. See the waveforms in Fig. 2-5.

Looking at the HBLANK and HSYNC sequence in detail, the
positive HBLANK pulse begins first. Thirty-two clock pulses later,
the inverted HSYNC pulse begins, lasting through count 64.
HBLANK finally ends at count 80. The overall effect is a combination
of horizontal blanking and sync pulses that work very much like their
counterparts in a commercial TV broadcast signal.

The only purpose of audio amplifier IC8 is to amplify any
special-effects sounds and match the circuit to an 8-ohm
loudspeaker. Since audio special effects are not described until
Chapter 10, the volume control and loudspeaker need not be con-
nected at this time.
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Fig. 2-4. Horizontal source board schematic diagram.
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Fig. 2-5. Horizontal blanking and sync waveforms.

The volume control, speaker, and amplifier arrangement are
shown in more detail in Fig. 2-6. Control R5 should be mounted on
the front panel of the Sourcebox, while the loudspeaker can be
positioned at any convenient place inside the box.

VERTICAL SOURCE AND COMPOSITE VIDEO BOARD

The circuit in Fig. 2-7 shows the complete schematic diagram
for the vertical-count source and composite video generator. The
vertical-count source consists of IC1, IC2, IC3, IC4-A, and IC5. The
remainder of the circuit is responsible for composite video opera-
tions.

The vertical-count source is a 9-bit binary counter made up of
two 4-bit counters and a toggled J-K flip-flop, IC3. The natural
counting range for a 9-bit counter is between 0 and 511; but like the
horizontal-count generator, this circuit is fixed so that it counts a
much more limited range. _

Note that the two counters, IC1 and IC2, are cleared by the Q
output of IC5, while the J-K flip-flop (IC3) is cleared to zero by the Q
output of IC5. IC5 is a positive-edge triggered D flip-flop havinga Q
output that takes on the logic level of its D input whenever the CLK
input shows a positive-going edge. The flip-flop in this case is
clocked by HRST from the Horizontal Source board—at a frequency
very close to 15,750 Hz.

NAND gate IC4-A keeps the D input to IC5 pulled up to logic 1
most of the time, so the repeated HRST pulses at the CLK input
keep the Q output of IC5 fixed at logic 1 most of the time. Thereis a
time, however, when the D input to IC5 is set to logic 0: when the
1V, 4V and 256V inputs to IC4-A show logic 1 at the same time. This
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condition represents count 261 from the vertical-count source, andit
is responsible for clearing the counters back to zero.

The vertical-count section thus generates 260 different pat-
terns representing that many vertical lines on the screen.

The vertical-blanking and sync pulses are generated in a fashion
almost identical to the corresponding horizontal section. One differ-
ence is that this circuit is built around a flip-flop triggered by
positive-going, rather than negative-going, pulses.

The VBLANK generating flip-flop is composed of NOR gates
IC6-A and IC6-B. The pin-4 output of IC6B is at logic 0 most of the
time, rising to logic 1 only when a VRST (vertical reset) pulse occurs
at the Qoutput of IC5. This pulse sets the pin-4 output of IC6-B to
logic 1 and, as described earlier in this section, clears the vertical-
count source to zero.

The VBLANK signal remains at this logic-1 level until the 16 V
signal at the input of IC6-B goes to logic 1. This action returns the
pin-4 output of IC6-B to zero and, in fact, forces it to remain at 0 until
another VRST pulse occurs.

The VBLANK signal thus goes to logic 1 the instant the vertical
counters are reset to zero, and it remains in that condition until the
counters increment to count 16. VBLANK can then be described as
a positive-going pulse that lasts 16 HRST pulses.

AUDIO IN
> AV

Rs* (9

50K > 1)
Ic8 _.l <_<
c4

— l — * 802 LOUDSPEAKER
- - (SUCH AS RADIO

* MOUNTED ON SHACK 40-246)
SOURCEBOX ENCLOSURE

Fig. 2-6. The complete audio amplifier system.
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Fig. 2-7. Vertical source and composite video board schematic.
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Fig. 2-8. Vertical blanking and sync waveforms.

The vertical-sync pulse, VSYNC, is generated at IC4-B. This
particular designation does not appear on the schematic, however,
because it is never used alone anywhere else in the system.

IC4-B has an output that remains at logic 1 as long as VBLANK
is at 0. When VBLANK rises to logic 1, indicating it is time to blank
the vertical retrace on the TV screen, IC4-B allows 4V and an
inverted version of 8V to pass. The result at the output of IC4-Bis a
negative-going pulse that begins a count 4V and ends at 8V. This is
the vertical-sync pulse. See the VBLANK and VSYNC pulses illus-
trated in Fig. 2-8.

The remaining circuitry in Fig. 2-7 is responsible for combining
both the horizontal- and vertical-sync and blanking pulses, and then

working the composite sync waveform together with the game
video.

The horizontal- and vertical-sync pulses are effectively com-
bined in the EXCLUSIVE-OR gate, IC7-A. The output of this gate,
shown in Fig. 2-9(a), shows the 15,750-Hz horizontal sync pulses in
a positive-going, active-high format until the vertical-sync pulse
occurs. At that moment, the horizontal pulses switch to an active-
low format, providing the effect of a serrated vertical-sync pulse, an
effect that is necessary for maintaining horizontal sync through
vertical sync and retrace.

IC7-B serves merely as an inverter for obtaining an inverted
version of this composite sync signal.

The horizontal- and vertical-blanking pulses are ORed together
in IC9-C and IC9-D, and then these combined signals are ORed with
the game video in IC9-B. The output of IC9-B is thus a combination
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of horizontal- and vertical-blanking pulses and any game video
applied from external circuitry to IC9-A.

These two sets of waveforms—the composite sync from IC7-B
and video and blanking pulses—are finally amplitude modulated at
the 3-state buffer, IC8-A. A precise analysis of this operation is left
to experimenters who have some experience with Boolean algebra.
The overall effect, however, is shown in Fig. 2-9(b).

The composite video waveform in Fig. 2-9(b) clearly shows
three distinct voltage levels. The highest voltage level, about +5V,
is the domain of the blacker-than-black sync pulses. At the other
extreme is the white-video information, at about 0V. Black-video
information and the blanking pulses fall between these two ex-
tremes, occuring only when the 3-state buffer is put into its high-
impedance state by the output of IC6-D.

The vertical- count and composite-video board in Fig. 2-7 can
be assembled on the same kind of 44-pin edge card that the horizon-
tal section is. Both boards should be situated in their respective
edge-card connectors in the Sourcebox housing.

HORIZONTAL-
SYNC PULSES

/I S

VERTICAL (OUTPUT IC7-A)
SYNC
SYNC
BLACKER
THAN BLACK —= -~ PULSE
BLACK ==
WHITE ==
BLANKING
PEDESTAL VIDEO
B INFO
(OUTPUT IC8-A)

Fig. 2-9. Composite waveforms. (a) Composite sync. (b) Composite video to the
modulator.
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Fig. 2-10. Suggested cabinet layout for the Sourcebox unit.

THE RF MODULATOR

The rf modulator is responsible for modulating the composite
video (CVID) from the vertical/video board at a VHF frequency that

can be selected on TV channels 2, 3, or 4. In a word, the whole idea
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is to get all this video, sync, and blanking information into a conven-

tional TV receiver.

Itis possible to build VHF modulators from scratch, but consid-
ering the fact these little circuits are now commercially available for

PIN FUNCTION PIN | FUNCTION
1 +5 V-A 23 COMM
2 +5V-B 24 1V

3 HBLANK 25 2v

4 HRST 26 4V

5 +5V (SOURCEBOX)| 27 8V

6 nc 28 16V

7 nc 29 32V

8 nc 30 64V

9 audio in 31 128V
10 |nc 32 256V
1 nc 33 nc

12 | COMP SYNC 34 256H
13 | MOD IN 35 128H
14 | CVID 36 64H
15 |nc 37 32H
16 | GAME VID IN 38 16H
17 |nc 39 8H

18 |nc 40 4H

19 | VRST 4 2H

20 | VBLANK 42 1H

21 nc 43 HCLK
22 | COMM 44 +5 V-A

NOTE:

MOD IN = rf MODULATOR INPUT

CVID = UNMODULATED COMPOSITE VIDEO
GAME VID IN = INPUT FROM ANY EXTERNAL GAME CIRCUIT

COMP SYNC = UNMODULATED COMPOSITE SYNC

MOD IN AND CVID ARE NORMALLY SHORTED TOGETHER

Fig. 2-11. Listing of power supply terminals and signals that must be present at

the interface plug.
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about $10, the job of building one from scratch is hardly worth the
trouble.

Suitable modulators are now being used by microprocessor
enthusiasts who want to interface their computer systems witha TV
display. So the best source of modulators is the amateur computer
shops now springing up all over the country. At the time of this
writing, Radio Shack is planning to offer a suitable modulator in the
near future. Although it is intended specifically for use with that
company’s microprocessor system, it would serve our purposes
quite well.

Mount the modulator inside the Sourcebox unit, as far as
possible from the master clock and crystal (to avoid possible rf
interference between the two).

SOME MECHANICAL CONSIDERATIONS

All of the Sourcebox circuitry fits quite nicely into Radio Shack’s
“compact” 5%-by 9- by 4%-inch cabinet (Radio Shack 270-281). See
Fig. 2-10.

The two major circuit boards can be inserted into 44-pin edge-
card connectors mounted vertically on the inside rear surface of the
cabinet. The rf modulator is likewise mounted on that surface, using
a 2-terminal, feedthrough TV antenna connector (Radio Shack 274-
663). The power supply components are mounted inside the cabinet
as described earlier in this chapter.

What has not been adequately described thus far is the means
for getting access to the horizontal- and vertical-counting signals as
well as any other system inputs and outputs that are vital to the
operation of game systems. The most convenient way to interface
the Sourcebox with the outside world is by means of another 44-pin
edge-card connector that feeds through the back of the cabinet.

All of the connections between the Sourcebox and outside
world are made through this connector. Its solder connections are
inside the cabinet, connected to the appropriate signal sources as
suggested in Fig. 2-11. Getting access to these signals from the
outside world is thus a simple matter of plugging the appropriate 4-
by 4-inch 44-pin PC card into the plug on the back of the cabinet.

No matter how you choose to arrange the circuitry for the
Sourcebox unit, bear in mind that you must have convenient access
to the supply voltages and signal connections listed in Fig. 2-11.
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Chapter 3
Building Static Figures

For the purposes of this book, static figures are considered any
figures, no matter how simple or complex, that do not move on the
screen. Such figures, in the context of TV games, can represent
game boundaries, obstacles and nonmoving targets.

A static figure, incidentally, does not have to be a visible one.
Invisible figures can add an extra bit of challenge to an otherwise
too-simple game; but more importantly, invisible lines and rectan-
gles can serve as “windows” for confining other images to a field that
is smaller than the TV screen.

Static figures, whether visible or not, play invaluable roles in
TV-games technology; and it turns out that building static figures can
be a fascinating and rewarding pastime in itself.

This chapter describes a number of basic techniques for build-
ing static lines, bars, and rectangles, while the following chapter
takes up the special subject of building complex static figures (cir-
cles, figures with diagonal lines, images of people, rocket ships,
cars, etc.).

Each technique is illustrated with several specific examples,
and the reader will find the procedures used many times and in many
different ways throughout the book. It is important to bear in mind,
however, that the purpose of this book is to provide some guidelines
for creating original TV games and displays. For that reason, alone,
it is just as important te understand the essence of each figure-
building technique as it is to see how the specific examples work.
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None of the figure-building techniques is really any better than
the others under all possible circumstances. The most appropriate
technique depends on the size, position, general configuration, com-
plexity of the figure, and the role the figure is to play in the display.

The selection of a figure-building technique thus calls for an
intelligent decision on the part of the experimenter, soit is important
to stdy this entire chapter and the one that follows before making a
firm commitment to the circuit for an original TV-game display.

A prudent student of TV-game technology will breadboard the
circuits as they are encounteredin these chapters. Of course it takes
longer to become acquainted with all the circuits this way, but this
doing-while-reading approach makes the learning process much
easier, more effective, and a whole lot more fun. Try building the
specific examples first, then test your understanding by attempting
to create a few static images of your own.

LINES AND BARS DIRECTLY FROM THE COUNT SOURCES

One of the simplest and most straightforward ways to create
simple lines and bars on the screen is by combining the wave-forms
already available from the Sourcebox unit. All of the horizontal-count
outputs quite naturally generate alternate black and white vertical
bars or lines on the screen, while the vertical-count outputs create
horizontal bars.

Figure 3-1 summarizes five different horizontal- and vertical-
count signals as they appear on the TV screen. To view the figures
as shown here, simply connect a jumper wire between the desig-
nated horizontal- or vertical-count output and the GAME VID IN
terminal on the Sourcebox unit. This procedure, incidentally, as-
sumes the CVID and MOD terminals on the Sourcebox unit are
jumpered together as described in the previous chapter.

Note that the 256H display shows a vertical black bar that
almost reaches the center of the screen. This is a clear indication
that the 256H signal is at logic O through the first half of each
horizontal trace. (A logic-0 video signal always creates a black area
on the screen, and a logic-1 signal creates a white area).

The figure for 128H shows twice as many vertical bars as the
256H signal does. The reason is rather easy to understand: the
128H frequency is twice that of the 256H count source. And in a
similar manner, each lower-order H output shows about twice as
many bars as the one preceding it. Qutputs 8H, 4H, 2H, and 1H are
not shown here because the lines are too fine and closely spaced to
make a meaningful picture in the book. Look at them on your own TV
screen, however.
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A figure for 256V is not shown here because it does not make a
very interesting picture. It is at logic 0 through all but the last four
lines of the display. Figure 3-1 does show what you should expect to
see from 128V, 64V, 32V, and 16V.

While inspecting these figures for yourself, take careful note of
the fact that the bars for 64H and 64V are very close to the same
size. The same is true for 32H and 32V, 16H and 16V, etc. From
64H and 64V downward, the lines are about the same size when
comparing an H output with its vertical counterpart.

There is, however, an obvious difference between the sizes of
the bars for 128H and 128V, and 256H and 256V. Keep these facts in
mind for a time when you will be considering your own figure-
building procedures.

An experimenter can be justifiably proud of his system when
seeing these basic horizontal- and vertical-count bars for the first
time. A lot of work and money has gone into building the Sourcebox,
and this is the first solid result of all that work. But looking at these
bars and lines can become rather boring after a while. So now it is
time to begin using these lines and bars as mere building blocks for
creating more-useful and interesting figures.

THE LINE/BAR TINKERBOX

Figure 3-2 shows a schematic diagram, physical layout, and
parts list for a breadboard system we shall call the Line/Bar Tinker-
box. It is simply a selection of ICs that are most useful for creating
certain lines and bars at desired positions on the screen. The main
purpose of this Tinkerbox is to let the experimenter find out exactly
what IC devices are necessary for building a desired line or bar on
the screen. After taking careful note of how it is done with the
Tinkerbox, the experimenter can transfer the ideas to a permanent
cirucit.

The ICs are plugged into a standard breadboard and bus-strip
assembly. (See the parts list in Fig. 3-2 for catalog numbers.) The
breadboard assembly is connected to the Sourcebox unit via a
multiconductor cable or bundle of wires. These wires are connected
to the Sourcebox output connector by means of a standard 22-pin
edge-card PC board. Figure 3-3 shows a connection diagram that
corresponds with the Sourcebox output terminal configuration de-
scribed in Chapter 2.

To get a feeling for what the Tinkerbox can do and how touseit,
connect the circuit shown in Fig. 3-4a. In this case, 256H is con-
nected to pin 1 of IC3, the 8-input NAND gate. If a test jumper is
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128v 64v

32v 16V

Fig. 3-1. Video images available directly from the horizontal and vertical-count
sources.

connected from that input point and the GAME VID IN terminal on
the Sourcebox, the screen will show the usual 256H pattern.

But once that same signal passes through the NAND gate, the
blacks and whites are reversed. In digital terms, a NAND gate witha
single input works like a logic inverter—it reverses the logic-1 and -0
levels.

The signal from the NAND gate is then passed through an
inverter circuit where the waveform is reversed once again. This
operation brings the signal back to its original phase, thus creating an
image on the screen that is inall respects the same as that created by
the original 256H waveform.

Any horizontal- or vertical-count waveform can be applied to
the input of the circuit in Fig. 3-4a, and emerge in its original form
from the output of the inverter circuit, IC1-A.

43



IC1 1 c2
14 —
14
1 2 5
6
3 > o 4
5
5 >c 6
9 8
— 9
11 10 10
— 8
13 12 2]
7 13
Integrated Circuits = =
IC1—7404 HEX INVERTER ca
IC2—7420 DUAL 4-INPUT NAND ] 14
IC3—7430 8-INPUT NAND —_— 3
1C4—7400 QUAD 2-INPUT NAND 2
1 Ic3
—_—12_ 1\ 4
3 (5]
4
8
5
9
6 7 8
E— 10 |
11
12 =
12
11
13
7
HARDWARE =
2 EA. EXPERIMENTER IC SOCKET BOARD (RADIO SHACK 276-172)
1 IC SOCKET BUS STRIP (RADIO SHACK 276-173)
1 44-TERMINAL EDGE CARD (RADIO SHACK 276-153)

Fig. 3-2. Most-used ICs for the Line/Bar Tinkerbox assembly. Other useful IC's
include a 7486 quad EXCLUSIVE-OR and a 7402 quad 2-input NOR gate.
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So what is accomplished by the simple circuit in Fig. 3-4a? Not
much in terms of building images for TV games. But the circuit does
clearly demonstrate two important facts: a NAND gate inverts logic
levels (and hence reverses blacks and whites), and doubly inverting
a signal returns it ot its original phase.

SECOND IC SOCKET
sourceBox EDGECARD BOARD FOR ICS
CONNEGTOR (USED AS PLUG)
\ \ BUS STRIP
~— f—
\ ICSOCKET
BOARD
+5v -2 1A
comm -2
COMM
H 2 H
2H 30 2H
4H (49 - 4H
8H ) . 8H
(38)
16H o 16H
32H ) 32H
64H +— o 64H
128H & 128H
256H @ o 256H
HRST 8 HRST
HBLANK HBLANK
(24)
v v
2v (29) v
/ (26)
& ) av
8v 28) - 8V
16V
v — s sy
(30)
64V o 64V
128V = 128V
256V E - 9) o 256V
VAST ~—0 0; e VRST
MOD 1) JUMPER MOD AND
V10 a—(14) | cvip TogETHER
GAVE ViD <—\18) FOR NORMAL OPERATION
W GAME VID IN
p—— 27LenaTHS OF ——
SOLID HOOKUP WIRE
APPROX. 12- TO 18-INCH LONG

Fig. 3-3. Signal and power supply connections between the Sourcebox unit and
Tinkerbox assembly. Note that the Sourcebox MOD and CVID terminals are
connected together at the Tinkerbox.
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Now wire the circuit in Fig. 3-4b. There are two inputs in this
instance. The waveform from 256H is applied to an inverter circuit
and then to one input of the 8-input NAND gate. The other input,
128H, goes directly to a second input of the NAND gate. The little
screen figures accompanying the diagram in Fig. 3-4b show the
patterns appearing on the TV screen as GAME VID IN is connected
to various test points.

The essential point to note in Fig. 3-4 is the fact that the output
figure shows a white bar only where the white bars for 256H and
128H overlap. In digital logic terminology, this circuit ANDs to-
gether the two signals appearing at the input of the NAND gate.

It is impossible to build the single white bar generated as the
output of this circuit from any one horizontal-count output.

What would happen if both inputs are inverted before applying
them to the NAND gate? Figure 3-4c demonstrates the answer to
that question. The NAND gate does the same job as before, but now
the whites for 256H and 128H overlap only at the right-hand edge of
the screen.

Play with this basic idea, using various combinations of inverted
and noninverted H inputs to the NAND gate. You might be puzzled
with some of the results at this point, but the exact procedures for
generating a vertical line at one desired place on the screen are
outlined in great detail later in this section.

Incidentally, if you happen to stumble across some patterns that
look especially useful or interesting for later work, take careful note
of the circuit connections. Keep the results recorded in a notebook
for future reference.

Figure 3-5 shows some similar tricks with the vertical-count
signals. In Fig. 3-5a, the inputs are 128V and 64V; and as in the case
of the horizontal demonstrations, the overall result is a white bar
appearing at the location where the white bars at the inputs overlap.

White playing with various combinations of V signals, re-
member that 256V is not a very useful or interesting waveform. An
inverted version of the 256V signal has little noticeable effect on
these demonstrations, while a noninverted version applied to the
input of the NAND gate blanks out just about all the useful working
area of the screen.

The Tinkerbox, as described to this point, can be the source of
a whole evening’s entertainment for you. Your family and friends
might not be overly impressed with the results at this time, but as
long as you are having fun with the system and learning things as you
progress, that is all that really counts.
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Fig. 3-4. Some vertical lines and bars from the Tinkerbox assembly. (a) A
twice-inverted 256H signal yields a 256H pattern on the screen. (b) A NAND gate
followed by an inverter combine two different horizontal-count signals such that
the resultant is a white area where two white areas of the original signals overlap.
(¢) Another example of creating a moderately narrow, vertical white bar where
two input signals have overlapping white areas.
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The NAND gate, followed by an inverter circuit, performs an
essential operation as far as building static figures is concerned. In
the first place, you have already seen that this circuit yields an output
that shows a white bar wherever the white bars at the input of the
NAND gate overlap. And now it is time to study a second essential
feature of this NAND/invert combination.

Any black or white bar from one of the basic horizontal- or
vertical-count sources is always divided equally by a black/white
alternation of the next-lower-order signal. Although this might seem
to be a rather obscure fact at the moment, it is important you
understand it thoroughly. So try an example with your Tinkerbox
arrangement.

Feed a 256H signal to the input of the NAND gate and note the
signal on the TV screen as generated at the output of the inverter. It
should be the now-familiar 256H vertical pattern: a black space
turning to white just left of center. Now apply the next lower-order
H signal, 128H, to a second input of the inverter. That new
waveform should cut the 256H pattern in half. It divides the white
portion of 256H into equal-sized black and white—black first, then
white.

This demonstrates the fact that any basic horizontal- or
vertical-count display has its white section(s) cut in half by a black/
white alternation of the next-lower-count input. The black section of
256H is, incidentally, being cut in two also. But since this particular
NAND/invert combination yields only overlapping white areas, the
division of the black section cannot be seen on the screen.

To check your understanding of this principle, what do you
suppose will happen when you add a third input, specifically 64H, to
the NAND gate circuit? If 256H and 128H are already there, the 64H
input should cut the white area of 128H in half—black first, then
white.

The next-lower-order H signal is 32H; and if it is included as a
fourth input to the NAND gate, it cuts the bar in half again. This
procedure can continue until all eight inputs on the NAND gate are
used.

While running this experiment, notice that the white bar on the
screen seems to grow narrower as each input is added. Further-
more, it is narrowing from the left-hand side. The right-hand side is
remaining fixed. Bear this effect in mind while considering the next
set of experiments.

Remove all inputs to the 8-input NAND gate except 256 H. The
image on the screen should then be the standard black-to-white
256H signal. Apply the 128H signal again, but run it through an
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Fig. 3-5. Some horizontal lines and bars from the vertical-count sources. (a) A
wide white bar at the bottom of the screen representing the area where white

areas of 128V and 64V overlap. (b) Building a broad, horizontal bar just below the
center of the screen.

inverter first. The inputs to the NAND gate are now 256H and 128H.
How has this inversion of the 128H signal influenced the pattern on
the screen?

The white portion of the 256H signal is cut in two by a white/
black alternation this time. Recall that connecting a noninverted
version of 128H to the NAND gate also cut the white portion of the
256H image in two, but with a black-to-white alternation.

Continue adding inverted versions of the H-count signals to the
NAND gate until all eight inputs are used. If you are adding these
inputs in decreasing order—from 128H to 64H, to 32H, to 16H,
etc. —you will see that the white bar on the screen narrows in from
the right-hand side.

As far as the line-building effect on the TV screenis concerned,
adding a noninverted version of the next-lower-order H input nar-
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rows the bar from the left-hand side, while adding an inverted
version of the next-lower-order H input narrows the bar from the
right. There is no reason why you cannot use combinations of
inverted and noninverted H inputs to place a white bar in virtually any
position in the white field of the basic 256H pattern. And if you want
the bar to appear on the left-hand side of the screen, begin with 256H
instead of 256H. Furthermore, you can set the width of the white bar
by the number of H inputs you use: the larger the number of
H-count inputs, the narrower the bar becomes.

Now you are in a position to try some design work of your own.
Remove all inputs to the NAND gate and use a grease pencil to mark
a point on the TV screen where you want a vertical line to appear.
Indicate the desired width too.

Apply the 256H signal to the NAND gate. If your mark is in the
white area, that is the proper input signal. If your mark is in the black
area, however, you must apply 256H to the NAND gate (by running
it through an inverter before applying it to the NAND gate).

Once you have the mark in a white field, add 128H to the NAND
gate. Again, if the mark appears in the resulting white field, you are
ready to add the next-lower-order signal, but if it is in a black area,
128H must be run through an inverter before applying it to the
NAND gate.

Continue this procedure, adding successively lower-order H
inputs, inverting them when necessary, until the resulting white bar
has the position and width you indicated with the grease pencil on the
screen. Allowing a small percentage of placement error, you will be
able to place a single vertical line of any desired width anywhere on
the screen.

This entire process can be summarized as a recipe for building a
vertical line or bar, using the NAND/invert circuit on the Tinkerbox
assembly.

Recipe for a Vertical Line or Bar

Begin with a white screen, assuming it is actually a full-screen
vertical bar.

1. Is that big bar to be narrowed in from the left or right?

If from the left, use 256H
If from the right, use 256H

2. Is the resulting white bar to be further narrowed from the
left or right?
If from the left, use 128H _
If from the right, use 128H
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3. Is the resulting white bar to be further narrowed from the
left or right?
If from the left, use 64H
If from the right, use 64H

Continue including more H inputs, in decreasing order, until the
desired line width and position is achieved. Remember that including
an inverted H input narrows the bar from the right-hand side, while
including a true (noninverted) H input narrows the bar from the left.
Always begin with 256H and work one H input at a time toward 1H,
but use as few inputs as possible to simplify the final circuit design.

After mastering the preceding technique for placing a vertical
bar or line at any desired position on the screen, building horizontal
bars will seem quite simple. Use the same combination of an 8-input
NAND gate followed by an inverter, but apply vertical-count signals
to the input of the NAND gate.

Begin the process with 128V. (256V isn’t very useful because
its first white-to-black alternation takes place only four lines before
vertical blanking begins at the bottom of the screen.) If the desired
horizontal line is to appear in the white portion of 128V, you are
ready for the next step. But if the line is to be in the black region of
128V, invert that signal before applying it to the NAND gate.

Continue adding inverted or noninverted V-count inputs, in
decreasing order, until the resulting white bar has the desired
position and width. Note that adding a noninverted V-count input
narrows the bar from the top, and adding an inverted version of the
same signal narrows the bar from the bottom.

To check your understanding of the horizontal-bar-building
procedure, make a grease-pencil mark on the screen where you
would like a horizontal bar to appear. Then begin adding inverted or
noninverted V-count inputs to the NAND gate, beginning with 128V
and working downward through the lower-order V-counts signals.

The process can be summarized in a recipe for building a
horizontal line or bar.

Recipe for a Horizontal Line or Bar

Begin with a white screen, assuming it is actually a full-screen
horizontal bar.
1. Is that big bar to be narrowed from the bottom or top?
If from the top, use 128V___
If from the bottom, use 128V
2. Is the resulting white bar to be further narrowed from the
top or bottom?
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If from the top, use 64V__
If from the bottom, use 64V
3. Is the resulting white bar to be further narrowed from the
top or bottom?
If from the top, use 32V____
If from the bottom, use 64V

Continue using more V inputs, in decreasing sequence, until the
desired horizontal line width and position is achieved. Bear in mind
that including another inverted V input narrows the white bar from
the bottom, while including another noninverted V input narrows the
bar from the top.

While experimenting with this general procedure for building
vertical or horizontal lines, you might have noticed what happens
whenever you skip over one of the lower-order signals. Try it. You
will find that skipping one input in the normal sequence of high-to-
lower-order inputs causes a pair of parallel lines to appear on the
screen. Take note of this fact because it might be helpful to you later
on.

BUILDING WIDELY SEPARATED PARALLEL LINES AND BARS

Single white vertical or horizontal lines might be useful for
certain game designs, but it is more often desirable to create a pair of
widely separated parallel lines. A case in point concerns building the
border lines for many playing-field type games. Such a border can be
built from a combination of widely separated horizontal and vertical
lines.

Building a four-sided border figure is getting ahead of the
discussion, however. You must firstlearn how to put a pair of parallel
lines of any desired width and spacing you choose on the screen.

This procedure involves three basic steps. First, use the
NAND/invert scheme on the Tinkerbox to create one of the two
lines. Note the required inputs, then use the same circuit to create
the second line. Finally, reduce the two circuits to their simplest
possible circuit form and combine them in a Tinkerbox ORing circuit.
Use the diagrams in Fig. 3-6 as a reference for studying and experi-
menting with this procedure in greater detail.

Suppose you want to place two parallel vertical lines on the
screen. The two lines can have any desired width and relative
position.

Begin by building one of the two lines, using the NAND/invert
circuit shown in Fig. 3-6a. Do this by using the Recipe for a Vertical
Line or Bar described earlier in this chapter.
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Fig. 3-6. Building white vertical lines and combining them into a single video
signal. (a) Circuit for determining the horizontal-count specifications for each
line. (b) Combining two simplified versions of the line-generating circuit.

Once you have formed this line, take careful note of the exact
H-count inputs you used, and show whether each of them should be
inverted or noninverted.

Unless you are trying to build an extremely narrow line, you
won't really need more than four combinations of inverted and
noninverted inputs to the NAND gate. If it turns out that the line
requires only two inputs, transfer the connections to the 8-input
NAND gate over to one of the 2-input NAND gates in IC4. (Refer to
Fig. 3-2 for the appropriate pin numbers.) If the line calls for three or
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four inputs, transfer the NAND connections to one of the 4-input
NAND gates in IC2. The idea here is to (1) free the 8-input NAND
gate for building another line and (2) reduce the circuit to the
simplest possible gate configuration.

With the first vertical line designed and reduced to the simplest
possible NAND gate circuit form, repeat the entire process for the
second vertical line. When you are finished with this part of the
project, you should have two separate NAND-gate circuits, one for
each of the two vertical lines.

All that remains to be done is to combine the two on the TV
screen at the same time. Figure 3-6b shows how this is done. Simply
connect the outputs of the two line-generating NAND gates to the
inputs of a 2-input NAND gate. That final NAND operation effec-
tively combines the two line signals in a logic ORing fashion, yielding
an image on the screen showing both of your designated vertical
lines. Note that there are no inverters used past the line-forming
NAND gates.

While you are working with this particular parallel-line circuit,
connect GAME VID IN to the inputs of the final NAND-gate stage.
You will find that the inputs to this gate each carry one of the lines
you built—but the image has the blacks and whites reversed. You
will see a black vertical line on a white field. The lesson here is that a
NAND gate can OR together two signals if they are in an inverted
form. This effect takes advantage of something called De Morgan’s
theorem from basic texts on digital electronics.

After you're convinced you understand how to create parallel
vertical lines of any relative width and spacing on the screen, draw an
exact diagram of your final circuits for future reference and try the
same procedure for building pairs of horizontal lines. First build the
lines separately, using the 8-input NAND gate and inverter, then
transfer the circuit to smaller NAND-gate devices. Combine the two
lines as shown in Fig. 3-6b. Refer to the Recipe for a Horizontal Line
or Bar as necessary.

Building Intersecting Horizontal and Vertical Lines

The Line/Bar Tinkerbox assembly can be used for creating
intersecting horizontal and vertical lines. Suppose, for example, the
experimenter wants to build a tic-tac-toe pattern on the screen. This
is essentially a pair of vertical and a pair of horizontal parallel lines
combined into one picture. And if the lines are fixed at the extreme
edges of the screen, it appears they are creating a border for many
different kinds of TV games.
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Creating intersecting parallel lines, both horizontal and vertical,
is a simple matter of extending the Tinkerbox techniques already
described in this chapter. First build the lines one at a time, using the
8-input NAND gate and inverter system. Keep track of the “formu-
1a” for each line, then reduce them to simpler NAND-gate inputs.

Next combine the vertical lines as shown in Fig. 3-6, and then
combine the two horizontal lines in the same fashion. All that remains
to be done at that point is to combine the two sets of parallel lines into
one image. Figure 3-7 shows how this can be done.

Figure 3-7a shows the most straightforward technique for
combining pairs of horizontal and vertical parallel lines. The idea is to
build the horizontal and vertical parallel lines separately as described
in the previous section of this chapter. Then combine the two sets of
lines by first inverting them and then applying them to separate
inputs of a 2-input NAND gate. The output of that final NAND-gate
stage yields the composite image.

While this might be the most straightforward technique, it is not
the most efficient. It is possible to do the same job using the circuit in
Fig. 3-7b. '

To understand how the circuit in Fig. 3-7b works, let’s assume
you have used the recipes for vertical and horizontal lines to get the
line-generating specifications—the combinations of inverted and
noninverted count inputs for each of the four lines. After reducing
these input specifications to the point where you are using the
simplest possible input NAND gates for each line, simply connect
the outputs of the four NAND gates to a 4-input NAND gate. You will
find that the output of that final NAND-gate circuit creates an image
identical to the output of the more complicated looking circuit in Fig.
3-Ta:

In fact it is possible to use the general circuit in Fig. 3-7b to
combine any number of different lines on the screen. Simply build the
horizontal and vertical lines separately, reduce the input NAND gate
circuits to their simplest form, and then connect the outputs of each
of the line-generating NAND gates to an output NAND gate. If the
output NAND gate happens to be a 7430 8-input NAND gate, it is
possible to combine as many as eight different combinations of
horizontal and vertical lines into one image.

The circuits in Fig. 3-8 show the author’s circuits for generating
the tic-tac-toe pattern and a full-screen border for many different
kinds of video games. The circuits are essentially identical, the only
difference being the spacing of the pairs of horizontal and vertical
parallel lines. Of course it is possible to create the same patterns, but
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with black lines on a white background, by inverting the composite
signal before applying it to the GAME VID IN terminal of the
Sourcebox unit.

Figure 3-7b is a key circuit in designing all kinds of video games
and effects, so it should be clearly marked for future reference.

Building Narrow Lines More Efficiently

One of the features of the line-building procedure outlined thus
far in this chapter is that the width of the line depends on the number
of horizontal- or vertical-count inputs used. The narrower the line is
supposed to be, the more inputs one must use.

Now this calls for using a lot of inputs to make very narrow
lines. It would be nice if there were some way to modify the
technique to reduce the number of count inputs required for making
narrow lines. Fortunately, there is such a technique, and it quite
often reduces the number of inputs to just two or three.

Figure 3-9 shows a Tinkerbox technique for generating narrow
lines. Use the 8-input NAND gate to determine the inputs required
for setting the position of the line. If you are working with a vertical
line, adjust the position of the white bar so that its left-hand edge
marks the place where the narrow line is to begin. When working
with vertical lines, the narrow line will begin at the top of the
position-determining white bar.

After setting the starting point of the narrow line as shown in
Fig. 3-9a, remove the output inverter stage, and connect the output
of the NAND gate to a combination RC and logic circuit as shown in
Fig. 3-9h.

The output from the final inverter stage in Fig. 3-9b is a white
line that begins at the same time the original white bar does, but it
ends at some time equal to or less than the original bar. The duration
(or width) of the line is determined by the time constant of compo-
nents R and C.

One convenient way to fix the width of the line is by setting R
equal to 470 ohms and then varying the value of C until the line has
the desired width. For vertical lines, the value of C will be on the
order of 0.002 wF. The value of R can be changed a little bit too, but
it should always remain between 100 and 470 ohms for the most
reliable operation.

In summary, the starting point of the narrow line is determined
by the starting point of a white bar, a white bar that is developed by
one of the recipes for vertical or horizontal bars. The cutoff time of
the line is then determined by the values of R and C in Fig. 3-9b.
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Fig. 3-9. An RC technique for generating very narrow white lines. (a) Setting up
the starting point of the line. (b) Modifying the circuit to make the line as narrow as
desired.

Any line that is narrowed by this RC technique can be combined
with other lines by first removing the output inverter and then
applying the signal to one input of a NAND gate, the NAND gate
used for combining lines from a number of line-generating circuits.
See the example in Fig. 3-10.

Building Broad Bars More Effectively

Anyone who has now experimented with the basic Tinkerbox
technique for generating lines and bars might be picking up another
shortcoming to the system: it is all but impossible to make a white
bar that crosses the dividing line between black 256H and white
256H.

The dividing line between the black and white areas of the basic
256H pattern is a unique point in the overall horizontal-count se-
quence. At that particular point, every H-count signal switches from
logic 1 tologic 0. They all make a transition from white to black. The
significance of this fact is that it requires some special logic trickery
to make a wide white bar extend continuously through this unique
dividing line; and that particular bit of trickery hasn’t been fully
described yet.
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The same sort of problem occurs when attempting to create a
broad white horizontal bar that extends through the dividing line of
the basic 128V image.

The technique for generating relatively broad white bars, either
vertical or horizontal, is the subject of this section. Besides allowing
the experimenter to build broad white bars across the center of the
screen, this technique often offers a more efficient option to building
broad white bars anywhere on the screen.

The basic idea, illustrated in Fig. 3-11, is to build a simple RS
flip-flop from a pair of 2-input NAND gates. To see how this circuit
works, suppose the Rand S inputs are normally at logic 1. If indeed
this is the case, momentarily pulling the S input down to logic 0 sets
the Q input to logic 1, and Q remains at logic 1, even after S returns
to logic 1. The only valid way to return the Q output to logic 0 once
againis to pull the R input tologic 0 for a moment. And after that, the
Q output remains at logic 0 until the S input sees another logic-0
pulse.

In summary, the Q output is set to logic 1 whenever the S input
is pulsed with alogic-Olevel, and Qis returned to logic 0 only when R
is pulsed to logic 0. The Q output, as its name implies, is merely an
inverted version of the Q output.

What is the significance of this circuit in the context of building
broad white lines on the TV screen? It means that a white bar can be
initiated at one point on the screen and terminated at any other point
to the right of it. It is a matter of coming up with two narrow-line
signals, one that switches on the white line and another that switches
it off,

Suppose, for example, you have built a Tinkerbox circuit that
draws two paralle] vertical lines on the screen. The width of the lines
isn't really important, just as long as they don’t overlap. Now con-
nect the output of the NAND gate generating the line on the left to
the S input of the flip-flop, and connect the output of the NAND gate
generating the second line to the R input. You will find that the Q
input of the flip-flop circuit generates a broad white, vertical bar that
begins when the left-hand line begins and ends where the right-hand
line begins.

Any technique you use to generate a pair of parallel lines can be
applied here. The resulting white bar will always cover the space
between the beginning of the first and last lines. This rule holds as
long as (1) the two original parallel lines do not overlap and (2) there
are only two parallel lines.

Figure 3-12 shows one of the author’s circuits for building a
white vertical bar that extends across the center of the screen.
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Fig. 3-11. A basic R-S flip-flop circuit and relevant waveforms.

IC2-A defines the starting point of the bar. Viewed on the TV
screen, the output of this NAND gate appears as a relatively narrow
black bar just left of the center of the screen. IC2-A thus defines the
starting point of the white bar being generated in this example.

IC2-B in Fig. 3-12 generates the end-of-bar signal. Looking at
the output of this NAND gate on the screen, it appears as a relatively
narrow black bar just right of the center of the screen. Combining
these two black-bar signals in the RS flip-flop ICs 4-A and 4-B,
yields the final result.

The same R-S technique can be applied to the task of generating
broad vertical bars. The only real difference is that the inputs to the
first set of NAND gates come from vertical-count sources rather
than horizontal-count sources.

Try building some broad white bars, both horizontal and vertical
ones, until you are confident you can handle the R-S flip-flop proce-
dure.
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A slightly different approach to generating broad white bars
calls for a special IC device, a 7474 dual D flip-flop. Figure 3-13
shows the basic layout and truth table for this nice little device.

In the context of drawing wide bars on the screen, the D-type
flip-flop works like a short-term memory circuit that remembers
whatever logic level (1 or 0) is present at its D input the instant its
CLK input makes a transition from 1 to 0. The Q output responds
directly to any changes at the D input as long as CLK is at logic 0. As
soon as CLK returns to logic 0, however, the circuit “remembers”
the D input it saw just before that 1-to-0 transition took place at
CLK. D remains fixed at that output level until CLK is pulled up to
logic 1 again.

The simple circuit in Fig. 3-14 is just one example of how a D
flip-flop can be used for generating a wide, white vertical bar on the
screen. The D input in this instance is an inverted version of the
256H signal. The CLK input is 128H.

Whenever 128H is at logic 1 (white) any logic level present at
the D input is transferrred immediately to the circuit’s Q output. The
first time 128H goes white in Fig. 3-14, it so happens 256H is white;
thus, the circuit generates a white bar that begins as 128H goes
white the first time.

The output then remains white while 128H makes an alterna-
tion from white to black. The second time 128H goes white, 256H
has switched to olack, so the output of the D flip-flop circuit is
switched to logic 0 (black on the screen). .

It is left to the experimenter to decide whether the R-Sor
D-type flip-flop is best under specific conditions. Neither is better
under all circumstances.

Building Broad Bars and Multiple Parallel Lines by Foldover

There is yet another technique for building bars and parallel
lines on the screen. This technique still uses the basic Tinkerbox
approach to getting things started, but it calls for an additional IC to
complete the job.

Understand from the outset that this foldover technique is
useful only under certain circumstances described later in this sec-
tion. Usually it is simpler and mgre effective to use a straight
Tinkerbox, RC-modified, or flip-flop-modified technique. The fold-
over procedure is presented here for two reasons: first, it com-
pletes the list of possible ways to generate bars and lines; and
second, it introduces a digital principle that will become especially
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Fig. 3-12. Generating wide, center-crossing bars using the R-S flip-flop technique. IC2-A determines the starting point of the

bar and IC2-B fixes its end.
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Fig. 3-13. The 7474 dual D flip-flop circuit and truth table. (The Xs designate
“don't care” conditions, while the arrows indicate the need for a positive-going
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Flg. 3-14. Using the D flip-flop to generate a board, center-crossing verucal bar.
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important when attempting to build more-complex figures such as
racing cars, people, airplanes, rockets, tanks, and so on.

To see how the foldover procedure works, suppose you have
built a vertical white line using 256H, 128H, 64H, and 32H. As
shown in Fig. 3-15a, these inputs occupy all four inputs of a 4-input
NAND gate on the Tinkerbox assembly. If the output of this gate is
run through an inverter before it is applied to GAME VID IN, it
generates a moderately narrow white line that is just a bit left of
center. See Fig. 3-15b.

Now modify the inputs to the line-generating NAND gate by
running them through a set of EXCLUSIVE-OR gates (a 7486 quad
2-input EXCLUSIVE-OR). As long as the control input to the 7486

1 2 1

256H >C " WHITE VERTICAL
i 8 8 BARLEFT OF
128H N . ):)—|7 >SO— CENTER
64H >c (OUTPUT)
6 5
5

32H———{>0-’— A

7486
QUAD EXCLUSIVE-OR
2 14

1
256H—->(%——\ 3

2

4

4
128H K

5

| 8 8
7 (OUTPUT)

12 CONTROL =0:
32H 11 WHITE BAR
13 LEFT OF CENTER
7 CONTROL = 1
= WHITE BAR
CONTROL B RIGHT OF CENTER

Fig. 3-15. The basic foldover bar-drawing technique. (a) Circuit for establishing
the size and position of the left-hand half of the image. (b) Final circuit for
doubling or folding over the original image.
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IC is connected to COMM (at logic 0) the white line appears at the
same place on the screen it had before the EXCLUSIVE-OR gates
were installed. But connecting that control line to +5V (logic 1), the
line shifts to the right of center.

What is happening here is a reversal of the horizontal-count
sequence as the NAND gate sees it. Reversing or inverting the
outputs from any digital counter circuit makes it appear to count
backwards. So when the control input to the EXCLUSIVE-OR gates
is a logic 0, the NAND gate sees the H-count inputs arriving in their
normal up-coming sequence. Setting the control input to logic 1,
however, creates the effect of a counter that is running backwards.
In a sense, the NAND gate is fooled into reacting as though the
horizontal count is running from right to left across the screen.

Now connect the control input of the circuit to 256H. You will
find a pair of parallel vertical lines on the screen. This image is
something like a mirror image. The line on the left is the real image,
and the one on the right is its reflection. Unfortunately the dividing
line is at the point where 256H changes from black to white, and that
point is always a bit left of center.

Used with H-count line drawings, the foldover technique yields
adouble pattern, with the right-hand half being a mirror image of the
left-hand side.

The trick works even better with vertical-count signals because
the 128V dividing line is closer to the center of the screen.

Create any pattern of horizontal parallel lines on the left side of
the screen, then run the inputs to their line-generating NAND gates.
Using 256H as the control input, the result is a mirror image on the
right side of the screen. Try using 128H as the control and you will
find the pattern repeating itself several times across the screen.

This foldover technique can be used for generating a broad
white bar if the inputs to the line-generating NAND gate are
specified so that they create a white bar that ends at the line where
256H changes from black to white. The mirror image of a white bar
ending at that line effectively extends the bar across that point and an
equal distance into the right-hand side of the screen. The same sort
of thing happens when folding over a horizontal white bar.

Using the foldover technique is purely optional at this point.
The flip-flop techniques are equally effective and often more effi-
cient. Compare the two methods as shown in Fig. 3-16. Both circuits
generate exactly the same horizontal white bar across the center of
the screen. The scheme in Fig. 3-16a uses a R-Sflip-flop, while the
one in Fig. 3-16b uses the foldover technique.

68



IC1-A IC2-A
128V 1 2 4 IC4-A
64V 4|_2' AT 3
4 5 HBAR
32v I - (OUTPUT)

— l__: |
3 9 13 4‘ A
10 5

IC1-B
|12 IC4-B

IC2-B

IC1—7404 HEX INVERTER
IC2—7420 DUAL 4-INPUT NAND
IC4—7400 QUAD 2-INPUT NAND

A
IC1-B
128V 3%
1y IC2-A
IC1-A
eay | 1,/C%A 2
3 4 6 4 2
l2
HBAR
(OUTPUT)
32v_14 IC1—7404 HEX INVERTER
6 IC2—7420 DUAL 4-INPUT NAND
LS IC5—7486 QUAD EXCLUSIVE-OR
IC5-B

B

Fig. 3-16. Equivalent circuits for generating a wide, center-crossing white bar. (a)
Flip-flop version. (b) Foldover version.
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Fig. 3-17. The structure of a rectangle. (a) Vertical component. (b) Horizontal
component. (c) Rectangle resulting from ANDing the two components.

BUILDING RECTANGLES

Recall that the basic Tinkerbox technique for building vertical or
horizontal bars calls for logically ANDing together white areas. The
scheme uses a NAND gate followed by an inverter circuit, and the
resulting image is a white bar that exists wherever the white areas of
the input signals overlap. Building a rectangular figure on the screen
is a matter of first building two white bars, one vertical and the other
horizontal. The two signals are then ANDed together such that the
resulting image represents the area where their white areas over-
lap. See the example in Fig. 3-17.

The white vertical bar in Fig. 3-17ais a generated by any one of
the bar-generating techniques described in the previous section.
The horizontal bar in Fig. 3-17a is generated in a similar fashion,
using combinations of vertical-count inputs, of course.

These two signals are then combined in yet another NAND/
invert combination on the Tinkerbox breadboard. The image on the
screen represents the area where the two white bars overlap. It is
always a rectangular figure.

In a very real sense, a rectangle is formed on the screen by
specifying its horizontal and vertical coordinates. The vertical coor-
dinate in this case is a vertical white bar, and the horizontal coordi-
nate is a horizontal white bar. It doesn’t make any difference how
these bar coordinates are generated; if they are ANDed together
with a NAND/invert combination, the result is a white rectangle on
the screen.

Of course the output could be taken ahead of the inverter
portion of this circuit to produce a black rectangle on a white field.

Figure 3-18 shows a model circuit for generating a rectangle of
just about any dimensions anywhere on the screen. The vertical and
horizontal coordinates are generated by a straightforward NAND-
gate procedure, using the Tinkerbox components. The outputs of
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these line-generating NAND gates are inverted, then applied to a
2-input NAND gate. If the rectangle is to be white on a black field,
the signal from the 2-input NAND gate is run through yet another
inverter before applying it to GAME VID IN.

One good way to build a rectangle is to sketch its outline on the
TV screen with a grease pencil. Then work with the Tinkerbox
circuit to build a white vertical bar that runs down through the
rectangle drawing, fitting the position and width as closely as possi-
ble. That operation specifies the rectangle’s vertical component.
Write down the H-input specifications and repeat the operation,
generating a horizontal bar that fits the rectangle’s specified position
and height. Again, mark down the V-input specifications.

Reduce the two circuits to their simplest NAND-gate forms and
feed their outputs to a 2-input NAND gate and inverter as shown in
Fig. 3-18. If you've specified the vertical and horizontal inputs
properly, there’s your rectangle on the screen.

This rectangle-building procedure can be summarized as fol-
lows.

Recipe for Building a Rectangle or Square

1. Build a horizontal white line or bar as described in Recipe
for a Horizontal Line or Bar. The position of that bar

IC1-A
1
"2' 14 14
H-COUNT ) — 6 1 2
INPUTS - IC4-A
5
— c2A
] 7 IC1-C
3 6
2 5
0 14
—1 'c2B IC1-8
10 4 L
V-COUNT /] — 8 3 =
INPUTS ) 12 .
BT

Fig. 3-18. A basic circuit for building rectangles.
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determines the horizontal position of the rectangle or
square, and its horizontal width determines its final width.

2. Build a vertical white line or bar as described in Recipe for a
Vertical Line or Bar. The position of this bar or line deter-
mines the vertical position of the rectangle, and its horizon-
tal height fixes the height of the final product.

3. If the 8-input NAND gate is used for building these two
lines or bars, transfer them to simpler NAND gates. A line
or bar requiring four inputs, for example, can be transfer-
red to one section of the dual 4-input NAND gate.

4. Run the outputs of the two sets of NAND gates through
INVERT gates and then to the inputs of a 2-input NAND
gate.

5. Invert the output of that 2-input NAND gate and apply the
resultant signal to CVID—and presto! There’s the square
or rectangle. This step, incidentally, is responsible for
creating a white square on a black field. The situation can
be easily reversed (same square, but black on a white field)
by omitting the final inverting operation—take the CVID
from the ouput of the 2-input NAND gate described in
step 4.

Try building some rectangles of your own, specifying a variety
of dimensions and positions on the screen. If you want to make some
very small rectangles, you will find the RC line-generating technique
is simpler than the basic NAND-gate approach.

Sculpturing Rectangles

There is an alternate procedure for building a rectangle that
sometimes saves some time and is perhaps more fun to use. First
build the basic rectangle circuit shown in Fig. 3-18, but without
specifying the exact horizontal- and vertical-count inputs. The
screen should be completely white at this point in the procedure, and
itis convenient to assume the circuit is generating a full-screen white
rectangle.

Next, apply a 256H or 256H signal to one input of IC2-A. The
full-screen rectangle will narrow in from one side or the other,
depending on the phase of the 256H signal you use. Then apply a
128V or 128V signal to one input of IC2-B, and the white rectangle
will shrink down from the top or bottom, again, depending on the
phase of the 128V signal you use.

Then apply an inverted or noninverted 128H signal to another
input of IC2-A and watch the rectangle narrow even more. Apply a
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64V or 64V signal to a second input of IC2-B to make the rectangle
pull down farther from the top or up from the bottom.

Continue adding more H and V inputs to their respective NAND
gates until the resulting rectangle has the relative dimensions and
position you desire. I've called this asculpturing technique because it
gave the experimenter a feeling of sculpturing or trimming a figure
on the screen.

The general procedure for sculpturing a rectangle on the screen
can be summarized in a basic “recipe.”

Recipe for Sculpturing a Rectangle or Square

Begin with a white screen, assuming it is actually a full-screen,
white rectangle.

1. Is that big white rectangle to be narrowed in from the left
right?
If from the left, use 256H
If from the right, use 256H

2. Is the resulting vertical bar to be reduced down from the
top or upward from the bottom?
If from the top, use 128V___
If from the bottom, use 128V

3. Is the resulting white square to be further narrowed from
the left or right?
If from the left, use 128H _
If from the right, use 128H

4. Now is that white rectangle to be reduced downward from
the top or upward from the bottom?
If from the top, use 64V___
If from the bottom, use 64V

5. The white square can be sculptured further by alternately
reducing its horizontal and vertical size and position.

Simplifying the Final Rectangle Circuit

All of the rectangle-building circuits described thus far use at
least three inverter circuits, one from each of the line-generating
NAND gates and one at the output of the NAND gate that combines
the two lines. This circuit is quite appropriate when experimenting
with various ways to build a desired rectangle, but there happens to
be a simpler way to do the same job. This simpler operation calls for
using an IC that is not included on the Tinkerbox parts list, but it
ought to be specified in any final circuit that is to be part of a
permanent game system.
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Fig. 3-19. A simplified rectangle-building or sculpturing circuit

Rather than inverting the output of each line-generating circuit,
applying the signals to a NAND gate and then inverting the result,
simply take the outputs directly from the line-generating NAND
gates and apply them to the inputs of a 2-input NOR gate—one
section of a 7402 quad 2-input NOR IC package. Compare the basic
Tinkerbox rectangle-generating circuit in Fig. 3-18 with the
simplified NOR-gate version in Fig. 3-19.

The circuit in Fig. 3-19 takes advantage of one of De Morgan's
logic theorems that says two signals can be ANDed together by
performing a NOR operation on inverted logic inputs. Well, the
signals from the line-generating NAND gates are really inverted
versions of the lines they are to generate. (Note that those outputs
generate black lines on a white field.) So running them directly to a
NOR gate yields an ANDed output; and that’s exactly what the
rectangle-building operation is based on.

NOR gates are used quite frequently throughout this book
where it is necessary to AND together signals that are already in an
inverted state. Using that one NOR gate eliminates the need for at
least three inverter circuits.

COMBINING ANY NUMBER OF STATIC FIGURES ON THE SCREEN

Single lines, bars, and rectangles—the sort of figures described
throughout this chapter—have little value in themselves. Two or
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more of these basic static figures must be combined on the screen to
make up a more useful and interesting game pattern.

Speaking in digital terms, the process of combining two or more
static figures on the screen is a matter of ORing together the
individual elements. In terms of Tinkerbox technology, this means
running the output of each figure-generating circuit to a separate
input of a NAND gate. If the output of that NAND gate is then
inverted, the resulting signal is a composite image.

The circuit in Fig. 3-20 shows how four different static figures
can be combined into a single, composite video waveform. The
procedure takes advantage of De Morgan’s theorem, where a
NAND gate performs an OR operation if the inputs are in an inverted
form.

Most of the line, bar, and rectangle generators in this chapter
yield inverted signals (black and white) anyway, so the NAND-gate
circuit is the most convenient and efficient one for this particular job.
Note that the output of the NAND gate is an “upright” or white-on-
black signal.

SOME INTERESTING PATTERNS
FROM STATIC-FIGURE COMPONENTS
Figure 3-21 shows a variety of circuits that create some fas-

cinating images on the screen. The basic idea is to combine a certain
horizontal-count input with a vertical-count input of the same order,
64H with 64V, for instance.

- The circuits built around NAND gates produce a regular pattern
of squares on the screen. If the video signalis taken directly from the
output of this NAND gate, the result is a set of black squares on a

V2-7420

BLACK-ON-WHITE
STATIC FIGURES
IN

B L
L WHITE-ON-BLACK
COMPOSITE IMAGE
I o

Fig. 3-20. Combining two or more figures into a single video signal
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Fig. 3-21. A few circuits for generating some special static-figure effects.

white background. If, on the other hand, the signal from the NAND
gate is inverted before applying to GAME VID IN, you will find white

squares on a black background.

Combining a pair of horizontal- and vertical-count signals at the
inputs of an EXCLUSIVE-OR gate produces a very distinctive

checkerboard pattern.
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Whether you use the NAND-gate squares or EXCLUSIVE-OR
checkerboard, the pattern becomes finer as the input signals de-
crease in order. A 32H, 32V checkerboard pattern, for instance, is
much more coarse than one generated from 8H, 8V inputs.

Checkerboards within checkerboards, checkerboards within
squares, squares within checkerboards, and so on make some fas-
cinating images on the screen. Many of them are potentially useful
for special effects in TV games you will want to develop later on.
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Chapter 4
Building
More-Complex Static Figures

While it is possible to achieve a wide range of static patterns-using
the principles outlined in the previous chapter, they generally lack
the interest that typifies some of the better TV games on the market
today. The line and bar patterns are all made from straight lines and
right angles; and building something as geometrically simple as a
triangle calls for an exceedingly complex Line/Bar Tinkerbox cir
cuit.

This chapter presents one basic approach to building static
figures of all kinds, geometric figures as well as an unlimited variety
of far-more-interesting figures such as rockets, airplanes, tanks,
people, guns, and so on. And to some extent, it is possible to use this
technique to build up some of the more complicated line, bar, and
rectangle figures described in the previous chapter.

Although this chapter presents only one basic approach, I think
you will find it is adequate for just about any figure-building problem
you might ever encounter. The range of possible figures that can be
built is really limited only by your own understanding of how the
scheme works and, of course, your own imagination.

Follow the discussions carefully and in the sequence as pre-
sented here. You might get the impression you are studying a
textbook from time to time, but if you work out the specific examples
and then try a few of your own, you'll have alot of fun learning how to
build complex figures on the TV screen.

This technique, incidentally, can be extended later on to include
some animation and figure-motion effects. So the figures you create
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Fig. 4-1. Most-used IC components for the Complex-Figure Tinkerbox.

as part of the discussions in this chapter can be modified at a later
time so that they can be moved freely around the screen. Keep a
good set of notes concerning the specifications for interesting and
potentially useful figures. Such notes will prove invaluable when you
decide to work out a TV game of your own.

COMPLEX-FIGURE TINKERBOX

Assemble a Tinkerbox assembly similar to the one described in
Chapter 3 for building lines, bars, and rectangles. As indicated in the
parts list in Fig. 4-1, you need atleast one 7450 16:1 multiplexer and
a 7486 quad EXCLUSIVE-OR in addition to the inverters and NAND
gates prescribed for the Line/Bar Tinkerbox. There will be a need
for as many as four 7450 multiplexers for performing the more
advanced experiments in this chapter. But since these large 24-pin
ICs take up so much space on the breadboard, it is a good idea to
attach them to the board only as they are needed.

[0
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For the sake of readers who have no special knowledge of
digital electronics, the operation of the 16:1 multiplexer circuit calls
for some special consideration. The truth table in Fig. 4-2 repre-
sents the operation of a 74150 16:1 multiplexer IC. Note that the
device has 16 separate data inputs, labeled DO through D15. There
is a single output, however, M. Then notice there are four select
inputs, SO through S3, and a chip-enable input, CE. All of those
terminals, plus two more for +5V and COMM, add up to 24 pins.

According to the truth table in Fig. 4-2, the M output of this IC
is always at logic 1 whenever the CE input is atlogic 1. The Xsin the
select columns mean those inputs are not relevant as long as CE=1.

* The CE input, in effect, is capable of disabling the chip altogether—
as long as CE=1, to be specific. Setting the CE input to logic 0 thus
enables the IC for its normal multiplexing operations.

Suppose the CE input is set to logic 0. Whenever that is the
case, output M is equal to an inverted version of one of the 16 D
inputs. Furthermore, the D input that appears inverted at the M
output depends on the status of the select inputs. If the select inputs
are all set to logic 0, for instance, an inverted version of input DO

out
INPUTS PUT
CE| BB53 | M
1] XXXxX 1
o| ocoo (DO
o| ooot1 {Di1
o| oo10 }D2
o| 0011 D3 Fig. 4-2. Operating truth table for the
o| o100 [D4 74150, 16:1 digital multiplexer. -
o| 0101 ||D5
o] o110 | D6
o| o111 D7
o| 1000 |D8
o| 1001 |D9_
o| 1010 | D10
o] 1011 |jD11
o| 1100 |D12
o| 1101 D13
0| 1110 || D14
0} 1111 D15
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appears at M. If, on the other hand, the select inputs are set to
binary 0001 (S3=0, S2=0, S1=0, S0=1), output M is equal to an
inverted version of the D1 input.

The S columns in Fig. 4-2 actually represent a 4-bit binary
counting sequence from binary 0000 (decimal 0) through binary 1111
(decimal 15). The D inputs are labeled with numbers running from 0
through 15, and it is no coindicence that setting a particular binary
number at the S inputs causes the corresponding D input to appear
inverted at M.

A 16:1 multiplexer thus directs one of 16 different inputs to a
single output, depending on the 4-bit number applied to the S inputs.
If the select inputs happen to be connected to a 4-bit binary counter,
the D outputs would appear at M in sequence—in a scanning-like
fashion. And that, dear reader, is a clue to how a multiplexer can be
used for generating complex figures on the TV screen.

Just to get the Complex-Figure Tinkerbox going, connect the
circuit shown in Fig. 4-3. Note that select inputs S0, S1, S2, and S3
are connected to horizontal-count signals 32H, 64H, 128H, and
256H respectively. These counting signals cause the multiplexer to
deliver inverted versions of the D inputs, in sequence from DO
through D15, to the Moutput. Also note that the CE input is
connected to COMM in order to permanently enable the multiplex-
ing action. Connect the M output directly to GAME VID IN as shown
in Fig. 4-3.

At this point in the experiment, the screen s blank, or should be
blank if everything is going well. Then connect the D8 input, pin 23,
to COMM. A white bar should appear down the middle of the screen.
Its width should correspond to the width of the bars for a 32H signal.

Now remove the COMM jumper from D8 and connect it to
other D-input terminals on the multiplexer, inputs D7 (pin 1), D9 (pin
22), and D10 (pin 21). What happens to the bar? It appears at a
different place on the screen each time the COMM jumper is moved
to a different D-input location. You will notice that the bar does not
appear when connecting inputs D8, D7, and D6 to COMM. The bar
is being generated by the multiplexer in those three instance, but it
so happens the bar is in the horizontal blanking interval. All other
inputs fix the location of this vertical white bar in some visible area of
the screen.

Using the multiplexer as shown in Fig. 4-3 divides the screen
horizontally into 16 equal segments. Each of these segments repre-
sents one of the inputs to the multiplexer IC. The D0 input is active
during the segment where 256H, 128H, 64H, and 32H are all equal
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Fig. 4-3. Pinout and nomenclature for the 74150 multiplexer.

to logic 0, the point in the horizontal-count format that initiates the
horizontal blanking interval. The blanking interval continues through
the time the multiplexer is scanning DO, D1, and D2. But once the
count reaches a point where the multiplexer is scanning the D3
input, the horizontal blanking interval is over. Segments represent-
ing inputs D3 through D15 thus appear in the useful working area of
the screen.

When you connected the D8 input to COMM (logic 0), nothing
really happens until the H-count inputs to the multiplexer reached
the D8 scanning position. At that moment, aninverted version of the
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logic level applied to D8 (logic 1) was delivered to the GAME VID IN
connection on the Sourcebox, thus generating a white line. A bit of
white video appeared on the screen each time the horizontal trace
reached a point where it selected the D8 input of the multiplexer.
Moving the logic-0 input around to other D-input positions moved
the active region to different locations on the horizontal trace.’

Incidentally, any D input that is not connected anywhere acts as
alogic-1 input. All D inputs that are not connected to COMM (logic
0) thus generate black areas on the screen, and that is why this
experiment shows a single white bar on a black field.

Connect more than one D input to logic 0 and note the effect. It
is possible to fill the screen with white bars if all 16 inputs are
connected to COMM.

It is rather convenient to think of this multiplexer scheme as a
type of memory circuit. The memory is capable of holding 16 bits of
data, and each of the 16 data locations are addressed in sequence by
the signals appearing at the multiplexer’s S inputs.

Bear this in mind while substituting vertical-count inputs for the
horizontal-count inputs at S0, S1, S2, and S3. Be sure to connect the
highest-order V-count input to S3, the next-higher V-count to S2,
and so on down the line to SO. Scrambling the sequence at this point
might cause more confusion than anything else.

THE ADDRESS MATRIX CONCEPT

Since each of the 16 D inputs on the multiplexer represents 1 of
16 different combinations of 1s and Os applied to the S inputs, it is
possible to organize those 16 locations into a matrix pattern.

The experiments suggested in the previous section of this
chapter assumed a matrix 1 unit wide and 16 units long. There was
one string of 16 discrete segments across or down the screen,
depending on whether the S inputs were connected to horizontal- or
vertical-count sources.

What do you suppose happens to the D-input addressing if two
of the S inputs, say SO and S1, are connected to H-count inputs,
while the two remaining S inputs, S2 and S3, are connected to
V-count inputs? to be more specific, try this: connect SO to 16H, S1
to32H, S2t0 16V, and S3 to 32V. Instead of generating a string of 16
segments, you end up with a 4 x4 matrix or graph. See Fig. 4-4a.

The H-count pulses determine the horizontal positions on this
little matrix, while the V-count pulses determine the vertical coordi-
nates. Position D10, for instance, is enabled whenever the two
H-count pulses show the decimal equivalent of 2 and the two V-count
signals are at decimal 2.
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To get a better feeling for what is happening here, make the
connections to the multiplexer as prescribed in Fig. 4-4b. Every one
of the D-input positions that are connected to logic 0 (COMM)
generates a white area on the screen. (Remember that the multip-
lexer inverts the data.) So the image on the screen should corres-
pond to the drawing in Fig. 4-4b.

Certainly there are more than one of these “Block-C” figures on
the screen. That is a clear indication that the system is generating
the little matrix pattern a number of times for each horizontal and
vertical scan cycle.

If you are beginning to get a grasp of what is going on here, you
should be able to predict what will happen if you connect the D6 input
(pin 2) to logic 0. Try it. That operation should fill in the black area
designated D6 in Fig. 4-4b, converting the white block-C figure into

H-COUNT
o 11 2 3

Oo|DO|DI|D2]|D3

1{D4|D5|D6|D7

-
<
2
92| ps| D9 |DI0| DIl
>

3|DI2| DI3 | DI4 | DIS

Fig.4-4.The simplest4 x4 figure
S0O=16H D1 =0-PIN7 zrl;?téix. (a) The basic matrix format.

_ _ pecifications for a simple figure
S1=32H D2=0-PIN6 generated by the 4 x 4 matrix cir-

S2=16V D5=0-PIN3 cu.
S3=32V D9 =0-PIN 22
B D10 = 0-PIN 21

MTO GAME VID IN

b -

85



a white rectangle. Remove the grounding wire to D5 and note the
effect. You'll get backward block-Cs on the screen if you have left D6
connected to logic 0.

Play around with the logic levels at locations D1, D2, D5, D6,
D9, and D10, and note the results. Keep arecord of the connections
that generate a pattern you think might be useful in the future. Avoid
tampering with the matrix blocks surrounding the sides and bottom
of the figure—unless you want the white areas of one matrix to butt
up against white areas of another one.

Try running the Moutput of the multiplexer through an inverter
before applying the signal to the GAME VID IN. You will find that the
blacks and whites are then reversed on the screen. Maybe some-
time you will have a need for a black block-C on a white field.

Windowing the Matrix Display

Having a number of identical figures on the screen at the same
time might create some interesting visual impressions, but itis often
confusing and usually undesirable to show more than one particular
complex figure on the screen at any given time. Eliminating all but
one of the matrix figures is a matter of building a window around the
figure in the desired area of the screen.

Figure 4-5 shows the standard 16-cell matrix circuit, including a
windowing feature built around IC5. Note that the output of IC5 is
connected directly to the CE input of the multiplexer. As long as this
terminal is at logic 0, the multiplexer circuit generates its matrix
video at M. The entire multiplexing operation is inhibited, however,
when the output of the NAND gate rises to a logic-1 level.

Now notice that the inputs to IC3 are horizontal- and vertical-
count sources. An astute reader will recognize the fact that this
NAND operation is identical to the rectangle-building circuit de-
scribed in Chapter 3. And that’s precisely what is involved in win-
dowing the matrix display: building a rectangle that encloses one of
the matrices and eliminates all the others.

Connect the circuit shown in Fig. 4-5, using window and ad-
dress inputs as follows: S0=32H, S1=64H, S2=32V, S3=64V; with
window inputs 128H, 256H, and 128V. With no connections to the D
inputs, you should see a white square in the lower right-hand quad-
rant of the screen. Now the fun begins.

The square on the screen represents the 4 x4 matrix shown in
Fig. 4-4a. Since the output of the multiplexer is now inverted before
it is applied to GAME VID IN, it follows that logic-1 levels applied to
the D inputs creates white matrix cells on the screen. The matrix is
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Fig. 4-5. The basic 16-cell matrix generator circuit.

now filled with white cells because any unconnected input of a TTL
IC automatically assumes a logic-1 condition.

Connect a single jumper wire to COMM and touch the free end
to various D inputs on the multiplexer. You will find that applying a
logic-0 level to the D inputs in this fashion causes the corresponding
matrix cell on the screen to go black. Connect the jumper to DO
through D15 in succession, and you will see a black square moving
through the matrix as you go.

Building Complex Images in the 4x4 Windowed Matrix
Building complex figures using the circuit in Fig. 4-5is a matter
of eliminating white cells by connecting their corresponding D inputs

to logic 0. And if you are really putting your heart into the project,
you can have a good hour or so of fun playing with this scheme.
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Figure 4-6 shows some complex figures that will help you get
the experiment started. The black portions of the figure indicate D
inputs that are to be connected to logic 0 (COMM). The white cells
represent D inputs that aren’t connected to any sort of input at all.

As usual, it is a good idea to keep notes concerning the input
specifications for the figures you create.

After playing with this circuit for a while, try making the figures
smaller. To cut the size of the matrix in half, shift the S inputs to the
multiplexer to lower-order H- and V-count sources: S0=16H,
S1=32H, S2=16V, S3=32V. You will have to reduce the size of the
window, too, otherwise you will end up building four identical figures
inside that original window space. The window can be reduced by
adding inverted or noninverted versions of 64H and 64V to the
window inputs of IC3.

The basic matrix described thus far is made up of 16 cells
arranged in a 4 x4 pattern. It is possible to alter the configuration to
generate 16-cell matrices that are either 2 x8 or 8 x2. (The first digit
indicating the number of horizontal cells and the second indicating
the number of vertical cells.)

Figure 4-7 shows the specifications for generating these two
different kinds of 16-cell matrices. The 2x8 matrix is generated by
connecting SO to 32H, S1 to 32V, S2 to 64V, and S3 to 128V. The
circuit in this case uses only one H-count select input and three
V-count inputs, hence it is longer than it is wide.

Changing the width-to-height ratio also alters the shape of the
required window. Note the changes as specified in the window data
in Fig. 4-7a.

If you ever want to create a complex pattern within an 8x2
matrix as in Fig. 4-7b, simply reorganize the select and window
inputs as prescribed in that figure.

In either case you can still eliminate white cells by connecting
the designated D input tologic 0, and retain a white cell by making no
connection at all to that particular D input.

Carefully compare the shapes, select, and window specifica-
tions for the matrix-generating circuits in Figs. 4-4a and 4-7. All 3
have a total of 16 cells. That’s quite apparent. But note a more subtle
feature. The matrices must have a width-by-height product equal to
16. For example, it is not possible to build a 3x5 matrix using this
16-cell scheme. You do not have to use all the cells (the figure in Fig.
4-4b happens to occupy a 2x%3 space), but you must be able to
account for all of them in the basic matrix pattern.

Work with this basic 16-cell format, changing select and window
specifications, until you are certain you understand how it works. As
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SELECT: S0=232H WINDOW: 256H

S1 =64H 128H

S2 =32V 128V

S3 =64V
D INPUTS: LOGIC 0 (COMM) YIELDS
BLACK CELL
LOGIC 1 (NO CONNECTION)
YIELDS WHITE CELL

DO EbEgEP2 D3 BED2y D3
=54 D5 | D6 EB =5&b5 D6 | D7
EB&| D9 | DIO| =B D9 | DIO| DIl
DI2 EBEEFo= DIS DI2| DI3| DI4 | DI5
DO | DI | D2 EB= DI | D2 | D3
D4 E55] D6 5= p4a Es55 pe | D7
D8 | D9 | DIO EBEE D8 | D9 iG] D1
D12 oA DI2 | DI3 | DI4 DS

Fig. 4-6. Some experimental figures for the 16-cell matrix generator. All of these
figures use a 4 x 4 format.

soon as the experiments seem to be getting a bit dull, move on to the
next stage of the project, generating extended matrices.

Extending the Matrix

After experimenting with the basic 4 x4 matrix for a while, you
will come to the conclusion that it is incapable of generating a very
wide selection of interesting figures. The versatility, resolution, and
overall quality of TV-game images is directly proportional to the
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S1 =32V 128H
S2 = 64V 64H
S3 =128V

A

D INPUTS: 1OR O

AS REQUIRED
1 = WHITE CELL
0 = BLACK CELL

SELECT: S0=32H WINDOW: 256H D INPUTS: 1 ORO0

1 = WHITE CELL
0 = BLACK CELL

S1=64H 128V AS REQUIRED
S2 = 128H 64V
S3 =32V
Do|DI |D2|D3|D4|DS5|D6|D7
B
D8 | D9 |DIO| DIl | DI2| DI3 | DI4 | DIS
8 x 2 MATRIX

Fig. 4-7. 16-cell matrices organized in patterns other than 4 x 4. (a) 2 x 8. (b) 8 x 2.




number of cells available in the matrix, and unfortunately, the basic
16-cell matrix is a bit too elementary to be of much use.

It turns out, however, that it is possible to apply a simple
matrix-extension procedure to double the number of cells in any
basic matrix. Using this procedure, for instance, immediately trans-
forms the 4 x4 matrix shown in Fig. 4-4a into a 32-cell, 4 X8 matrix
(See Fig. 4-8).

One of the special features of the matrix-extension technique
used in this book is that it does not call for adding any hardware to the
basic matrix-generating circuit. The circuit for generating the 32-cell
matrix in Fig. 4-8 is exactly the same as that described in connection
with the 16-cell circuit in Fig. 4-5.

Thus it is possible to double the essential qualities of a matrix-
generating circuit without having to add more hardware. And that is
one fine example of applied engineering efficiency.

The only real difference between the specifications for a basic
16-cell matrix and its 32-cell extended version is the D-input format.
Whereas a basic matrix calls for inputs of either logic 0 or 1, the
extended version calls for logic 1, 0, and inverted/noninverted
vertical-count signals. Compare the D-input specification for the
4 x8 extended matrix in Fig. 4-8 with those for the basic 4 X4 matrix
in Fig. 4-6.

Rather than launching a highly technical theory of operation at
this point, it is better (in this case anyway) to try the scheme first.

Using the circuit shown in Fig. 4-5, modify its select and
window specifications as prescribed in Fig. 4-8. Do not make any
connections to the D inputs at this time.

After carrying out this initial setup procedure, you should find a
4x16 white rectangle resting in the lower right-hand quadrant of the
screen. This is the extended 4 X8 matrix having all D inputs equal to
logic 1.

Connect one end of a jumper wire to logic 0 (COMM) and touch
the other end to the multiplexer’s DO input. You will find two black
squares appearing on the screen. One is in the DO position of the
matrix and the other is in the DOE position. Here is the first
important point. A logic-0 level applied to any one of the 16 D inputs
on the multiplexer creates 2 black squares. One of these squares
appears in the designated D-input position, while the other appears
in the corresponding extended-matrix position.

Tap the logic-0 jumper wire to all 16 D inputs in succession and
note how it eliminates 2 cells at one time. Of course you can connect
all 16 D inputs to logic 0 and end up blacking out all 32 matrix cells—2
at a time.
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SELECT: SO = 16H
S1=32H
S2 =16V
D4| D5|D6| D7 $3 =32V

DO| DI | D2 | D3

WINDOW: 256H
D8 | D9 | DIO| DIl ]

64H
DI2| DI3 | DI4| DIS 128V

DOE| DIE|D2E|D3E| D INPUTS:
1, 0, 64V, OR 64V,

D4E|D5E|D6E| D7E|  AS REQUIRED

D8E| DOE|DIOE| DIIE

DI2E| DI3E[DI4E| DISE

4 x 8 EXTENDED MATRIX

Fig. 4-8. A 4 x 8 extended matrix from a basic 16-cell circuit. The Select,
Window and D-input specifications are merely examples.

Note that the extended-matrix pattern in Fig. 4-8 shows the
usual 16 cells arranged in a 4x4 pattern at the top of the rectangle.
The bottom half of the rectangle is composed of another 4 x4 matrix
with cells designated DOE, D1E, D2E, etc. The “E” suffix indicates
an extended matrix cell, and whenever one of the cells in the top half
of the matrix is blackened by setting that D input to logic 0, its
extended counterpart in the bottom half of the matrix is also black-
ened.

While this procedure for generating two black squares at the
same time is a cute trick, it isn’t really very useful (unless the figure
you want to create happens to be a symmetrical one). So here is the
clincher. Remove any logic-0 connections to the D inputs of the
multiplexer and connect one end of the jumper wire to the 64V
source. Connect the other end of this jumper to the DO input of the
multiplexer, and presto! There is a single black square in matrix
position DO. You are no longer getting the two-square effect you
found when connecting the D inputs to logic 0.

Try touching this 64V source to the multiplexer’s D inputs, one
at a time and in succession. You will be able to blacken any one of the
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16 cells in the upper half of the matrix. But notice that it is not
possible to darken any of the extended-matrix cells in the lower half
of the rectangle. -

Next, run the 64V source through an inverter to obtain a 64V
signal. Connect that 64V signal to the D inputs of the multiplexer and
note the response on the screen. It turns out that 64V inputs darken
cells in the lower half of the rectangle, leaving those in the upper half
unaffected.

Connect various combinations of logic 0, 64V, and 64V to the D
inputs of the multiplexer. Observe the response in each case, and
continue experimenting in this fashion until you are convinced you
understand the behavior of this valuable extended-matrix technique.

The general rules for designing figures using the extended-
matrix technique go something like this:

o If a cell in the top half of the matrix and its extended
counterpart in the bottom half are to be white, make no
connections to that position on the multiplexer’s D inputs.

SELECT: S0 =
po| ol | p2| D3 o
S2 =16V
D4 |(D5| D6 | D7 S3 =32V
D8 EDS oic DIl | WINDOW: 256H
==t 128H
=== 64H
D12 OIS DI DIS 128Y
DOE| DIE|D2E|D3E| D INPUTS: D9 =0
f —F - — D10 =9—
'D4EIDSEED6E| D7E D4 =64V
A S D5 =64V
== D6 =64V
DBE;H_S.E;EQ@E_ DIIE D137 64V
D14 =64V
DI2E|DI3E|DI4E[DISE D15 = 64V
D INPUTS NOT DESIGNATED
HERE ARE TO BE AT
LOGIC 1

Fig. 4-9. Specifications for a stylized S figure built withina4 x 8 extended matrix.
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e If a cell in the top half of the matrix and its extended
counterpart in the bottom half are to be black, connect that
position on the multiplexer’s D inputs to logic 0.

« If a cell in the top half of the matrix is to be black and its
extended counterpart in the bottom half of the matrix is to
be white, connect a noninverted 64V source to the approp-
riate D input on the multiplexer.

¢ If a cell in the top half of the matrix is to be white and its
extended counterpart in the bottom half of the matrix is to
be black, connect an inverted 64V source to the appropriate
D input on the multiplexer.

This set of rules for designing static figures with the
extended-matrix scheme might seem very complicated at first, but it
can become rather obvious after playing with the circuits for a while.

Figure 4-9 shows the matrix pattern, select, window, and
D-input specifications for generating a stylized S figure. Note that
the specifications for the D inputs follow the general rules outlined
above. Cells DO and DOE, for example, are both white, so thereis no
need to make any connection to the DO input of the multiplexer.
Locations D9 and D9E, on the other hand, are both black, so the D9
input on the multiplexer is connected to logic 1.

Cell positions D13 and D13E have opposite colors: D13 s black
and its extended counterpart, D13E, is white; so a noninverted 64V
signal is applied to the D13 input of the multiplexer. And finally, D4
and D4E are to be white and black respectively, so an inverted 64V
signal is fed to the D4 connection on the multiplexer.

The two figures in Fig. 4-10 are examples of some 4x8
extended-matrix designs you might like to try. The question-mark
figure is especially fun to see on the screen. You might want to use it
as arather novel response to some sort of questionable moveina TV
game later on.

After studying and applying this extended-matrix technique for
awhile, you will find it rather easy to design figures of your own. Just
copy the matrix pattern in Fig. 4-8 and blacken the appropriate cells
with a pencil. Of course you don’t have to use the same select and
window specifications shown in the examples here, but if you decide
to change them, bear in mind that the matrix cannot be any larger
than the one specified in these examples. Try it. You'll find it too tall
to fit on the screen. Soit is possible to make the matrix much smaller
by reducing the horizontal- and vertical-count specifications. Then,
too, you can shift the position of the matrix by changing the window
specifications.
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SELECT:

WINDOW: DINPUTS: D0=0 D6 =0 D11 =64V
S0 =6H 256H D2=64V D7=64V Di12=0
S1=32H 128H D3=0 D8=0 DI3=64V
S2 =6V 64H D4 =64V D9 =0 D14 = 64V
S§3=32v 128V D5=64V D10=0 D15=0
A
SELECT: S0 =16H WINDOW: 256H D INPUTS: D3 =0 _
S1=32H 128H D5 =32V
S2 = 64H 128V D7 =
33 =16V D9 =
DO
DOE
D8E [DIE{DIOE|DUE E{DI4E |DISE]

Fig. 4-10. Further examples of extended-matrix figures. (a) A question mark in the 4 x 8 extended matrix. (b) Initials PH inan

extended 8 x 8 matrix.




Sketch the figure you want by darkening the appropriate cells
on the matrix pattern, adjust the select and window as desired, and
specify the D inputs according to your sketch and the four
extended-matrix rules described earlier in this section.

It is often helpful to build the original figure using a relatively
large-scale matrix. After you are satisfied with the specifications,
scale it down to size by lowering the order of the select inputs. The
question mark in Fig. 4-10a, for example, turns out to be a rather
large figure when built according to the select and window specifica-
tions shown in that diagram. It can be reduced in size a considerable
amount by setting the select specifications to 4H, 8H, 4V, and 8V,
then setting the window to something like 256H, 128H, 64H, 32H,
16H, 126V, 64V, and 32V. The V-count signal to the D inputs should
be 16V and 16V, rather than 64V and 64Vused for the larger
version.

While you are having fun with this question mark, why not try
something else? Use the small-figure select and D inputs as just
described. But instead of using the 8-input NAND gate to generate
the little window, try replacing the NAND gate with an
EXCLUSIVE-OR gate. Run 32H and 32V signals to the inputs of the
EXCLUSIVE-OR gate, and connect the output of that gate to the CE
terminal of the multiplexer. Cute, eh?

Folding Over an Extended Matrix

The matrix-extension procedure doubles the number of cells
available for building matrix-oriented figures. That particular
technique has no restrictions on the type of figures that can be
generated, and it calls for no more hardware than is required for a
basic matrix-generating circuit.

A matrix foldover scheme described here doubles the number
of cells once again. A basic 4 X4 matrix, for instance, can be doubled
to a 4 x8 pattern by means of the matrix-extension procedure, and it
can then be doubled to an 8x8 matrix by applying a foldover
tech:iique.

There are some restrictions on the kind of figure that can be
generated under foldover conditions, however, and the technique
requires some additional EXCLUSIVE-OR gates. In spite of the
restrictions and extra hardware, the foldover technique pays off
quite often.

The diagrams in Fig. 4-11 show the 8x8 extended foldover
matrix pattern as well as the extra circuitry that must be added to the
basic 4x4 matrix generator in Fig. 4-5.
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8 x 8 EXTENDED FOLDOVER

MATRIX
14
DO | DI | D2 | D3 |{D3F|D2F | DIF |DOF 16H 3 -
S0
D4 | D5 | D6 | D7 |D7F |D6F |D5F |D4AF
64H ——<¢
D8 | D9 |DIO | DIl |DIIF |DIOF|DOF |D8SF
Di2 | DI3 | DI4 | DIS |DISF |DI4F | DI3F |DI2F 32H TO
~ MULTIPLEXER
DOE | DIE |D2E | D3E |D3EF|D2EF |DIEF [DOEF SELECT INPUTS
16V S2
D4E |DSE | D6E| DTE |D7EF|D6EF|DSEF |D4EF
REMAINDER OF
D8E | DOE |DIOE | DI |E PDIIEF |IDIOEF|DOEF |DSEF CIRCUIT IDENTICAL
32v s3 TO FIG. 4-5.
DI2E |DI3E |DI4E |DISE |DISEF|DI4EF{DI3EF |DI2ER -
SELECT: So = 16H F 64H WINDOW: 256H D INPUTS: 1, 0, 64V, 64V,
S1=32H F 64H 128H AS REQUIRED
S2 =16V 128V
83 =32V

Fig. 4-11. Matrix pattern and additional circuitry for creating an 8 x 8 extended foldove: matrix from the basic 16-cell
generator circuit. Select, Window, and D-input specifications are just examples.




A cursory study of the matrix pattern in Fig. 4-11 will show that
the original 4 x4 matrix is situated in the upper left-hand quadrant.
The designations for each of the cells in this quadrant correspond
exactly to the D inputs of the multiplexer in Fig. 4-5.

Thennotice that the lower left-hand quadrant of this matrixis an
extended version of the upper left-hand quadrant. The left-hand half
of this 8x8 matrix, in other words, is simply the 4x8 extended
matrix described in the previous section of this chapter.

The right-hand half of this matrix is the folded portion. The
foldover cells all have an “F” suffix to clearly indicate they belong to
the folded half of the matrix.

Compare the designations of the cells in the left-hand half of the
matrix with those on the right and you will find that the right-hand
half of the diagram is really a mirror image of the other half. The
folded cell D3F, for instance, is one cell to the right of the center line,
while its originating counter-part, D3 is just left of center. DO is in
one upper corner, while the folded version of it appears in the
opposite upper corner.

The fact that the right-hand half of this 8 X8 matrix is a mirror
image of the left-hand half means that any figure using this format
must be symmetrical around the vertical center line. While this
might seem to be a rather severe restriction at first, it turns out that
a great many interesting and useful figures do, indeed, have a
symmetrical (mirror-image) quality. Look ahead to Fig. 4-12 for one
good example.

All that is required for achieving the foldover effect in this case
is to run the 16H and 32H signal through EXCLUSIVE-OR gates
before applying them to the SO and S1 select terminals of the
multiplexer. One input of each of the EXCLUSIVE-OR gates is
connected to 64H. So when 64H is at logic 0, noninverted versions of
16H and 32H appear at select inputs SO and S1. When 64H switches
to logic 1, however, SO and S1 see inverted versions of 16H and
32H.

The circuit thus generates the normal matrix and extended-
matrix patterns as long as 64H is at logic 0, but as soon as 64H rises
to logic 1, it effectively reverses the horizontal scanning operation.
Along the first row of cells, for instance, SO and S1 see binary levels
representing a normal count of 0, 1, 2, and 3. At the end of D3,
though, the EXCLUSIVE-OR gates begin reversing the count: 3, 2
1, 0. A reversed image thus appears along the right-hand half of the
matrix.

Connect the basic 4 x4 matrix-generating circuit shown in Fig.
4-5, then add the two EXCLUSIVE-OR gates as shown in Fig. 4-10.
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0o [ b1 | p2| 03 |03F |D2F | DIF |DOF | FECT
3 S0 = 16H F 64H
S1 =32H F 64H
D4 | D5 | D6 | D7 |D7F |D6F [DSF [D4F| oo yev
S3 =32V
o8 | D9 | DI0| DIl {DIIF [DIOF|DSF PBF | winoow: 2s6m
» * I 128H
Di2 | Di3 { DI4 | DI5 |DISF |DI4F| DIZF |Di2F 128V
DOE | DIE | 52E | D3E |D3EF|p2EF|OTEF [poEF| © NPUTS: D0 =6
— e D2 =84V
D4E | DSE | D6E| D7E [D7EF [DGEF|DSEF |D4EF D3 =64V
e D6 =64V
DSE | D9E [DIOE [DIIE [DI1EF |DIOERDSEF|DEEF D9 =64V
— - D12 = 64V
Py D13 =64V
DI2E [DI3E [DI4E DISE |DISEF i D13 =6y

Fig. 4-12. Figure and specifications for a racing car, using the 8 x 8 extended
foldover matrix circuit.

Finally, set the select and window specifications as shown. (The
select statement SO0=16H F 64H can be interpreted as meaning, “S0
equals 16H folded by 64H").

Using these specifications, you will find a large white square
near the lower right-hand corner of the screen.

To begin getting a feeling for how this 8 X8 extended foldover
matrix works, connect the D inputs of the multiplexer to logic zero,
beginning with DO and working up toward D15. When you connect
DO to logic 0, you should see four black squares appearing at DO,
DOF, DOE, and DOEF. In fact four black squares should appear
anytime one of the multiplexer’s D inputs is connected to a logic-0
source. The four squares represent the original D position, its
extended counterpart, and foldover versions of both the original and
extended squares.

Whenever any of the D inputs are connected to 64V, you should
see a pair of black squares in the upper half of the matrix. The one on
the right side is a mirror-image of the one on the left. Andin the same
fashion, connecting any of the multiplexer’s D inputs to an inverted
version of 64V creates a pair of black squares in the bottom half of the
matrix.

The four rules for generating a 4 X8 extended matrix pattern
apply here; so if you have mastered the earlier procedure, you are
fully prepared to begin building extended foldover patterns.
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The diagram in Fig. 4-12 is one example of an 8x8 extended
foldover figure. The idea here is to build a figure of a racing car for a
couple of different TV games. Using the select, window, and D
inputs specified in that figure generates a rather large version of the
car; so after you've tried building it for yourself (and maybe making a
few style modifications), reduce its size by scaling down all of the
specifications a notch or two.

Why not try designing a few more interesting and potentially
useful figures that are symmetrical about a vertical center line? Try a
rocket, for instance, or some stars, squares with black centers, and
triangles.

Figure 4-13 shows the matrix and circuitry for converting the
8x8 extended foldover matrix to one having symmetry about a
horizontal center line. Three lower-order horizontal-count inputs go
to select inputs S0, S1, and S2, while S3 sees a folded version of
16V. Note that the 32V signal that is used for generating the
extended-matrix effect must also be folded before it is applied to the
appropriate D inputs of the multiplexer circuit.

An example of an 8x8 extended, horizontally folded image is
shown in Fig. 4-14. As with every matrix-generated figure in this
chapter, it can be reduced in size by scaling down all the vertical- and
horizontal-count inputs. Using the specifications given in Fig. 4-14,
the airplane occupies most of the lower right-hand quadrant of the
screen.

Figure 4-15 shows yet another version of the 64-cell extended
foldover matrix built around the circuit in Fig. 4-5. In this instance
the matrix is configured as a 4 X 16, with symmetry about the vertical
axis. Using the select, window, and data specifications shown here,
this particular matrix is quite useful for building missile images. See
the suggested missile in Fig. 4-16.

See if you can apply your understanding of how the foldover
principle works to generate a missile image that fits into a 16x4
matrix that is folded along the horizontal center line.

MATRIX OPERATIONS FROM A 32-CELL GENERATOR

The circuit in Fig. 4-5 is a basic 16-cell matrix generator. By
applying extended-matrix and matrix foldover procedures, it is pos-
sible to build 32-cell and 64-cell matrices. The only restriction on the
kinds of figures it can generate is that the 64-cell version is good only
for making symmetrical figures.

And while it is a lot of fun to play with the system just described,
personal experience with it shows that other people sometimes have
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8 x 8 EXTENDED FOLDOVER MATRIX
(HORIZONTAL SYMMETRY)

DO|DI |D2| D3 | D4| D5 | D6 | D7 16H S0

D8 | DO | DIO | DIl | DI2 ]| DI3| Di4| DIS 32 s1

DOE| DIE |D2E|D3E |D4E| DSE | D6E | D7E

TO MULTIPLEXER
SELECT INPUTS

D8E | DSE(DIOE |DIIE |DI2E|DI3E|DI4E |DISE

16V ——— 1\ 3
D8EF |DOEF |DIOEF|DIIEF|DI2EF|IDIBEF F > S3
4

DOEF | DI EF|D2EF|D3EF |D4EF|DSEF [DEEF|D7EF

64V —4
D8F | DSF | DIOF | DIIF |DI2F |DI3F |DI4F |DISF L4
—_)Di D INPUTS
DOF | DIF | D2F | D3F | D4F | DSF [D6F | D7F 32v 2 32V F 64V
SELECT: SO = 16H WINDOW: Z56H D INPUTS: 1,0
S1=232H 128H 32V F 64V,
2 =64H 128V 32V F 64V,
S3 =16V F 64V AS REQUIRED

Fig. 4-13. Matrix configuration, circuit, and sample specificationis for an 8 x 8 cxtended matrix that is folded horizontally.



SELECT

3 § S0 = 16H
vs | oo [oto] ont {oi2 | D13 | pia) o157 3 =320
. S3 =16V F 64V

WINDOW: 256H

128H
DSE | D9E |DIOE | DI IE | DI2E | DI3E |DI4E [DISE 128V

peipripzioalnd]| os| o6l D7

DOE]| DIE | D2E| D3E| D4E| DSE| D6E| D7E

DSEF|DOEF |DIOEFIDI IEF|DI2EF|DIZEF|DI4EF|DISEF | D INPUTS:

_ D0 =0 D8 =32V
DOEF | DIEF [D2EF|D3EF [D4EF|DSEF|DEEF|D7EF| D1 =32V D9 =32v
D2 =0 D10 =32V
D3 =0 Di1=32v
D8F |DSF |DIOF |DiIF |DizF [DI3F [Di4F [DISF | Do =2 Drt — aay

D6 =0 D15 =32V
DOF |DIF | D2F| D3F|D4F|DSF | D6F|D7F | p7 — 30y

Fig. 4-14. Figure and specifications for an airplane, using a horizontally folded,
8 x 8 extended matrix.

trouble identifying the object presented on the screen. Even with 64
cells available for building an image, the resolution is often so coarse
that others might, indeed, have trouble seeing what the image is
supposed to represent. When this is the case, it is time to move up to
a matrix generator that yields a higher resolution.

The circuit in Fig. 4-17 uses two 16:1 multiplexer circuits. The
basic system generates 32 cells. (Note that there are 32 D inputs,
labeled DO through D31.) If the matrix-extension technique is
applied to this circuit, the number of available cells rises to 64. And if
the foldover technique is also used, the system can generate a
128-cell symmetrical figure.

This system represents a 2:1 increase in image resolution over
the basic 16-cell circuit in Fig. 4-5.

IC6 and IC6 are identical ICs. In fact they are the same multi-
plexer IC used for all of the complex-figure circuits already described
in this chapter. Note, however, that this system has five select
inputs, SO through S4, while each multiplexer IC has input provisions
for only four.

We can take care of the four basic select inputs on each multi-
plexer IC by connecting them in parallel: pin 15 of IC5 to pin 15 of
IC6, pin 14 of IC5 to pin 14 of IC6, and so on. The parallel-connected
select inputs on the two multiplexer ICs then go to system-select
inputs SO through S3.
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DO

DI

DIF

DOF

D2

D3

D3F

D2F

D4

D5

D5F

D4F

D6

D7

D7F

DeF

D8

D9

DOF

D8F

DIO

DIl

DIIF

DIOF

Di2

DI3

DI3F

DI2F

D4

DIS

DISF

DI4F

DOE

DIE

DIEF

DOEF]

D2E

D3E

D3EF

D2EF;

D4E

D5E

DSEF

D4E

D6E

D7E

D7EF]

D6EEF|

D8E

DOE

DSEF

DSEF

DIOE

DIIE

DIIEF|

DIOEH

DI2E

DI3E

oLk

r43g

DI4E

DISE

IOLF

4EF]

4 x 16 EXTENDED
FOLDOVER MATRIX

SELECT: SO =8H F 16H

S1=8V
S2 =16V
S3 =32V
WINDOW: 256H
T28H
&
32H
128V
D INPUTS: 1, 0, 64V, 64V,
AS REQUIRED
8H
16H
A
16V
32v

S2

Fig. 4-15. Matrix configuration, circuit, and sample specifications for a 4 x 18
extended, foldover matrix.
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SELECT:

S0 =8H F 16H
S1=8V
S2 =16V
83 =32V

oe | 07| o7F |DSF WINDOW: 256H

128H
=58 D9 | DOF [BEF ] A
—— . 128V
DI | DIIF [BIGF
—1 DINPUTS:
=B DI3 D|3F;ﬁ_}_§' Do =

= SSHE D2 =0
=== o D4 =64V
DIE| DIS | DISF (B4 D8 = eav
D10 = 64V
DIEFH D11 = 64V
D12 = 64V
D3EF D13 =64V
D14 = 64V
DSEF D15 =64V

DIOE

DI2E [DBES

DI4E[pES

Fig. 4-16. A vertical missle figure built within a 4 x 16 extended foldover matrix.

Using this kind of parallel selection, the two multiplexers are
always selected exactly the same way. If the system-select inputs
happen to select D2 on IC5 (pin 6), it must also be selecting D18 (pin
6) on IC6. As far as system-select inputs SO through S3 are con-,
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cerned, they select the same data input on both ICs at the same
time. The scheme works very much like a two-deck rotary switch.

What, then, is the role of the S4 input? Ultimately, the purpose
of the S4 input is to make certain the two multiplexers are never
enabled at the same time. If this 5th-bit input happens to have a
logic-0 level, for instance, it can enable multiplexer IC5 and disables
IC6. Setting select input S4 to logic 1, on the other hand, makes it
possible to disable IC5 and enable IC6.

ICs 5 and 6 are thus both disabled at the same time; or,
according to the logic state of S4, one is enabled while the other is
disabled. It is not possible to enable both multiplexers at the same
time. (Both multiplexers are disabled by the window inputs, a circuit
described a bit later in this section.)

Now consider all five system-select inputs at the same time. As
long as the S4 select input is at logic 0, the status of the four
lower-order select inputs (S0 through S3) select one of the 16 data
inputs to IC5. An inverted version of that particular input to IC5
appears inverted at pin 10 of that IC. IC6, however, is disabled at
that time. And though select inputs SO through S3 might be selecting
one of the 16 inputs to IC6, pin 10 of that IC remains fixed at logic 1,
the disabled output condition.

IC5 and IC6 change roles when S4 goes to logic 1. IC6 then
outputs its selected data to its pin-10 connection, and IC5is disabled.

Data inputs DO through D15 are thus relevant only as long as
select input S4 is at logic 0. In a similar fashion, data inputs D16
through D31 are selected only as long as select input S4 is at logic 1.

There are effectively 32 different data inputs to this system.
One of these 32 different inputs appears at the input side of the
output NAND gate, IC2-C, depending on the 5-bit binary code
appearing at the system’s select inputs. There is a one-to-one
correspondence between the 5-bit binary code presented at the
select inputs and the data input being selected. Setting the select
inputs to binary 20 (10100), for example, selects data input D20.

The window input works much the same way as all the other
figure-windowing circuits described earlier in this chapter and in
Chapter 3. In this instance, however, the window circuit keeps both
multiplexers disabled until the proper horizontal and vertical count is
reached. At that moment, on multiplexer IC or the other is enabled,
depending on the logic level of select input S4.

Extended 64-Cell Matrices

The circuit in Fig. 4-17 is the starting point for a number of
complex-figure matrix configurations. Connect this circuit on your
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D6 —2
D7 —1
D8 —23
D9 22
1 D10 —{21
T 2]~ IC-3 D11 —20
— 3] [1a D12 —19
__4] 8 D13 —18
WINDOW § __ 5| D14 —]{17
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Fig. 4-17. Circuit for a basic 32-cell matrix generator.




breadboard arrangement, then use the specifications shown in Fig.
4-18 to generate an extended 8x8 matrix.

After assembling this particular circuit (using the specifications
in Fig, 4-18, but leaving all the D inputs unconnected) you should see
a white square pattern on the screen.

Connecting any one of the D inputs to logic 0 then creates a little
black square at the corresponding matrix position. From this point,
you can generate any complex figure you choose, using the same
general procedures outlined for the 32-cell extended-matrix circuits.

Figure 4-19 shows the specifications for generatingthe figure of
a little dog. This nonsymmetrical figure has far more detail than is
possible with any of the figure-generating circuits described in the
first part of this chapter. And of course that is the whole point of
using this more complex matrix-generator circuit.

While working with this extended 8 X8 matrix pattern, bear in
mind that your select specifications determine the size of the matrix,
the window specifications determine the position on the screen, and
the D inputs determine the pattern itself.

You can have a lot of fun generating your own figures within this
matrix. Spend a great deal of time playing with it, sharpening your
ability to generate any desired figure as quickly and effectively as
possible. Time spent on the project at this point will pay off big

po| D! |D2|D3|D4| D5 | D6 | D7 | SELECT: ggfgn

SH
S3 =8V
S4 =16V

D8 | D9 |DIO | DIl |DI2 [ DI3 | D14 | DIS

Di6 | DI7 | DI8 | DI9 |[D20| D2| [D22 |D23
WINDOW: 256H

D24 | D25 |D26°| D27 [D28 [ D29 | D30 | D3I

DOE| DIE | D2E|D3E |D4E | DSE|D6E | DTE ‘v

DSE | DSE DIOE |DIIE |DI2E [DI3E |DI4E [DISE| D INPUTS: 1, 0, 32V, 32V
AS REQUIRED

DI6E [DI7E |DISE [DISE |D20E|D2IE |D22E [D23E

D24E D25E [D26E [D27E [D28E/D29E [D30E D3 IE

Fig. 4-18. Matrix configuration and sample specifications for a 16 x 4 extended
matrix.
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Do | DI EEEEEEfoE| D5 LDE UL
=
& DI7 FDIE Dig | D20 D2k D22 |D23
—_——

oo D25 [D2e 02|28 | D29 | D30 | D3I

DOE | DIE |D2E| D3E { D4E | DSE [DEEHD7E;

DSE | DSE [DIOE | DI IE [DI2E [DI3E [DI4E DISE.
DI6E |DI7E |DISE |DISE [D2OE[D2IE [D22ER23E]
J24E|D25E D26E D27E |D28E|D29E D30E P3IE
SELECT: SO=8H  WINDOW: 256H
S1 = 16H 128H
S2 = 32H 64H
S3 =8V 128V
S4 =16V 64V
DINPUTS: D2 =32V D16 =32V
D3 =32V Di18=0
D4 =32V D19=0
D6 =0 D20 = 32V
D7 =0 D21 =32V
D8 =32V D22 =32V
D10 =32V D23 =32V
Di1=32V D24=0
D14=32V D26=0
Di5=0 D27 =0
D28 =32V
D31 =32V

Fig. 4-19. Figure of a dog built within a 8 x 8 extended matrix.
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dividends later on when you are attempting to design video games.
Be sure to keep a careful record of your work, including drawings
and specifications.

Figure 4-20 shows how the extended 64-cell square matrix can
be transformed into a 16 x4 matrix format. This long and narrow
matrix can be useful for generating game figures such as side views
of ships, cars, and aircraft. See the two examples in Fig. 4-21.
NOTE: The complex figure generated by the programming connec-
tions in Fig. 4-21a calls for 21 connections from the 8V source. Since
the Sourcebox can deliver sufficient power for only 20 loads, the load
must be divided by means of the buffer circuit shown in Fig. 4-21a.
The 8V Sourcebox connection goes to the input of the first inverter.
The output of one of the two other inverters goes to about half the
8V connections specified for this figure. The other half come from
the output of the third inverter.

The horizontally oriented 16 X4 matrix can be likewise restruc-
tured to form a vertical, 4x16 matrix. See Fig. 4-22. This particular
matrix might not be very useful as it is specified here, but it becomes
an invaluable starting point for building a highly desirable 8x16
extended foldover matrix described in the following section.

Before leaving this discussion of extended 64-cell matrices, it is
important to see how they differ from the 64-cell extended foldover
versions described in the opening sections of this chapter.

At first glance, 8 x8 extended foldover matrix in Fig, 4-13 might
appear identical to the 8 x8 extended matrix in Fig. 4-18. Likewise,
the vertical 4 x16 extended foldover matrix in Fig. 4-15 looks much
like the 4x16 extended matrix in Fig. 4-22.

Since these matrices have the same number of cells and the
same general dimensions, why would an experimenter ever resort
to the versions that use the more complicated circuit in Fig. 4-17?
The simpler circuits are using a foldover technique to double the
number of matrix cells, and that means the figures must be symmet-
rical about the foldover line. The matrices generated by the more
complicated circuit in Fig. 4-17, on the other hand, do not use this
foldover scheme; therefore, the figures are not limited to those
having a symmetrical display. The nonsymmetrical figure of a dog in
Fig. 4-19, for instance, cannot possibly be built within the 8x8
extended foldover matrix in Fig. 4-13. Figures using the matrix in
Fig. 4-13 must be symmetrical about a horizontal line running
through the middle of it.

A Useful 128-Cell, Extended Foldover Matrix
Adding a 7486 quad EXCLUSIVE-OR IC package to the circuit
in Fig.4-17 makes it possible to generate a large foldover matrix that
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DO | DI |D2 |D3 |D4 |D5 | D6 | D7 |D8 | DO | DIO | DIl | DI2 | DI3 |DI4 | DIS

D22 D23 | D24 | D25 | D26 | D27 | D28 |D29

Di6 | DI7 | DI8 | DI9 |D20 |D2I D30 (D3I

D3E|D4E|D5SE [D6E| D7E| DS8E|DOE DIOE
D24E[D25E |D26E [D27E|D28E|D29E|D3OE|D3IE

DIIE |DI2E [DI3E |DI4E|DISE

DOE | DIE | D2E

DIGE|DI7E |DISE |DIOE DZOEiDZIE IDZZE'DZ?)E
16 x 4 EXTENDED MATRIX

SELECT: SO=4H  WINDOW: 256H 32V D INPUTS: 1, 0,
S1=8H 128H 16V 8V, 8V, AS REQUIRED
S2 = 16H 64H
S3 =32H 128V
S4 =4V 64V

L

- Fig. 4-20. Configuration and sample specifications fora 16 x 4 extended matrix.
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{p8 | D9 | DIO {Dit |DI2 {DI3]DI4 |DIS
D24|D25 |b26 | D27 |028 | D29 [D30{D3
DSE | D6E {375 DBE| DOE |DIOE |DIIE DI2E PI3E [DI4 E[DISE
D2|E [D22E (D23 E[p24E{D25E[D26E [D27E|D28E|D29E|D30E B3]
SELECT- S0O=4H WINDOW: 256H
S1=8H 128H
8v 8V TO ABOUT S2 = 16H 64H
FROM TWELVE D INPUTS S3 =32H 128V
SOURCEBOX S4 =4V EW
BV
:’ oV
8V TO REMAINING
D INPUTS
BUFFER CIRCUIT DINPUTS: DO =8V D15=8V D8 =0 D26=8V
D1 =8v D16=0 D9 =8V D27 =8V
D2 =8V D17=8V Di10=8VvV D30=8V
A D3 =8V D18=8V Di11=8vV D31=0
D4 =8v D19=8V Di2=8V
D5 =8v D20=8V D13 =8V
D7 =0 D21=8V Di4=8V
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Dz ] 03

=]

D4 [D5 D6 |D7 D& b9 $nio {1t |Diz{oB

Dig |

DIS

DI9

I E

D20 [p2i {p22]Dn25{p24 |p25 [D26 | D27 |D28 D29

D3l -

'DOE| D IE |D2E

D3E | D4E |DSE |D6E| DTE|D8E| DOE |DIOE |DI IE |DI2E [DI3E

DI4E|DISE

DIGE [DI7E [DISE IpisE [D2OElRIE {022 D23E{D24EID25E|D26ED2TE

D28E[D29E

D30E

D3IE

SELECT: S0=4H  WINDOW: 256H

S1=8H 128H
S2 = 16H 64H
S3 =32H 128V
S4 =4V 64V
3BV
TeV

REMEMBER: D INPUTS

THAT ARE NOT LISTED
ARE TO BE AT LOGIC 1,
OR NO CONNECTION

DINPUTS: D0 =0 D16=0
D1 =8v D17=0
D2 =8V D20 =8V
D5 =8V D21=0
D7 =8v D22=0
D8 =8V D23=0
D9 =8V D24 =8V
Di0=8v D25=8V
Di1 =8V D28 =8V
Di12=8v D29=0
D13=8v D30=0
D14=0 D31=0
D15=0

Fig. 4-21. Sample figures built within the 16 x 4 extended matrix. (a) Figure of an aircraft carrier or submarine. Note the need
for inverters acting as driver circuits. (b) Profile of a racing car and driver.




DO | DI | D2 | D3| SELECT: S0 =8H
S1=16H
D4 | D5|D6 | D7 S2=8v
S3 =16V
ps | Do | Do DN S4=32v
WINDOW: 256H
pi2| b3 | D14 | DI5 e
64H
A
pis| D17 | DI | DIo A

D20} D2l | D22 | D23

D INPUTS: 0, 1, 64V, 64V,

‘| 024|025 | 026 |D27 AS REQUIRED

D28|D29|D30 (D3I

DOE| DIE|D2E |D3E

D4E|DSE|D6EE| D7E

D8E|DSE |DIOE |DIIE

DI2E(DI3E|DI4E [DISE

DIGE |DITE|DISBE[DISE

D20E|D2IE |D22E|D23E

D24E|D25E|D26E|D27E

D28E|D29ED30E|D3IE

4 x 16 EXTENDED
MATRIX

Fig. 4-22. Configuration and sample specifications fora4 x 16 extended matrix.
is perhaps one of the most useful of all. Connected to the basic
64-cell circuit as indicated in Fig. 4-23, the EXCLUSIVE-OR circuit
expands the matrix to a 8x16 format.

The matrix in Fig. 4-23 is a folded matrix that requires sym-
metry about the vertical line running through its center, but in actual
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practice it turns out that an experimenter can generate a vast variety
of interesting and useful video game figures with it. How about that
cowboy figure specified in Fig. 4-24?

Turn your imagination loose on this matrix and see how many
fascinating symmetrical figures you can generate. The principles for
designing figures around this 8 x16 extended foldover matrix with
vertical symmetry are much the same as those for working out

po|D
| | D2 | D3 |D3F|D2F | DIF |DOF SELECT: S0 = 8H F 32H
S1=16H F 32H
D4 | 05 | D6 | D7 | D7F| D6F |DSF |D4F 82 =8V
S3 =16V
p8| D9 | DIO | DIl |DIIF|DIOF| DSF | DSF S4 =32V
WINDOW: 256H
D12} DI3 | DI4| DIS |DISF|DI4F |DI3F|DI2F 12§H
64H
Die| DI7 | DI8 | DI9 [DISF|DISF|DI7F|DIEF 128V
64V
D20| D21 | D22| D23 |[D23F [D22F |D2IF |D20F DATA IN: 1, 0, 64V, B2V,
D24| D25 | 026|027 |D27FID26F [D25FDRaF|  AS REQUIRED
D28| D29 | D30 |D3! |D3IF |D3OF |D29F |D28F
DOE| DIE | D2E | D3E [D3EF|D2EF [DIEF |DOEF]
D4E| D5E | DEE| D7E [D7EFDGEF [DSEFP4EF| gy
D8E | DSE |DIOE | DI E |DIEF |[DICEF|DOEF|DSEF
32H
DI2E DI3E |DI4E [DISE [DISEFIDIEF [DI3EF|DI2EF
DIGE [DI7E |DISE |DIOE DIOEF DITEFDIGEF| 16H
-\
D2CE|D2IE [D22E |D23E D23EFID22EF|D2IEF t
16V
D24E|D25E |D26E |D27E
32v
D28E |D2SE [D30E [D3IE [D3IEF mF|
8 x 16 EXTENDED
FOLDOVEF MATRIX

Fig. 4-23. Configuration, circuit, and sample specifications for an 8 x 16 ex-

tended foldover matrix.
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Fig. 4-24. A cowboy figure built within an 8 x 16 extended foldover matrix.
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symmetrical figures in the earlier section entitled Folding Over an
Extended Matrix. The only difference here is that you are working
with twice as many cells.

Figure 4-25 shows the 128-cell extended foldover matrix
oriented horizontally. The axis of symmetry in this case is a vertical
line through the center of the image. Set up this matrix, using the
EXCLUSIVE-OR circuit and specifications shown in Fig. 4-25. Then
work out some figures of your own, bearing in mind that the right-
hand half of the images must be mirror images of the left-hand half.

Further Experiments With the 32-, 64-, 128-Cell System

If you have been performing the experiments suggested in this
chapter thus far, you most likely have the know-how and confidence
necessary for generating other matrix formats. What's even more
important is that you ought to be coming up with additional ideas you
want to try, perhaps more-novel ideas than you have time to work
on.

Suppose, for instance, you are thinking about putting more than
one kind of complex figure on the screen. How do you go about it?
Well, you certainly have to build two different figure-generating
circuits, one for each figure you want to put on the screen. After
that, you must effectively OR together their outputs before applying
the signal to the GAME VID IN terminal of the Sourcebox unit.
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