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Introduzione

Il Commodore 64 fa parte della grande famiglia degli home computer e,
come molti suoi simili, sta avendo una grande diffusione per il suo basso
prezzo e le sue ottime prestazioni.

Solo pochi anni fa, un computer con analoghe caratteristiche sarebbe
stato costoso, ingombrante e difficile da utilizzare; il terzo fattore che ha
favorito la grande diffusione del C-64 infatti & proprio quello della facili-
ta d’'uso: & sufficiente conoscere i primi rudimenti del BASIC per poter
immediatamente programmarlo e ottenere interessanti risultati.

Per poter sfruttare appieno le inesauribili risorse del C-64 pero ¢ neces-
sario approfondire le proprie conoscenze andando a scoprirne gli innu-
merevoli segreti; con questo intento & stata concepita questa Guida al
Commodore 64: essa infatti vi prende per mano fin dal primo contatto
con il C-64, quando lo estraete dal suo imballo e, passo dopo passo, ve ne
spiega puntualmente tutte le funzioni.

Il capitolo 1 descrive 'aspetto fisico del C-64 e delle sue pitt comuni peri-
feriche. Il capitolo 2 spiega come familiarizzare con i fondamentali modi
operativi e come scrivere o leggere programmi utilizzando le cassette o i
dischetti.

Il capitolo 3 & un completo corso di programmazione in BASIC che viene
completato dalle nozioni piui avanzate descritte nel capitolo 4.

Il capitolo 5 spiega il funzionamento dei joystick, indispensabili per crea-
re e usare programmi di giochi che in generale richiedono un ampio uso
delle capacita grafiche del C-64, descritte in dettaglio nel capitolo 6, pro-
babilmente il piu importante dell’intera guida.

Nel capitolo 7 si parla del suono e di come creare melodie con I'aiuto del
computer.
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Le periferiche sono descritte in dettaglio nel capitolo 8 insieme a tutti i
comandi necessari. Vengono trattati il Datassette, 'unita a dischetti
1541, la stampante MPS 801 e, in modo piu semplice, il collegamento a
distanza con l'uso del modem.

L'ultima parte del libro contiene numerose appendici sull’architettura
del sistema, la mappa della memoria, le porte di I/O, tavole di conversio-
ne e tabelle dei caratteri ASCII e grafici, messaggi d’errore e un riepilogo
di tutti i comandi e le istruzioni BASIC.

Nota all’edizione italiana

Talvolta si pud creare confusione tra istruzioni BASIC e tasti; per ovviare a que-
sto inconveniente & stata adottata la seguente convenzione:

maiuscoletto per i tasti - RETURN

maiuscolo per le istruzioni - GO TO



Capitolo

Descrizione del C-64

Appena tolto dall’imballo il vostro C-64, troverete il seguente corredo co-
me mostra la figura 1.1:

— Il computer C-64

— L’alimentatore

— Il manuale d’uso

— Un cavo di colléegamento video

Ponete il C-64 su di un piano sul quale ci sia spazio a sufficienza per un
televisore.

La descrizione che segue identifica tutti gli elementi e ne spiega la fun-
zione.

1.1 Interruttore, prese e porte di collegamento

L’interruttore, i collegamenti e le interfacce sono posti sul retro e sul
fianco del C-64; essi sono indicati nella figura 1.2. E importante conosce-
re il funzionamento e l'ubicazione di ogni elemento mentre si effettuano i
collegamenti, per evitare di danneggiare il computer.
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Figura 1.1. La dotazione base del Commodore 64.

Figura 1.2. Alloggiamento delle prese e dell’interruttore sul C-64.
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INTERRUTTORE GENERALE

Assicuratevi che il C-64 sia spento: I'interruttore & situato sul lato destro
del computer.

Una volta acceso, lo schermo rimarra scuro per qualche istante; durante
questo tempo il computer si sta “inizializzando”, sta controllando cioé i
propri sistemi interni e la memoria.

Quando lo spegnete, vengono persi tutti i programmi ed i dati che non so-
no stati trasferiti sul dischetto o sul nastro magnetico.

Figura 1.3. Collegamento del cavo di alimentazione al C-64 sulla destra del-
I'interruttore di accensione.

L’'ALIMENTATORE

Il dispositivo d’alimentazione ha due cavi: uno si inserisce in una qualsia-
si presa a 220 volt, l'altro si inserisce direttamente nell’apposita presa
sulla destra del C-64, di fianco all’interruttore oN/oFF.
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PRESE PER I GIOCHI

Queste prese sono usate per collegare i vari comandi dei giochi disponi-
bili per il C-64, per la penna ottica e per altri dispositivi usati in applica-
zioni speciali. Con questa presa, funzionano i joystick e le manopole della
Commodore cosi come quelli della Atari.

PORTA PARALLELA

La porta parallela permette di collegare dispositivi come il VIC modem
(collegamento telefonico) al C-64. Gli utenti piti esperti possono usare
questa porta per collegarvi dispositivi per qualunque applicazione.

INTERFACCIA PER CASSETTE

L'interfaccia per le cassette & usata per collegare il Datassette, che &€ uno
speciale registratore digitale. Si puo usare con il C-64 per tenere perma-
nentemente memorizzati programmi e dati. Il Datassette verra descritto
pitt avanti in questo stesso capitolo.

PRESA PER DISPOSITIVI SERIALI

La presa per dispositivi seriali viene usata per collegare il computer alla
stampante modello MPS 801, all’'unita a dischetti 1541 e ad altri dispositi-
vi con porte seriali. Le istruzioni per collegare la stampante e I'unita a
dischetti al C-64 sono date piu avanti in questo capitolo.

PRESE PER IL VIDEO

Il C-64 fornisce il suono e le immagini abbinandoli in un solo segnale
chiamato video composto. Questo segnale ¢ emesso dalla presa video
(connettore antenna TV).

Mediante il cavo in dotazione & possibile collegare questa presa video con
la presa d’antenna del vostro TV e poi sintonizzarsi sul canale 36 UHF fi-
no ad avere una immagine nitida.

I segnali audio e video non modulati sono emessi dall’altra porta dotata
di presa DIN 41524. E percid possibile collegare un monitor ed ottenere
immagini migliori di quelle della TV, oppure 'amplificatore di una cate-
na HI-FI per un suono di alta qualita.
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Figura 1.4. Cavo dell’unita a disco (o della stampante) inserito nella presa se-
riale.

\

f

Figura 1.5. Collegamento del C-64 con il video.
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CONNETTORE PER CARTUCCIA

Questa porta permette l'inserimento di cartucce contenenti programmi
su ROM.

VIDEO

All’accensione, esso presenta 25 righe da 40 caratteri. Il computer genera
i caratteri con una matrice 8 X8, come ¢ illustrato in figura 1.6. Il reper-
torio di caratteri del C-64 & abbastanza vasto, contiene 256 lettere, nume-
ri e simboli. E anche possibile programmare caratteri personalizzati per
applicazioni speciali (vedi Cap. 6).

a. Matrice 8 x8 b. Lettera A c. Carattere grafico

Figura 1.6. Matrice dei caratteri.

1.2. Installazione

Collegate il cavo TV alla presa video sul retro del C-64 (vedi Fig. 1.5).
Inserite lo spinotto del cavo d’alimentazione nella sua presa, poi procede-
te come segue:

1. Inserire la spina d’alimentazione in una presa di corrente.

2. Accendere, posizionando su oN 'interruttore situato sulla destra vicino
alla presa d’alimentazione.

3. Aspettare alcuni secondi la presentazione del C-64 sul video; in questo
tempo il C-64 esegue i suoi controlli interni e la procedura d’inizializ-
zazione.
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Dovrebbe ora apparire la seguente presentazione:

*%4# COMMODORE €4 BASIC Y2 #%##
64K RAM SYSTEM 38211 BARSIC BYTES FREE

READY
=

Se questa non appare, spegnete, aspettate circa dieci secondi poi accen-
dete di nuovo. Qualora non si ottenga ancora la presentazione, controlla-
te i collegamenti. Se anche questi sono a posto , contattate il rivenditore
Commodore.

1.3. La tastiera

La tastiera & lo strumento piu usato per comunicare col C-64. I tasti sono
disposti in maniera simile a quelli di una normale macchina da scrivere.
A differenza dei tasti di una macchina da scrivere pero, quelli del C-64
possono essere usati per accedere a tre o anche quattro simboli, caratteri
o funzioni differenti.

I tasti del C-64 si possono classificare per funzione come segue:

— Tasti alfabetici

— Tasti numerici

— Tasti dei simboli speciali

— Tasti grafici

— Tasti di funzione

— Tasti di controllo del cursore

TASTI ALFABETICI

I tasti alfabetici comprendono le 26 lettere dell’alfabeto sia maiuscole
che minuscole. Quando il C-64 viene acceso le lettere appaiono in maiu-
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scolo. Per avere le minuscole premete simultaneamente i tasti COMMODORE
e sHIFT. Qualora si stia scrivendo in minuscolo e si desideri un’occasiona-
le maiuscola, usate il tasto SHIFT come con una normale macchina da
scrivere. Premete di nuovo COMMODORE-SHIFT per ritornare alle maiuscole.

a [J [ KJ H ﬂ L‘ZI ll ﬂv“ ’E“!‘l
“}?3 AR 1
H ’ LES s« |/ N ' ‘ v 'm‘ ’

TASTI NUMERICI

I tasti numerici si usano per inserire le cifre dallo 0 al 9.

"vmw‘v“v ‘w* )
N “v ¢ jEa

A Q

TASTI DEI SIMBOLI SPECIALI

I tasti de1 simboli speciali comprendono la seguente punteggiatura stan-
dard:!’'".,;: 2. Comprendono anche i seguenti simboli matematici: — +
= [ * 1 (notare che la barra & usata per indicare la divisione, I'asterisco
per la moltiplicazione e una freccia rivolta in alto per I’elevamento a po-
tenza).

Altri simboli speciali disponibili sul C-64 sono:r#$& @ % £ v < >[] —.

m!?a‘v .z.v .vmv..%%\, e
= kg e
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TASTI GRAFICI

Il Commodore C-64 dispone di 62 simboli grafici che sono accessibili at-
traverso 1'uso dei tasti SHIFT o coMMoDORE. Usando questi simboli grafici
si possono realizzare disegni abbastanza sofisticati.

I simboli grafici ed i loro nomi sono elencati nella tabella 1.1. Simboli si-
mili sono stati raggruppati in modo da rendere immediatamente ovvie le
possibilita grafiche. Notate che il quadrato che racchiude ognuno dei
simboli raffigurati nella tabella 1.1 non fa effettivamente parte del sim-
bolo stesso ma & stato aggiunto al solo scopo di mostrare la posizione del
simbolo all’interno della matrice 8X38.

RN NSV ENEEN N SV YR
r R NN Ve e e
SV B TR e
20 V2V AV B i

A=

TASTI DI FUNZIONE

Ogni tasto che “fa qualcosa” invece di ‘“‘scrivere qualcosa” € un tasto di
funzione. Per esempio, CRTL-RED (premere i tasti CTRL e RED simultanea-
mente) non stampa nulla, ma fa si che tutti i caratteri seguenti vengano
stampati in rosso sullo schermo.

RUN/STOP RESTORE
SHIFT/LOCK TASTI CONTROLLO COLORE RETURN

AEEEE DD
ot T

SHIFT SHIFT

SHIFT

La maggior parte dei tasti ha sia un carattere, o funzione, “maiuscolo”
che uno “minuscolo”. Il tasto sHIFT, usato insieme a qualunque altro fa
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Tabella 1.1. Tasti dei caratteri grafici

Linea Linea Quarto di
orizzontale sottile carattere T
(pieno)

Alia Alia Ao desira” LE) A0
3/4 Alta Bassa g:zzg ;gslii:a Basso
2/3 Alta @ Sinistra Diagonale Sinistra
Quasi centrale Destra Destra

Quarto di carattere

Centrale (vuoto)
Linea Alto sinistra
spessa ﬂ Alto destra Simboli
B 2/3 Bassa
Basso sinistra @ X
Basso destra
Croce

ﬂ Sinistra Spigoli Diagonale
3) Alto sinistra
Linea Alto destra ~
verticale B Destra Diagonale
. B Basso sinistra
Basso destra

Sinistra
Griglia

3/4 Sinistra Mezzo
carattere Settore Piena
angolare

2/3 Sinistra [E Sinistra E Alto sinistra Meta
1 ) Alto destra sinistra

B Basso sinistra Meta
Basso destra inferiore

Quasi centrale @ Basso

Centrale
Mezzo
2/3 Destra  carattere
diagonale Semi Cerchio

3/4 Destra Alto sinistra @ Picche, cuori B Vuoto
Destra Alto destra @ @ Quadri, fiori @ Pieno

® «©@ =06
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accedere alla funzione o carattere shiftato (maiuscolo) di quel tasto. Per
esempio, lettere minuscole shiftate diventano maiuscole e il crRsr ur/DowN
shiftato muove il cursore verso l'alto. Ci sono due tasti sHIFT sulla tastie-
ra del C-64: uno & posto nell’angolo in basso a sinistra della tastiera e
I'altro in basso a destra.

SHIFT LOCK

Occasionalmente si puo aver bisogno di una sequenza di caratteri shifta-
ti. Per facilitare questa operazione il C-64 dispone di uno sHIFT Lock che &
simile a quello di una normale macchina da scrivere; premendo lo SHIFT
Lock fino a che non si sente un “clic” si blocchera la tastiera sul maiu-
scolo.

RETURN

Il tasto RETURN & molto simile al tasto di “a capo” di una macchina da
scrivere. Fa tornare il cursore (il quadrato lampeggiante che indica la po-
sizione in cui il prossimo carattere apparira) al margine sinistro della ri-
ga successiva.

Il tasto RETURN & anche usato per caricare istruzioni in BASIC: dopo aver
scritto una riga del programma, si preme RETURN per caricare quella riga
in memoria.

Eseguendo un RETURN quando il cursore si trova sull’ultima riga, si fa sci-
volare l'intera pagina verso 1'alto.

PRINT"MARTE
PRINT"GIOVE"
PRINT"ENERE"
RA=E+C+D

IF A=1 THEN 1@
IF A=20 THEN 29
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PRINT"GIOVE"
FRIMT"EHERE"
A=B+C+D

IF A=1 THEHW 18
IF A=28 THEHW z@&

20
39
40
]
=)

REVERSE ON/OFF

I tasti RvS ON e Rvs OFF permettono d'invertire le parti chiare dei caratte-
ri sullo schermo con quelle scure. Lo stato normale di questa funzione &
Rvs OFF; il RvS ON & come il negativo di una fotografia. Per invertire i ca-
ratteri premete i tasti CTRL e RvS ON insieme: tutti i caratteri seguenti sa-
ranno invertiti. Per ritornare al modo normale premete CTRL € RVS OFF.

SCRITTURA HORMALE  SISchemibcIsmmesiase)

RUN/STOP

Nell’'uso normale, cioé non shiftato, il tasto rRun/sTop ferma il programma
in esecuzione, facendo ritornare il controllo del computer alla tastiera.
Esso presentera anche il numero della riga del programma a cui era
giunto il computer prima di ricevere l'istruzione d’arresto.

A dimostrazione di cio caricate il seguente programmino:

n=6

AL O P
LGS S RO
o
"



DESCRIZIONE DEL C-64 25

Ora battete RUN e premete RETURN. Dovreste vedere apparire una serie
di numeri lungo il bordo sinistro dello schermo. Dopo aver premuto
RUN/STOP lo schermo dovrebbe apparire come segue:

et LA URSN xS B N TR N AR

DU I I LR ]

EREAK IM 29
%

Se invece il C-64 non sta eseguendo un programma, RUN/sToP non fa nulla.
Premendo SHIFT e RUN/STOP si carica ed esegue un programma dal Datas-
sette.

RESTORE

Se premendo il tasto run/stop da solo il programma non si arresta, pre-
mete simultaneamente RUN/sTOP € RESTORE. Se anche questo non dovesse
funzionare spegnete il tutto e poi riaccendete.

TASTI PER IL CONTROLLO DEL COLORE

Lungo la parte alta della tastiera, appena sotto ai tasti numerici (1-8), so-
no ubicati gli otto tasti di controllo del colore: nero, bianco, rosso, azzur-
ro, viola, verde, blu, giallo. Questi tasti cambiano il colore dei caratteri
scritti sul video. Per usarli bisogna premere ctrL ed il colore desiderato.
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Per esempio, quando si accende il C-64, il video s’illumina con un bordo
azzurro, un quadro interno in blu e lettere in azzurro chiaro. Premendo
CTRL € PUR insieme si comincera a scrivere con lettere viola
(purple=viola). Premendo il tasto coMmMoDORE e quelli dei colori si potran-
no ottenere altri otto colori.

TASTI DI CONTROLLO DEL CURSORE

INSERT/DELETE
CLEAR/HOME

f I nfi*‘v‘v" Rl L) (s
= '0"0"@@&.?“ =) 4 v,w P'F'm =)
Y ’Ev / ALY %V“\T_q’.\"\ =

CURSOR UP/DOWN
CURSOR LEFT/RIGHT

CLEAR/HOME

Usato senza premere SHIFT il tasto CLEAR/HOME fa saltare il cursore diret-
tamente all’angolo in alto a sinistra del video (la posizione di riposo o
“home"”). Per dimostrarlo battete LIST e premete RETURN. Dovreste vede-
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re il listato del programma caricato in precedenza. Qualora aveste nel
frattempo spento il computer dovrete ricaricarlo. Dopo aver battuto
LIST vedrete che il cursore si trova sotto al listato dopo la parola READY.
Premete il tasto cLR/HOME. Il cursore dovrebbe saltare in alto a sinistra.

BIST

10 X = @
28 PRINT X
30 K = K + 1

G0TO 29
END

Nell’'uso con sHIFT inserito, il tasto CLR/HOME non solo fara tornare il cur-
sore alla posizione di riposo ma cancellera qualsiasi cosa appaia sullo
schermo. Battete di nuovo LIST e premete simultaneamente SHIFT e
CLR/HOME.
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CURSOR UP/DOWN

Senza sSHIFT inserito, il tasto crRsR UP/DOWN muove il cursore in giu di una
riga. Tenendo premuto il tasto crsr UP/DOowWN lo fara scendere fino ad arri-
vare in fondo allo schermo. Se il cursore si trova sull’'ultima riga, tutto lo
schermo viene fatto scivolare in su di una riga mentre il cursore restera
in fondo allo schermo.

LISTate di nuovo il programma. Premete il crsrR up/DowN diverse volte o
mantenetelo premuto. Quando il cursore raggiungera il fondo dello
schermo tutte le righe si sposteranno in su. Nel caso di listati di pro-
gramma, la pressione di crRsr UP/DOWN provoca lo scivolamento verso I’al-
to di una riga logica di 80 caratteri. Poiché il video contiene soltanto 40
caratteri puo avvenire che nel caso di istruzioni particolarmente lunghe
lo scivolamento sia di due righe.

La lunghezza logica di una riga & il numero di caratteri che il C-64 & in
grado di trattare internamente in un’istruzione numerata.

Con lo sHIFT premuto il tasto crsr uP/DOowN fa muovere il cursore in su di
una riga alla volta e quando arriva in alto si ferma. Il video non scivolera
automaticamente verso il basso, cioé non spostera tutte le righe in giu di
una o piu posizioni.
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CURSOR LEFT/RIGHT

Il tasto cCRSR LEFT/RIGHT normalmente muove il cursore a destra di un ca-
rattere. Premete il cRsR LEFT/RIGHT e mantenetelo schiacciato: osservate
che, quando il cursore arriva in fondo ad una riga, salta direttamente al-
la posizione piu a sinistra della riga successiva.

Premendo lo sHIFT, il cRsR LEFT/RIGHT fara muovere il cursore a sinistra di
un carattere; quando il cursore arriva al margine sinistro del video salta
alla posizione piu a destra della riga superiore.

@ PRINT "CHI YA FIAMD Y%
ANO E YA LONTHND"
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18 FRINT "CHI YA PIAND YR
#AND E YA LONTANO"

Quando il cursore si trova alla estrema destra del video, se si preme il
CRSR RIGHT, il video scivola in su di una riga. L’avanzamento del cursore
all'inizio della riga successiva produce in effetti un crsr powN. I tasti
CRSR UP/DOWN € CRSR LEFT/RIGHT si usano per muovere il cursore sopra il
testo senza cambiarlo. Per cambiare il testo, bisogna spostare il cursore
fino al carattere che si desidera correggere; scrivendoci sopra un altro
carattere lo si sostituira, correggendo cosi il testo facilmente sul video
stesso.

INSERT/DELETE

Il tasto INST/DEL si usa per inserire o cancellare caratteri sul video. Senza
lo sHIFT schiacciato, il tasto INST/DEL cancella il carattere immediatamen-
te a sinistra del cursore. Cio causa anche lo spostamento di uno spazio
verso sinistra di tutti gli altri caratteri di quella riga.

1@ PRINT “MARMHE_LATA"
18 FRINT "MARMZELLRTR"

Premendo SHIFT e INST/DEL insieme, viene inserito uno spazio sul video.
Tutti i caratteri a destra del cursore verranno spostati di una posizione a
destra.

19 A=B+C+D0- 4% F

18 A=B+C+D-<4% /F)
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TASTI FUNZIONE PROGRAMMABILI

Oltre ai tasti gia esaminati il C-64 dispone di quattro tasti programmabili
a doppia funzione. Sono numerati f1/f2, £3/f4, f5/f6 e f7/f8. La funzione di
questi tasti ¢ definibile dall’'utente.

[
ﬁf@,.,ﬁa,:é%‘i‘,‘a‘%“a‘?‘%,,f:ﬂfi i
2 i @" VA
/ﬂ'— i X \'

=

ff\'

LA PROGRAMMAZIONE DEI TASTI FUNZIONE

La maggior parte dei tasti funzione puo essere inserita nelle istruzioni
PRINT nei programmi. Per esempio, potete inserire la funzione di coman-
do colore in una istruzione PRINT tipo:

10 PRINT " <CTRL> <CYAN >SAN VALENTINO<CTRL> <RED>
<SHIFT>S"

Quando esegue questa riga il computer scrivera le parole SAN VALENTI-
NO in azzurro (cyan), seguite da un cuore rosso.

Tabella 1.2. Tabella caratteri/funzione

ks CLEAR SCREEN ] cvan —
HOME BB PURPLE M
[} cursorup Ed GREEN | !
] CURSOR DOWN E= BLUE | 7
BB CURSOR LEFT YELLOW Il s
1 CURSOR RIGHT I&d REVERSEON =8
] BLACK B REVERSE OFF B
I=M wHITE MM DELETE (M ®
ES RED
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Ad eccezione dei tasti SHIFT, SHIFT/LOCK, RETURN, RUN/STOP € RESTORE qual-
siasi tasto funzione pud essere programmato in istruzioni di PRINT.
Quando i tasti di funzione sono programmati in istruzioni di PRINT essi
appaiono sullo schermo con caratteri inversi. Questi simboli sono elenca-
ti nella tabella 1.2.

1.4. Il Datassette

Vi accorgerete ben presto che caricare tutti i vostri programmi manual-
mente & noioso. Un registratore di dati risolvera questo problema. Ci so-
no due unita che funzionano con il C-64, praticamente uguali. Una & I'uni-
ta a cassette PET/CBM, l'altra & il VIC Datassette (vedi Fig. 1.7).

Un vantaggio del Datassette sul sistema precedente & la presenza di un
contatore che facilita la ricerca dei programmi registrati su nastro. L'uso
e l'installazione di queste due unita sono identici. Per usarle seguite le
seguenti istruzioni.

Osservate l'interfaccia della cassetta sul retro del C-64 (Fig. 1.2). Come si
vede in figura 1.8, il Datassette & fornito di una spina che si inserisce nel-
la presa.

Figura 1.7. Il Datassette Commodore
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Talvolta si puo riscontrare qualche difficolta nel rimuovere la spina
quando & in posizione. Se la spina s’'innesta saldamente nell’apertura, si
puo essere certi che & stato fatto un buon collegamento.

Per collegare il Datassette al C-64 seguite questa procedura:

Spegnere l'alimentazione (OFF).

. Presentare la spina in modo che la barretta s’inserisca nell’apertura
della presa.

Delicatamente spingere la spina nel connettore. Non forzare.
Assicurarsi che la spina sia perfettamente in posizione.

. Accendere l'alimentazione.

N =

W

5

Figura 1.8. Cavo del Datassette inserito nel C-64.

COLLAUDO DEL DATASSETTE

Prima di procedere oltre, & bene controllare il buon funzionamento mec-
canico del Datassette. Ecco qui un semplice controllo per assicurarsi che
tutte le funzioni di comando siano efficienti:
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owm

® N

. Accendere il C-64. Assicurarsi che nessun tasto del registratore sia

premuto e che il motorino giranastri sia spento.

Aprire lo sportello delle cassette sopra al registratore premendo il ta-
sto sToP/EJECT. Guardando dentro al Datassette premere il tasto pLAY.
Si dovrebbe vedere fuoriuscire le testine magnetiche (Fig. 1.9).
Contemporaneamente la ruota di trascinamento dovrebbe spostarsi in
fuori, toccare il capstan e cominciare a ruotare in senso antiorario.
Premere di nuovo sTOP/EJECT; le testine dovrebbero rientrare e gli albe-
rini fermarsi.

Premere il tasto F.Fwp (Fast Forward - Avanzamento veloce). Le testine
devono rimanere nascoste e I’albero di avvolgimento, sulla destra, met-
tersi a girare molto velocemente in senso antiorario.

Premere il tasto STOP/EJECT.

Premere il tasto Rew (Rewind - Riavvolgimento). L’albero di sinistra si
deve mettere a girare velocemente in senso orario.

Premere il tasto STOP/EJECT.

Con delicatezza premere il tasto REc (Record-Registrazione). Dovrebbe
essere bloccato.

Prendere un nastro nuovo. Osservare che le linguette di protezione po-
ste sul retro della cassetta siano integre. (Fig. 1.10).

Premendo i tasti PLAY e RECORD insieme le testine dovrebbero avanzare fi-
no a contattare il nastro che dovrebbe cominciare a muoversi.

Testina di lettura/registrazione
Capstan

Testina di cancellazione Trascinamento

P @
N LN 7N
S
Figura 1.9. Testine del Datassette.

Se l'esito di tutte queste prove & positivo, il registratore & pronto per
I'uso. Viceversa, se alcune o tutte le prove sono negative, procedere come
segue:

— Assicurarsi che l'apparecchio sia acceso.
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F\.' e /) °
e mm o

o= , =

Linguette di protezione

Figura 1.10. Protezione contro la sovrascrittura.

— Premere un solo tasto alla volta (eccetto quando si prova la registra-
zione).
— Premere a fondo fino a sentire un “‘clic”.

Qualora non si abbia ancora successo, contattare il distributore Commo-
dore.

PULIZIA E SMAGNETIZZAZIONE DELLE TESTINE

Le testine del Datassette possono essere verificate aprendo il coperchio
delle cassette con 'apparecchio spento e il tasto pLAY premuto. Fate rife-
rimento alla figura 1.9 per l'ubicazione delle componenti di cui si parla
in questa parte.

Le testine sono i dispositivi che vanno a contatto del nastro magnetico e
che leggono o scrivono i dati. Dato che il nastro ¢ in contatto fisico con
le testine, un po’ dell’ossido di rivestimento viene depositato su di esse.
Per assicurare un corretto funzionamento del Datassette & necessario ef-
fettuare una periodica rimozione di questa patina di ossido usando un
batuffolo di cotone imbevuto di alcool denaturato. Pulite entrambe le te-
stine, il capstan e il trascinamento. Fate asciugare completamente prima
di richiudere il coperchio.

L’azione di lettura e scrittura di una superficie magnetica come quella di
un nastro porta ad un accumulo di magnetismo residuo nelle testine del
registratore. Per eliminarlo ¢ buona norma smagnetizzare le testine ogni
volta che si puliscono. Non fare questa operazione durante la manuten-
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zione ordinaria porta, col tempo, ad una perdita di fedelta che puo dare
errori di lettura e scrittura dei vostri programmi.

Per smagnetizzare le testine occorre uno smagnetizzatore: &€ un apparec-
chio di basso costo che si pud acquistare da un qualunque rivenditore
HI-FI.

Il Datassette deve essere spento per questa operazione. Aprite lo sportel-
lo della cassetta e premete il tasto pLAY. Assicuratevi che lo smagnetizza-
tore sia almeno a mezzo metro di distanza dal Datassette prima di inse-
rirne la spina nella presa di corrente. Inserite la spina dell’apparecchio e
portatelo lentamente verso il Datassette fino a toccare una delle testine;
con delicatezza muovetelo intorno alla testina e poi all’altra. Toccate poi
tutte le altre superfici metalliche vicino alle testine, quindi allontanate
lentamente lo smagnetizzatore dal Datassette. Disinserite la spina dell’ap-
parecchio quando lo si & riportato ad una distanza di almeno 50/60 cm
dal Datassette.

CURA DELLE CASSETTE

Quando si usa un nastro nuovo & bene uniformarne la tensione facendolo
avanzare fino alla fine con il F.FWD e poi riavvolgerlo usando il REw.
Quest’operazione aiutera ad evitare errori di scrittura. Usate nastri corti,
da 15 a 30 minuti al massimo: questo ridurra il tempo necessario per lo-
calizzare il programma desiderato e inoltre avrete a disposizione nastri
piu spessi e robusti e quindi meno soggetti a stiramenti e rotture con
I'uso. Evitate i prodotti a basso prezzo perché tendono a causare errori
piu frequentemente di quelli di alta qualita e basso rumore di fondo (low-
noise).

Tenete le cassette in un luogo fresco ed asciutto lontano da fonti di ma-
gnetismo.

NoTA BENE: Uno dei posti peggiori per tenere le cassette & sopra o vicino
al televisore, che produce un campo magnetico sufficientemente forte da
alterare i dati registrati. Non toccate mai direttamente il nastro con le
dita perché si danneggia facilmente.

PROTEZIONE DELLA REGISTRAZIONE DELLE CASSETTE

Si puo evitare di incidere sopra a programmi che si vogliono conservare
proteggendone la registrazione. Osservate la figura 1.10; ogni cassetta ha
due linguette di protezione della registrazione, una per facciata. Toglien-
do questa linguetta si blocca il tasto di registrazione rRec del Datassette.
Qualora si desideri, dopo aver rotto una linguetta, incidere nuovamente
su quella facciata del nastro, occorre semplicemente applicare un pezzet-
to di nastro adesivo sull’apertura.
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1.5. L’unita a dischetti 1541

Il C-64 puo usare l'unita di gestione dei dischetti (drive) modello 1541
(Fig. 1.11) che si interfaccia direttamente con il C-64 mediante la presa
seriale. La tabella 1.3 elenca le specifiche dell’unita 1541.

Figura 1.11. Unita a dischetti VIC-1541.

L’unita 1541 contiene dischi con una capacita di memoria di 174.848 byte
ciascuno.

Tabella 1.3. Caratteristiche dell’'unita a dischetti 1541

Memoria
Capacita totale dei dischi 174.848 byte per dischetto
No. max programmi 144 per dischetto
Settori per traccia 17-21
Byte per settore 256
Numero tracce 35
Numero settori 683 (664 blocchi disponibili) (continua)
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Dimensioni:
Altezza 97 mm
Larghezza 200 mm
Profondita 374 mm
Caratteristiche elettriche:
Tensione 220 VCA
Frequenza 50 Hz
Assorbimento 25 Watt
Supporto:
Dischetto Standard 5" 1/4, singola faccia,

singola densita

COLLEGAMENTO DELL'UNITA A DISCHETTI

Seguite le seguenti fasi per collegare 'unita a dischetti al computer C-64:

1. Staccare la presa d’alimentazione del C-64.

2. Collegare il cavo di interfaccia fornito con il drive alla presa per di-
spositivi seriali sul retro del computer.

3. Inserire la presa di corrente del drive in un punto d’alimentazione.

4. Reinserire la spina del C-64.

5. Controllare tutti i collegamenti; se appaiono buoni procedere al con-
trollo operativo.

CONTROLLO OPERATIVO

Per fare il controllo operativo, seguite la seguente procedura:

1. Accendere il C-64. Attendere fino a che abbia completato la fase di au-
tocontrollo.

2. Aprire lo sportello dell’'unita e verificare che sia vuota, cioé¢ che non
contenga un dischetto.

3. Accendere l'unita a dischetti.

INDICATORI LUMINOSI

L'unita di gestione 1541 ha due indicatori luminosi sul pannello anterio-
re. Quello verde s’illumina quando arriva corrente al drive; quello rosso &
I'indicatore d’attivita del dischetto. Quest’ultimo s’illumina quando il dri-
ve & in moto e lampeggia quando si verifica una condizione d’errore.
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IL SUPPORTO MAGNETICO

La figura 1.12 illustra le varie parti del dischetto (floppy disk). La super-
ficie magnetica & composta di un materiale plastico sottile e flessibile, si-
mile a quello usato per i nastri delle cassette. Questo fragile disco ¢ rin-
chiuso in una busta protettiva. La busta &, a sua volta, inserita in una cu-
stodia che protegge 'apertura di lettura e trascrizione dati.

L'unita 1541 mette pit ‘blocchi’ di dati (settori) sulle tracce piu esterne
del dischetto. Alcune unita di gestione trascrivono lo stesso numero di
settori su ogni traccia. Tra queste ce ne sono alcune che usano dischetti
a settori rigidi. Questi dischetti hanno una serie di fori equidistanti nelle
vicinanze del centro. Il drive usa questi fori per posizionare i settori. Da-
to che il 1541 non ha settori disposti uniformemente, non fa uso di questi
fori. I1 1541 usa solamente dischetti che hanno un solo foro e li formatta
seguendo le proprie specifiche.

Per verificare quale tipo di dischetto si ha a disposizione, seguite la se-
guente procedura:

1. Togliere il dischetto dalla custodia (non dalla busta) e tenerlo per i la-
ti.

2. Inserire con delicatezza due dita nel foro centrale.

3. Far ruotare il dischetto con le dita nel foro centrale fino a far coinci-
dere il foro nel dischetto con il foro nella busta.

4. Continuare a ruotare il dischetto nella busta. Se si trova un solo foro,
il dischetto & del tipo “soft-sectored”. Qualora se ne trovassero di pit,
il dischetto & del tipo a settori rigidi e non puo essere utilizzato con
I'unita 1541.

Area di lettura/scrittura
Custodia ‘

Foro di identificazione
dei settori

Tacca di protezione: :
se coperta non & possibile ~_
scrivere sul dischetto

”HH Inserimento

~ alopowwo)

Figura 1.12. Dischetto.
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CARICAMENTO DELL'UNITA A DISCHETTI

Eseguite le seguenti operazioni per caricare l'unita 1541:

1. Assicurarsi che l'unita sia inattiva (luce rossa spenta).

2. Tenere il dischetto per la busta. Non toccare le parti esposte del di-
schetto! L'etichetta deve essere rivolta verso l'alto e la tacchetta di
protezione (Fig. 1.12) sulla sinistra.

3. Con delicatezza infilare il dischetto nella fessura dell’unita fino a sen-
tire un ‘clic’. Se non dovesse entrare con facilita, estraetelo e riprova-
te. Forzandolo si puo danneggiare sia il dischetto stesso sia 'unita di
gestione.

4. Usando due dita premere con fermezza sulla chiusura fino al blocco.

SCARICO DELL'UNITA A DISCHETTI

Per scaricare il drive procedete come segue:

1. Assicurarsi che il drive sia inattivo (luce rossa spenta).

2. Usando due dita premere e sollevare la chiusura; il dischetto dovrebbe
uscire leggermente dalla fessura.

3. Prendere il dischetto con pollice e indice ed estrarlo dal drive. Non
piegare o forzare il dischetto!

4. Rimettere il dischetto nella custodia.

1.6. I dischetti

Se usati correttamente i dischetti sono un sistema conveniente di memo-
rizzazione di dati. Essi sono, pero, assai fragili ed ¢ facile scrivere sopra
a dati importanti perdendoli irrimediabilmente.

CURA DEI DISCHETTI

I dischetti vanno trattati con cura. Tutte le informazioni che vi saranno
memorizzate sono esposte a gravi rischi e qualora il disco venga danneg-
giato ¢ quasi impossibile ricuperarle. Ecco qui qualche suggerimento che
vi aiutera a proteggere i vostri dischetti:

1. Quando il dischetto & fuori dall’'unita di gestione rimetterlo sempre
nella sua custodia.
2. Non togliere mai un dischetto dalla sua busta!



DESCRIZIONE DEL C-64 41

3. Per scrivere sull’etichetta posta sulla busta protettiva, usare solo pen-
narelli. Matite o penne biro potrebbero danneggiare il dischetto.

4. Non toccare o cercare di pulire la superficie del dischetto. Cio lo dan-
neggerebbe.

5. Non fumare mentre si usa il dischetto. La cenere e il fumo danneggia-
no la superficie del dischetto.

6. Tenere i dischetti lontano da campi magnetici! Anche solo appoggian-
doli sul televisore si puo provocare il danneggiamento dei dati memo-
rizzati.

7. Non esporre il dischetto al calore o alla luce solare.

PROTEZIONE DALLA SOVRASCRITTURA

Si possono proteggere le informazioni contenute sul dischetto dalla so-
vrascrittura usando 'apposita protezione. Per effettuare la protezione ba-
sta coprire la tacca (vedi Fig. 1.12) con l'etichetta adesiva fornita con il
dischetto, oppure con un pezzo di nastro adesivo opaco. Rimuovendo la
copertura della tacca di protezione si potra nuovamente scrivere sul di-
schetto.

1.7. La stampante grafica MPS 801

E possibile usare praticamente qualsiasi stampante con il C-64 collegan-
dola tramite la presa parallela o a mezzo di un’interfaccia IEEE 488 o RS
232C. La stampante grafica MPS 801 & stata progettata per funzionare di-
rettamente con il C-64 (vedi Fig. 1.13); ¢ in grado di stampare ogni carat-
tere o simbolo standard del C-64, anche inverso ed & possibile program-
marla per stampare grafici per punti. La MPS 801 stampa i caratteri
usando una matrice di punti 6 X7. Nella tabella 1.4 sono raccolte le speci-
fiche della stampante grafica.

COLLEGARE LA STAMPANTE

Per collegare la stampante al C-64 seguite la seguente procedura:

1. Togliere la spina del computer dalla presa.

2. Osservare il retro del C-64. Vi sono due prese circolari, simili tra loro,
nel centro, una con cinque spinotti e una con sei. Quest’ultima & la
presa per dispositivi seriali. Collegare la stampante a questa presa.

3. L’altro capo del cavo di collegamento va inserito nella presa sul retro
della stampante (Fig. 1.14).
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Figura 1.13. La stampante grafica MPS 801.

Tabella 1.4. Caratteristiche della stampante grafica MPS 801

Caratteristiche

Metodo di stampa
Matrice del carattere
Caratteri

Grafica

Codifica caratteri
Formato carattere

Velocita di stampa

Numero massimo di colonne
Spaziatura dei caratteri
Interlinea

Trascinamento carta
Larghezza carta
Copie multiple
Dimensioni

Peso

Alimentazione
Assorbimento

a matrice di punti

6X7

maiuscoli, minuscoli, numerici, simboli e ca-
ratteri grafici

punti indirizzabili singolarmente

(480 punti per riga)

CBM ASCII

altezza: 7 punti (2.82 mm)

larghezza: 6 punti (2.53 mm)

50 caratteri al secondo (da sinistra a destra,
unidirezionale)

80

10 caratteri per pollice

modo carattere: 6 linee per pollice

modo grafico: 9 linee per pollice

trattori

da 4.5 a 10 pollici

originale piu una copia

438x237x 115 mm

4.8 kg circa

CA 120V (USA), 220-240V (Europa) 50/60 Hz
25W in stampa

8W in attesa
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4. Accendere il C-64 ed aspettare che completi la fase iniziale (apparira
sul video READY).

5. Accendere la stampante. La luce verde sopra alla stampante si deve il-
luminare e la testina scrivente portarsi al centro della riga e ritornare
alla sinistra.

Figura 1.14. Interruttore T-5-4 alla destra della presa per il collegamento
con il C-64.

Qualora la stampante non funzionasse, controllate tutti i collegamenti e
ripetete la procedura di prova sopra descritta. Se 'esito fosse ancora ne-
gativo, consultate il rivenditore Commodore.

INSTALLAZIONE DEL NASTRO

Seguite i seguenti passi per installare il nastro:

1. Togliere la copertura trasparente insonorizzante (Fig. 1.15).

2. Togliere la cartuccia dall’imballo (Fig. 1.16).

3. Inserire la cartuccia curando che il nastro scorra liberamente tra la
testina e la carta.

4. Rimettere il coperchio.

Per togliere il nastro fate semplicemente l'operazione inversa.
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Figura 1.15. Rimozione del coperchio della stampante MPS 801.

Figura 1.16. Cartuccia del nastro della stampante.
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INSERIMENTO DELLA CARTA

La stampante utilizza moduli continui da 11 a 25 cm di larghezza. La car-
ta ha una perforazione da ambo i lati e puo avere due strati (un originale
e una copia) purché lo spessore totale non superi 0,2 mm.

Figura 1.17. Scorrimento della carta.

I seguenti passaggi spiegano come inserire la carta nella stampante:

1. Spegnere la stampante e togliere la presa di corrente.

2. Togliere la copertura di plastica trasparente.

3. Aprire le guide della carta.

4. Inserire la carta dal retro.

S. Continuare a spingere la carta finché questa non emerge dalla parte
anteriore della stampante.

6. Tirare la carta dal davanti ed allineare le guide laterali in modo da

far combaciare i fori della carta con il meccanismo di trascinamento.

7. NOTA BENE: La carta non deve essere troppo tesa altrimenti si puo
strappare lungo i fori, ma se non & ben tirata si arriccia e si blocca
durante lI'avanzamento.



46 DESCRIZIONE DEL C-64

8. Chiudere le guide della carta e rimettere la copertura plastica inso-

norizzante.
9. Far avanzare la carta manualmente, facendo attenzione che scorra li-

beramente attraverso il meccanismo di trascinamento.
10. Inserire la presa di corrente ed accendere la stampante (ON).

TESTINA STAMPANTE

Si puo regolare l'intensita della battuta della testina stampante per com-
pensare i diversi spessori di carta o l'usura del nastro scrivente, usando
I'apposita levetta posta alla sinistra del vano di stampa.

Figura 1.18. Particolare della testina stampante.



Capitolo

Uso del C-64

Questo capitolo vi introdurra all’'uso del C-64 e di alcuni dei suoi disposi-
tivi periferici: il Datassette, 'unita a dischetti 1541 e la stampante
MPS 801. E molto importante che prendiate confidenza con la tastiera e
col video del C-64 e apprendiate i due modi d’'uso del computer: il modo
diretto e quello programmato.

2.1. Il modo diretto

Quando si accende, il C-64 funziona in modo diretto. Il cursore lampeg-
giante indica che il computer sta attendendo istruzioni e dove apparira il
primo carattere che verra scritto sullo schermo.

Nel modo diretto si puo usare il computer come se fosse una calcolatri-
.ce. Si inseriscono delle dichiarazioni, cioeé delle istruzioni per far appari-
re informazioni, eseguire calcoli o qualsiasi altra funzicne richiesta.
Quando si preme il tasto RETURN, il C-64 esegue l'istruzione, non prima
pero di aver controllato la sintassi di cido che & stato inserito, ovvero la
corretta combinazione di caratteri in una dichiarazione. Se la sintassi e
corretta la dichiarazione viene eseguita; altrimenti appare il seguente
messaggio:

7EYMTRY ERROR
FEAD'Y
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Quando si riceve un messaggio di errore di sintassi, bisogna controllare
I'ortografia della dichiarazione fatta.

Nel modo diretto il computer si comporta esattamente come indica il no-
me: ogni istruzione viene eseguita immediatamente non appena viene pre-
muto il RETURN.

L’istruzione PRINT & quella usata piti frequentemente nel modo diretto.
Essa ordina al computer di presentare sul video quel che segue l'istruzio-
ne stessa. Per esempio, PRINT scrivera la risposta di calcoli come:

FPRIMT 360+199+1060

che, in questo caso, & 1559.

L’istruzione PRINT scrive anche caratteri o sequenze di caratteri. Una
stringa & una sequenza di caratteri che include lettere, numeri, spaziatu-
re e simboli. Per scrivere una stringa come:

GUEL RAMO DEL LAGO DI COMO

sul video del C-64, si scrive la seguente istruzione nel modo diretto per
poi premere RETURN:

PRIMT "GQUEL RAMO DEL LAGD DI COmMO"

La stringa ¢ rinchiusa tra virgolette; qualsiasi cosa tra virgolette in
un’istruzione PRINT verra presentata letteralmente come una sequenza
di caratteri. Per esempio, un’istruzione PRINT tipo:

PRINT "Z26@+135+10@8"

non calcolerebbe nulla. Il computer farebbe apparire una sequenza di ca-
ratteri, che in questo caso sarebbe casualmente composta da tre numeri
collegati da +. Viceversa l'istruzione:

FRIMT @UEL RAMO DEL LAGD DI COMO

non avra alcun effetto se non un messaggio d’errore di sintassi. La sintas-
si di un’istruzione PRINT pretende sempre un seguito d’'informazioni nu-
meriche o in forma di stringa. La parola QUEL non & un numero e non ¢
tra virgolette; quindi il C-64 rifiuta l'istruzione. E possibile abbreviare
PRINT con un punto di domanda; le seguenti istruzioni producono lo
stesso risultato:

PRIMT"GIOWANMI MARIAMI
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equivale a

P'GIOYAMNI MARIAMI"

EDITOR DEL VIDEO

Una delle caratteristiche pitl potenti del C-64 ¢ il suo editor del video. La
chiave dell’'uso delle capacita dell’editor & il cursore. Potete spostare il
cursore in quattro direzioni: verso I'alto, verso il basso, a sinistra e a de-
stra. Potete anche inserire o cancellare caratteri in qualunque punto sul-
lo schermo, o anche cancellare completamente il video con una sola bat-
tuta.

Correzione del testo sulla riga corrente

Se commettete un errore mentre state scrivendo, potete correggerlo fa-
cendo arretrare il cursore fino all’errore e poi modificarlo. Per esempio:

CONTO DELLA STESH

avrebbe dovuto essere: CONTO DELLA SPESA. Si puo cambiare la T con
una P facilmente. Scrivete la riga sopracitata ed usate poi i tasti SHIFT e
CURSOR LEFT/RIGHT per posizionare il cursore sulla T.

COMTO DELLA SZESH
CONTO TELLA SPESA

Per sostituire la T con una P battete semplicemente una P. Cio sostitui-
sce la vecchia lettera con quella nuova e sposta il cursore di una posizio-
ne a destra.

Arretramento del cursore con il tasto DELETE

Se avete appena inserito un carattere che si vuol correggere, premete il
tasto INST/DEL per rimuovere il carattere sbagliato e poi continuate a bat-
tere. Usando il tasto cRSR LEFT/RIGHT invece, il cursore si sposta semplice-
mente sul video senza cambiare nulla.
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Spostamento e cancellazione del testo con DELETE

Nel seguente esempio la parola SPESA ¢ stata erroneamente scritta con
due E. E necessario quindi cancellare una delle E e spostare il testo a si-
nistra di uno spazio per chiudere il vuoto lasciato dalla E. Per far questo
usate il tasto CRSR LEFT/RIGHT per posizionare il cursore sopra alla secon-
da S, poi premete INST/DEL una volta. Cio cancellera la lettera alla sinistra
del cursore, depennando cosi la E e spostando il resto del testo per col-
mare lo spazio.

COMTO DELLA SPEE#A
COMTO DELLA SPE#A

Spostamento del testo per inserire nuovi caratteri

Nell’esempio che segue ¢ necessario cambiare CONTO SPESA in CONTO
DELLA SPESA. Per far cio € necessario usare il CRSR LEFT/RIGHT e posizio-
nare il cursore nello spazio tra CONTO e SPESA.

DELLA ha cinque lettere e servira anche uno spazio alla fine della paro-
la. Con sHIFT premuto battete sei volte INsT/DEL. Questo produrra sei spa-
zi tra le due parole. Potete ora scrivere DELLA tra CONTO e SPESA.
Ricordatevi che ¢ il carattere direttamente sotto il cursore che viene spo-
stato verso destra. Ricordatevi inoltre d’inserire abbastanza spazi per

ogni parola da aggiungere piui uno per la separazione tra una parola e
l'altra.

COMTOZSPESH
CONTO#% SFE3SA
CONTO DELLAZSPESA

Correzione del testo tra virgolette

Qualora si dovesse correggere del testo tra virgolette, sara necessario
prendere alcune precauzioni perché qualunque cosa inserita in una strin-
ga viene incorporata in essa (ad eccezione delle virgolette, di RETURN e
RUN/sTOP). Questo modo “‘tra virgolette” permette di inserire caratteri
speciali, ma puo essere frustrante quando si vuole semplicemente correg-
gere un errore in un’istruzione. Per esempio, la seguente riga dovrebbe
essere PRINT “FRUTTA E VERDURA". Inserite la riga esattamente come
scritto sotto; non mettete le virgolette di chiusura o premete RETURN. Pro-
vate a fare la correzione a FRULTA.

PRIMT"FRULTA E YERILRA
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Quando cercate di far arretrare il cursore per correggere FRULTA, il
computer scrive un carattere grafico (barra verticale invertita). Per arre-
trare il cursore quando siete nel modo “tra virgolette”, & necessario pri-
ma uscirne. Un metodo per riuscirci ¢ di mettere un’altra virgoletta (di
chiusura). Mentre & necessario entrare nel modo ‘‘tra virgolette” per scri-
vere una stringa, bisogna uscirne per poterla correggere.

Un altro sistema d’uscita dal modo ‘“tra virgolette” consiste nel tener
premuto SHIFT e battere RETURN. Questo spostera il cursore in giu di una
riga permettendo di muoverlo successivamente in su e apportare tutte le
correzioni desiderate.

Questa caratteristica che potrebbe sembrare sconveniente, permette di
scrivere dei programmi usando i tasti di comando del cursore. Per esem-
pio, l'istruzione in modo diretto

GUESTA RIGR SU
FREINT"TXIESTA RIGH S0

fara apparire sul video il testo sopra all’istruzione PRINT al contrario di
come avviene normalmente.
CALCOLI ARITMETICI
Il C-64 ¢ in grado di eseguire le quattro operazioni aritmetiche standard:
addizione, sottrazione, moltiplicazione e divisione. I simboli per ’addizio-
ne e la sottrazione sono quelli convenzionali di + e —, mentre per la
moltiplicazione ¢ usato un asterisco (*) e per la divisione una barra (/).
Quindi per moltiplicare 4x 4 si deve scrivere

PRIMT 4#%4
oppure

74%4
Per dividere 8 per 2 si scrive

PRINT &-/2

oppure
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2.2. Il modo programmato

Sia in modo diretto che in modo programmato, si possono dare delle
istruzioni ed il computer reagisce di conseguenza. Tuttavia le istruzioni
effettuate nel modo diretto sono molto labili: qualora si premesse il tasto
CLEAR SCREEN, le istruzioni andrebbero perse. Gli esempi eseguiti in prece-
denza erano costituiti da semplici istruzioni di una sola riga. Una volta
presa un po’ di confidenza con il vostro computer, vorrete sicuramente
scrivere dei programmi piu lunghi. I programmi in BASIC possono essere
composti da centinaia di istruzioni, anche meno immediate di quelle in
modo diretto. Il C-64 conserva le istruzioni in modo programmato nella
memoria principale; esse sono piu potenti di quelle in modo diretto per-
ché vengono auto-eseguite, una dopo l'altra e non, come nel modo diret-
to, quando voi premete RETURN dopo ognuna di esse. Nel modo program-
mato le istruzioni sono eseguite automaticamente nell’ordine prescritto.

CARICAMENTO DEI PROGRAMMI

I programmi possono essere caricati in memoria direttamente dalla ta-
stiera, tramite il Datassette o 'unita a dischetti. Ogni istruzione caricata
dalla tastiera ha un suo numero di riga; premendo ReTURN alla fine di
ogni istruzione si carica in memoria centrale quella riga. Si possono uti-
lizzare per la numerazione delle righe tutti i numeri da 0 a 63999. Le ri-
ghe di programma saranno eseguite nell’'ordine di numerazione e non in
quello in cui sono state caricate. Per esempio, se si inseriscono le seguen-
ti righe

76 PRIMT "GIULIETTR"
14 PRINT "ROMEO"
368 PRIMT "AMA"

esse vengono eseguite nel seguente ordine:

ROMEQ
AHMA
GIULIETTA

Non importa se ci sono intervalli tra i numeri usati; il BASIC del C-64
mette in ordine i numeri delle righe mentre vengono inserite. E buona
norma lasciare dei numeri inutilizzati tra una riga e l'altra dei program-
mi in modo da poter aggiungere altre righe in un secondo tempo. Tutto
cio sara discusso in maggior dettaglio nel capitolo 3.
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ESECUZIONE DI UN PROGRAMMA

Il comando RUN fa eseguire al computer qualunque programma si trovi
in memoria in quel momento. Caricate il seguente programma:

18 A=A

2a PRINT A
39 A=n+l
4@ G0OTO 28

L'istruzione GOTO a riga 40 ordina al computer di tornare alla riga 20 ed
eseguire quell’istruzione. Battendo il comando RUN il programma comin-
cera l'esecuzione dalla riga con il numero inferiore.

A
OO~ C
- ra

~

n

-

-
W

N ol el
[N S R Rl |

n
—

GOTO seguito da un numero di riga fara cominciare il programma alla
riga specificata nell’istruzione.

GOTO 30
22
23
24
23
26
27
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28
29
30
31
32
33
34
35
36
37
38
39
40
41
42
43

2.3. Uso del Datassette

Il Datassette vi risparmiera il tempo e la noia di dover inserire i vostri
programmi ogni volta con la tastiera. Il Datassette registra e carica nel
computer programmi in BASIC quando ce n’¢ bisogno.
Le operazioni che esso € in grado di compiere vanno ben oltre i limiti di
questo capitolo. Il capitolo 8 esplorera ampiamente tutto il potenziale del
Datassette per la memorizzazione e la lettura dei dati.

MEMORIZZAZIONE DI UN PROGRAMMA

Controllate che il piccolo programma caricato nell’'ultimo paragrafo sia
ancora in memoria scrivendo LIST. Se non lo fosse, ricaricatelo. Per tra-
sferirlo permanentemente su cassetta battete:

SAYVE"PIPPO"
Il C-64 rispondera con:
PRESS RECORD & PLAY ON TAPE
Premete PLAY e RECORD simultaneamente sul Datassette. Premendo soltan-

to pLAY il C-64 manderebbe dati al Datassette senza registrare niente. Do-

po che avrete azionato i tasti pLAY e RECORD del registratore, il C-64 ri-
spondera con:
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oK
SAVING PIPPO

Mentre il C-64 trasferisce il programma al Datassette il cursore sparisce.
Quando ha finito, il Datassette si ferma, il C-64 da il messaggio di READY e
il cursore ritorna a lampeggiare.

VERIFICA

Dopo aver registrato un programma sul Datassette ¢ buona norma verifi-
care che 'operazione sia avvenuta correttamente. Ogni tanto cassette di
bassa qualita o piccole fluttuazioni meccaniche possono causare la scor-
retta registrazione di un programma.

Per proteggersi contro la perdita di programmi, verificateli sempre im-
mediatamente dopo la registrazione. Per fare cio seguite queste fasi:

1. Riavvolgere il nastro e premere il tasto STOP/EJECT.
2. Battere VERIFY sulla tastiera seguito dal nome del programma e pre-
mere RETURN.

Un tipico dialogo di verifica con il C-64 potrebbe configurarsi cosi:

VERIFY "PIPPO"

FRESS FLAY ON THPE
oK

SEARCHING FOR PIFFO
FOUND PIPPO

VERIFYING

O,
READY

Qualora il programma non fosse stato correttamente registrato, si avra

un messaggio d’errore. Se cio dovesse accadere si deve ripetere SAVE e
verificare di nuovo.

CARICAMENTO DI UN PROGRAMMA

Per caricare un programma dal Datassette, occorre semplicemente batte-
re LOAD""nome del programma’. 11 C-64 rispondera con:

PRESS PLAY OH TAPE
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Dopo aver premuto il tasto pLaY del registratore, il C-64 rispondera con
OK e poi

SEARCHING FOR [“nome del programma’’]

Quando si carica un programma dal Datassette, non & necessario indicare
il nome del programma: se si batte semplicemente LOAD, il computer ca-
richera il primo programma che trova sul nastro. L'uso del nome fa si
che il computer cerchi il file richiesto, saltando tutti gli altri che trova.
Dopo aver caricato un programma da un nastro si puo anche lasciar pre-
muto il tasto pLAY. Tuttavia, non dovendo caricare altri dati a breve sca-
denza, & buona norma fermare il registratore in modo da non rischiare di
fare un SAVE per sbaglio mentre il Datassette & in modo pLAY. Il C-64 &
in grado di sapere quando viene premuto un tasto del Datassette, ma non
quale. Quindi, se PLAY e RECORD sono abbassati (per memorizzare un pro-
gramma) e si cerca di fare un LOAD, il Datassette cancellera il program-
ma invece di caricarlo.

Occasionalmente si puo avere qualche difficolta nel caricare un program-
ma da un nastro. Invece di rispondere con

READ'Y
il C-64 potrebbe mostrare il seguente messaggio:

7LOAD
ERROR
READY
%

Se questo dovesse succedere, riavvolgete il nastro e provate a ricaricarlo
di nuovo; riprovate diverse volte se necessario. Qualora non riusciate, ci
potrebbe essere stato un errore non scoperto al momento della registra-
zione. Verificate (VERIFY) sempre i programmi dopo averli registrati sul
nastro e se sono importanti o hanno richiesto un tempo notevole per es-
sere caricati, € bene farne delle copie di scorta.

Un modo per ridurre questi errori durante le registrazioni su nastro &
quello di far avanzare il nastro velocemente (r.Fwp) fino alla fine e poi
riavvolgerlo (REw) prima di cominciare una registrazione.

Quest’azione d’avvolgimento e riavvolgimento tende a far si che il nastro
sia pit uniforme nel suo scorrere attraverso il meccanismo del registra-
tore. Quando i nastri sono prodotti infatti, sono avvolti sulle loro bobine
a velocita elevata. Questo procedimento spesso da luogo a tensioni nel
nastro, e la prima volta che viene usato puo fare dei piccoli balzi mentre
passa attraverso il meccanismo; potrebbe anche tirare e forzare legger-
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mente nella cassetta. Questi effetti non sono normalmente percettibili
nelle applicazioni audio, ma possono causare errori o perdite di dati
nell’'uso con il computer.

Prima di leggere un programma cercato ricordatevi di riavvolgere il na-
stro fino ad un punto situato prima del programma da caricare, altri-
menti il computer non lo trovera mai. Una buona regola & quella di anno-
tare il numero del contatore all’inizio del programma e di scriverlo
sull’etichetta identificatrice a fianco del nome del programma. Questo vi
risparmiera del tempo quando caricate un programma, dato che il com-
puter non avra bisogno di cercare a lungo il programma desiderato.

LOAD e RUN

Premendo SHIFT e RUN/STOP insieme si carichera (LOAD) ed eseguira (RUN)
automaticamente il successivo programma sul Datassette, ma solamente
quando il computer ¢ in modo diretto (cioé non sta eseguendo alcuna
istruzione contenuta in un programma).

2.4. Uso dell’unita a dischetti 1541

Se avete gia esperienza dell’'unita a cassette, avrete sicuramente apprez-
zato quanto tempo viene risparmiato rispetto al caricamento manuale dei
programmi tramite tastiera. L'unita 1541 puo far risparmiare ancora piu
tempo, data la sua maggior flessibilita e la pit elevata velocita d’accesso
ai dati. Questa parte trattera le operazioni fondamentali dell’unita, il ca-
talogo (o indice) del dischetto, il caricamento e I’esecuzione dei program-
mi. Le operazioni e le istruzioni verranno trattate in maggior dettaglio
nel capitolo 8. '

CARICAMENTO DI UN PROGRAMMA

Per caricare un programma da un dischetto, battete LOAD “‘nome del fi-
le”,8. Il numero “8” & il numero d’identificazione del drive. Questo nume-
ro & stabilito al momento della fabbricazione. Il C-64 presentera SEAR-
CHING FOR “nome del file”. L'unita verra attivata e si accendera la luce
rossa sul davanti. Se il programma & sul dischetto, sul video apparira an-
che

LOADING
READY
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Altrimenti, si vedra

?FILE MOT FOUND
ERROR
RERDY

Se non siete sicuri del nome di un file particolare o di cosa sia memoriz-
zato sul dischetto, allora battete

LORD"$", 3

e l'indice del dischetto verra caricato in memoria centrale. Per vedere
questo elenco scrivete

LIST

e l'indice apparira sullo schermo. Attenzione! Questa operazione, carican-
do in memoria I'indice, cancella il programma precedentemente caricato.

S 154l RS ADETD 2 2 oH

13 "HOW TO UsE" PRG
5 "HOW FPART TWO" FPRG
4 "WIC-28 WEDGE" PRG
1 "C~-64 WEDGE" PRG
4 s S.1t PRG
11 "COPYSALL" PRG
] "PRIWTER TEST" PRG
4 "DISK RADDR CHAMGE" PRG
4 "DIR" PRG
& "W IEW BAM" PRG
4 "CHECK DISK" PRG
14 "DISPLAY T&S" PRG
9 "PEEFORMANCE TEST" PRG
3 "SEGUEMTIAL FILE" PRG
13 "RAMDOM FILE" PRG
538 BLOCKS FREE.

Per richiamare un programma da un dischetto, & assolutamente necessa-
rio scrivere anche il nome del file esattamente cosi come appare nell’in-
dice: per questo ¢ utile listare l'indice del dischetto prima di caricare un
programma.

Osservate la videata precedente: la prima riga (in caratteri negativi) mo-
stra il nome del dischetto ed il suo numero di identificazione (ID). Il dri-
ve memorizza sempre questo numero e ogni volta che si chiede accesso
ad un dischetto fa una comparazione con il numero memorizzato dall’ul-
timo accesso al disco: se i numeri sono identici l'unita assume che sia lo
stesso dischetto e compie le sue operazioni di SAVE o LOAD.
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Se il numero non & uguale a quello nella memoria dell’'unita, quest’ulti-
ma crea una mappa di tutti i file e aggiorna la propria memoria d’identi-
ficazione.

Questo procedimento si chiama inizializzazione. L’unita si inizializza au-
tomaticamente ogni volta che si cambia dischetto. Se si hanno due di-
schetti con lo stesso numero ID si dovra inizializzare manualmente 1'uni-
ta mediante il seguente comando:

OPEN-1,8,15,"1@"

Ricordatevi che & necessario inizializzare solo quando si cambia dischet-
to e solo qualora il numero ID e il nome del dischetto appena tolto fosse-
ro identici a quelli del nuovo disco.

Una volta che un programma ¢é stato caricato nella memoria centrale, sia
da un nastro che da un dischetto o manualmente, il computer lo trattera
nella medesima maniera, per cui le procedure di esecuzione e correzione
del programma restano inalterate.

FORMATTAZIONE DI UN DISCHETTO

Prima di poter memorizzare i dati su un dischetto nuovo, bisogna prepa-
rarlo usando una procedura chiamata formattazione. Il computer regi-
stra e ritrova i dati accedendo a posizioni speciali sul dischetto chiamate
settori. Queste posizioni devono essere preparate sul dischetto perché sia
possibile memorizzarvi alcuni dati. Ogni settore & un segmento delle trac-
ce sul dischetto. Le tracce sono simili a quelle di un normale disco musi-
cale, ma sistemate in cerchi concentrici invece che a forma di spirale. La
figura 2.1 mostra come si presenterebbero le tracce di un dischetto se si
potessero vedere. Ogni traccia ¢ divisa in parti pit piccole, i settori,
ognuna delle quali pud contenere fino a 256 byte di dati. Quando si ac-
quista un dischetto nuovo, esso non ¢ diviso in settori, € non pudé memo-
rizzare alcun dato. I dischetti non sono formattati quando si comprano
perché ogni produttore di unita a dischi utilizza una formattazione leg-
germente diversa. I dischetti del C-64 devono essere formattati su un’uni-
ta Commodore. Ecco due metodi per formattare un dischetto.

Metodo 1:

OPEN 1,8,15
PRINT #1, “N'n° unita:nome dischetto, ID"

Esempio:

OPEN 1,8,15
PRINT#1,"N:DISCO PROVA,B1"
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256 byte di dati registrati su ogni settore

Fig. 2.1. Superficie del dischetto.

Il numero dell’'unita puo essere omesso quando ce n’¢ una sola collegata
al C-64.

Metodo 2:

OPEN 1,8,15,“N n° unita:nome dischetto,01”
Esempio:

OPEN 1,8,15,"M:DISCO PROVA.Q1"

Ancora una volta il numero dell’'unita pud essere omesso in sistemi che
ne hanno una sola. Avendo un dischetto da cancellare completamente e
poi preparare come nuovo, si pu0 semplicemente battere:

OPEN 1,8,15,"N n° unita:nome dischetto”.
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Esempio:
OPEN 1,8,15."N:DISCO PROVA"

Come prima il numero dell’'unita puo essere omesso e in questo caso il
numero ID & appositamente tralasciato. E inserito il nuovo nome e man-
tenuto il vecchio numero ID. Tutti i programmi ed i dati memorizzati sul
dischetto saranno cancellati. Non confondete questa operazione con !'ini-
zializzazione che prepara il dischetto e l'unita di gestione per 'uso abbi-
nato. La formattazione cancella completamente il dischetto.

MEMORIZZAZIONE DI UN PROGRAMMA

Memorizzare un programma su dischetto & quasi uguale che sul Datasset-
te. La differenza maggiore ¢ nella sintassi del comando. Per farlo battete
l'istruzione SAVE"“nome del programma’ 8.

Per esempio, per memorizzare il programma “PIPPO” di prima, caricate-
lo e battete

SAYE "PIPPD",8

L’unita dovrebbe attivarsi, la spia rossa illuminarsi e il video dovrebbe
mostrare

SAYING FIFPOD

e il cursore dovrebbe sparire. Quando il programma ¢é stato trascritto, il
video mostrera il messaggio READY e il cursore ritornera. Dopo aver tra-
scritto un programma & buona norma verificarlo, come per i programmi
su nastro. Per verificare che PIPPO sia stato memorizzato sul dischetto,
battete

YERIFY "FIFFOD",8

Sul video apparira

SEARCHING FOR PIPPO
YERIF'YING

OK

READY

se il programma ¢ stato memorizzato correttamente. Altrimenti si avra
un messaggio d’errore VERIFY ERROR. In questo caso provate a memo-
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rizzare di nuovo e poi verificare. Ogni tanto puo succedere che ci siano
dei difetti sulla superficie dei dischetti. Qualora si cercasse di memoriz-
zare un programma senza riuscirci, potrebbe esserci un difetto sulla
traccia o sul settore a cui si cerca di accedere: in questo caso provate
con un altro dischetto.

2.5. Uso della stampante grafica MPS 801

Si puo usare la stampante del C-64 per scrivere i risultati dei programmi
e per listare i programmi stessi. La stampante puo essere usata sia nel
modo diretto che in quello programmato.

L'ISTRUZIONE OPEN

Prima di poter inviare i dati alla stampante, si deve aprire ad essa un ca-
nale d’accesso, usando la seguente istruzione: OPEN numero da I a
255 4.

Il primo numero (tra 1 e 255) & il numero che userete per indirizzare la
stampante. Il secondo ¢ il numero di identificazione dell’'unita stampante:
puo essere 4 o 5.

Ecco un esempio di un’istruzione OPEN alla stampante:

OPEN 1.4
Si possono ora indirizzare tutti i dati da stampare al canale 1 scrivendo
PRINT#1, "R0OSSD DI SERA BEL TEMPO SI SPERA"

La stampante dovrebbe ora stampare ROSSO DI SERA BEL TEMPO SI
SPERA e tornare a capo facendo avanzare di una riga la carta.

In un programma si potrebbe scrivere alternativamente sulla stampante
e sullo schermo semplicemente scrivendo PRINT quando si vuole visua-
lizzare sul monitor e PRINT #1 quando si vuole scrivere sulla stampante.
PRINT manda sempre 'output al dispositivo primario (il video, per esem-
pio, o un altro dispositivo selezionato da un’istruzione CMD). PRINT #
manda l'output ad un canale aperto specificamente a quel numero d’iden-
tificazione.
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ISTRUZIONE CMD

Avendo un programma che presenta tutti i dati sul video e volendo inve-
ce stamparli su carta, basta aggiungere due righe all’inizio del program-
ma stesso:

OPEN 1.4
CcMD 1

L’istruzione OPEN apre un canale alla stampante e l'istruzione CMD
manda tutto l'output alla stampante. Cosi facendo ogni istruzione PRINT
viene automaticamente eseguita sulla stampante. L'istruzione CMD per-
mette anche di listare l'indice di un dischetto. Per far cio¢ occorre scrive-
re

LOAD"$",8
Questo carichera l'indice in memoria centrale. Ora scrivendo

OPEN 1.4
CcMD 1
LIST

si otterra sulla stampante un indice completo del dischetto. Questo siste-
ma vi permette anche di produrre una copia dell’indice da applicare alla
custodia di protezione del dischetto.

Per uscire dal modo CMD, scrivete PRINT # n° del dispositivo.

ISTRUZIONE CLOSE

Dopo aver terminato di stampare, bisogna chiudere il canale alla stam-
pante. Inserite CLOSE n° del canale. Avendo aperto il canale n° 1 (come
nell’esempio sopra) battete

CLOSE 1

Dopo aver usato un’istruzione CMD, sara necessario far precedere
all’istruzione CLOSE un PRINT#.
Ecco un esempio:

OPEN 1.4
CcMD 1

PRINT#1:CLOSE 1

Queste istruzioni assicurano che tutti i file sono stati correttamente chiu-
si. Omettere questa operazione pu0 generare errori di file.






Capitolo
Programmazione
del C-64

Questo capitolo vi insegnera a programmare il vostro C-64 usando il BA-
SIC . Se siete gia a conoscenza del BASIC, le appendici G e H serviranno
da dettagliato manuale d’'uso per ogni singola istruzione. Se invece siete
principianti, cominciate con questo capitolo: esso vi dara le necessarie
nozioni per continuare con il resto del libro.

3.1. Elementi del linguaggio di programmazione

Le istruzioni di un programma devono essere scritte seguendo delle rego-
le ben precise. Queste regole, prese nell'insieme, formano la sintassi. Ci
sono diversi gruppi di regole che definiscono il modo in cui devono esse-
re scritte le istruzioni di un programma: ogni serie si applica a un ben
definito linguaggio di programmazione. Tutte le regole di sintassi descrit-
te in questo libro sono applicabili solamente al BASIC del C-64.

I linguaggi di programmazione sono diversi tra di loro quanto le lingue
parlate. Oltre al BASIC, altri linguaggi coinuni sono il PASCAL, FOR-
TRAN, COBOL, APL, PL-1 e FORTH; i linguaggi meno comuni sono centi-
naia.

Sfortunatamente, come quelli parlati, i linguaggi di programmazione han-
no forme dialettali. Un programma scritto in BASIC per il C-64 potrebbe
non funzionare su di un altro computer anch’esso programmabile in BA-
SIC. Queste variazioni nella sintassi dei linguaggi sono dovute alle limita-
zioni e alle caratteristiche speciali dei singoli computer. Tuttavia, una
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volta imparato a programmare il C-64 in BASIC, si avranno pochi proble-
mi ad apprendere il dialetto BASIC di un altro computer.

Alcune delle regole di sintassi sono evidenti. Gli esempi di addizione e
sottrazione del capitolo 2 utilizzano una sintassi ovvia: non & necessario
essere programmatori per capire queste semplici istruzioni di calcolo. Un
gran numero di queste regole invece sembrano essere arbitrarie, e a volte
lo sono; per esempio, perché usare "' *” per rappresentare la moltiplica-
zione? Si usa comunemente una "X’ per questo; ma il computer non po-
trebbe in alcun modo differenziare una X" rappresentante una moltipli-
cazione da una rappresentante semplicemente la lettera dell’alfabeto,
quindi quasi tutti i computer usano un asterisco (*) per la moltiplicazio-
ne. La divisione & universalmente rappresentata da una barra trasversale
(/). Dato che il simbolo standard per la divisione (<) non & presente sulle
tastiere dei computer o delle macchine da scrivere, € stata scelta la barra
perché fa apparire 'espressione come una frazione.

La sintassi delle istruzioni BASIC tratta separatamente la numerazione
delle righe, i dati e le istruzioni al computer. Le descriveremo ora una
per una.

NUMERAZIONE DELLE RIGHE

Nel modo programmato ogni riga di un programma in BASIC deve avere
un numero d’identificazione. La prima riga di un programma deve avere
il numero piu basso, mentre I'ultima quello piu alto. Tra queste due le al-
tre righe devono avere numeri intermedi in ordine crescente; non impor-
ta in che ordine si inseriscono le righe sul video, il C-64 le mettera nel
giusto ordine sequenziale. Considerate un programma con la seguente
numerazione di righe:

120
130
140
150
160
170
180
190

Se si inserisce una riga con il numero 165, la nuova istruzione apparira
inizialmente sotto alla riga 190, ma il computer la inserira poi automati-
camente tra le righe 160 e 170.
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Numerazione delle istruzioni

. e . Stesso elenco
prima dell'inserimento

della 165 riorganizzato

120 120
130 130
140 140
150 150
160 160
170 165
180 170
190 180

190
165

Qualora il numero di una nuova riga fosse uguale a quello di una gia esi-
stente, l'istruzione nuova rimpiazzera quella vecchia.

I1 BASIC del C-64 permette numeri di riga da 1 a 63999. Le cifre poste
all'inizio di una riga vengono interpretate come il numero della riga. Se
il numero & superiore a 63999, verra trasmesso un messaggio d’errore
sintattico. Tutti i dialetti BASIC richiedono la numerazione delle righe
come descritto sopra: tuttavia il numero massimo permesso varia da un
dialetto all’altro.

I numeri di riga vengono usati come indirizzi che identificano la posizio-
ne delle istruzioni all’interno di un programma. Questo € un concetto im-
portante, dato che ogni programma contiene i seguenti due tipi di istru-
zione:

1. Istruzioni che creano o modificano dati.
2. Istruzioni che controllano la sequenza in cui le operazioni vengono
eseguite.

L’idea che le operazioni di un programma debbano essere eseguite in una
sequenza ben definita & semplice da capire. L'esecuzione di un program-
ma normalmente comincia con la prima istruzione e prosegue in ordine
di numerazione.

Inizio —=10
20
30
40
50

60
o

80
C ecc.
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Tuttavia la maggior parte dei programmi contiene alcune sequenze di
istruzioni che non sono in ordine sequenziale. E qui che i numeri di riga
diventano importanti, perché sono usati per identificare un cambiamento
nella sequenza di esecuzione.

Inizio——10

20
30
40+ GOTO 70
50
60
70
80
90

DATI

L'istruzione che segue un numero di riga specifica le operazioni che il
computer deve fare, ed inoltre fornisce i dati con cui eseguire queste
operazioni. Si descriveranno ora i diversi tipi di dati che & possibile inse-
rire in un programma BASIC sul C-64.

Ci sono due tipi di numeri che possono essere memorizzati dal C-64: nu-
meri a virgola mobile (detti anche numeri reali) e numeri interi.

Numeri a virgola mobile

La virgola mobile ¢ la rappresentazione standard dei numeri usati dal
C-64. Tutte le operazioni aritmetiche sono eseguite usando numeri a vir-
gola mobile. Il nome si riferisce alla possibilita della virgola di muoversi,
permettendo cosi I'uso di numeri con diverse cifre decimali. Un numero
a virgola mobile puo consistere in tutto il numero o nella parte decimale
preceduta da un punto. Il numero puo essere negativo (—) o positivo (+).
Se non ha segno & considerato positivo. Ecco alcuni numeri a virgola mo-
bile che sono equivalenti a numeri interi:

5

-15
65000
161

0

Ed ecco invece alcuni esempi di numeri a virgola mobile che contengono
un punto decimale:
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0.5
0.0165432
—0.0000009
1.6

24.0055
—-64.2
3.1416

Notate che mettendo una virgola (invece di un punto) nei numeri si otter-
ra un messaggio d’errore sintattico: scrivete quindi 0.5 e non 0,5.

Arrotondamento

I numeri hanno sempre almeno otto cifre di precisione; possono averne
in qualche caso fino a nove. Il BASIC del C-64 arrotonda le cifre signifi-
cative ulteriori. Normalmente arrotonda per eccesso quando la successi-
va cifra & 5 o piu e arrotonda per difetto quando essa € 4 o meno, ma esi-
stono degli arrotondamenti anomali.

Eccone alcuni esempi:

?.9555555556
. 555555335
| S
R Sembra arrotondare per difetto se
)'ggggggggg? I'ultima cifra &€ 6 o meno,

per eccesso se € 7 o piu

| S
?.1111111115
L111111111
{
Sembra arrotondare per difetto se
7 } H i i H ié’s I'ultima cifra & 5 o meno,
* per eccesso se € 6 o piu

Notazione esponenziale

Numeri a virgola mobile molto grossi vengono presentati con la notazio-
ne esponenziale. Quando si inseriscono numeri con piu di dieci cifre, il
BASIC del C-64 li converte automaticamente in questa forma:

READY.
71111111114
1.11111111E+a9
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Un numero in notazione esponenziale ha la seguente composizione:
<numero>E £ <ee>
dove

numero ¢& un intero o frazionario. Questa parte contiene le cifre significative del

numero; ¢ chiamata “coefficiente”. Se non appare nessun punto deci-
male si presume che esso sia alla destra del coefficiente.

E sta per “esponente’.

+ ¢ il segno positivo oppure quello negativo.

ee ¢ l'esponente a una o due cifre. L'esponente specifica la grandezza del
numero: il numero di posizioni a destra (per esponenti positivi) o a sini-
stra (per esponenti negativi) di cui deve essere spostato il punto deci-
male per ottenere il numero impostato in notazione standard.

Ecco alcuni esempi.

Notazione esponenziale Notazione standard
2El 20
10.5E+4 105000
66E+2 6600
66E—2 0.66
—66E—2 —0.66
1E—-10 0.000000000 1
94E20 940000000000000000000)

La notazione esponenziale ¢ una forma conveniente per esprimere nume-
ri molto grandi o molto piccoli. Il BASIC del C-64 accetta numeri tra 0.01
e 999 999 999 usando notazione standard; i numeri al di fuori di questi li-
miti sono scritti in notazione esponenziale.

?.009
JE-03

RERDY.
7.01
.01

RERD'Y.
7999999398, 3
9939999993
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RERDY.
?999999399.6
1E+@9

Anche usando la notazione esponenziale c’¢ un limite alla grandezza dei
numeri che il BASIC del C-64 ¢ in grado di trattare. I limiti sono:

Numero a virgola mobile massimo: +1.70141183E+38
Numero a virgola mobile minimo: +2.93873588E — 39

Qualsiasi numero di grandezza superiore dara un errore di overflow.

71.70141183E+38
1+70141123E+38

READY. Nessun errore di overflow

7-1.70141183E+38
-1.70141133E+38

READY.
71.78141184E+38

?0YERFLOW ERROR
READY.
7-1,79141134E+38

Errore di overflow

?0YERFLOW ERROR

Qualsiasi numero inferiore alla grandezza minima verra espresso come
zero.

?2.93873588E~-32
2.93873588E~39

READY.
7-2.93873588E-39
-2.93373588E~32

READY.
?2.93873587E~-39
)

RERDY.
?7-2.93873587E-39
)
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Un numero intero ¢ un numero che non ha punto decimale. Puo essere
negativo (—) o positivo (+). Un numero senza segno si presume positivo.
Per essere memorizzati dal computer, i numeri interi devono essere com-
presi tra —32768 e +32767.

0
1

44
32699
-15

Qualsiasi numero intero puo essere rappresentato come numero a virgola
mobile, dato che gli interi sono un sottoinsieme dei numeri reali. I1 BA-
SIC del C-64 in ogni caso converte automaticamente i numeri interi in
numeri a virgola mobile prima di usarli nei calcoli.

Stringhe

Il termine stringa & usato per descrivere dati formati da una sequenza di
caratteri. Questi possono essere qualsiasi cosa che non debba venir inter-
pretata come un numero. Abbiamo gia usato delle stringhe per far appa-
rire dei messaggi sul video del C-64. Una stringa ¢ composta da uno o piu
caratteri scritti tra virgolette.

“SALVE!”

“PIPPO”

*12345”

“IL PREZZO E 12000”

“VIALE AOSTA, 32 - 20121 MILANO”

In una stringa si puo includere qualunque carattere alfabetico o numeri-
co, simboli speciali o grafici, caratteri di controllo del cursore (CLR/HOME,
CRSR UP/DOWN, CRSR LEFT/RIGHT) e il tasto Rvs oN/oOFF. Gli unici tasti che non
possono essere inclusi in una stringa sono RUN/STOP, RETURN € INST/DEL.
Tutti i caratteri di una stringa appaiono cosi come sono inseriti. I tasti di
controllo del cursore, di controllo del colore e rvs ON/OFF tuttavia non
scrivono nulla di per sé. Per visualizzarli nella stringa sono usati alcuni
simboli elencati nella tabella 3.1.
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Tabella 3.1. Simboli speciali

Funzione Tasto Simbolo
RVS
Reverse On CTRL I3 (R inverso)
RVS . .
Reverse Off CTRL Hl (R inverso shiftato)
CLR .
Home Cursor HOME B (S inverso)
... [cLr . . .
Clear Screen Shift | oue E.d (S inverso shiftato)
[ .
Cursor Down CRSR B8 (Q inverso)
\
Cursor Up Shift C§R [ (Q inverso shiftato)
. < .
Cursor Right CRSR Il (] inverso)
Cursor Left Shift cgn ) (H inverso shiftato)
Variabili

Il concetto di variabile & molto facile da capire. Considerate le seguenti
istruzioni:

14@ A=B+C
268 7H

Queste due istruzioni fanno apparire sul video la somma di due numeri,
ovvero di cio che B e C rappresentano al momento in cui l'istruzione vie-
ne eseguita. Nel seguente esempio

3@ B=4.65
95 C=3.72
162 A=B+C
208 A

a B e assegnato il valore 4.65, mentre a C & assegnato il valore 3.72. Quin-
di A & uguale a 8.37.
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Nomi delle variabili

I nomi delle variabili possono essere usati per rappresentare dati nume-
rici o stringhe. Se non avete mai studiato I'algebra elementare, pensate
ad un nome di variabile come ad una casella postale. Qualunque cosa sia
contenuta nella casella postale diviene il valore assegnato a quell’indiriz-
zo. Un nome di variabile puo avere uno, due o tre caratteri; sono permes-
se le seguenti opzioni:

t— Il terzo carattere deve essere $ per una stringa o % per una
variabile intera. Una variabile a virgola mobile puo avere so-
lo due caratteri.

Il secondo carattere puo essere qualunque lettera maiuscola
(da A a Z) o qualsiasi cifra (1, 2, 3, 4, 5, 6, 7, 8, 9, 0) per qua-
lunque tipo di variabile.

Il primo carattere deve essere una lettera maiuscola (da A a
Z) per qualunque tipo di variabile.

Quindi l'ultimo carattere del nome di una variabile distingue, per il BA-
SIC del C-64, il tipo di dato rappresentato dalla variabile.

Notate che per il primo e secondo carattere di un indirizzo, sono usate
lettere senza sHIFT inserito; a seconda del modello di C-64, le lettere sen-
za SHIFT inserito possono essere minuscole o maiuscole. Comunque sia
sono le lettere che appaiono quando il tasto sHIFT non & premuto.

Le variabili a virgola mobile sono le pitt usate nel BASIC del C-64.
Ecco alcuni esempi di nomi di variabili a virgola mobile,

m;:_»ouu:»

nomi di variabili intere,

A%
B%
C%
Al%
MN%
X4%
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e nomi di variabili a stringa.

A$
M$
MNS$
M1$
ZX$
F6$

Tutti questi nomi possono avere piu di due caratteri alfanumerici, ma so-
lo i primi due contano per l'identificazione. Quindi BANANA e BANDIE-
RA vengono interpretati come lo stesso nome, dato che entrambe comin-
ciano per BA. Il BASIC del C-64 permette di avere fino a 86 caratteri nei
nomi di variabili, tuttavia nomi cosi lunghi sono poco pratici. Da quattro
a otto caratteri € un limite piu realistico; i nomi lunghi possono addirit-
tura rendere la lettura del vostro programma piu difficoltosa. L’esempio
illustra come vengono interpretati i nomi lunghi dal BASIC C-64.

MAGICS interpretata come MA$
N123456789 interpretata come N1

MMMS$ interpretata come MM$
ABCDEF% interpretata come AB%

CALENDAR interpretata come CA

Usando nomi di variabili con piu di due caratteri si deve tenere a mente
quanto segue:

1.

Solo i primi due caratteri piu il simbolo identificatore ($ o %) sono si-
gnificativi. Non usare nomi come LOOP1 e LOOP2; questi vengono in-
terpretati come la stessa variabile: LO.

. I1 BASIC C-64 ha un certo numero di parole riservate che hanno un si-

gnificato speciale nelle istruzioni. Esse comprendono istruzioni come
PRINT ed altre che verranno trattate in seguito. Nessun nome di varia-
bile puo contenere, al suo interno, una parola riservata. Per esempio,
non si puo usare PRINTER come nome di variabile perché il BASIC lo
interpreterebbe come “PRINT ER”. Questo problema si rivela spesso
come un errore di sintassi in una riga altrimenti corretta. La tabella
3.4 mostra una lista completa di parole riservate.

. Caratteri addizionali occupano spazio in memoria che potrebbe essere

necessario in programmi piu lunghi. D’altra parte nomi di variabili piu
lunghi rendono piu leggibili i programmi. NUMTEL ad esempio & piu
significativo di NT come nome di variabile che descrive il numero di
telefono di un amico in un programma di archivio.
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OPERATORI

L’istruzione BASIC

109 718.2+4.7

ordina al computer di sommare 10.2 e 4.7 e di far apparire il risultato.
L’istruzione

258 C=RA+B

ordina al C-64 di sommare i due numeri a virgola mobile rappresentati
dalle variabili A e B, e di assegnare il risultato alla variabile a virgola
mobile rappresentata da C.

Il segno + specifica I'addizione, e pertanto si chiama operatore. Esso ¢
un operatore aritmetico, poiché la somma ¢ un’operazione aritmetica. Vi
sono altri due tipi di operatori: relazionali e Booleani. Questi ultimi ne-
cessitano di qualche ulteriore spiegazione dato che esprimono condizioni
e decisioni piuttosto che operazioni aritmetiche.

Tabella 3.2. Operatori

Priorita Operatore Significato
9 0 Parentesi (definiscono l'ordine di
esecuzione)
e 8 t Elevamento a potenza
g S 7 — Segno negativo
59 6 * Moltiplicazione
x £ o s
3 £ 6 / Divisione
O'< 5 + Addizione
S — Sottrazione
- 4 = Uguale
‘g "g‘ 4 <> Diverso
§ S 4 < Minore
g g 4 > Maggiore
ST 4 <=o0=x Minore o uguale
4 >=o0z=z Maggiore o uguale
L
SIS 3 NOT Complemento logico
’S %’ 2 AND AND logico
8'0?3 1 OR OR logico
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Operatori aritmetici

Un operatore aritmetico specifica addizione, sottrazione, moltiplicazione,
divisione o elevamento a potenza. Le operazioni aritmetiche sono esegui-
te con numeri a virgola mobile; i numeri interi sono convertiti automati-
camente in virgola mobile prima di eseguire un’operazione aritmetica e
poi riconvertiti ad interi se la variabile che rappresenta il risultato & di
tipo intero. I dati su cui sono eseguite le operazioni si chiamano operan-
di. Gli operatori aritmetici richiedono due operandi ciascuno, che posso-
no essere numeri, variabili numeriche o una combinazione di tutt’e due.

Addizione (+). Il segno + specifica che il dato (o operando) a sinistra del
segno ¢ da addizionare al dato (o operando) a destra dello stesso. Per
quantita numeriche questa & una semplice addizione.

Il segno + & usato anche per “sommare” delle stringhe. In questo caso
esso non addiziona i valori delle stringhe in senso proprio; le stringhe
vengono unite o concatenate fra loro per formare una stringa piu lunga.
La differenza tra l'addizione numerica e il concatenamento di stringhe
puo essere visualizzato come segue:

Addizione di numeri: numl+num2 = num3
Addizione di stringhe: stringal +stringa2 = stringalstringa2

Usando il concatenamento si possono sviluppare stringhe lunghe fino a
255 caratteri.

“AUTO” +"“MOBILE"” da “"AUTOMOBILE”

“BUONA”+" ”"+"SERA” da "BUONA SERA”

A$+BS$ da il concatenamento delle due stringhe rappre-
sentate dalle due variabili A$ e B$

“1”4+CHS$+E$ da il carattere “1” seguito dal concatenamento
delle due stringhe rappresentate dalle variabili
CHS e E$

Se A$ € uguale a "AUTO” e B$ a “MOBILE”, allora A$+B$ da lo stesso
risultato di “"AUTO” +"“MOBILE".

Provando a costruire una stringa di pit di 255 caratteri si otterrebbe un
messaggio d’errore: STRING TOO LONG.

Sottrazione (—). Il segno meno specifica che I'operando alla destra del se-
gno va sottratto a quello alla sinistra dello stesso.

4-1 da 3
100-64 da 36
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A-B significa che la variabile B viene sottratta dalla variabile rap-
presentata da A
55-142 da -87

Il segno meno da solo identifica un numero negativo. Per esempio,

-5

—9E4

-B

4-—-2 Notate che 4— —2 & uguale a 4+2

Moltiplicazione (*). Un asterisco specifica che I'operando alla sua destra
deve essere moltiplicato per I'operando alla sinistra dello stesso.

100 %2 da 200

50%0 dao

A*X1 da la moltiplicazione di due numeri a virgola mobile rappre-
sentati dalle variabili A e X1

R% * 14 da la moltiplicazione di un numero intero rappresentato da
R% per 14

Nell’esempio qui sopra, se alla variabile A si assegna il valore 4.2 e alla
variabile X1 il valore 9.63, la risposta & 40.446. A e X1 potrebbero conte-
nere i valori interi 100 e 2 per duplicare il primo esempio; tuttavia, i due
numeri verrebbero memorizzati come 100.00 e 2.0, dato che A e X1 sono
variabili a virgola mobile. Per moltiplicare 100 per 2, rappresentando
questi due numeri come interi, l’esempio avrebbe dovuto essere
A% *X1%.

Divisione (/). La barra specifica che I'operando alla sua sinistra deve es-
sere diviso per il dato alla sua destra.

10/2 da s

6400/4 da 1600

A/B significa che il numero a virgola mobile rappresentato dalla
variabile A viene diviso per quello rappresentato da B

4E2/XR significa che 400 viene diviso per il numero a virgola mobile

rappresentato da XR.

Il terzo esempio, A/B, puo duplicare il primo o il secondo anche se A e B
rappresentano numeri a virgola mobile; sarebbe piu esatto comunque
scrivere A%/B%.

Elevamento a potenza (1). La freccia rivolta verso l'alto specifica che
I'operando alla sinistra della freccia & elevato alla potenza specificata
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dall’operando che si trova alla destra. Se il dato alla destra ¢ 2, il nume-
ro alla sinistra viene elevato al quadrato, se ¢ 3 quello a sinistra viene
elevato al cubo, e cosi via. La potenza pud essere qualsiasi numero, varia-
bile o espressione, purché il risultato rimanga entro i limiti accettati per
numeri a virgola mobile.

212 da 4

1212 da 144

113 dal

AtS significa che il numero rappresentato da A ¢ elevato alla 52 po-
tenza

2164 da 84.4485064

NM1t —-10 significa che il numero a virgola mobile assegnato alla variabi-
le NM é elevato alla decima potenza negativa

141 F significa che 14 & elevato alla potenza specificata dalla variabi-

le a virgola mobile F

Ordine di calcolo

Un’espressione pud contenere piui operazioni aritmetiche, cosi come nella
seguente istruzione:

A+C * 10212

In questi casi c’¢ un ordine fisso in cui vengono eseguite le operazioni.
Prima viene l’elevamento a potenza (1), seguito dalla valutazione del se-
gno, poi da moltiplicazione e divisione (* /), e infine vengono 1'addizione
e la sottrazione (+ —). Operazioni di uguale priorita vengono eseguite da
sinistra a destra. Quest’ordine puo essere modificato dall’uso di parente-
si: qualsiasi operazione tra parentesi viene eseguita per prima. Per esem-
pio,

4+1 %2 da 6
@4+1) %2 da 10
100 * 4/2—1 da 199

100 * 42—1)  da 100
100 * (4/(2—1))  da 400

Quando sono presenti delle parentesi, il BASIC C-64 calcola prima il ri-
sultato delle parentesi piu interne, poi di quelle immediatamente piu
esterne e cosi via fino ad arrivare a quelle piu esterne di tutte. Le paren-
tesi si possono ‘“‘annidare” fino a qualsiasi livello e possono essere usate
liberamente per chiarire I'ordine di esecuzione delle operazioni di una
espressione.
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Operatori relazionali

Gli operatori relazionali rappresentano le seguenti condizioni: maggiore
di (>), minore di (<), uguale (=), diverso (< >), maggiore o uguale (> =)
e minore o uguale (< =).

1=5-4 da un risultato vero (—1)

14> 66 da un risultato falso (0)

15>=15 da un risultato vero (—1)

A<>B il risultato dipendera dai valori assegnati alle variabili a

virgola mobile A e B

Il BASIC C-64 assegna arbitrariamente un valore 0 ad una condizione
“falsa” e un valore —1 ad una condizione “vera”. Questi valori 0 e —1
possono essere usati in equazioni. Per esempio, nell’espressione
(1=1) * 4, I'’equazione (1=1) & vera. Vero ha un valore di —1, quindi
I'espressione & uguale a (—1) * 4, che risulta percio essere —4. Si puo
usare qualunque operatore relazionale in espressioni in BASIC C-64. Ec-
co alcuni ulteriori esempi.

25+(14>66) € uguale a 25+0
(A+(1 =5-4)) * (15 >=15) € uguale a (A-1) * (—1)

Gli operatori relazionali possono essere usati per confrontare le stringhe.
A questo scopo va tenuto presente che le lettere dell’alfabeto hanno un
ordine A<B, B<C, C<D e cosi via. Le stringhe sono confrontate un ca-
rattere alla volta, cominciando da quello piu a sinistra.

“A”<"B” € vero (—1)

X" = "XX” ¢ falso (0)

C$ = A$+B$ il risultato dipende dai valori assegnati alle variabili C$, B$
e A$

("GIORGIO” >“LUCA")+37 ¢ uguale a —1+37
(‘!AAA'P<IIAAY’) * (Zg_(!lOTTO}1>IlABI')) é uguale a 0 * (Zg—(_l))

Operatori Booleani

Gli operatori Booleani danno ai programmi la possibilita di prendere de-
cisioni logiche. Ci sono tre operatori Booleani nel BASIC C-64: AND, OR
e NOT. Una semplice analogia con la vita quotidiana puo servire per illu-
strare la logica Booleana.

Si supponga di dover comperare caramelle con due bambini. L'operatore
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Booleano AND permette di comperare un certo tipo di caramella solo nel
caso che il bambino A e il bambino B scelgano quel tipo.

L'operatore OR permette di acquistare un tipo di caramella nel caso in
cui o I'uno o l'altro scelgano quel tipo.

L'operatore NOT genera un opposto logico. Il bambino B insiste nel non
accordarsi con A; allora la scelta di B ¢ sempre il contrario della scelta
di A.

La tabella 3.3 riassume il modo in cui gli operatori Booleani trattano i
numeri. Essa viene chiamata tabella della verita. Gli operatori Booleani
controllano principalmente la logica dei programmi.

Eccone alcuni esempi:

IF A = 109 AND B = 1¢¢ GOTO 1¢
Se sia A e B sono uguali a 100, saltare a riga 10
IF X<Y AND B>=44 THEN F = ¢
Se X & minore di Y e B & maggiore o uguale a 44 allora assegnare
il valore 0 ad F
IF A = 100 OR B = 10¢ GOTO 20
Se una delle due variabili (0 anche tutt’e due) & uguale a 100,
saltare a riga 20
IF X<Y OR B> =44 THEN F =0
F ¢ fissata uguale a 0 se X ¢ minore di Y oppure se B & maggiore di 43
IFA=1AND B =2 OR C =3 GOTO 3¢
Fare il salto a riga 39 qualora si verifichi che A e B sono rispettivamente
1 e 2, oppure se C = 3. Infatti nel caso si trovino piut operatori Boolea-
ni di seguito, prima vengono eseguiti gli AND e poi gli OR.

Ogni operando viene controllato per vedere se ¢ vero o falso. Un operan-
do che appare da solo ¢ implicitamente seguito da "< >0"; qualunque

valore che non sia zero viene considerato vero, lo zero & considerato fal-
SO.

IF A THEN B =2
IF A< > @ THEN B = 2

Le due istruzioni sopra sono equivalenti.
IF NOT B GOTO 1¢¢
Saltare se B ¢ falso, ossia uguale a zero.

Potrebbe anche venir scritto come
IF B = § GOTO 1¢¢

Tutte le operazioni Booleane usano operandi interi. Se si cerca di fare
operazioni Booleane con numeri a virgola mobile, questi ultimi sono tra-
sformati in interi, per cui devono rimanere entro i limiti dei numeri interi.
Se siete dei principianti & improbabile che vi venga automatico usare gli
operatori Booleani nel modo che adesso descriveremo. Se non vi interes-
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sa approfondire questo argomento, passate subito al paragrafo successi-
vo.

Tabella 3.3. Tabella dglla verita

AND da risultato 1 se entrambi i numeri sono
uguali a 1

1AND1 =1

O0AND1 =0

1ANDO =0

0ANDO =0

OR da risultato 1 se almeno un numero &
uguale a 1
10R1
OOR 1
10RO
OORO0=0

NOT da il complemento logico
NOT1 =0
NOTO =1

1
1
1

Gli operatori Booleani agiscono sugli operandi interi su una cifra binaria
alla volta. Il BASIC C-64 memorizza tutti i numeri in forma binaria, uti-
lizzando la notazione di complemento a due per rappresentare i numeri
negativi. Passando per facilita di lettura attraverso la notazione esadeci-
male, si puo illustrare una operazione AND come segue:

43 AND 137=9

89, — 10001001
2B, — 00101011

09,, — 00001001 —

Ecco qui un’operazione OR.

43 OR 137="171

2B, — 00101011
AB,, 10101011
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Ed ecco due operazioni NOT.

NOT 43 = 212
2B, — 00101011
D'14,6—' 110110100—-—
NOT 137 = 118
89, — 10001001
761,6—- omlono—

Gli operandi sono sempre trasformati nel formato intero; l'operazione
Booleana viene eseguita ed il risultato & fornito con uno 0 o un 1. Se un
operatore Booleano ha operandi relazionali, questi ultimi sono calcolati
come —1 o 0 prima di eseguire 'operazione Booleana. Per cui I'operazio-
ne

A=10RC<2

¢ equivalente a

Si consideri questa operazione piu complessa:
IF A = B AND C<D GOTO 4§

Prima sono calcolate le espressioni relazionali; supponete che la prima
espressione sia vera e la seconda falsa: 'istruzione allora diventa

IF —1 AND ¢ GOTO 4¢
Eseguendo 'operazione AND si ottiene un risultato 0.
IF ¢ GOTO 49

Ricordate che un singolo operando & implicitamente seguito da ‘< >0".
L’espressione diventa quindi



84 PROGRAMMAZIONE DEL C-64

IF @ < > @ GOTO 4¢

Per cui il salto non & eseguito.
Per contro un’operazione Booleana eseguita su due variabili puo dare co-
me risultato qualunque numero intero.

IF A% AND B% GOTO 49

Si supponga che A% = 255 e che B% = 240. L'operazione Booleana 255
AND 240 da 240. L'istruzione diventa quindi

IF 249 GOTO 49
oppure con "< > §”,
IF 240 < > @ GOTO 49

Quindi il salto verra eseguito.
Ora paragonate le seguenti istruzioni di assegnazione:

A=A AND 10
A=A<10

Nel primo esempio il valore in quel momento di A ¢ logicamente “ANDa-
to’” con 10 ed il risultato diviene il nuovo valore di A. A deve trovarsi en-
tro i limiti degli interi tra —32768 e +32767. Nel secondo esempio
'espressione relazionale A<10 ¢ valutata a —1 o 0, quindi A finisce per
avere un valore di —1 o 0.

GLI ARRAY

Gli array vengono largamente usati in numerosi programmi per compu-
ter. Le informazioni che seguono sono molto importanti per sviluppare le
vostre capacita di programmazione.

Concettualmente gli array sono semplici: quando si hanno due o piu ele-
menti di dati connessi fra loro, invece di assegnare ad ogni elemento un
nome diverso, si da all’elenco di dati collegati un unico nome. Poi si sele-
zionano i singoli elementi individuali usando un numero di posizione, che
nel gergo informatico si chiama indice.

Una lista della spesa, per esempio, pud essere composta da sei articoli di
carne e pesce, quattro di frutta e verdura e tre di prodotti di latteria;
questi tre gruppi di elementi potrebbero essere rappresentati ognuno da
un solo nome di variabile come segue:
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CP$(0) = “BISTECCHE” FV$(0) = "ARANCE”
CP$(1) = "POLLO NOVELLO” FV$(1) = "CAVOLFIORI”
CP$(2) = “"CARNE TRITA” FV$(2) = "FAGIOLI”
CP$(3) = “FILETTI DI SOGLIOLA”  FV$(3) = “FRAGOLE”

CP$(4) = "GAMBERETTI” ,
CP$(5) = "TRIPPA” PL$(0) = “LATTE”
PL$(1) = “BURRO”
PL$(2) = “PARMIGIANO”

CP$ ¢ un unico nome di variabile che identifica tutti i prodotti di carne e
di pesce. FV§ identifica tutta la frutta e verdura, mentre PL$ identifica i
prodotti di latteria.

Un indice segue ogni nome di variabile, per cui ogni dato viene identifica-
to con un nome di variabile e un indice. Notate che il primo indice negli
esempi € 0, non 1. Gli indici in BASIC cominciano da 0 perché cio sempli-
fica la programmazione di molti problemi scientifici e matematici. Molti
si trovano a disagio con questa convenzione: se non vi trovate bene usan-
do l'elemento 0 di un array, potete semplicemente ignorarlo e cominciare
con 1. Si sprechera un po’ di spazio di memoria, ma se non si riesce ad
“adattarsi” alla macchina si correranno meno rischi di errori di pro-
grammazione. Si pud portare il concetto degli array avanti di un altro
passo, chiamando l'intera lista con un unico nome, ma usando due indici.
Il primo indice specifica il gruppo ed il secondo 1’elemento di ogni grup-
po. In questo modo un singolo array variabile con due indici potrebbe
rimpiazzare gli array ad un solo indice usati nell’esempio precedente.

LS$(0,0) = CP$(0)  LS$(1,0) = FV$(0)  LS$(2,0) = PL$(0)
LS$(0,1) = CP$(1)  LS$(1,1) = FV§(1)  LS$(2,1) = PL$(1)
LS$(0,2) = CP$(2)  LS$(1,2) = FV$(2)  LS$(2,2) = PL$(2)
LS$(0,3) = CP$(3)  LS$(1,3) = FV$(3)

LS$(0,4) = CP$(4)

LS$(0,5) = CP$(5)

Gli array possono contenere variabili intere, variabili a virgola mobile o
stringhe, ma ogni array puo contenere un solo tipo di dati. In altre paro-
le, una singola variabile non puo mischiare numeri interi e a virgola mo-
bile. Gli array sono un comodo sistema di descrivere un gran numero di
variabili connesse. Si consideri una tabella contenente 10 righe di nume-
ri, con 20 numeri in ogni riga: in tutto 200 numeri. Pensate ad assegnare
nominativi individuali ad ognuno di quei 200 numeri! Sarebbe molto piu
semplice dare un nome all'intera tabella e identificare i singoli numeri
dalla loro posizione, che & esattamente cid che succede in un array.

Gli array possono avere una o piu dimensioni: quelli ad una sola dimen-
sione sono equivalenti ad una tabella con una sola riga di numeri. L’indi-
ce identifica un numero nell’'unica riga.
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Un array a due dimensioni produce una normale tabella con righe e co-
lonne: una dimensione identifica la riga, l’altra la colonna. Tre dimensio-
ni producono un ‘“cubo” di numeri, o se preferite, una pila di tabelle.
Quattro o piu dimensioni producono array sicuramente difficili da visua-
lizzare, ma che, matematicamente, non sono piui complessi dei loro fratel-
li minori.

Esaminiamo gli array piu in dettaglio. Un singolo elemento di un array
ha la seguente forma:

<nome> (i)
dove

nome ¢& il nome della variabile array: puo essere usato qualsiasi tipo di nome
i & l'indice dell’elemento dell’array: deve cominciare da 0.

Un array chiamato A e composto di cinque elementi, pud essere visualiz-
zato come segue:

A(0)
A(l)
A(2)
AQ3)
A@4)

Il numero di elementi & uguale al numero indice piu alto incrementato di
uno; cio perché tiene conto dell’elemento 0.
Un vettore a due dimensioni ha la seguente forma:

<nome> (i, f)
dove
nome & il nome della variabile array

i & l'indice della colonna
j € l'indice della riga.

Un array di stringhe a due dimensioni di nome A$, avente due colonne e
tre righe, potrebbe essere visualizzato cosi:

A$(0,0) AS$(0,1)
AS3(1,0) AS(L,1)
A$(2,0) AS$(2,1)
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La sua grandezza ¢ il prodotto delle dimensioni piu alte di riga e di co-
lonna incrementate di 1. Nell’esempio & 3X2 = 6 elementi.
Ulteriori dimensioni possono essere aggiunte nella definizione:

<nome>(i, j, k...

Gli array fino a 11 elementi (da 0 a 10 nel caso di una dimensione) posso-
no essere usati comunemente nel BASIC del C-64. Quelli contenenti piu
di 11 elementi devono essere specificati in un’istruzione di dimensiona-
mento che verra descritta piu avanti in questo capitolo.

Se non si inserisce l'indice dopo il nome di un array in un programma,
questo sara trattato dal BASIC del C-64 come una variabile diversa. Cio
puo portare ad errori di programmazione difficili da rintracciare. Non &
consigliabile sfruttare questa particolarita poiché altri linguaggi ed altri
dialetti BASIC non funzionano nello stesso modo; questa tecnica potreb-
be creare confusione ad altri programmatori che volessero leggere il vo-
stro programma ed anche voi stessi potreste pensare, in un secondo tem-
po, di aver erroneamente omesso l'indice, e cercare di correggere 1'"erro-
re”’. Non chiamate mai quindi una variabile con lo stesso nome di un ar-
ray.

3.2. I comandi BASIC

Nel secondo capitolo si & visto come certi comandi possono essere ese-
guiti sulla tastiera per controllare le operazioni del C-64; RUN & uno di
questi. I comandi possono tutti essere eseguiti come istruzioni BASIC.

PAROLE RISERVATE

Tutte le combinazioni di caratteri che definiscono le operazioni di
un’istruzione BASIC e tutte le funzioni sono parole riservate. La tabella
3.4 riporta queste parole per il BASIC C-64. 11 C-64 quando esegue un
programma in BASIC controlla ogni istruzione per verificare se contiene
parole riservate, fatta eccezione per stringhe di caratteri racchiusi tra
virgolette. Cio pud causare complicazioni qualora ci fossero parole riser-
vate contenute nei nomi delle variabili: il C-64 non ¢ in grado di identifi-
care i nomi delle variabili dalla loro posizione nell’istruzione BASIC. Bi-
sogna fare molta attenzione a tenere le variabili ben distinte dalle parole
riservate, ricordandosi sempre che solo i primi due caratteri del nome di
una variabile vengono utilizzati per l'identificazione.
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Tabella 3.4. Tabella delle parole riservate e loro abbreviazioni

PAROLE

ABS
AND
ASC
ATN
CHR$
CLOSE
CLR
cMD
CONT
Ccos
DATA
DEF
DIM
END
EXF
FH
FOR
FRE
GET
GET#
GOSUE
GOTO
IF
INFUT
INPUT#
INT
LEFT$
LEH
LET
LIST
LOAD
LOG
MID$
NEW
NEXT
NOT
O

REBREVIARZ.
{1y <27
Al aB
A/ aN
Ae as
Al aT
cl cH
cLr  ¢clo
cL cl
(AN cH
cr co
D# dA
- dE
D~ dl
E/ el
E# eX
Fr f0
F- R
6™ sE
Ge 905
Gr 80
1/ iN
LE-~ leF
L= lE
L~ 11
Lr 10
M- ml
N~ nE
MW 7o

PAROLE

OPEN
OR
FEEK
POKE
POS
PRINT
PRINT#
RERD
REM
RESTORE
RETURN
RIGHT$
RMD
RUN
SAVE
SGN
SIH
SPLCC
SER

ST
STATUS
STEP
STOP
STR$
5Y3
THB (
TAN
THEN
Tl
TIME
Ti$
TIME$
TO

USR
VAL
YERIFY
WAIT

(1>:SET STAMDARD DI CARATTERI
(23 :SET ALTERNATIYO (SHIFT/COMMODORE>

ABBREVIARZ.
1y (2>
(| oP
P~ FE
PIr PO
? ?
Pa FR
R~ rE
REe® res
REI reT
R~ rl
R/ rM
R, ru
Se sA
Sl sG
S~ sl
S1 sP
Se si
5T~ stE
S| sT
ST~ stR
S sY
T tA
TI tH
Ue us
Ve vA
v vE
W wA
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ABBREVIAZIONE DI PAROLE BASIC

Si & visto all'inizio di questo libro che l'istruzione PRINT poteva essere
inserita dalla tastiera battendo “?”. Il comando viene poi sviluppato
dall’interprete del BASIC C-64 per formare l'intera parola PRINT.

La maggior parte dei comandi, delle istruzioni e delle funzioni in BASIC
possono essere abbreviate usando le prime due lettere della parola, inse-
rendo il secondo carattere con sHIFT premuto. Con il normale set di ca-
ratteri del C-64, il secondo carattere appare come un carattere grafico.
Per esempio, 'abbreviazione di LIST appare come:

L~
oppure come
11

Il BASIC C-64 non fa distinzione tra le due abbreviazioni; entrambe sono
interpretate come LIST. Se un’abbreviazione di due lettere & ambigua (ST
vuol dire STEP o STOP?), 'abbreviazione & assegnata alla parola usata
piu frequentemente dalla tastiera e l'altra non viene abbreviata oppure
vengono usati i primi tre caratteri, con il terzo inserito con SHIFT premu-
to. Ad esempio, STOP ¢ abbreviato come

sT
sl

e STEP ¢& abbreviato come

stE
ST™

Per abbreviare STEP battete dunque una S maiuscola senza usare SHIFT,
una T senza SHIFT e una E con SHIFT.

La seguente serie di semplici istruzioni usa abbreviazioni a due e tre let-
tere quando possibile. Tutte le abbreviazioni vengono poi espanse auto-
maticamente quando si lista il programma.

Battete sHiFT (= per le minuscole

19 1E a=18

20 b=3 aN 14+eXx(2)

38 dl (5>

40 f0 i=0 to 5

58 rE c(il

64 nE

789 dR 1,6.2,4,10.5,16
280 reS

99 eN
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11
18
2a
30
40
59
68
79
8
98

Premendo sHIFT e i tasti simultaneamente si vedranno apparire le abbre-
viazioni con caratteri grafici al posto di quelli con sHiFT inserito. Il lista-

LIST il programma
let a=16

=a and ld+exP(2)

dim (3>

ig:d 1 :? i %O S Le istruzioni BASIC

next non sono abbreviate
data 1;6;214:19;5;16

restore
end

to apparira in caratteri maiuscoli.

Ricordatevi che le espansioni dalle abbreviazioni per le due funzioni SPC
e TAB includono parentesi sinistre. Questo significa che se si usano le ab-
breviazioni per una di queste non si deve scrivere la parentesi sinistra

dell’argomento. Per esempio,

18

?2spP (5>

viene €spanso come

10 print sPc((S)

Le due parentesi sinistre danno luogo ad un errore di sintassi

La corretta sequenza da inserire &

1@ ?sp352

Questa regola delle parentesi riguarda solo le funzioni SPC e TAB ed &
una particolarita da tener presente. Per tutte le altre funzioni si usano

entrambe le parentesi, per esempio:

18 ?rNC(l)

Battete sHiFr (= per le maiuscole
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3.3. Le istruzioni BASIC

L’operazione eseguita da un’istruzione & specificata usando una parola ri-
servata (vedi tabella 3.4). Le istruzioni non sono descritte dettagliatamen-
te in questo capitolo. Per una completa descrizione di tutte le istruzioni
riconosciute dal BASIC C-64 si deve far riferimento alle appendici G e H.
Questo capitolo & un’introduzione ai concetti di programmazione con
particolare attenzione al modo in cui vengono utilizzate le istruzioni.

COMMENTI (REM)

Quando i primi tre caratteri di un’istruzione BASIC sono R E M (dall’ingle-
se REMark=commento), il computer ignora completamente l'istruzione.
Puo sembrare singolare cominciare una discussione sulle istruzioni BA-
SIC con la descrizione dell’unica istruzione che il computer ignora. E al-
lora perché includere un’istruzione di questo tipo? La risposta & che i
commenti rendono piu leggibile il programma.

Quando si scrive un programma breve di cinque o dieci righe non c’é¢ nes-
suna difficolta nel ricordarsi cosa esso faccia, a meno di non lasciarlo
inutilizzato per sei mesi e poi cercare di usarlo di nuovo. Ma quando si
scrivono programmi di 100 o 200 istruzioni ¢ assai probabile dimenticare
qualcosa d’importante anche il giorno dopo averlo scritto; dopo aver
scritto dozzine di programmi poi, & impossibile ricordarseli tutti nei mi-
nimi particolari. La soluzione a questo problema ¢ di documentare ogni
programma inserendo dei commenti che descrivono quello che succede
nelle sue varie parti. I bravi programmatori usano molte REM in tutti i
loro lavori. Negli esempi in questo capitolo si fa uso di REM che descri-
vono le funzioni delle istruzioni semplicemente per iniziarvi a questa abi-
tudine.

ISTRUZIONI DI ASSEGNAMENTO

Sono le istruzioni che permettono di assegnare i valori alle variabili; se
ne incontreranno molto spesso in ogni tipo di programma in BASIC. Ecco
alcuni esempi di istruzioni di assegnamento.

90 REM INIZIALIZZA LA VYARIABILE X
160 LET X=3.24

Nell'istruzione 10, alla variabile a virgola mobile X & assegnato
il valore 3.24
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150 %=3.24

Istruzione equivalente alla 1@ precedente; il LET & opzionale in
tutte le istruzioni di assegnamento

215 A$="EVW/IVA"

Alla variabile a stringa A$ & assegnata una parola.

Notate che la prima istruzione di assegnamento (riga 109) comincia con
la parola “"LET”, ma non le altre due. In origine tutte le istruzioni di que-
sto tipo dovevano cominciare con LET: lo scopo era quello di far identifi-
care il tipo di istruzione dalla prima parola. Oggigiorno praticamente tut-
ti i dialetti BASIC hanno abbandonato questa prassi. Nonostante LET
non sia richiesto dal BASIC C-64, rimane una parola riservata e pertanto
non deve apparire in un nominativo di variabile. Vediamo tre istruzioni
che assegnano valori all’array PL$(1), che si ¢ incontrato in precedenza.

REM FL#CI EY L7ARRAY "FRODOTTI DI LATTERIA"
1 FLECB)="LATTE"

PLECL p="EURRO"

FLECZ)="PARMIGIAND"

Ricordatevi che ¢ possibile mettere piu di una istruzione in ogni riga. Le
tre istruzioni precedenti potrebbero essere messe su di una sola riga co-
me segue:

LEcIx E7 LYARRAY "PRODOTTI DI LATTERIAR"
p="LATTE" (PLEFCL ="EBURRO" (PLECZ 0 ="PARMIGIAHO"

I due punti () devono separare le istruzioni consecutive sulla stessa riga.
Le istruzioni di assegnamento possono contenere tutti gli operatori arit-
metici e relazionali descritti in questo capitolo.

26 REM QUESTO HOM E< N MODO IMTELLIGEWTE DI ASSEGHARE
UM YALORE A Y
18@ Y=3.24+7.36/8.5

Questa istruzione assegna il valore 4,17647059 alla variabile a virgola mo-
bile V. E equivalente alle tre istruzioni
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169 x=7.96&
118 ¥=8.5
120 V¥=3.24+X/Y

che potrebbero essere scritte tutte su di una sola riga come segue:
188 X=7.96:Y=8.5:Y=3.24+x/Y

Nel caso delle operazioni Booleane gia descritte, avremo delle istruzioni
di questo tipo:

9@ REM QUESTI ESEMPI SOMO STATI DESCRITTI
PRECEDENTEMENTE MEL CAFITOLO

188 AX=43 AMD 137

294 Br=43 OR 137

L'esempio che segue mostra come a una variabile a stringa possa essere
assegnato il valore usando il concatenamento di stringhe.

193 GHF="GARATTO"

2868 SE="SORIAMO"

ZHA SE=GE+" “4+E5F .
483 FEM AR %% E- ASSEGHATO IL “YALORE "GATTO SORIAHO!

Istruzioni DATA e READ

Quando il numero di variabili che hanno bisogno di assegnamento ¢ alto,
bisognerebbe usare, invece di LET, le istruzioni DATA e READ. Si consi-
deri il seguente esempio:

3 REM INIZIALIZZA TUTTE LE YARIABILI DEL PROGRAMMA
18 DATA 1@,26,-4, 16E6
28 READ A,B,C,D

L’istruzione a riga 10 riporta quattro dati numerici. Questi quattro valori
sono assegnati alle quattro variabili a riga 20. Dopo l'esecuzione delle
istruzioni sulle righe 10 e 20 avremo A =10, B=20, C= -4,
D = 16X 10%. Una o piu istruzioni DATA nel programma si possono visua-
lizzare come una colonna di numeri. Ad esempio, un’istruzione DATA che
contiene una lista di dieci numeri costituisce una colonna di dieci ele-
menti. Due istruzioni DATA, ognuna costituita da cinque dati, costruireb-
bero esattamente la stessa colonna. Cio si puo illustrare come segue:
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10 DATA 10, 20, 30, 40, 50, 60, 70, 80, 90, 100

Primo dato della colonna—

1 1

———
50 > 10 DATA 10, 20, 30, 40, 50
60 20 DATA 60, 70, 80, 90, 100
70 N v’
2{ 80 2
90

100 )«—Ultimo dato della colonna

La prima istruzione READ eseguita in un programma comincia dal primo
elemento della colonna, assegnando ogni valore alla corrispondente va-
riabile scritta nell’istruzione READ. La seconda e le seguenti istruzioni
READ prendono i valori dalla colonna cominciando dal punto in cui il
precedente READ aveva smesso.

10 DATA 10, 20, 30, 40, 50, 60, 70, 80, 90, 100

220 READ A, B, C

N

I c=

340 READ U D= 50 100
490 READ A, EF, G

500 READ B

Qmu >
oy
8833

<
|
8
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Istruzione RESTORE

Si puoé rimandare il puntatore all’inizio della colonna numerica in ogni
momento eseguendo un’istruzione RESTORE. Ecco un esempio dell’'uso
di RESTORE.

10 DATA 10, 20, 30, 40, 50, 60, 70, 80, 90, 100

220 READ A, B, C Q= ;8 \
: C=30 0 »
30
C=40 40
. D= 50 . 50
340 READ C, D 60 >
350 RESTORE 70
. 80
90
A= 10 100 )
E=20
) F=30
490 READ A, E, F, G G=40

500 READ B /
~_  _.B=50

ISTRUZIONI DI DIMENSIONAMENTO (DIM)

I1 BASIC C-64 normalmente assume che una variabile abbia una sola di-
mensione, con valori dell'indice da 0 fino a 10; cio genera un array a un-
dici elementi. Volendo creare un array con piu di undici elementi, si do-
vra includere il suo nome in un’istruzione di dimensionamento (DIM). Cio
& necessario anche se questo & a due o piu dimensioni, non importa quan-
ti elementi abbia. Il seguente esempio definisce le dimensioni per gli ar-
ray variabili CP$, FV$ e PL$. Si sono gia usate queste variabili nella pre-
cedente discussione sugli array.

DIM CPECS L FYECI PLECZ)

L’array a due dimensioni che rappresenta la lista della spesa, LS$, va di-
mensionato come segue:
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DIM LS$C3. 50

Un'istruzione DIM puo assegnare dimensioni a parecchie variabili, pur-
ché stiano su una riga di 80 caratteri. Il numero che segue un nome in
un’istruzione DIM é uguale al valore piu alto possibile dell’indice per
quella particolare dimensione; ricordatevi che gli indici cominciano da 0.
Per cui DIM CP$(5) dimensiona CP$ ad avere sei valori, non cinque, dato
che saranno accettati gli indici 0, 1, 2, 3, 4 e 5. Altrettanto dicasi per DIM
LS$(3,5), che specifica una variabile bidimensionale a 24 elementi, dato
che la prima dimensione puo avere i valori 0, 1, 2 e 3 e la seconda da 0 fi-
no a 5. Una volta dichiarato un array in un’istruzione di dimensionamen-
to, bisogna in seguito sempre riferirsi ad esso specificando il numero de-
gli indici; ogni indice dovra avere un valore da 0 al numero indicato nella
DIM. Se una qualunque di queste regole viene infranta si ottiene un erro-
re di sintassi.

ISTRUZIONI DI SALTO

Le istruzioni di un programma in BASIC vengono normalmente eseguite
in ordine crescente di numero. La sequenza di esecuzione & stata spiegata
in precedenza in questo capitolo con la descrizione dei numeri di riga. Le
istruzioni di salto cambiano questa sequenza d’esecuzione.

Istruzione GOTO

GOTO ¢ l'istruzione di salto piu semplice: permette di specificare l'istru-
zione che verra eseguita immediatamente dopo. Si consideri il seguente
esempio:

28 A=4.37
38 GOTO 160
40

58

=)

7a

8a

e

160

110

L'istruzione alla riga 20 & un assegnamento: assegna un valore alla varia-
bile a virgola mobile A. L’istruzione successiva € un GOTO: specifica che
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’esecuzione del programma deve saltare fino alla riga 109. Quindi la se-
quenza d’esecuzione delle istruzioni in questa parte del programma sara:
riga 20, poi riga 30 e poi riga 109. Naturalmente un’altra istruzione do-
vra far saltare il programma indietro a riga 49, altrimenti le istruzioni da
40 a 99 non verrebbero mai eseguite.

Si puo saltare a qualsiasi numero di riga, anche se questa ¢ una REM: il
computer ignora la REM e quindi l'effetto & quello di saltare alla riga
successiva. Come esempio considerate il seguente salto:

20yR=4. 37
30°GOTO 79
49

50

60

70 REM

89

99

Il programma salta dalla 3¢ alla 70: c’¢ solo una REM alla 79, quindi il
computer avanza alla riga 80, eseguendo l'istruzione ivi contenuta. Anche

se ¢ permesso saltare ad una riga contenente una REM, tanto vale saltare
alla riga successiva.

25)H=4.S?
2R7G0TO 20
44

palla)

=2

78 FEM

29

=l

Istruzione GOTO calcolata

Esiste anche un’istruzione GOTO calcolata che permette alla logica del

programma di saltare ad una fra due o piu righe, a seconda del valore di
una variabile in quel momento.
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10,

(29 .

38)F12=B/.'-2

4¢ ON A% GOTO 19,780,158
50

(=3%]

79
A%=28n
98
169
119
120
133

— 14
A% =3 150
16@

A% =1

L'istruzione alla 40 & un GOTO calcolato. Quando viene eseguita questa
istruzione il programma salta alla 10 se la variabile A% = 1, alla 70 se
A% = 2, o alla 150 se A% = 3. Se A% assume un qualsiasi valore che
non sia 1, 2 o 3, il programma non salta. Notate che alla variabile A% ¢&
assegnato un valore alla riga 30. Il valore assegnato ad A% dipende dal
valore corrente di B%. Il programma non mostra come sia calcolata B%,
ma finché B% ha un valore di 3, 4 o 5 l'istruzione a riga 49 effettuera il
salto. Per controllare l'istruzione GOTO calcolata, caricate il seguente
programma:

16 BZ=4

20 PRINT BX

38 Ax=B%-2

40 OM AZGOTO 16,780,158
78 PRINT B«

8@ BA=3

296 GOTO 30

158 PRINT Bz

160 BZ=2

179 G60OTO 20

Ora fate eseguire il programma inserendo RUN su una riga vuota. Non
scrivete RUN su una riga che contenga gia qualche cosa, perché otterrete
un errore di sintassi ed il programma non partira.

Siete in grado di capire il perché della sequenza di numeri visualizzata?
Provate a modificare il programma in modo da far apparire le cifre
nell’ordine 345345345...
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ISTRUZIONI DI CONTROLLO

In ogni programma la sequenza in cui vengono eseguite le istruzioni é
importante quanto le istruzioni stesse. I BASIC C-64 dispone di varie
istruzioni che controllano la maniera in cui il programma viene eseguito,
da cui il nome istruzioni di controllo. Esse reindirizzano la sequenza
d’esecuzione di un programma; alcune scelgono una tra le varie soluzioni
possibili; altre eseguono una sequenza di istruzioni un numero specifica-
to di volte.

IL COSTRUTTO FOR-NEXT

Le istruzioni GOTO semplice e GOTO calcolato permettono di svolgere il
programma in qualunque sequenza sia richiesta dalla sua logica. Suppo-
nete di dover ripetere un’istruzione (o un gruppo d'istruzioni) molte vol-
te. Per esempio, supponete di avere un array A(I) con 100 elementi e che
a ognuno di essi si debba assegnare un valore da 0 a 99. Scrivere 100
istruzioni di assegnamento sarebbe laborioso; ¢ molto piu facile far ese-
guire una sola istruzione 100 volte, usando le istruzioni FOR e NEXT.

18 DIM A(99)

20 FOR I=0 TO 99 STEP 1
38 ACIY=1

49 MEXT 1

Le istruzioni comprese tra FOR e NEXT sono eseguite piu volte. In que-
sto caso tra di esse c’¢ una sola istruzione.

Per dimostrare come funzionano i loop FOR-NEXT faremo apparire i va-
lori di A(I) creati all’interno del loop. Caricate il seguente programma:

19 DIM R{93)

20 FOR I=8 TO 93 STEP 1

38 ACIy=1

35 PRINT A<I>

48 HMEXT 1

58 REM SE AVETE UN-ISTRUZIONE GOTO CHE RIMANDA R SE
55 REM STESSA, IL COMPUTER ESEGUE UN LOOP

60 REM SENZA USCITA:IMFATTI ASPETTA

98 GOTO 329

Ora battete RUN. Verranno presentati 100 numeri, da 0 a 99. Premete il
tasto STOP per fermare l'esecuzione del programma. Le istruzioni com-
prese tra FOR e NEXT vengono eseguite il numero di volte specificato
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dal valore dell’indice posto immediatamente dopo FOR. Nell’esempio so-
pra illustrato questo indice variabile & I, che aumenta di valore da 0 a 99
con incrementi di 1. La prima volta che l'istruzione di assegnamento (riga
30) & eseguita, I sara uguale a 0 e l'istruzione verra eseguita come segue:

30 ACB@Y=0

I aumenta del passo (STEP) specificato, cioe di 1. La seconda volta che
viene eseguita l'istruzione, I & uguale a 1 e l'istruzione stessa diventa

38 Adl)=1

I continua ad aumentare del valore dell’incremento specificato fino a che
il valore massimo di 99 non & raggiunto o superato. Il valore dell’incre-
mento non deve necessariamente essere 1; pud avere qualunque valore.
Cambiate il valore di incremento alla linea 20 da 1 a 5 ed eseguite di nuo-
vo il programma; questa volta l'istruzione di assegnazione viene eseguita
solo 20 volte, dato che incrementando I di 5, in diciannove volte raggiun-
ge il valore di 95 (il 20° incremento lo porterebbe a 100, che & maggiore
di 99).

L’'incremento non deve essere necessariamente positivo, ma se ¢ negativo,
il valore iniziale di I deve essere maggiore del valore finale. Per esempio,
se I'incremento &€ —1 e si vuole assegnare ai 100 elementi di A(I) valori da
99 a 0, allora si dovra riscrivere la riga 20 come segue:

16 DIM ARC{99)

20 FOR I=92 TO @ STEP -1
3@ ACl)=I

35 PRINT RcI;

43 MEXT 1

80 GOTO 88

Eseguite questo programma per verificare l'incremento negativo.

In questo esempio il valore iniziale e finale di I, e la grandezza dell’incre-
mento, sono trattati come interi. Tuttavia si possono rappresentare que-
sti tre valori usando variabili o espressioni a virgola mobile. Le espres-
sioni saranno calcolate in modo da produrre risultati a virgola mobile; il
risultato sara convertito in intero usando le regole di arrotondamento de-
scritte precedentemente. Poiché gli arrotondamenti possono causare dei
problemi vi consigliamo vivamente di usare valori iniziali, finali e di in-
cremento interi e di non usare espressioni, dato che queste complicano
inutilmente il programma. Se si deve calcolare uno di questi valori, ¢ piu
semplice e veloce farlo in un’istruzione separata.
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Quando il valore dell’incremento ¢ 1 (come spesso &), non & necessario in-
cludere la definizione dell’incremento. In assenza di un valore specificato
il BASIC del C-64 assume un incremento uguale a 1. Quindi l'istruzione a
riga 20 potrebbe essere riscritta come segue:

16 DIM ACS3)

15 REM IL YALORE DELL”IMCREMENTO EZ UNO
20 FOR I=8 TO 99

39 ACIN=]

35 PRINT RACI2;

49 NEAT 1

g0 GOTO 8@

Non & neppure necessario specificare la variabile dell’indice nell’istruzio-
ne NEXT, anche se in questo modo si rende piu leggibile il programma.

Loop annidati

La struttura FOR-NEXT viene chiamata un loop di programma, dato che
I’esecuzione delle istruzioni cicla da FOR a NEXT e ritorna a FOR. Que-
sta struttura & molto comune; quasi tutti i programmi che scriverete in-
cluderanno uno o piu loop di questo tipo, spesso annidati I'uno dentro
'altro. La sequenza d’istruzioni tra un FOR e NEXT puo essere di qual-
siasi lunghezza e puo contenere decine o anche centinaia di istruzioni,
all'interno delle quali si possono avere altri loop. Il seguente listato mo-
stra un esempio di annidamento:

DIM ACI9)
FOR I=@ TO 29
ACLa=I
FEM MOSTRA TUTTI I VALORI DI ACIZ FIW GQUI ASSEGNATI
FOR J=& TO I

PRIMT AT

HEAT I

HEAT 1

GATO 29

MW Q0 U O
BN A AL ]

Complesse strutture di loop capitano frequentemente, anche in program-
mi relativamente brevi. Ecco qui un esempio che mostra le istruzioni
FOR e NEXT, ma non quelle intermedie.

Sy FOR I=1 TO 18
€8 FOR #=25 TO 347 STEF 3
199 FOR A=9 TO @ STEP -1
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14@ NEXT A
260 FOR B=25 TO 100 STEP S

280 NEXT B
300 NEXT X

508 FOR Y=1 TO 26 STEP 2
€08 FOR P=10 TO 20

£508 NEXT P
700 NEXT ¥

1996 FOR Z=1 TO 10

16899 NEXT 2
1260 NEXT I

Il loop piu esterno usa l'indice I; esso contiene tre loop annidati che usa-
no gli indici X, Y e Z. Il primo di essi contiene due altri loop che utilizza-
no gli indici A e B; il secondo contiene un loop che usa l'indice P; il terzo
non ne contiene alcuno. Ogni loop annidato deve usare una variabile indi-
ce differente. Le sequenze d’esecuzione si possono illustrare come segue:

589, FOR I=1 TO 18

St'i OR %=25 TO 347 STEP 3
%@ Uk A=2 TO @ STEP -1
1}32) T A

"lﬁﬁ FOR B=25 TO 198 STEP S
2%@) EAT E

3%6 “

5%9 Y=1 TO 20 STEP 2

féﬁ@ FOR P=18 TO 20

6%5) NEXT P
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Le strutture dei loop sono facili da visualizzare ed usare ma si deve fare
attenzione a non commettere un errore comune: chiudere un loop ester-
no prima di terminarne uno interno. Per esempio la seguente struttura
non € permessa:

a~NFOR I=1 TO 18

GO~EOR X=25 TO 247 STEP 3
168 HEXT I

208 HEXT X

Se non si include la variabile dell’indice nell’istruzione NEXT, la logica
del programma chiudera automaticamente i loop in modo corretto, dato
che esiste una sola possibile chiusura corretta ogni volta che si incontra
un’istruzione NEXT. Ogni programma deve avere un ugual numero di
istruzioni FOR e NEXT, poiché ogni loop deve cominciare con un FOR e
terminare con un NEXT. Ad esempio, si supponga di avere due istruzioni
FOR, ma un solo NEXT. Il secondo loop costituisce un loop interno e ver-
ra eseguito correttamente mentre il loop esterno non ha un’istruzione
NEXT per chiuderlo; il programma verra eseguito percid in modo scor-
retto. Analogamente anche troppi NEXT causerebbero un errore di sin-
tassi.

LE SUBROUTINE

Quando si scrivono programmi che contengono un certo numero di righe,
si trovano, fin dall'inizio, delle sequenze d’istruzioni o routine che vengo-
no usate ripetutamente. Per esempio, supponete di avere un array A(I)
che deve essere reinizializzato di frequente in diversi punti del program-
ma. Potreste semplicemente ripetere le tre istruzioni che costituiscono il
loop FOR NEXT descritto in precedenza; siccome impiega solo tre istru-
zioni tanto vale fare cosi.

Supponete invece di dover inizializzare questo array e poi eseguire una
decina di istruzioni che lavorano in qualche modo sui dati del vettore. Se
fosse necessario usare questo loop numerose volte nel programma, riscri-
vere dieci righe ogni volta sarebbe uno spreco di tempo, e ancor piu gra-
ve sarebbe lo spreco di spazio di memoria. Cid puo essere illustrato come
segue:
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Inizio del programma — I

o

Routine ripetute
' }
]

Per risolvere questo problema si potrebbero scrivere separatamente que-
ste righe di programma e saltare ad esse ogni volta; questo gruppo di
istruzioni si chiama subroutine. Ma si viene a creare un problema: salta-
re dal programma alla subroutine & semplice dato che essa comincia ad
un numero di riga determinato mentre il punto di ritorno al programma
principale varia di volta in volta.

Per risolvere il problema ci serve una nuova istruzione.

Numerazione

istruzioni
Inizio del —=—— 10
programma Subroutine
] _ 2000 =—y—=—"inizio
100 GOTO 2000~~~ "~ .
—r— V2 //
110 7/
V)
. ‘ / !
il F
’ 7/
e /!
. 7 S !
7/ /
-1 190 GOTO 2000 a 2150 —d— «— fine
200 / / =~
VA N
S/ =~
. S/ l/, \\'l
250 GOTO 20000  / WX
. / NN
260 / ! A
/ \\ // '
// - /I
// Dove _7
: ritorna? ™~
1 480 GOTO 2000
500

€cc.
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L’istruzione GOSUB

Questa istruzione salta nella stessa maniera di un GOTO ma in piu ricor-
da anche il numero di riga a cui deve ritornare. Il suo funzionamento &
illustrato nel seguente schema.

Subroutine

2000 <+—— inizio
70 GOSUB 2000 4
80 A

4 Ricorda la riga 70 -
1 da cui e partita .
\ 2050 RETURN <— fine
\ \
\“ E

\\\ ll

AN /
AN /

Ritorna
alla riga 80

L’istruzione RETURN causa un salto indietro alla riga memorizzata
dall’istruzione GOSUB. 1l loop di tre righe che inizializza il vettore A(l),
se trasformato in subroutine, si presenterebbe come segue:

10
29
21
3@
31
%
60
va
30
99

REM PROGRAMMA FRINCIPALE

REM POTETE DIMENSIONARE LE YARIABILI DI SUBROUTINE
REM HEL PROGRAMMA PRINCIPALE

REM E“ UMA EUOHMA ABITUDIME DIMEMSIOMARE

REM TUTTE LE “YARIABILI ALL IMIZIO

REM DEL FROGRAMMA PRIMCIFPALE.

DIM RC292

GOSUB 200

REM YERIFICA DI RITORMO DALLA SUBROUTIME

PRIMT "RITORNATO"

166 GOTO 16@

2Bpa REM SUBROUTIME
2018 FOR I=6 TO 99
2020 AClr=1

203

0 PRIMT RACIM;

2048 HEXT 1
2858 RETURN
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Subroutine annidate

Le subroutine possono essere annidate, possono ciog, a loro volta, chia-
mare un’altra subroutine. Non & necessario fare nulla di particolare per
poter usare subroutine annidate: basta semplicemente fare un salto ad
un’altra subroutine usando l'istruzione GOSUB. Ogni subroutine termina
con un’istruzione RETURN; il BASIC C-64 memorizzera il numero di riga
corretto per ogni RETURN. Il seguente programma illustra 'uso delle
subroutine annidate:

16 REM FROGRAMMA PRINCIFALE

26 REM FOTETE DIMEMSIOMARE “ARIABILI DI SUBROUTINE
21 REM HMEL PROGRAMMA FRIMCIPALE

29 REM E UMA BUOMA ABITUDINE DIMEMSIOMARE
31 REM TUTTE LE WARIABILI ALL-IMIZIO

5@ REM DEL PROGRAMMA PRIMCIPALE.

68 DIM RC290

e GDSUB 26819a

20 REM YERIFICA DI RITORMO DALLA SUEBROUTIHE
28 PRIMT "RITORMATO"

196 GOTD 169

2039 REM SUBROUTIME PRIMO LIVELLO

Zeia FOR I=a TO 99

229 ACl)=]

2830 GOSUB 36086

2u40 HEAT I

2058 RETURM

3964 REM SUBROUTIME AMMIDATH

3918 PRIMT ACI>

3920 RETURH

Questo programma sposta solamente l'istruzione PRINT A(I) dalla prima
subroutine e la pone in una subroutine annidata.

Istruzione GOSUB calcolata

Siccome la logica delle istruzioni GOTO e GOSUB ¢é molto simile, non sa-
ra una sorpresa scoprire che esiste un’istruzione GOSUB calcolata del
tutto simile a quella di GOTO calcolata. Essa permette di saltare a sub-
routine diverse a seconda del valore di un indice.

Considerate la seguente istruzione:

968
188 ON A GOSUE 1908,500,5000, 2300
119
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Quando viene eseguita l'istruzione a riga 1909, se A=1 viene chiamata la
subroutine che inizia a riga 100@; se A=2 viene chiamata quella che co-
mincia a riga 500; se A=3 si salta a quella con inizio a riga 5009 e per
A=4 a quella di riga 2309. Qualora il valore di A non fosse né 1, ne 2, 3 o
4 il programma continuerebbe semplicemente l'esecuzione progressiva
con riga 119. L'istruzione GOSUB calcolata memorizza il numero di riga
successivo (in questo caso 11¢). Non ha importanza quale subroutine vie-
ne chiamata: il RETURN della subroutine in questione ritornera alla riga
memorizzata. Si possono annidare le istruzioni GOSUB calcolate esatta-
mente come le GOSUB normali.

IL COSTRUTTO IF-THEN

Gli operatori aritmetici e relazionali descritti prima in questo capitolo
sono usati frequentemente insieme a IF-THEN. Questo da ai programmi
in BASIC la possibilita di prendere delle decisioni. Dopo un IF si puo
scrivere qualsiasi espressione: se I’espressione & vera, le istruzioni che se-
guono THEN vengono eseguite; se, invece, I'espressione ¢ falsa le istru-
zioni dopo THEN non vengono eseguite. Esaminiamo questi tre semplici
esempi di IF-THEN:

1@ IF A=B+5 THEW PRINT MSG1
40 IF CC$<"M" THEM IN=0
5@ IF 0<14 AND M{OM1 GOTO 66

L'istruzione a riga 19 fara si che l'istruzione PRINT venga eseguita qualo-
ra il valore della variabile A sia uguale a B+5. L'istruzione a riga 49 as-
segna il valore 0 alla variabile IN se la stringa CC$ contiene una qualun-
que lettera dell’alfabeto tra A e L. L’istruzione a riga 5 esegue un salto a
riga 66 se la variabile Q & minore di 14 e M & diversa da M1; altrimenti
I’esecuzione del programma continuera con la riga successiva (GOTO puo
sostituire THEN).

Qualora non comprendiate le espressioni che seguono gli IF, riguardatevi
la spiegazione di questo argomento fatta all'inizio del capitolo.

ISTRUZIONI DI INPUT/OUTPUT

Ci sono una varieta di istruzioni BASIC che controllano il trasferimento
di dati da e al computer. Collettivamente si chiamano istruzioni di
input/output.

Le istruzioni di input/output piti semplici controllano il caricamento di
dati dalla tastiera e la presentazione sul video dei risultati. Istruzioni piu
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complesse controllano il trasferimento tra il computer e le periferiche
come le unita a cassette, a dischetti e le stampanti. Queste ultime sono
descritte nel capitolo 8. Iniziamo col trattare l'istruzione PRINT.

Istruzione PRINT

Si puo usare la parola PRINT o un punto di domanda per creare una
istruzione di stampa. Perché si usa PRINT invece di DISPLAY (che signi-
fica far apparire sul video) o di una abbreviazione della parola display?
La risposta ¢ che nei primi anni sessanta, quando veniva sviluppato il lin-
guaggio BASIC, gli schermi video erano molto costosi e generalmente
non disponibili con i sistemi di medio o basso costo. Il terminale dei
computer aveva solo una tastiera e una stampante: le informazioni erano
stampate (printed) invece di essere presentate su video; da qui 'uso della
parola “print” per descrivere un'’istruzione che visualizza i dati su di uno
schermo.

L’istruzione PRINT fa apparire qualsiasi dato: il testo scritto deve essere
rinchiuso tra virgolette. Per esempio, la seguente istruzione visualizza
sullo schermo la parola “TESTO"":

18 PRINT “"TESTO"
19 ?"TESTO"

o

Per scrivere un numero, si mette il numero stesso o il nome di una varia-
bile dopo PRINT. Quindi

10 AX%=108
28 ?5,R%

presenta il numero 5 e poi il 10 sulla stessa riga. Si puo far apparire un
miscuglio di testo e numeri elencando le informazioni dopo PRINT. Usate
le virgole per separare i singoli dati. La seguente istruzione PRINT pre-
senta le parole “UNO”, “DUE”, “TRE”, "QUATTRO"” e "CINQUE”, segui-
te dalla relativa cifra:

16 ?"UNO",1,"DUE", 2, "TRE",3, "QUATTRO", 4, "CINQUE", S

Separando le variabili con virgole, come sopra, il C-64 assegna automati-
camente un campo di 11 caratteri ad ogni variabile richiamata sul video;
in altre parole divide ogni riga a meta. Per convincervi, provate ad ese-
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guire l'istruzione illustrata sopra in modo diretto; se volete una videata
senza gli spazi vuoti, separate le variabili con punto e virgola, come se-
gue:

19 PRINT "UNO"; 1, "IUIE";2; "TRE"; 3, "QURTTRO" ; 4,
YCINQUE" S

Caricate questa istruzione in modo diretto e fatela apparire sul video per
vedere come funziona il punto e virgola.

Un'’istruzione PRINT fa avanzare automaticamente il video alla riga suc-
cessiva se non mettete una virgola o un punto e virgola dopo l'ultima va-
riabile. Una virgola dopo l'ultima variabile fara continuare il video al
successivo campo di 11 caratteri. Caricate il seguente programma:

18 PRINT "UNO";1;"DUE";2
28 PRIMT "TRE";3

Ora aggiungete un punto e virgola alla fine dell’istruzione a riga 10 e di
nuovo eseguite il programma scrivendo RUN. Sul video i dati appariran-
no ora sulla medesima riga.

Si e finora parlato di numeri inseriti direttamente nell’istruzione PRINT.
E possibile, qualora lo si desideri, far apparire invece il contenuto di va-
riabili. Provate ad inserire e a eseguire il seguente programma, che usa
la variabile A%(I) per scrivere dei numeri:

HEST

FRIMT "UMO" AL "DUE" S RHCZ " TREY SRHCE
"RUATTROY S R4

GOTO 568

Fa L0 Pl
Do AR AY]
I
—
il

o
Dx(]

Si potrebbero inserire le parole in un array a stringa e spostare l'istru-
zione PRINT nel loop FOR-NEXT cambiando il programma come segue:

18 DATA “UNO", "DUE", "TRE", "QUATTRO", "CINGLUE"
20 FOR I=1 TO 5

20 AXCIx=1

409 READ H&CIX

PRINT MECT RN

HEAT

GOTO 74

= O U
0
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Il programma riportato sopra non & ben scritto. A%(I) puo essere elimi-
nato e non & necessario che N$ sia un array. Siete capaci di riscrivere il
programma usando N§ ed eliminando A%(I)?

Stringhe contenenti virgolette

Sebbene la maggior parte dei programmi in BASIC non abbia bisogno di
usare le virgolette, ve ne sono alcuni che devono poterlo fare, ad esempio
quelli che trattano testi. Siccome le virgolette indicano l'inizio e la fine
delle stringhe, non & possibile inserirle nel mezzo di una stringa, se non
usando la funzione CHRS.

CHRS$ si comporta come un array di tutti i possibili caratteri. Si fornisce
un indice e CHRS genera il carattere che corrisponde a quel numero. I
valori di questo indice e i caratteri a cui corrisponde sono elencati
nell’appendice E; il valore per le virgolette & 34. Usando CHRS$ si possono
scrivere le virgolette con un’istruzione del seguente tipo

199 PRINTCHR$(34); "QUESTA FRASE APPARE
TRA YIRGOLETTE" ;CHR$( 34>

Se si esegue un PRINT di una stringa che contiene caratteri di controllo
come CRSR UP O HOME, si deve fare un ulteriore passaggio. Nel secondo ca-
pitolo & stato descritto il modo tra virgolette; in questo modo di utilizzo i
tasti di controllo del cursore vengono tradotti in caratteri speciali che
possono essere inseriti in stringhe. Cido permette al vostro programma di
eseguire queste funzioni durante l'esecuzione.

Il modo tra virgolette funziona anche in output. Per permettere il listing
di programmi che contengono questi caratteri di controllo, quella parte
di BASIC preposta alla presentazione delle informazioni “cerca” le virgo-
lette: quando ne trova si mette in modo tra virgolette e presenta i carat-
teri di controllo nella forma inversa a quella che si vede quando si inseri-
scono da tastiera. Attenzione perd che questa caratteristica pud causare
dei brutti scherzi in una videata preparata minuziosamente.

Si puo uscire dal modo tra virgolette mentre si sta stampando proprio
come si fa quando si inserisce un programma dalla tastiera: battendo le
virgolette o un RETURN. Visto che i programmi che stampano virgolette
normalmente lo fanno a coppie, ci saranno raramente dei problemi. Se il
vostro programma deve stamparne una sola, allora si potra usare CHR$
per cancellare la prima e poi stamparne un’altra per uscire dal modo tra
virgolette.

160 PRINTCHR$(34);CHR$(20),;CHR$:34),; " FRASE
INVERTITRAE"CHR$ 34
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CHR$(20) cancella le prime virgolette. Solamente le seconde appariranno
sullo schermo.

Funzioni di formattazione dei PRINT

Si usa l'espressione formattazione per descrivere il procedimento di orga-
nizzazione delle informazioni sul video (o sulla stampante) per renderle
piut facilmente comprensibili o piti piacevoli da guardare. Se ci fosse solo
I'istruzione PRINT e nient’altro, la formattazione diventerebbe un’opera-
zione complessa e noiosa. Per esempio, supponete di dover stampare un
titolo nel centro della prima riga in alto. Si potrebbero stampare degli
spazi fino a raggiungere la posizione corretta del primo carattere ma cio
non solo provocherebbe una perdita di tempo e probabilmente causereb-
be errori, ma sprecherebbe anche memoria, dato che ogni codice di spa-
ziatura comporta un’istruzione al computer. Fortunatamente il BASIC
del C-64 & provvisto di tre supporti alla formattazione dei PRINT: SPC,
TAB e POS.

Funzione SPC

SPC ¢ una funzione di spaziatura e si include nelle istruzioni PRINT co-
me uno dei termini. Come argomento della funzione SPC si inserisce, tra
parentesi, il numero di spazi che si desidera lasciare liberi; per esempio,
si potrebbe scrivere un titolo che comincia dalla sinistra dello schermo
cosi facendo:

16 PRINT"TITOLO"

Per centrare il titolo sul video bisogna prima muoversi di otto spazi, cosi:

19 PRINT SPC(8>;"TITOLO"

Notate il punto e virgola dopo la funzione SPC. Una virgola dopo la fun-
zione SPC farebbe iniziare la scrittura alla prima posizione del campo di
11 caratteri successivo al numero di spazi specificato da SPC.

Quando si include questa funzione in un’istruzione PRINT si fa apparire
il carattere seguente spostato del numero di caratteri specificato da SPC;
non va cambiata alcuna regola della sintassi dell’istruzione PRINT.
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Funzione TAB
La funzione TAB ¢ simile a quella di tabulazione di una normale macchi-

na da scrivere. Supponendo di voler presentare delle informazioni in co-
lonna, & necessario innanzitutto calcolare la posizione di ogni colonna.

Numero di colonna

0 12
ROSSI G. 496340
GATTI A. 3742835
MILANI G. 230977
ecc. ecc.

Nell’esempio sopra esposto, le colonne cominciano alla posizione 0 e 12.
Invece di calcolare le spaziature di riga in riga, dopo ogni elemento di
ogni colonna si mette una funzione TAB nell’istruzione PRINT. Si consi-
deri una riga della videata: contando le posizioni dei caratteri si puo co-
struire l'istruzione senza usare il TAB, cosi:

10 PRINT "ROSSI G. 49634a"

Invece di inserire spazi direttamente, si potrebbe usare la funzione SPC,
accorciando cosi l'istruzione:

18 PRINT "ROSSI G.";SPCO40;"436348"

Ma l'uso del TAB & piu facile perché incolonna i dati senza bisogno di
contare gli spazi. Notate che i dati della seconda colonna sono numeri
che sono stati immessi come testo. Provate a riscrivere l'istruzione
PRINT in modo da scriverli come “numeri”; essi non si allineano piu co-
me quando erano stati caricati come caratteri (nel capitolo 5 verranno di-
scusse le eccezioni che si riscontrano con la formattazione del video). In
questo caso i numeri lasciano uno spazio per il segno negativo e non scri-
vono gli zeri dopo il punto decimale: questo ¢ il motivo del differente in-
colonnamento.

Funzione POS

POS indica la posizione attuale del cursore; viene indicata sotto forma di
un numero equivalente al numero della colonna in cui si trova il cursore.
Scrivete la funzione come POS(0); la seguente istruzione spiega la sintassi
della funzione POS:
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16 PRINT"LA POSIZIONE DEL CURSORE E/ “;POS(@)

Fate eseguire quest’istruzione in modo diretto. Sul video si vedra appari-
re:

?"LA POSIZIOHE DEL CURSORE E- ":POZc@)
LA POSIZIONE DEL CURSORE E- 22

Il cursore si trovava alla 282 posizione dopo aver scritto LA POSIZIONE
DEL CURSORE E. Se si aggiungessero degli spazi dopo E prima di chiu-
dere le virgolette, il valore di POS aumenterebbe di conseguenza.

Istruzione INPUT

Quando viene eseguita un'’istruzione INPUT il computer attende un’im-
missione dalla tastiera; non succede nulla finché questa immissione (in-
put) non & stata ricevuta. Un'istruzione di questo tipo comincia con la pa-
rola INPUT, che deve essere seguita da una lista di variabili. I dati im-
messi verranno assegnati alle variabili nominate il cui tipo determina la
forma dei dati che dovranno essere immessi. Un nome di variabile a
stringa (che termina con $) accetta solo un input di testo con qualsiasi
numero di caratteri. A dimostrazione di ci0, caricate ed eseguite il se-
guente programma:

10 INPUT AS$
20 PRIMT A$
38 GOTO 1@

Quando esegue un'’istruzione INPUT, il computer scrive un punto interro-
gativo e poi attende i vostri dati. Il programma illustrato sopra fa appari-
re sul video qualunque testo mentre esso viene caricato. Il testo ¢ presen-
tato una seconda volta dall’istruzione PRINT sulla riga seguente. La pri-
ma presentazione avviene quando viene eseguita l'istruzione a riga 10; la
seconda & la conseguenza dell’istruzione PRINT a riga 20.

Si possono inserire dati numerici interi o a virgola mobile a seconda del
tipo di variabile scritto dopo INPUT. Bisogna separare i singoli dati con
virgole che in un’istruzione INPUT non sono usate come punteggiatura. Il
seguente esempio carica una parola di testo, un numero a virgola mobile
ed uno intero, poi presenta sul video i tre dati.

10 INPUT A$,A,AZ
20 PRINT A%$,A,A%
36 G0TO 10
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Si dovra caricare del testo seguito da una virgola, poi un numero a virgo-
la mobile seguito da una virgola, poi un numero intero seguito da RE-
TURN. Qualsiasi variazione di questa sequenza d’immissione causera un
errore; a seguito di un errore il computer risponde con due punti interro-
gativi e si dovra allora reinserire il dato nella forma giusta. Se ancora il
computer risponde con REDO FROM START (ricomincia da capo), carica-
te i dati di nuovo. Ora riscrivete l'istruzione PRINT in modo che A§, A e
A% siano in un ordine differente da quello dell’istruzione INPUT e riese-
guite il programma.

Come gia detto in precedenza, qualunque intero puo essere rappresentato
usando un numero a virgola mobile, per cui si puo caricare un valore in-
tero per una variabile a virgola mobile mentre non & possibile fare il con-
trario. Non & accettabile caricare del testo in variabili intere o a virgola
mobile, ma & possibile caricare un numero in una variabile stringa; il nu-
mero verrebbe inteso come sequenza di caratteri piuttosto che come va-
lore numerico. Provate queste varie combinazioni per assicurarvi di aver
capito le opzioni di caricamento dei dati.

L’istruzione INPUT & molto schizzinosa; la sua sintassi ¢ troppo comples-
sa per un normale operatore: un utente che non sa nulla delle tecniche di
programmazione, incontrando i messaggi d’errore che vengono trasmessi
se una virgola & fuori posto, potrebbe anche abbandonarsi alla dispera-
zione. E quindi probabile che passerete molto tempo a scrivere program-
mi per il caricamento dei dati che siano “‘a prova di stupido’’; questi pro-
grammi devono essere studiati per controllare ogni tipo immaginabile
d’errore che un operatore potrebbe commettere mentre carica dei dati. Il
capitolo 4 descrive dettagliatamente la programmazione degli input. Un
semplice stratagemma che vale la pena di ricordare & la possibilita
dell’istruzione INPUT di funzionare come un PRINT e di visualizzare i
dati: puo far precedere ogni richiesta di dati da un breve messaggio che
indichi all’operatore cosa fare. Il messaggio appare tra virgolette
nell’istruzione INPUT davanti alla variabile da caricare e deve essere se-
parato da quest’ultimo da un punto e virgola. Eccone un esempio:

10 IMPUT "INSERISCI IL HUMERO 1"iHM
28 IF H<{>1 THEN GOTO 54

38 PRINT "OK"

48 GOTO 4@

5@ PRIMT "MO, FALZO."

6@ GOTO 1@

Questo programma scrive un messaggio, poi aspetta un singolo dato.
La caratteristica dell’istruzione INPUT ha, pero, uno svantaggio: se la
stringa del suggerimento ¢ troppo lunga, il BASIC cerca di leggere il sug-
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gerimento insieme al dato caricato dalla tastiera: questo succedera sola-
mente nel caso in cui il testo di suggerimento si estenda oltre la fine del-
la riga sul video. Per evitare questo problema, assicuratevi che i suggeri-
menti non superino i 40 caratteri di lunghezza. L’inconveniente si puo ve-
rificare anche se l'istruzione INPUT segue direttamente un PRINT che
termina con un punto e virgola. Dato che il suggerimento comincerebbe
nel mezzo della riga, deve essere abbastanza corto da non ‘“‘straripare”
sulla riga successiva del video.

Qualora inavvertitamente si scrivesse un suggerimento troppo lungo, ci
si potrebbe trovare intrappolati. Il BASIC continuerebbe a darvi un RE-
DO (rifare) per poi riemettere di nuovo il suggerimento. Per uscire da
questa trappola, usate il tasto pEL per cancellare il suggerimento, poi ca-
ricate il dato come richiesto. L'unica altra maniera ¢ di premere i tasti
RUN/STOP € RESTORE simultaneamente, per arrestare il programma.

INPUT con risposta prestabilita

Dopo aver stampato il suggerimento, INPUT stampa un punto interroga-
tivo e uno spazio. Qualsiasi cosa alla destra di quello spazio viene consi-
derata come se fosse caricata dalla tastiera. Aggiungendo spazi al sugge-
rimento si puo “‘prefissare’ la risposta in maniera tale che I'utente debba
premere soltanto RETURN. Per poter usufruire di questa caratteristica, ag-
giungete due spazi alla stringa di suggerimento, seguita poi dalla risposta
da caricare. Poi usate cRSR LEFT per spostare il cursore dietro al primo
spazio aggiunto. Quando INPUT scrive il suo punto di domanda e lo spa-
zio, questi rimpiazzeranno i due spazi aggiunti prima, posizionando cosi
il cursore sulla risposta. Se 'utente preme semplicemente RETURN, I'IN-
PUT leggera, ovvero carichera, cio che si era stabilito nel'INPUT. Si puo
anche prestabilire la risposta assegnando in anticipo un valore alla varia-
bile che verra caricata. Nel caso che l'utente risponda solo con un RE-
TURN, il valore gia stabilito della variabile non verra cambiato. Notate pe-
ro che INPUT & un'istruzione del tipo “o tutto o niente”’; percio se deside-
rate caricare variabili multiple, una volta assegnato il valore della prima
variabile, dovranno essere caricati anche i valori di tutte le altre.

Istruzione GET

L’istruzione GET acquisisce un singolo carattere. Non & necessario alcun
ritorno a capo del cursore (RETURN). Il singolo input pud essere qualun-
que carattere che il C-64 riconosca, oppure una cifra da 0 a 9. L'input sa-
ra interpretato come un carattere se il nome della variabile che segue
GET ¢ a stringa. Caricate il seguente programma e fatelo girare:



116 PROGRAMMAZIONE DEL C-64

18 GET A$
20 PRINT A%
3@ GOTO 1@

Quando questo programma viene eseguito, tutto cid che & sullo schermo
sparira velocemente verso l'alto cosi come il carattere ogni volta che si
preme un tasto. Cio perché GET non attende il carico di un carattere, ma
presume che quest’ultimo ci sia gia. Si puo far attendere il GET con
un’istruzione che controlli che venga scritto un carattere specifico nel se-
guente modo:

18 GET A$

29 IF A$CO"K" THEMW GOTO 1@
3@ PRINT A%

40 GOTO 1@

Questo programma aspetta che la lettera X venga caricata. Nessun altro
carattere lo potrebbe soddisfare. Un GET pué essere anche programmato
per attendere una qualunque battuta sulla tastiera; cid puo essere realiz-
zato poiché l'istruzione GET assegna ad una variabile a stringa un codice
di carattere nullo fino a che qualcosa non venga immesso dalla tastiera.
Il codice nullo, 00, non puo essere caricato da tastiera, ma pud essere
specificato da programma usando due virgolette contigue (" ). Ecco qui
la sequenza di programma necessaria.

10 GET A$

2@ IF As$="" THEN GOTO 18
30 PRIMT A$

48 GOTO 16

Se l'istruzione GET specifica una variabile intera o a virgola mobile, I'in-
put ¢ interpretato come una cifra numerica. La variabile intera o a virgo-
la mobile che appare in un'istruzione GET ha valore 0 fino a che il dato
di input viene ricevuto. Ma siccome si puo caricare 0 dalla tastiera, il
programma non riesce a distinguere se lo 0 rappresenta un valore lecito
o significa l'assenza di input. Cid puo causare dei problemi ai programmi
che contengono controlli di input, come esemplificato sopra. Per questo
motivo, le istruzioni GET normalmente ricevono caratteri a stringa. Spes-
so i programmi utilizzano l'istruzione GET per dialogare con 'operatore;
per esempio, un programma puo attendere che l'operatore indichi la pro-
pria presenza caricando una lettera specifica, come la “Y” per “YES”.

16 PRINT "CI SEI? BATTI ¥ SE CI SEI"
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20 GET RA$
39 IF A$CO"Y" THEN GOTO 26
4@ PRINT "0OK, ANDIAMO AYANTI"

Notate che questa sequenza non presenta mai sul video il carattere cari-
cato dalla tastiera. Provate a riscrivere il programma in modo da far ap-
parire sul video ogni carattere caricato.

ISTRUZIONI PEEK E POKE

PEEK e POKE sono due istruzioni che si incontreranno spesso nei capi-
toli successivi. Il C-64 ha un totale di 65536 locazioni di memoria, ognuna
delle quali puo contenere un numero tra 0 e 255 (questo strano limite su-
periore & uguale a 2®—1). Tutti i programmi e i dati sono convertiti in nu-
meri e memorizzati in questo modo.

L’istruzione PEEK permette di leggere il numero memorizzato in ognuna
delle locazioni di memoria del C-64. Si consideri la seguente istruzione
PEEK:

16 A%X=PEEK (200>

Essa assegna alla variabile A% il contenuto della locazione di memoria
200. L’'argomento di PEEK puo essere un numero, come nell’esempio,
una variabile o un’intera espressione, ma comunque sia deve risultare co-
me l'indirizzo di una locazione di memoria.

L’istruzione POKE trasferisce, o scrive, dei dati ad una locazione di me-
moria. Per esempio l'istruzione

268 POKE 80690,R%

trasferisce € memorizza nella cella 8000 il contenuto della variabile
A%.0gni argomento di POKE puo essere un numero, una variabile, come
nel caso sopra, o un’espressione con un valore tra 0 e 255. Una variabile
a virgola mobile & convertita automaticamente in intero.

Si puo fare un PEEK in una locazione di memoria a lettura e scrittura
(read/write) o a sola lettura (read only) ma si puo fare un POKE solo ad
una locazione di memoria a lettura e scrittura. La memoria a sola lettura
puo essere, come indica il nome stesso, solamente letta, ma non si puo
trasferire in essa alcun dato.
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ISTRUZIONI END E STOP

Le istruzioni END e STOP arrestano I'esecuzione del programma. Si puo
poi continuare l'esecuzione scrivendo CONT. Non ¢ obbligatorio include-
re istruzioni END o STOP nei programmi, ma esse li rendono piu facili
da usare. In molti degli esempi di programma forniti in questo capitolo
si ¢ usato un GOTO che manda il programma a se stesso per fermare
I'esecuzione. Per esempio l'istruzione

58 GOTO 56

verra eseguita all’'infinito, dato che I'istruzione GOTO continua a trasferi-
re il controllo dell’esecuzione a se stessa: si potrebbe sostituire questa
istruzione con uno STOP. Quando viene eseguita un’istruzione STOP ap-
pare il seguente messaggio:

BREAK IN xxKA

XXXX ¢ il numero della riga dello STOP. Se esiste piu di una istruzione
STOP nel programma, si puo identificare quale di esse ha causato |'arre-
sto del programma grazie al numero indicato.

3.4. Le funzioni

Elementi importanti del BASIC C-64 sono le funzioni che eseguono opera-
zioni matematiche su variabili numeriche e operazioni su variabili a
stringa. Forse la maniera piu semplice di illustrare una funzione & veder-
ne un esempio in un’istruzione di assegnamento:

18 A=SQRCE)

La variabile A & fissata uguale alla radice quadrata della variabile B.
SQR specifica la funzione di radice quadrata. Ecco qui una funzione a
stringa:

20 C$=LEFT$<D$,2)

In questo esempio la stringa C$ & posta uguale ai primi due caratteri del-
la variabile a stringa D$. In un’istruzione BASIC, le funzioni possono so-
stituire variabili o costanti ovunque, ma non a sinistra dell’'uguale. In al-
tre parole si puod dire A=SQR(B), ma non SQR(B)=A. Noi abbiamo gia
usato quattro funzioni: SPC, TAB, e POS sono funzioni di sistema usate
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con l'istruzione PRINT per formattare i dati; PEEK & la quarta.
Presentiamo qui un breve e parziale elenco delle funzioni BASIC C-64;
una descrizione completa di tutte le funzioni si trova nelle appendici G
e H.

Si specifica una funzione usando un’abbreviazione, come SQR per radice
quadrata (square root), seguita da uno o piu argomenti tra parentesi. Nel
caso di A=SQR(B), SQR richiede un solo argomento, che in questo caso ¢
la variabile B. Per C$=LEFT$(D$,2), LEFT$ specifica la funzione; i due
argomenti D$ e 2 sono tra parentesi. In generale una funzione avra una
delle due forme seguenti:

Argomento per le funzioni che
ne richiedono uno

funzione (argl)

funzione (argl, arg2)

Due argomenti per le funzioni
che ne richiedono due

Sigla che specifica la funzione

Una funzione in un’istruzione BASIC ¢ calcolata prima degli altri opera-
tori. Ognuna viene ridotta ad un singolo valore numerico o di stringa pri-
ma che sia calcolata qualunque altra parte dell’istruzione; per esempio,
nella seguente istruzione, le funzioni SQR e SIN sono calcolate per pri-
me:

10 B=24.7#%(SQR(CY+3)-SIN(@.2+D7

Si supponga SQR(C)=6.72 e che SIN(0.2+D)=0.625. L’istruzione a riga 10
verra prima ridotta a

10 B=24.7#%(6.72+5)~0.625

e poi calcolata

FUNZIONI ARITMETICHE

Segue una lista di funzioni aritmetiche che possono essere usate col BA-
SIC del C-64.

INT Converte un argomento a virgola mobile nell’intero equivalente, per tron-
camento.
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SGN Da il segno di un argomento: +1 per un argomento positivo, —1 per uno
negativo e 0 se 'argomento ¢ 0.

ABS Da il valore assoluto di un argomento. Se esso & positivo non cambia; se
& negativo viene convertito nell’equivalente positivo.

SQR Calcola la radice quadrata dell’argomento.
EXP Eleva “e” alla potenza rappresentata dall’argomento (e'®).
LOG Da il logaritmo naturale dell’argomento.

RND  Genera un numero a caso. Vi sono alcune regole a proposito dell’'uso di
RND; esse sono riportate nel capitolo 5.

SIN Da il seno trigonometrico dell’argomento in radianti.

Cos Da il coseno trigonometrico dell’argomento in radianti.
TAN Da la tangente trigonometrica dell’argomento in radianti.
ATN Da I'arcotangente trigonometrica dell’argomento in radianti.

Il seguente esempio usa una funzione aritmetica:

16 A=2.743

20 B=INTC(RI+7
30 PRINT B
40 STOP

Quando si esegue questo programma, il risultato ottenuto ¢ 9, dato che il
valore intero di A & 2. Per esercizio, cambiate l'istruzione a riga 10 in
un’istruzione INPUT. Cambiate riga 49 con GOTO 1. Ora potete caricare
una varieta di valori per A ed osservare la funzione al lavoro. Usate que-
sto programma per sperimentare le varie funzioni.

Ecco un esempio piu complesso che usa anch’esso funzioni aritmetiche.

16 INPUT A.B

20 IF LOG(R)><A® THEN A=1/A
30 PRINT SQRCADHEXPCE)

49 GOTO 1@

Se avete dimestichezza con i logaritmi, per esercizio cambiate l'istruzio-
ne a riga 29, rimpiazzando la funzione LOG con funzioni aritmetiche che
svolgono la stessa operazione. L’argomento di una funzione puo essere
un’espressione la quale pud contenere delle funzioni. Per esempio, cam-
biate la riga 30 con la seguente istruzione ed eseguite il programma:

30 PRINT SQRCA¥EXP(EX+3)

Ora provate ad usare funzioni aritmetiche creando istruzioni PRINT che
facciano un uso piu complesso delle funzioni aritmetiche.
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FUNZIONI DI STRINGA

Le funzioni di stringa permettono di manipolare i dati nelle stringhe in
diversi modi. Mentre forse non vi sara necessario far uso di tutte le fun-
zioni aritmetiche, dovrete fare lo sforzo di conoscere tutte le funzioni di
stringa perché sono estremamente utili in ogni programma. Ecco una li-
sta di quelle utilizzabili con il BASIC C-64.

STRS Trasforma un numero nell’equivalente stringa di caratteri di testo.

VAL Trasforma una stringa di caratteri di testo nel loro numero equivalen-
te (se tale trasformazione & possibile).

CHRS$ Trasforma un codice binario a 8 bit nell’equivalente carattere ASCII.

ASC Trasforma un carattere ASCII nell’equivalente binario a 8 bit.

LEN Da il numero di caratteri contenuto in una stringa di testo.

LEFT$ Estrae la parte sinistra di una stringa di testo. Gli argomenti della

funzione identificano la stringa e il numero di caratteri da estrarre
partendo da sinistra.

RIGHT$  Estrae la parte destra di una stringa di testo. Gli argomenti sono co-
me per LEFTS.

MID$ Estrae la parte centrale di una stringa di testo. Gli argomenti della
funzione identificano la stringa e la sezione centrale richiesta.

Le funzioni di stringa permettono di determinare la lunghezza di una
stringa, estrarre porzioni di essa e convertire caratteri numerici, ASCII e
di stringa: queste funzioni usano uno, due o tre argomenti. Eccone alcuni
esempi.

STR$(142
LENC"ABC" )

LEM{A$+B$)
LEFT$(5T%$, 1>

FUNZIONI DI SISTEMA

Per completezza, elenchiamo di seguito le funzioni di sistema: esse effet-
tuano operazioni di cui ¢ improbabile che abbiate bisogno prima di di-
ventare esperti programmatori. L'unica funzione che potreste usare ab-
bastanza presto € quella che legge 'ora. Qualora si stampassero molte
variazioni di un programma (o di qualunque altro materiale) nello stesso
giorno, potrebbe essere utile stampare l'ora all’inizio del programma. In
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questo modo sarebbe poi possibile conoscere la sequenza cronologica del-
le diverse versioni.

PEEK Legge il contenuto di un byte di memoria.

TI$,TI Legge 'ora da un clock di sistema.

FRE Da lo spazio di memoria disponibile — il numero di byte di RAM an-
cora inutilizzati.

SYS Trasferisce il controllo a un sottosistema.

USR Trasferisce il controllo a una routine in linguaggio Assembler.

FUNZIONI DEFINIBILI DALL'UTENTE

Oltre alle molte funzioni standard del BASIC C-64, & possibile definire
proprie funzioni aritmetiche, purché non siano molto complicate; non so-
no permesse funzioni di stringa definibili dall’'utente. Ecco 1'esempio di
un piccolo programma che utilizza una istruzione DEF FN (definizione di
funzione):

10 DEFFNP(X)=100%%
26 IHMPUT A
30 PRIMT A,FHPC(AD
40 GOTO 20

Dopo la DEF FN si puo avere qualsiasi nome. In questo caso & stato cari-
cato P, quindi il nominativo della funzione diventa FNP. Se il nome fosse
AB, la funzione si chiamerebbe FNAB.

Nell’istruzione DEF FN una singola variabile, tra parentesi, deve seguire
FN. Questo & l'unico nome di variabile che puo essere messo a destra
dell’'uguale ed & usato solamente all’interno dell’istruzione DEF FN; puo
essere usato nel resto del programma senza alcun effetto sulla funzione.



Capitolo

Programmazione
avanzata

Nel capitolo precedente abbiamo esaminato la maggior parte del BASIC
C-64, ma c’¢ ancora molto da scoprire sulla programmazione!

Questo capitolo ed i successivi sono infatti dedicati alle tecniche di pro-
grammazione e ai consigli per ottenere il massimo rendimento dal vostro
C-64.

Trattandosi di programmazione avanzata, gli esempi e le spiegazioni dei
programmi saranno piu lunghi ed & consigliabile caricare ed eseguire
ogni esempio in modo da capire meglio i concetti in discussione.

Molti degli esempi in questo capitolo sono stati concepiti per venir usati
all’interno di programmi da voi scritti; alcuni sono presentati come sub-
routine, altri possono essere trasformati in subroutine con minimi cam-
biamenti.

4.1. Programmazione con uso di stringhe

Una stringa puo fare molto di piu che non semplicemente contenere quei
dati che non possono essere espressi in forma numerica. Le operazioni e
le funzioni stringa danno la possibilita di cambiare e manipolare i dati.

CONCATENAMENTO DI STRINGHE

Le stringhe possono contenere caratteri alfanumerici o numerici o una
combinazione dei due. Nell'uso pratico pud essere utile unire stringhe
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corte una in fila all’altra come una catena per formarne una piu lunga.
Questo procedimento, come ricorderete, si chiama concatenamento.

Stringa 4 I Stringa | i Stringa 2 i Stringa 3 l

Si supponga, per esempio, di voler creare una stringa lunga, Z$, conte-
nente l'alfabeto dalla A alla Z. Per far questo si collega I'ultimo carattere
di A$, come si vede sotto, al primo carattere di J$ e l'ultimo carattere di
J$ al primo di S$.

A$ J$ S$
e e

TR olelr[eAl] D Ix[LM[slolrlolr] [s[rlovIwlx[¥]z]

zs (T8 [co[e[FTa w1 [ [x[L W[~ [o] Ple[ R[S [ [V ]V [W[X[¥]7]

Quando un segno + & posto tra due espressioni numeriche, somma i va-
lori delle due espressioni; quando dalle due parti del segno compaiono
due variabili a stringa il segno + le concatena. Cio non vale per il segno
meno: le stringhe non possono essere ‘‘deconcatenate’” nello stesso modo
in cui sono concatenate; non possono venir “sottratte’” nel modo in cui
sono “addizionate”. Per esempio, per creare la stringa X$, composta dal-
le stringhe J$ e S$ viste prima, sarebbe errato scrivere

w¥=2%-A% Errato

Provatelo voi stessi. Caricate i valori di A$, J$, S$ e X$=Z$—A$ nel C-64
come mostrato. Il computer rispondera con il messaggio ?TYPE MIS-
MATCH ERROR IN LINE 5¢.

1680 A%="ABCLEFGHI"
28 JTE="JELMHOPRE"

38 SE="STUVMEYZ"
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TE=AE+IE+SE
AgmTE-AE
PRIMT 1%

DR
]

Tentativo errato di ottenere J$+S$ da Z$

)

g
[
=
=

?TYFE MIZMATCH
ERROR IM 54

Il modo corretto per estrarre una porzione di una stringa piu lunga ¢ di
usare le funzioni di stringa: LEFT$, MID$ e RIGHTS. Nell’esempio in
questione, le lettere da J a Z possono essere estratte come segue:

58 AF=RIGHT#:Z%,17

X$=
RIGHTS(JA[B]C]D[E[F[G[u]1]s[k[L[mM[N]O]P[Q[R]s|T[u]V|W]x]¥[Zz],1m
xs=[I[x[L[W[N[o[ P[e[r[s [T [0 [V [W[[¥]Z]

Il numero 17 indica che il 17° carattere da destra (RIGHTS$) diventa il
primo carattere della stringa che contiene tutti i rimanenti caratteri alla

propria destra. Questa stringa puo essere costruita anche concatenando
J$ e S§.

S0 nF=JE+SF

xs=(J [k[L[m[nJo]r]or]+[s|T]u]v]w[x]v]z]
xs={J|k|L[mM[NJo]P|Q[rR[s|T|u]Vv]W[x]Y]Z]

STRINGHE NUMERICHE

Una stringa numerica € una stringa il cui contenuto puo essere valutato
come un numero. Le stringhe numeriche possono essere create in due
modi diversi, ognuno dei quali da risultati leggermente differenti. Quan-
do delle variabili numeriche vengono assegnate a stringhe usando la fun-
zione STRS, il valore del segno che precede il numero (spazio vuoto se
positivo, — se negativo) viene trasferito insieme al numero. Cio & dimo-
strato nel seguente breve programma:

18 AE=12345
28 FlI= —1’4!3.141 SHEE
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T$=5TR$(AEY
H$=STRE (P12
FRIMT "ABE=";FAE
PRINT "T$=";T%
FRINT "M$=";M3

LR RN
S S DS

R § Spazio per il segno
HE= 12345
TE= 12345

ME=-3. 14153255

Se il numero & caricato tra virgolette oppure & caricato come stringa da
una istruzione INPUT o READ, la stringa numerica viene trattata come
una qualsiasi altra stringa alfabetica o grafica: non viene lasciato alcuno
spazio vuoto per il segno positivo davanti al numero. Questo & evidenzia-

to nel seguente programma:

10 AB=12345

2@ T$="123435"

30 READ F$

48 DATA 12345

5@ PRIMT "AB=";AB
68 PRINT "T$=";T%
7@ PRINT "R$=",R$

RN

AB= 12345 <~———— Spazio inserito
T4$=12345 Nessuno spazio inserito
R¥=12343 Nessuno spazio inserito

Concatenate le due stringhe numeriche T$ e Q$ per fare una nuova strin-
ga W$ in modo che la stringa W$ contenga le dieci cifre 1, 2, 3, 4, 5, 6, 7,

8, 9, 0. Ecco una possibilita:

18 T=1234S5

29 B=57590

30 T$=STR$CT)

40 $=5TR$(Q

50 U$S=T$+0$

€8 PRINT "L$=";U$

Genera la nuova stringa W§$
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Come mai ci sono spazi prima dell’l e del 6? Le stringhe T$ e Q$ erano in
origine variabili numeriche positive T e Q. Quando T e Q sono state tra-
sformate da numeri in stringhe, insieme ad essi sono stati trasferiti gli
spazi vuoti del segno positivo.

T[ 123 45| Q 6789 of

TS| 12345 Q| 6789 0f

Quindi quando vengono concatenate T$ e Q$, la nuova stringa W$ contie-

ne uno spazio nella prima posizione ed uno nella settima, prima della pri-
ma cifra di Q$.

TS + Qs = W$

L T2]s]els] [lelrs]ofo] [[[i2]s]asple]7T*o]0]

Per eliminare gli spazi, ritornate alle stringhe separate T$ e Q$. Guardate
di nuovo il loro contenuto: gli unici valori che si vogliono trasferire in
WS$ sono i numeri alla destra del segno sia in T$ che in Q$. Con i coman-
di LEFT$, MID$ e RIGHTS, si puo selezionare qualsiasi carattere o grup-
po di caratteri da una data stringa; nel nostro caso occorre
T$=MID$(TS$,2).

Prima: Dopo:

18| [1]|2]3]4afs] Ts[1]2]3]4]5]

Dato che la prima cifra necessaria si trova nella seconda posizione della
stringa, al C-64 viene ordinato di usare solamente i valori a cominciare
dalla seconda posizione. Si possono concatenare T$ e Q$ e perdere gli
spazi iniziali, tutto in un’unica istruzione.

W$ = MID$(T$,2+MID$(QS$,2)
N—— N—— g’
Acquisisce T$ a partire | Acquisisce T$ a partire
dal secondo carattere dal secondo carattere

Concatena

T$ e Q%
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Ecco come appare il programma-esempio usato in precedenza, modifica-
to per eliminare le cifre del segno:

- o)

Q
2 TE=5TRECT}

rs = T2[30e]5)

48 QF=STRECMD

os =[Tel7]e9]0]
53 Ws=M$(T$, 2)+MIT$ 0%, 2)
ws =Ts [1]2]3Ta]s]+Qs[e[7][8]9]0]

ws =[1]2]3]4a]s]e]7]8][9]0]

5@ PRINT "k=",l%

RN
WE=1234567228

4.2. Programmazione di input e output

Per i programmatori principianti & generalmente facile arrivare ad avere
una certa dimestichezza con il modo in cui il BASIC calcola i numeri. La
programmazione diventa pero piu difficile quando si scrivono programmi
che ricevono un input dalla tastiera e presentano i dati sul video.
Quasi tutti i programmi richiedono un input dalla tastiera: se siete voi
stessi a usare il programma, probabilmente sarete sempre in grado di ri-
spondere correttamente alle istruzioni di input, ma se & qualcun altro ad
operare sul computer, & facile che prima o poi batta un tasto sbagliato o
esegua un’errata immissione. Dovreste, percio, scrivere programmi che
tengano conto dei prevedibili errori umani.

Lo stesso & vero anche per la programmazione dell’output. Se si presen-
tano i risultati di un programma con una serie di istruzioni PRINT, essi
devono essere leggibili e comprensibili all'utente. Non si pud realizzare
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un buon output scrivendo e modificando continuamente le istruzioni di
un programma fino a che non assume un aspetto accettabile; bisogna
avere ben chiara, fin dall’inizio, la struttura della videata. Si supponga di
voler scrivere un programma che carichi nomi ed indirizzi; si potrebbe
farlo senza difficolta cosi:

REM FROGRAMMA HOME E IMDIRIZZD
DIM MM 20, INSC280, CPEC280, CAFCS
REM GLI ARRAY S0MHO:

REM HMEC: PER IL HOME

REM IM#C) FER L IMDIRIZZD

24 REM CP#$(» PER LA CITTA" E LA PROYIMWCIA
2% REM CR$(» PER IL CHAP

30 FOR I=1 TO 2@

48 THPUT "HOME: " iMM$CT 2

58 IMFUT "IMDIRIZZO:"; IM$CI)

&8 IMPUT "CITTARPROVIMCIA:";CP£C1)

7@ INPUT “"CAF:",CAR$CI

80 MEAT 1

28 EHD

PAPI PSP =
Do = X i

Ecco come si presenterebbe sullo schermo:

RLUH

HOME : 7 MARCO Y IYALDI
IMDIRIZZ0:? YIA PO 15
CITTAPROVIMCIA:? MOMZA MILAMHD
CAFP:? 28832 :

MOME = LUISH RADRIAMI
INDIRIZZO:? WIA TREWTO 27V
CITTA'PROVIMCIA:? RECCO GEMOYA
CAF:? 18636

In questo programma il video del C-64 non & formattato. L'operatore che
durante I'esecuzione di questo programma si accorge, dopo aver premuto
RETURN, di aver commesso un errore in un nome, non puo tornare indie-
tro a correggerlo se il programma continua a richiedere il caricamento
dei dati.

Altri difetti di questo programma: la presentazione sul video non & molto
ben leggibile, ogni input di un nome ed indirizzo segue immediatamente
il precedente per tutta la lunghezza dello schermo. Tutta questa massa di
dati confusi puo essere causa di ulteriori sbagli da parte dell’operatore.
L’istruzione INPUT a riga 60 pud causare una sequenza di errori, se



130 PROGRAMMAZIONE AVANZATA

I'operatore mette una virgola tra la citta e la provincia. Provate a carica-
re i nomi di una citta e quello della provincia separati da una virgola
(per esempio, MONZA, MILANO). Questo & quanto ne risulterebbe.

CITTR PROVIMCIA:? MOMZA,MILAMO
TEATRA IGHORED

Nel capitolo 3 si & visto come 'istruzione INPUT permette di caricare piu
elementi purché siano separati da una virgola. Quindi quando si carica
MONZA, MILANO il BASIC C-64 lo interpreta come due stringhe separate
mentre soltanto una era richiesta ed attesa; da qui il messaggio ?EXTRA
IGNORED. Il programma memorizza solo MONZA e scarta MILANO, in
quanto considerato un input ‘“‘extra’.

RAPPRESENTAZIONE DEL VIDEO

Se iniziamo a numerare le posizioni sul video alla riga 0, colonna 0, (I'an-
golo in alto a sinistra), la colonna piu a destra & la 39 e la riga piu in bas-
so ¢ la 24. La rappresentazione del video in forma di griglia determina
una serie di coordinate: ogni punto & individuato da una coppia di coordi-
nate.

Colonne
01234567 89101112131415161718192021222324252627282930313233343536373839

O BN LA W - O

Righe
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Una coppia di coordinate sul video del C-64 ¢ espressa come (riga, colon-
na), quindi l'intersezione della 122 riga con la 202 colonna verra espressa
come (11,19). La prima colonna della quarta riga ¢ (3,0) e cosi via. (Si ri-
cordi che le righe e le colonne cominciano da 0 e non da 1.) Le coordinate
(11,19) apparirebbero in questo punto dello schermo.

Colonne
0 12345 6789101112131415161718192021222324252627282930313233 343536 3738 39
0 |
1
2
3
4
5
6
7
8
9
o 0
£ 1
B0 2
g 13

CREAZIONE DI UNA VIDEATA

Tenete sempre presente la massima lunghezza possibile di ogni dato da
immettere. Per esempio, un nome con una professione come “DOTTOR
DE FRANCESCHINI — DIRETTORE DEL LABORATORIO DI ANALISI
CHIMICA”, andrebbe a capo sulla riga successiva. Quando si formatta un
video bisogna lasciare spazio sufficiente per queste immissioni di dati.
Centrando le scritte sullo schermo, si otterra anche l'effetto di far appa-
rire piu ordinata la presentazione; la formattazione del video & consiglia-
bile in tutti i programmi che necessitano di numerosi dati in input.

Le tre caratteristiche di una buona tecnica di input di dati sono: una pre-
sentazione leggibile e non “intasata”, istruzioni e suggerimenti all’opera-
tore chiari e la possibilita per l'operatore di correggere eventuali errori.
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PROGRAMMAZIONE DEI MOVIMENTI DEL CURSORE

Se avete gia incontrato il modo tra virgolette del C-64 mentre caricavate
istruzioni di programma, sapete gia come programmare i movimenti del
cursore. Quando si cerca di correggere un’istruzione che contiene una va-
riabile a stringa, il BASIC C-64 interpreta anche i tasti’ di controllo del
cursore come un carattere della stringa che si sta cercando di corregge-
re. Per esempio, quando si preme il tasto cRsr UP/DOWN tra le virgolette di
una stringa, esso apparira come una Q inversa sul video. Invece di muo-
vere il cursore su o gitt come si vorrebbe, il BASIC C-64 inserisce il tasto
cRSR UP/DOWN nella stringa. Se si scrive, con PRINT, una stringa che con-
tiene questo carattere di controllo cursore, quest’ultima si sposta in giu.
L'istruzione

1818 Ff=" aiealaIaleeTnla T nInTa T AN R aTa A o] "

crea una stringa di 22 caratteri ckRsrR DOWN che, quando stampata da
un’istruzione PRINT, sposta il cursore in giu di 22 righe, cosi come
un’istruzione contenente 22 caratteri CRSR RIGHT sposta il cursore a de-
stra di 22 posizioni.

1228 CE="nmpRRERNRENRRRRRRERRNR]"

Queste stringhe contenenti i caratteri di controllo del cursore permetto-
no di stampare un carattere sullo schermo in qualsiasi posizione.

Una subroutine di movimento del cursore

Con tre stringhe che contengono i caratteri di controllo del cursore (muo-
vere alla posizione di home, muovere in git e muovere a destra) & possi-
bile spostarsi in ogni punto dello schermo del C-64. Come?

Le coordinate dell’angolo in alto a sinistra sono (0,0) (home). Si pud posi-
zionare il cursore ovunque, stampando una stringa contenente il tasto di
controllo cLR/HOME, seguita da stringhe che muovono il cursore in giu e a
destra. Ecco un esempio.

REM MOWIMEMTO FROGEAMMATO DEL CURSORE

FRIMT "1":REM PULISCE LO SCHERMO

FH=20: Ch=4 1 GOSUE 180@

PRIMT "ECCO FRTTO"

GOTO S5e

B3 REM SUBROUTINE DI POSIZIOMAMEMTO DEL CURZORE
18 RF="" plelalalalalalnInIaInlnTnIATn]n A R A AT ]

28 CE="NNnRRRRRRNRRRDEREERERE]"

1

= ] GO e
o 0SS S O 5

1
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1623 FRIMT “&"; REM MUOYE IL CURSORE IM <@,
1048 PRINT LEFTH(R$, R0 LEFTS(CE. CHY;
1858 RETURH

La riga 20 pulisce lo schermo, rimuovendo tutto il testo preesistente.
(Questo non ha nulla a che vedere con il posizionamento del cursore; &
semplicemente una buona abitudine per ottenere una presentazione ‘‘pu-
lita”). Le variabili intere R% e C% alla riga 30 rappresentano ‘‘riga” e
“colonna”. Le tre istruzioni abbinate a riga 3@ fissano la riga (20) e la co-
lonna (4), seguite da un GOSUB che muove il cursore alle coordinate
(20,4). Per spostare il cursore alle coordinate giuste, il programma deve
sapere quante righe e colonne separano il cursore dalle coordinate desi-
derate. Il modo piu facile ed efficiente per far cio ¢ di muoverlo per pri-
ma cosa a (0,0).

Ora esamineremo ogni singola riga della subroutine di posizionamento
del cursore a cominciare dalle righe 1010 e 1020: esse sono due istruzioni
di assegnamento che inizializzano le stringhe di movimento del cursore:
R$ contiene 22 caratteri di controllo crRsr powN; C$ contiene 22 caratteri
CRSR RIGHT.

La riga 1030 stampa il carattere HOME CURSOR, posizionando cosi il curso-
re a (0,0). La riga 1040 ¢ quella che compie il passo cruciale: usa la fun-
zione di stringa LEFT$ e stampa quindi i primi 20 caratteri di R$, poi i
primi 4 di C$. Questa subroutine di posizionamento sara una parte inte-
grante della creazione di presentazioni formattate.

LA FUNZIONE CHR$: PROGRAMMAZIONE DI CARATTERI ASCII

Se non ¢& possibile usare un tasto per includere un carattere in una strin-
ga di testo, si pud sempre selezionare il carattere usando il suo valore
ASCII. La funzione CHRS trasforma un numero di codice ASCII nel carat-
tere corrispondente. Questo ¢ il suo formato.

PRINT CHRS$(xxx)

Codice ASCII (da 0 a 255)
del carattere richiesto

Per conoscere il codice ASCII di un carattere usate la tabella E.1. Esami-
nate la tabella fino a trovare il carattere desiderato e mettete questo nu-
mero tra le parentesi della funzione CHRS. Per esempio, per creare il
simbolo $ dal suo codice ASCII, caricate 36 nella funzione come segue:

FRIMT CHRE$(ZE:



134 PROGRAMMAZIONE AVANZATA

Provate a stampare questo carattere nel modo diretto:

PRIMT CHR$(367
%

Si puo usare la funzione CHRS$ in un’istruzione PRINT nel seguente mo-
do:

19 PRIMT CHRECZED CHRSCA20 i CHREC1GED

FILIH

La funzione CHR$ permette di includere caratteri come RETURN, INST/DEL
e le virgolette (') che non sarebbero altrimenti utilizzabili in un’istruzio-
ne PRINT. Si pud anche utilizzare la funzione CHRS$ per fare un test
dell’esistenza di caratteri speciali come RETURN e INST/DEL.

Supponete che un programma abbia bisogno di controllare I'input dei ca-
ratteri dalla tastiera: si potrebbe cercare un RETURN (che ha un codice
ASCII 13) nel seguente modo:

16 GET #$:IF X$< CHR$C13» THEM 18

Questo sarebbe impossibile se si cercasse di mettere RETURN tra virgolette.

28 IF ##%<>" RETURN " THEM 1&

!

Impossibile

Premendo RETURN dopo le prime virgolette infatti, il cursore andrebbe au-
tomaticamente a capo.

28 IF SEs" RETURN

%

R

Se si cercasse di programmare il tasto INST/DEL 0 RETURN si avrebbero dei
risultati sorprendenti. Il tasto INSERT & programmabile: all'interno di una
coppia di virgolette in un’istruzione PRINT, si presenterebbe come H.
Qualora si cercasse di programmare il tasto DELETE in un’istruzione
PRINT si cancellerebbe soltanto il carattere precedente, a meno che il ta-
sto DELETE non fosse collocato in una sequenza di caratteri “inseriti”. Il
tasto DELETE puO essere caricato dopo un INSERT, ma cid non & molto uti-
le. La conseguenza positiva piu evidente del fatto che il tasto DELETE non
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sia programmabile & che, battendo DELETE anche in modo tra virgolette,
si ottiene I'esecuzione del comando e non la visualizzazione di un caratte-
re speciale. Il carattere RETURN in un’istruzione di PRINT rimuoverebbe
immediatamente il cursore dall’istruzione e lo porterebbe alla riga suc-
cessiva.

IMMISSIONE DI DATI (INPUT)

Il caricamento di dati dovrebbe essere programmato in unita funzionali:
un programma di archivio, per esempio, richiede I'inserimento di nomi e
indirizzi. Si deve trattare ogni nome e indirizzo completo come un’unica
unita funzionale piuttosto che separarne gli elementi. In altre parole, il
programma deve richiedere nome e indirizzo permettendo all’operatore
di caricare tutte queste informazioni e poi di cambiarne una qualunque
parte. Quando l'operatore ¢ soddisfatto della correttezza del nome e indi-
rizzo, il programma acquisisce l'intera informazione, per passare poi a ri-
chiedere il successivo nome e indirizzo completo. E una pessima abitudi-
ne quella di dividere i dati di input nelle loro componenti piu piccole. In
un programma di indirizzi sarebbe senza senso richiedere solamente il
nome, acquisire quest’informazione appena caricata e poi richiedere la
via e la citta, trattando ogni parte come un’unita funzionale separata.
Questo tipo di approccio al problema tende a impedire la messa a punto
e il cambiamento dei programmi e a renderli anche poco leggibili.
L’obiettivo dei programmi per immissione dati dovrebbe essere quello di
permettere all’operatore di accorgersi degli errori e di poter correggerli
facilmente.

Messaggi di suggerimento

Qualsiasi programma che richieda il caricamento di dati dovrebbe stimo-
lare l'operatore facendo delle domande; esse sono di solito su una riga
sola e richiedono semplicemente risposte tipo “si” 0 “no” (yes o no). Per
esempio, un messaggio tipo CAMBIAMENTI? (Y o N) indicherebbe chia-
ramente la richiesta e le scelte possibili. Un operatore risponde a questo
messaggio premendo i tasti Y o N. La pratica consiglia di introdurre un
controllo che impedisca che qualsiasi altro tasto tranne Y o N venga ac-
cettato. Se 'operatore risponde alla domanda CAMBIAMENTI con una Y,
un altro messaggio chiedera QUALE LINEA? (1-6). In questo caso po-
trebbe essere cambiata una delle sei linee; tutto quello che dovrebbe fare
I'operatore sarebbe di battere il numero corrispondente alla linea carica-
ta erroneamente. Naturalmente, con questa soluzione, ogni linea caricata
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deve avere il suo numero d’identificazione.

Questo tipo di input dei dati andrebbe meglio scritto come subroutine.
Inoltre, siccome & permesso solamente un numero limitato di scelte, do-
vrebbe contenere la logica necessaria a controllare che il dato caricato
sia tra le scelte permesse. Cid implica due cose:

1. La subroutine deve ricevere dei parametri dal programma principale.
Per esempio, se il suggerimento richiede all’operatore di caricare un
numero, alla subroutine devono venir forniti come parametro il nume-
ro massimo e minimo accettabile.

2. La subroutine deve riportare la risposta dell’'operatore al programma
principale. Questa variabile puo essere un carattere (per esempio, Y o
N), una parola (come si 0 no) oppure un numero.

Una subroutine’ che suggerisce una risposta di Y per “yes” o N per "“no”
utilizza un’istruzione PRINT per fare la richiesta, seguita da un GET per
ricevere la risposta di un carattere. Dato che si potrebbero avere dei pro-
grammi che richiedono molte risposte di ‘“'si 0 no”, la subroutine dovreb-
be anche permettere che la domanda le venga passata dal programma
principale sotto forma di variabile a stringa. Ecco qui le istruzioni neces-
sarie:

38@a REM POME UMA DOMAMDA E ATTEMDE UMA RISPOSTA
30965 REM Y7 0 ‘M7

3@1a PRIWMT "0

3620 PRIMT "WU0OI FARE QUALCHE CAMBIAMEMTO?":
38328 GET YM$: IF YM$<"W" AMD 'YM$"Y" THEMW 2024
3040 PRINT YH#$

3050 RETURM

La variabile a stringa QU$ deve essere assegnata dal programma che
chiama la subroutine. Quest’'ultima & generalizzata, ossia fa apparire
qualsiasi suggerimento o domanda passati dal programma principale. La
risposta viene ripassata a quest’ultimo nella variabile a stringa YNS.
Ora si consideri un dialogo che permetta ad un operatore di caricare un
numero. Si presume che il programma principale passi alla subroutine il
valore numerico minimo in LO% e quello massimo in HI%. Appena I'ope-
ratore carica un numero entro i limiti permessi, la subroutine passa il
numero caricato in NM%. Qui sotto troverete la subroutine che preleva
cio che e caricato dalla tastiera, lo controlla per stabilire se & entro i li-
miti e lo passa poi al programma principale in NM%.

3500 REM CERCA UM NUMERO
3519 REM VISUALIZZA IL HUMERO IN MM
3526 REM MMX DEYE ESSERE <= HIX AND >=L0%
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REM PRIMT QUf;

GET C#:IF C#=" " THEHW 3540
HMZ=""AL\C¥$)

IF HMZE<LON OF HMEFHIN THEM 3548
FRIMT C#%;

RETLURH

L Q0 D) 0 L0 L
aananan

DI B

Q0 = Oy LN f QO

Do iy W

Scrivete un piccolo programma che assegni dei valori a HI% e LO% e va-
da poi alla subroutine 3509. Aggiungete la subroutine precedente ed ese-
guitelo. Siete in grado di modificare la subroutine perché accetti un in-
put di due cifre? Se non ci riuscite, aspettate fino alla sezione seguente
di questo capitolo dove troverete la subroutine necessaria nel program-
ma che controlla il caricamento della data.

Come convalidare I'input di una data

La maggior parte dei programmi richiede un input di dati relativamente
semplice, ma piu che un solo si o no: si consideri ad esempio una data.
Bisogna fare attenzione: con tutta probabilita la data sara solo un ele-
mento in una sequenza di dati. Progettando con cura I'immissione dati
per ogni singola voce, si puo evitare di dover ricominciare una lunga se-
quenza di caricamento ogni volta che 'operatore commette un errore in
un singolo dato. La data & da caricare come segue:

MM -GG -AA
‘ ’ 1_Anno
Separatore
Giorno
Separatore
Mese

I trattini che separano il mese, il giorno e I'anno potrebbero essere delle
barre o qualunque altro carattere appropriato.

Bisogna progettare il caricamento dei dati in modo che sia accettabile
all’'operatore: egli dovrebbe poter vedere subito dove caricare I'informa-
zione, che tipo di dato & richiesto e a che punto & arrivata la procedura
d’immissione dati. Un buon modo di mostrare dove deve essere inserito il
dato & di stampare l'intera riga sul video in caratteri inversi. Per esem-
pio, il programma che richiede una data potrebbe generare la seguente
presentazione:
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Cursore lampeggiante

d] in attesa dei dati
-0-0

~——~

T T I dati devono essere inseriti
in queste posizioni

Si puo creare una simile presentazione con la seguente istruzione:

16 PREINT "INy W3 ®-3 W CHR$O1Z3;"T"

L'istruzione PRINT comprende comandi del cursore che posizionano la
data da caricare alla riga 2. L’istruzione PRINT pulisce anche lo schermo
in modo che non rimanga nulla attorno alla richiesta della data. Dopo
aver presentato la riga per I'inserimento della data, I'istruzione PRINT fa
ritornare il cursore alla prima posizione della data usando i caratteri RE-
TURN e CRSR UP. Provate ad usare un’istruzione INPUT per acquisire il da-
to del mese. Questo si pud fare come segue:

20 INPUT M3%;

Caricate le istruzioni alle righe 10 e 20, come illustrato sopra, e fate ese-
guire questo programma. L’istruzione INPUT non funzionera. A parte il
fatto che un punto interrogativo rimpiazza il primo carattere della riga,
I'istruzione INPUT carica l'intera riga dopo il punto di domanda. A meno
di non scrivere sopra a tutta la presentazione di caricamento della data
— che richiederebbe I'immissione di un numero veramente grande — si
otterrebbe un messaggio d’errore ogni volta che si premesse il tasto RE-
TURN, perché il BASIC C-64 accetta tutto cid che si trova sulla riga come
se provenisse dalla tastiera. Questa ¢ un’occasione in cui si deve usare
I'istruzione GET.

18 PRINT "TeMd B3 -3 & CHRF(130:"7"
20 GET C#:IF C#=" "THEW 2@

20 FRINMT C%; ‘MM$=C#

48 GET C#:IF C#=" “"THEHW 48

58 PREIMT C#; :MME=MM$+CE

&8 STOF

Queste istruzioni accettano un input di due cifre, che fa apparire la pri-
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ma parte della data. L'input di due cifre non richiede nessun RETURN 0 al-
tro carattere di controllo. Il programma termina l'operazione automati-
camente dopo che sono stati caricati due caratteri.

Sono necessarie due cifre per il mese, il giorno e I'anno. Invece di ripete-
re le istruzioni da riga 20 a 50 si potrebbe metterle in una subroutine e
chiamarla tre volte, come segue:

10 PRINT ""IMMd ®-3 8-3 W CHR$C(132,"T",;
20 GOSUB 1080:MM$=TCE:FRIMTTAEC3)

30 GOSUB 1690:GG3=TCE:PRINTTABS

48 GOSUB 1696 AR$=TC$

Se STOF

£8 STOP

1068 REM SUBROUTIMNE DI INSERIMEMTO DI DUE CRRATTERI
1818 GET C#:IF C3$=""THEMN 10108

1626 FRINT C%;

1828 GET CC#%:IF CC$=""THEM 1838

1640 PRINT CC$,;

1650 TCE=C$+CCE

1668 RETURM

Le variabili MM$, GG$ e AA$ contengono il giorno, il mese e I'anno, ri-
spettivamente. Ognuna & memorizzata come stringa di due caratteri. Si
deve svuotare il buffer (memoria temporanea) di carico prima di accetta-
re il primo dato, altrimenti qualsiasi carattere preesistente nel buffer sa-
rebbe letto dalla prima istruzione GET della subroutine di acquisizione
dei due caratteri. E necessario svuotare il buffer una sola volta prima del
primo GET.

Ci sono due modi per consentire all’operatore di ricuperare eventuali er-
rori commessi durante I'immissione di una data:

1. Il programma puo controllare un'immissione di dati validi per mese
giorno e anno.

2. L'operatore pud ricominciare il caricamento premendo un tasto speci-
fico.

Il programma puo controllare che il mese sia entro i limiti di 01 e 12, e
anche se non si curera degli anni bisestili, verifichera il massimo numero
di giorni accettabile nel mese specifico; & permesso qualsiasi anno da 00
a 99. Qualunque dato non valido fara ripartire l'intera sequenza di cari-
camento della data. L'intera sequenza ripartira anche se 'operatore pre-
me il tasto RETURN.

Il programma definitivo per I'immissione di una data appare in figura
4.1. Notate che la data & costruita pezzo per pezzo nella stringa di 8 ca-’
ratteri DT$ quando giorno, mese e anno sono caricati.
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S REM PROGRAMMA DI ACOUISIZIOME E YERIFICA DELLA DATH
10 PRINT "TIad B3 S-3 & ;CHR$C130,"7
S8 GOSUEB 1669 RPEM ACAUISISCE IL MESE

68 IF TC#=CHR$(13» THEM 18

78 DT#=TC#:PRIMTTAE(3)

8@ REM CONTROLLA LA “ALIDITAY DEL MESE

90 MA=VAL(TCS,

186 IF MX<1 OR MX>12 THEN 1@

118 REM ACEUISISCE IL GIORMO

128 GX=31

130 IF MZ=2 THEN GX=23

148 IF MX=4 OR Mx=6 OF MZ=2 OR MX=11 THEN GX=3@
156 GOSUE 1966

160 IF TC#=CHR$£(13» THEM 19

170 DT$=DT$+"-"+TCE: PRINTTAEC(G)

196 REM CONTROLLA LA “ALIDITA® DEL GIORMO
2em IF YALCTC$»<1 OF YALCTC#)>GX THEHW 19
218 GOSUB 1608:REM ACAUISISCE L7 AHND

224 DT4=DT$+"-"+TC%

230 IF TC#=CHR#£:13» THEM 16

27a STOP

1699 REM SUBROUTIME DI INSERIMENTO DI DUE CARATTERI
1618 GET C#$:IF C$=""THEM 1816

1811 IF YALYB$:>186 THEHM PRIMT"T"

1815 IF C$=CHR%(132) THEMW 1654

1816 IF C$<"@" OR CH>"2" THEW 1414

1620 PEIMT C%;

1628 GET CC#$:IF CC$=""THEM 1038

1935 IF CC#=CHR#{13> THEN 1260

1826 IF CC$<"@" OR CC$:"2" THEM 1634

1848 FRINT CC$;

1858 TC$=C3$+CCE

1668 RETURM

Figura 4.1.
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Tre verifiche sono eseguite sui dati mentre vengono caricati:

1. Il carattere € un RETURN?

2. Se il carattere non € un RETURN, € una cifra valida?

3. La combinazione a doppio carattere &€ un mese valido per il primo dato
e un giorno valido per il secondo?

Il RETURN & stato selezionato come carattere che fa ripartire 1’esecuzione.
Rimpiazzando CHR$(13) nelle righe 60, 160, 230 e 1035, si puo selezionare
qualunque altro carattere per far abortire il programma. L'intera sequen-
za di carico ricomincia quando 'operatore preme il tasto selezionato. E
necessario controllare la presenza del carattere CHR$(13) nella subrouti-
ne di input dei due caratteri (a riga 10935), dato che si vuole avere la pos-
sibilita di ripartire anche dopo I'immissione della prima o seconda cifra.
Il programma principale deve anch’esso controllare I'esistenza del carat-
tere RETURN in modo da poter saltare indietro a riga 10 e ricominciare
I'intera sequenza; si potrebbe saltare dalla subroutine alla riga 19 del
programma principale, eliminando cosi la necessita di fare il controllo
nel programma, ma non & un buon esempio di programmazione. Ogni
subroutine dovrebbe essere trattata come un modulo a s¢ con uno o piu
punti d’entrata specificati e punti di ritorno standard.

L’'uso di GOTO per saltare da subroutine a programma principale € una
fonte certa di errori di programmazione. Saltando dalla subroutine al
programma principale senza passare dal RETURN, ci si espone al rischio
di errori subdoli, difficili da scoprire a meno di non essere gia program-
matori esperti.

La logica di programma che ricerca caratteri non in forma di cifre puo
essere contenuta interamente nella subroutine di input. Questo program-
ma ignora qualsiasi carattere che non sia una cifra. Le istruzioni alle ri-
ghe 1016 e 1936 controllano che i caratteri non siano cifre confrontando
il valore ASCII del carattere immesso con i valori ASCII delle cifre.

La logica necessaria a controllare la validita del giorno, mese e anno de-
ve risiedere nel programma principale dato che ognuno di questi valori a
due caratteri ha dei limiti permessi diversi: l'istruzione a riga 109 verifi-
ca la validita del mese; le istruzioni sulle righe 120, 130 e 140 calcolano il
numero massimo di giorni accettabile per il mese caricato; & per questo
che si preferisce conservare nell'input della data l'uso americano
(MMGGAA) invece di quello europeo (GGMMAA). L'istruzione a riga 209
controlla la validita del giorno. L’equivalente numerico del mese & gene-
rato a riga 99, ma non quelli del giorno o dell’anno; questo perché il gior-
no e 'anno non sono usati molto spesso, mentre il mese & usato da riga
99 fino a riga 14Q. Si risparmiera sia memoria che tempo d’esecuzione
usando una rappresentazione numerica del mese.

Certamente si impiega pili tempo a scrivere un buon programma che con-
trolli la validita dei dati immessi, permettendo all’'operatore di ricomin-
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ciare in ogni momento. Ne vale la pena? Senz’altro si. Il programma si
scrive una volta, mentre l'operatore potrebbe usarlo centinaia o anche
migliaia di volte, per cui spendendo piu tempo all’inizio nello scrivere il
programma & possibile risparmiare agli operatori centinaia d’interruzioni
ed errori.

INPUT STRUTTURATO DI DATI

Il modo migliore di trattare il caricamento di dati suddivisi in molteplici
voci & di presentare un modulo e di far poi rispondere alle domande.
Si consideri la visualizzazione di nomi ed indirizzi vista in precedenza in
questo capitolo.

INSERIRE NOME E INDIRIZZO

1] MOME :
Pl VIA:
€ CITTA :

31 PROVINCIAR:
# CAF:
A TELEFONO:

Ogni riga ha un suo numero corrispondente. In questo caso presenta i
numeri in modo invertito. L'operatore comincia con ’elemento 1 e finisce
con l'elemento 6; egli puo poi modificare qualunque linea. Le seguenti
istruzioni puliscono lo schermo e fanno apparire il modulo iniziale:

14 REM IMSERISCE NOME E INDIRIZZO

26 REM MOSTRA I DATI

3@ PRINT "TIMINSERIRE MOME E INDIRIZZO"
40 PRIMT "d18 HOME : "

56 PRINT "W YIR:"

60 PRIMT "@z® CITTAR”:"

78 PRIMT "348 PROVINCIA:"

34 PRIMT "ZHm cAF:"

96 PRIMT "3@6® TELEFOMOD:"

Il programma listato nella figura 4.2 & una versione piu completa di quel-
lo proposto prima per la raccolta di nomi ed indirizzi: usa la formattazio-
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Pl = O 050 0 000 050000 050 50 50 50 X

1
2
K]
4
5
&
v
o
o
2
1
-
2
2
o
2

|
5]
5}
(5}
15}
258 F
268 K '5Li=1" LH#=20:G05UE 2088
278 SEF=CC#
258 IF EDITINGY THEM S&a
208 FEM CITTA® DI 12 CARATTERI
318 RH=4:CH=15LHE=12:GOSUE 2869
Z2@ Cl$=CC#
338 IF EDITIMGH THEHW Saa
=56 REM PFHWIH'IH DI & CARATTERI
FEE RE=5CH=19LHX=2 GOSUE 2006
ava IF EDITINh“ THEH S
4@ FEM CAP DI S IHFHTTEFI
418 REx=eCH=15:LHE=5 GOSUE 2006
428 Z1$=CC¥F
4268 IF EDITINGH THEHW S
458 FEM HUMEFD DI TELEFOHO DI 12 CIFEE
458 RE=7CH=15:LHE=12 GOSUE 2089
478 PHE=CC#
583 REM CHIEDE SE CI SOMO CAMBIAMEMTI DA FARE
S1@ EDITIHH?--I
5268 Fea=10: 5 a6
539 DHI'"FHMPIHMEHTI" "
4@ GOSUE 3a6Q:REM GET "Y' OF "HY
558 IF C#E="H" THEM FRIMT "03";:EHWD
S50 FEM CHIEDE QUALE LIMEA HMECESSITH CAMEIAMEMTI
S7E GUE="GURLE LIMER C1-g27: "
5988 RE=12:L04=1 HIx=5
SR GOSUE 3560
EEE OH MME GOTO 209, 258, 308, 356, 409, 458
518 GOTO 524
0P8 FEM FA UMA DOMAMDA E ASPETTA UND Y O H
828 PRINT U,
3830 GOSUE S00a
Jad4E IF CH"Y" AMD CEHUHY O THEN 3920
858 FEIMT C#f;
3958 RETURM
2568 REM YERIFICA CHE IL HUMERD

FEM IHSERISCE HOME E IMDIRIZED

REM MISTRA I

PRINT "IMIMSERIFE MWOME E IMDIRIZZO"
PRINT "gm HOME :

FRINT " cm VIR

PRINT "2  CITTA:"

PRINT "o48 PROVINCIA: "

PRINT "5 CAF "

PRINT "@® TELEFOMO:"

EDITINGZ=6

FEM HOME DI

Fr=2:Ch=15 LHZ=28  GOSUE 2800

MAF=CC$
IF EDITIHGL
“IA

DATI

28 CHRATTERT

THEM 383

(continua)
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REM SELEZIOMATO SIA

FEM MIMORE DI HIX

FEM E MAGGIORE DI LOX

GOSUE 2688

FREINT U,

GOSUE 5690

HMZ=%ALCCED

IF HMESLOE OR HMEZHIZX THEM 3568
FRIMT C#;

FETUREMN

FEM MOZTRA IL CURSORE LAMPEGGIAMTE
FEM E ACAUISISCE IL CARATTEERE
FOR I=8 TO c@

IF I=@ THEMW PRIMT "& "'

IF I=3@ THEM FRIWT " N".

GET C#: IF C#>"" THEM I=c@

Lot el 00 00 DO L

)

Dy D GO N DA DR DN DA I DDA TN A DG O o N W N o o v

HEXT 1
IF Cg="" THEN S@@d

RETURH

REM SUBROUTIME DI INSERIMENTO
SFg="

GOSUE 2695
FRIMT "&" LEFTH(SFE, LM, "o
GOSUE 2986 REM POSIZIONA IL CURSORE

I '-I_ll "
GET C#:IF C#="" THEM 311
IF CH=CHR#:13) THEM REUU

IF C#=CHR£CZE> THEM 51e8

IF LEMCCCHECLME THEN COF=CCE+CE PRINT CF;
GOTO =118

IF CC$="" THEM S11@

FREIMT"IE =",

REM CAMCELLA IL CARATTERE DALLA STRIMGA CCH
CCF=LEFT$ICCF, LEMCCCE -1

GOTO 2114

IF LHEZLEMCCCEY THEM

FRINT LEFTHCSPE. LHA-LEMCCCED 2

FETURM

FEM SUBROUTIME DI POSIZIOMAMEMTO DEL CURSORE
F="" ninnlaTaTaTeIn A TnInInInToTn T IR AT ]
CE="pDBRRRRRNRERERRRRRNIN]"

FRIMT "#": REM SPOSTA IL CURSORE IM C9.82
FRIMT LEFTHCRE, RE) LEFTFOCE, CHD

RETLIRH

GOSUE 5896 PRIMT CE: - GOTO 2568

i D o o o SN (R DN e e e e e e el el S S el R A I A A I W W o IO I O R O R

L L0 LD A L A0 A OO O D0 00 OO 00 Q0 00 0 90 00 G0 00 O O 00 OO 00 G0 A L L0 L L L0 0 L L0 0 G
L0 P et IO i 05 A5 A L0~ = O 0 B e fod e 0 B T S - Ty 0] e G0 B0 e S 0SS A

Figura 4.2.
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ne video riportata qui sopra. Facendolo girare ne capirete meglio la
struttura e il funzionamento che & spiegato riga per riga.

Per formattare la videata, le righe da 1§ a 99 stampano ogni riga di im-
missione. Il carattere di controllo rvs oN precede ogni istruzione PRINT
e Rvs OFF la segue. Questi caratteri non stampano nulla e non occupano
alcuno spazio sulla riga del video ma cambiano il modo di presentazione:
qualunque carattere che segue un Rvs ON sara presentato in modo video
inverso e qualsiasi carattere che segue un Rvs OFF verra stampato in ma-
niera normale.

La sequenza di immissione dei dati

Il caricamento, una volta che appare la videata iniziale comincia alla li-
nea del NOME. Il programma presenta una barra nera per indicare dove
il dato deve cominciare, oltre alla lunghezza dello stesso. L'operatore pud
retrocedere lungo la linea per correggere eventuali errori di battitura
usando il tasto INsT/DEL. Quando il dato & completo 'operatore preme RE-
TURN e il programma va alla linea successiva. Questa sequenza si traduce
nelle seguenti istruzioni BASIC:

el 5] FEH HOME DI 28 C

B R CH=15 L=
HHi R
IF EDITIHhu THEH

ARATTER I
BGOSUE Se0a

1 REM IITTH DI lh : 3
Fr=4  CH=15:LHHE=12 GOZE S063
Cl$=CC%

IF EDITIMGY THEH
REM PROYIMHCIA DI 2

360 RH=S5:CH=19:LHHN=2: G605

278 IF EDITIHGH THEH .wu

4898 FEM CAF DI 5 EHFHTTEPI

418 kX H=15 LHE=5G0SUE 2808

4283 Z1x=CCF

433 IF EDITIHGE THEM S0

456 FEM WUMERD DI TELEFOMO DI 12 CIFRE
4E8 RE=7CE=19:LHX=12:GOSUE 2008

478 FHE=CC#

In queste istruzioni, divise in sei gruppi separati, c’¢ una certa uniformi-
ta. I gruppi cominciano alle righe 200, 250, 309, 350, 400 e 450, ognuno
corrispondente ad un’immissione di dati che l'operatore eseguira; ogni
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gruppo comincia con una REM. Le righe da 209 fino a 230 hanno la stes-
sa struttura degli altri cinque gruppi di istruzioni.

2

BB REM MOME DI 28 CRRATTERI

1E 2 CH=15LHK=20: GOSUE 2803
B HAF=CCE

238 IF EDITIHGH THEW S84

R

<
o
o=
o
-

La riga 210 assegna valori alle variabili ed esegue un GOSUB a riga 8000,
che & una subroutine di immissione dati; essa usa le variabili R% e C%
per specificare dove avverra sullo schermo il caricamento dei dati. LN%
contiene la lunghezza massima del dato. La riga 220 assegna il dato cari-
cato in NAS$, la variabile a stringa preposta a contenere il nome; la 230 &
un controllo logico che si puo ignorare per il momento, ma che sara spie-
gato tra breve. Controllate ora il gruppo con inizio a riga 25¢: benché i
valori ‘assegnati a R%, C% e LN$ siano differenti e la riga 27¢ non sia
proprio identica, la struttura delle righe 250-280 ¢ molto simile a quella
delle righe 209-230, e cosi anche per tutti gli altri gruppi.

Correzione dei dati caricati

Una volta caricate tutte le sei linee, il programma risponde con CAMBIA-
MENTI? e attende una risposta (Y o N). Se la risposta ¢ N il programma
ripulira lo schermo e terminera. Se la risposta & Y chiedera quale linea
ha bisogno di essere cambiata. A questo punto l'operatore pud¢ cambiare
qualunque linea in qualsiasi ordine fino a che tutte le correzioni non sia-
no state eseguite. Le righe che eseguono questi passaggi sono le seguenti:

o898 REM CHIEDE SE CI O SOMO CAMEIAMEMTI DA FHREE
2168 EDITIMGE=~1
G20 RH=10: CH=0:505UE 20045

B I="FHHBIHHEHTI' n"
) ':1"':"’1 F'Er-‘ l"LT I||Tlll ‘".F ll’.‘!l
"I-'""H" THEW FEIMT "0".:EHD
1 CHIEDE UALE LIMEA MECESSITA CAMEIAMEMTI
"GUALE LIMER C1-e0%: WY

OH M
LOTO Sgu

La riga 519 & di particolare interesse perché abilita la procedura di cor-
rezione. A riga 100 la variabile intera EDITING% era stata azzerata. Alla
fine di ogni gruppo d’istruzioni il test logico di EDITING% fa continuare
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il programma al gruppo successivo. Ora che EDITING% non & piu 0 (¢
uguale a —1) la logica del programma puo accedere ad ogni gruppo in or-
dine casuale, permettendo cosi di correggere le righe caricate in qualsia-
si ordine. Le righe da 520 a 549 chiamano la subroutine di YES or NO; se
I'operatore carica N in risposta alla richiesta CAMBIAMENTI? il pro-
gramma termina. Se carica Y il programma continua. Le righe 57¢ e 580
fissano le variabili per la subroutine di immissione numerica e la riga
590 la chiama. La subroutine riporta nella variabile intera NM% il nume-
ro della linea da cambiare (da 1 a 6) e il programma procede a riga 600.
L’istruzione ON-GOTO a riga 600 utilizza il numero caricato in NM% per
cambiare una delle sei linee di nome ed indirizzo saltando indietro ad
uno dei 6 gruppi di istruzioni. EDITING% é di particolare importanza
qui perché il test logico alla fine di ogni gruppo d’istruzioni fara saltare
il programma direttamente a riga 50, che & l'inizio della routine di cam-
biamento. Se EDITING% & 0 questo non succede: il programma avanza
incondizionatamente al gruppo successivo. Provate a cambiare la riga
510 con EDITING% =0, e osservate la differenza di esecuzione.

Subroutine di caricamento dei dati

Ci sono sei subroutine in questo programma, ognuna delle quali ha una
specifica funzione. Una delle subroutine non & chiamata dal programma
principale ma & usata dalle altre subroutine. Studiate per prima la sub-
routine che comincia a riga 3099 e finisce a riga 3060. Questa fa una do-
manda che richiede una risposta di Y o N. La subroutine espone sul vi-
deo la domanda che & stata passata nella variabile a stringa QUS$, chiama
la subroutine a riga 5009, la quale a sua volta carica un carattere dalla
tastiera. Se il carattere ¢ Y o N, la subroutine termina e trasmette la ri-
sposta in C$.

REM FA UMA DOMAHDA E ASFETTA UM %Y O H
FREINT Q%

W GOSHE S690

P IF CEOUY" AMD CHC:"H" THEW 3856
FRIMT O

RETUREH

L0 Lt Do G Qo 1

Ma per quale motivo usare una subroutine quando basterebbe un’istru-
zione GET per caricare un carattere?

Un'’istruzione GET aspetta dalla tastiera la pressione di un tasto, ma non
da all’'operatore nessun segnale sul fatto che é richiesto un carattere. La
subroutine a riga 5009 fa lampeggiare il cursore mentre aspetta che ven-
ga premuto un tasto, cosi da rendere piu evidente il fatto che il C-64 sta
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attendendo un qualche tipo di dato. Comunque la subroutine di acquisi-
zione di un carattere & gia utilizzata da un’altra subroutine in questo pro-
gramma; ¢ logico quindi affidare questa funzione di basso livello ad
un’altra subroutine.

La subroutine che comincia a riga 3500 e finisce a riga 3600 richiede il
caricamento di una singola cifra: nel programma dei nomi ed indirizzi
'unico dato numerico ¢ il numero della riga da cambiare o modificare,
che varia da 1 a 6.

39 REM WERIFICA CHE IL HUMERD
1 REM SELESIOMATO SIR

‘B REM MIMORE DI HIX

FEM E MAGGIORE DI LOX

GOSUE SE68E

M= AL CE
IF MME<LON OF HMEZHIN THEM 3560
FRIMT C#.

FETURH

Questa subroutine ha bisogno di avere diverse variabili fissate dal pro-
gramma principale prima di essere chiamata. Per prima cosa i valori
massimi e minimi permessi del dato da caricare devono essere fissati nel-
le variabili intere HI% e LO%; poi, la subroutine presenta una domanda
sul video contenuta in QU$ che deve pure essere stabilita prima di chia-
mare la subroutine.

Essa posiziona il cursore in una data posizione sullo schermo e le coordi-
nate di questo punto devono essere trasferite alla subroutine come varia-
bili R% e C%. La riga 3540 chiama la subroutine di riga 9909, la quale
posiziona il cursore. Riga 3550 presenta la richiesta e riga 3560 chiama
la subroutine che carica (con GET) il dato dalla tastiera. La subroutine a
riga 5099 non ha bisogno di alcun parametro. Una istruzione FOR-NEXT
a riga 5019 fa cominciare un ciclo temporizzatore che presenta un’area in
video inverso per le prime 30 esecuzioni del ciclo. Una volta che I'indice
variabile I raggiunge il valore di 30, I'istruzione a riga 5030 cancella il
cursore. Durante questo periodo la subroutine cerca costantemente un
dato caricato dalla tastiera. Quando viene premuto un tasto l'istruzione a
riga 5049 fa terminare il loop fissando I= a 60, e cosi finisce anche la
subroutine e il carattere caricato viene passato in C$.

Se0a REM MOSTRA IL CURSORE LAMPEGGIANTE
5891 REM E ACAUISISCE IL CARATTERE
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S816 FOR I=a TO &@

SEze IF I=0 THEW PRINT "d =-I";
5028 IF I=30 THEW FPRIWT " N".
Se849 GET C#: IF C&"" THEM I=6£4
2858 HEXT I

Soed IF C#="" THEN S@6@

5870 RETURM

La subroutine che inizia a riga 8009 e finisce alla 8219 & preposta a posi-
zionare il cursore e ad accettare una stringa di una lunghezza specificata;
quindi ha bisogno di conoscere le coordinate (riga e colonna) dell’inizio e
la lunghezza della stringa da caricare prima di poter cominciare.

LN% contiene la lunghezza in caratteri della stringa da caricare, mentre
R% e C% specificano la riga e la colonna del dato. Alla variabile SP$ ven-
gono assegnati 22 spazi ed & usata in due punti nella subroutine. Poi vie-
ne chiamata dall’istruzione GOSUB a riga 8049 la subroutine che posizio-
na il cursore. La riga 8060 contiene il comando rvs oN, seguito da un
blocco di caratteri di spaziatura inversi che mostrano all’'operatore la
lunghezza del dato da caricare, e poi rRvs OFF.

8008 FEM SUBROUTIME DI IMSERIMEMTO

8AzH SPE=" "

Badn GOSUB 2606

zRey PRINT “@",LEFT$(5P$, LM%, "8,

2g7a GOSUB 3@98: REM POSIZIONA IL CURSORE
2168 CC=""

8119 GET C#:'IF C$="" THEN 8119

8126 IF C$=CHR$(13) THEMW 8268

2120 IF C$=CHR£{26> THEMW 3166

5148 IF LEMC(CC#3<LNX THEN CC3=CC%$+C3:PRINT C%;
815@ GOTO 2118

2168 IF CC$="" THEN 8114

8170 PRINT"H4 ™" ;

2173 REM CAMCELLA IL CARATTERE DALLA STRINGA CC#
8120 CCE=LEFT$(CCE,LEMCCCEI-1D

8199 50TO 2116

8208 IF LMZDLEMCCCE) THEH

2263 PRINT LEFT3ISP#$. LHA-LENCCCS) )

2219 RETURN

Le istruzioni da riga 8109 fino a riga 8150 accettano un carattere dalla
tastiera. Se il carattere caricato € un CHR$(13), ovvero RETURN, l'immis-
sione & considerata completata. Viene cosi eseguito un salto a riga 8209.
La riga nera sparisce e la subroutine ritorna con il carico completo con-
tenuto in CC$. La subroutine controlla anche l’esistenza del carattere
corrispondente al tasto INST/DEL; quando esso viene premuto, la subrouti-
ne salta a riga 8170.
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Se il carattere caricato non € né RETURN né INST/DEL, quello caricato in C$
¢ concatenato a CC$ che contiene tutti i caratteri caricati fino ad allora.
Notate il test logico su questa riga:

5148 IF LEM(CC#H)<LMZ THEM CC#=CCE+C$:PRINT C$;

Se la lunghezza di CC$ non raggiunge ancora il massimo numero di ca-
ratteri permesso per quel dato (in LN%), allora C$ ¢ attaccato alla fine di
CC$, il carattere caricato é fatto apparire sul video e contemporaneamen-
te avviene un salto indietro all’istruzione GET. Qualora fosse stato rag-
giunto il massimo numero di caratteri, 'ultimo verrebbe semplicemente
ignorato.

Cosa fanno le istruzioni da riga 8160 a 8199? Avviene un salto a queste
istruzioni quando l'operatore preme il tasto INST/DEL. Se |'operatore pre-
me INST/DEL ma la stringa di carico CC$ & vuota, nessun carattere deve
venir cancellato. L’istruzione IF-THEN a riga 8160 controlla questa con-
dizione e salta a riga 8119 se non deve essere cancellato nessun carattere.
Altrimenti la logica di programmazione prosegue a riga 8170.

La riga 8170 stampa i caratteri CRSR LEFT € RVS ON per posizionare il cur-
sore sull’'ultimo carattere caricato, uno spazio (in video inverso) che can-
cella quel carattere, poi un Rvs OFF e un CRrsr LEFT. Il risultato di tutto cio
¢ di muovere a sinistra, cancellare 'ultimo carattere e muovere di nuovo
a sinistra nella posizione dello spazio.

La riga 8180 cancella l'ultimo carattere di CC$ misurandone la lunghez-
za, utilizzando la funzione LEN, sottraendo 1 e riassegnando a CC$ tutti i
suoi caratteri originali meno l'ultimo. Una volta che il carattere ¢ stato
cancellato dallo schermo e da CC$, la subroutine salta indietro fino
all'istruzione GET di riga 811¢.

Si dovrebbe studiare attentamente il programma e comprendere i se-
guenti artifici che sono stati usati per il caricamento dei dati:

— L’inversione del campo sulla linea per indicare in modo chiaro che so-
no richiesti dei dati e quanti caratteri sono disponibili.

— Un operatore non ha bisogno di riempire tutti i caratteri di una linea.
Quando si preme il tasto RETURN, lo spazio rimanente viene riempito di
spazi vuoti.

— In ogni momento l'operatore pud ritornare indietro e correggere errori
su di una linea usando il tasto INST/DEL.

— Quando vengono poste delle domande il programma riconosce soltanto
risposte significative: Y o N per “si” e “no”, o un numero da 1 a 6 per
scegliere una linea. Per esempio, riconoscere Y come “'si” ma qualsiasi
altro carattere come ‘'no” sarebbe disastroso, dato che premendo per
sbaglio qualunque altro tasto si cancellerebbe il gruppo di dati visua-
lizzati in quel momento. Riconoscere N come “no” ma gli altri caratte-
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ri come ‘'si” porterebbe l'operatore a ricaricare di nuovo i dati nel
campo qualora fosse premuto un tasto sbagliato.

Qui sono riportate alcune precauzioni addizionali per la protezione di da-
ti da caricare:

— Controllare il codice postale CAP per evitare l'inclusione di caratteri
non numerici: tuttavia, codici postali al di fuori dell’Italia usano anche
caratteri alfanumerici.

— Molti programmatori ‘“‘cauti” fanno la domanda: SEI SICURO? quando
un operatore risponde con "no” alla domanda CAMBIAMENTI? Que-
sto da una seconda possibilita all’operatore che toccasse per sbaglio
un tasto.

— Si potrebbe aggiungere un comando per fare rifiutare il dato appena
caricato e ripristinare il valore precedente. Per esempio, se I'operatore
carica il numero sbagliato nello scegliere il campo che deve essere mo-
dificato, il programma impone all’operatore di ricaricare tutta la riga
anche se e corretta.

Provate a modificare il programma per includere anche le misure di sicu-
rezza aggiuntive descritte sopra.

4.3. L’orologio

Un'’altra caratteristica del C-64 ¢ I'orologio collegato al clock del sistema,
ovvero quel particolare circuito che scandisce il ritmo di esecuzione delle
istruzioni da parte del microprocessore. Questo orologio segna l'ora in
un ciclo di 24 ore, in ore, minuti e secondi. Le variabili a stringa riserva-
te TIME$ o TI$ tengono conto dell’ora.

REGOLAZIONE DELL’ORA

Per regolare l'orologio usate il seguente formato:

TIMES$ = "hhmmss"
dove:
hh & l'ora, fra 0 e 23
mm sono i minuti, fra 0 e 59
ss sono i secondi, fra 0 e 59

Per regolare TIMES$ all’ora giusta, predisponete con anticipo 1'assegnazio-
ne, poi appena l'ora esatta ¢ raggiunta, premete RETURN e l’orologio inizia
a contare.

TIME$="1201508"
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ACCESSO ALL'OROLOGIO

Per accedere all’ora, battete la seguente istruzione nel modo diretto:

?TIMES

Il computer presentera 'ora nella forma di hhmmss.

?TIME®
120208

L’orologio del C-64 funziona fino a che il computer stesso & acceso e deve
venir regolato nuovamente se il computer viene spento.

FUNZIONAMENTO DELL'OROLOGIO

Il C-64 conta il passare del tempo in “jiffy”; un jiffy & 1/60 di secondo. TI-
ME, o TI, ¢ una variabile numerica riservata che si incrementa automati-
camente ogni 1/60 di secondo; essa & fissata a zero all’inizio e a ogni
51.839.999 jiffy. TIMES$ & una variabile a stringa che viene generata da
TIME. Quando viene chiamata, il computer presenta l'ora in ore, minuti
e secondi (hhmmss), ovvero converte il numero dei jiffy in tempo reale.
Notate che TIMES$ e TI$ non sono le rappresentazioni in stringa di TIME
e TI; sono numeri che rappresentano il tempo reale, calcolato da quello
in jiffy (TIME, TI). La conversione avviene come segue: ogni secondo ¢ di-
viso in 60 jiffy. Un minuto & composto da 60 secondi e ogni ora da 60 mi-
nuti. Per cui un secondo & uguale a 60 jiffy, un minuto a 3600 jiffy e
un’ora a 216.000 jiffy, come illustrato.

Secondo = 60 Jiffy +— Secondo/60 = Jiffy

Minuto = 60 Secondi
= 60Xx(60 Jiffy) +— Minuto/60 = Secondo/60 = Jiffy
= 3600 Jiffy

Ora = 60 Minuti
= 60X (3600 Jiffy) [+—= Ora/60 = Minuto/60 = Secondo/60 = Jiffy
= 216.000 Jiffy
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Il seguente programma converte il tempo in jiffy (J) in tempo reale, raffi-
gurato come ore (H), minuti (M) e secondi (S).

16 J=T1 Calcola le ore. La funzione INTe-
20 H=INT(J/21€0808) ger preleva solo la parte intera del
numero.

30 IF HOP THEN J=J-H#21€000 Se ci sono delle ore, sottrae il nu-
mero di jiffy in un’ora moltiplicato

per H per ottenere i jiffy rimanenti.

49 M=INT(J/3606) Calcola i minuti. La funzione INT
preleva solo i minuti interi.

S8 IF MC>B® THEN J=J-M#%3600 Se vi sono dei minuti, sottrae il nu-
mero di jiffy contenuti in un minu-
to moltiplicato per M per restare
con i jiffy rimanenti.

€8 S=INTC¢J/68) Calcola i secondi. La funzione INT
preleva solo i secondi interi.

5 PRINT "TREAL TIME":PRINWT:PRINMT

18 J=TI

15 T$=TIME#

268 H=INT(J/216683;

20 IF H{>8 THEM J=J-H#216009

40 M=INT{J/3600)

56 IF M{>@ THEW J=J-M#3500

£8 S=INT(J/585

78 HE=RIGHT$(STR$(HI, 2>

860 ME=RIGHTH(STR$M>, 2>

90 SE=RIGHT$(5TR$(5).,2)

188 PRINT"H:M:5: "“;H&;":";M$;":";54," ",
185 PRINT"TIMES: ";T%;" "BINRERRRERRERI"
116 PRIMT "@aa"; :GoOTO 19

In questo programma le istruzioni da 70 a 99 convertono i risultati nume-
rici in una forma adatta ad una presentazione ordinata. L'istruzione nu-
mero 109 stampa sia il tempo reale calcolato dal programma sia TIMES,
il tempo reale calcolato automaticamente dal computer. Notate che il ri-
sultato ¢ identico in entrambi i casi. Per avere un’idea della velocita dei
jiffy e della conversione dall’orologio in jiffy a quello in ore normali, ca-
ricate il seguente programma che presenta il tempo di TIME$ e di TIME
(TI) in continuo.

5 REM ##0ROLOGIO#*#
16 PRINT"IMREAL TIME: ":PRINT:PRINT"JIFFY TIME:","&"
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15 T#=TIME®

20 FOR I=1 TO 2335933

38 PRINT"@";TAB(132, TIMES, "M"
48 FOR J=1 TO &8 STEP 2

58 PRIMT"@":TARBC12),TI; ")
6@ HEXT

65 PRINT"TY;

78 HEAT

Il loop FOR-NEXT per TIME a riga 40 incrementa di STEP 2 (ogni due
jiffy) per le seguenti ragioni:

— La presentazione di 60 jiffy al secondo & troppo veloce per poter esse-
re letta e inoltre impiega piu tempo che a fare l'incremento. Questo ri-
tarderebbe il loop, quindi la presentazione di TIME$ sarebbe piu lenta
di quanto e dovrebbe essere. Si pud memorizzare questo problema di
rallentamento incrementando e stampando ogni due jiffy. Fate esegui-
re questo programma e vedrete che i jiffy incrementano fino a 60 ogni
secondo. Eseguite questo programma senza STEP 2 a riga 40 ed osser-
vate il ritardo nella stampa di TIMES.

Calcolare il tempo in jiffy & utile per conoscere il tempo d’esecuzione dei
programmi, e controllarne l'efficienza. Considerate il seguente breve pro-
gramma:

10 PRINT" ##FRO'VA TASTIERA##" :FRINT
20 FOR I=32 TO 127

30 PRINT CHR$CI);

40 HEAT 1

59 FOR J=161 TO 255

60 PRINT CHR$CJ:

70 HEXT J

88 PRINT:PRIMT:PRINT"##FIHE PROVA*#"

Si puo calcolare il tempo d’esecuzione come segue:

1. TI (o TIME) viene assegnato ad una variabile all’inizio del ciclo da con-
trollare.

2. TI (o TIME) viene controllato alla fine del periodo controllato. Sot-
traendo il primo valore di TI dall’'ultimo, la differenza sara il tempo
necessario, in jiffy, per eseguire il programma in questione.
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Il seguente listato aggiunge questi ultimi passi:

18 PRINT"##PROVA TRASTIERA##" :FRIMT
15 RA=TI

28 FOR I=32 TO 127

30 PRINT CHR#(I);

48 HEAT

Se FOR J=161 TO 233

68 PRINT CHR$(J>;

v8 MEXT

86 PRINT:PRINT:FRINT"##FINE PROYA%#"
182 PRINT:PRINT"TI = ";TI-A

Mentre il programma procede, TI incrementa 60 volte ogni secondo. La
riga 109 sottrae il primo valore di TI (A) dall’'ultimo valore.

C’¢ voluto un tempo di 41 jiffy per far apparire i caratteri della tastiera.
Dividete il tempo in jiffy per 60 (il numero di jiffy in un secondo):

41/60 = 0,6833

per cui ci sono voluti 0,6833 secondi per I'’esecuzione di questo program-
ma.

4.4. Numeri casuali

I numeri casuali possono essere utilizzati nei programmi di giochi sul
C-64; essi hanno usi pratici anche in statistica e in altre aree. Il C-64 ge-
nera numeri casuali utilizzando la funzione RND (random): essa fornisce
un numero reale da 0 a 1. Questo numero ¢ di fatto pseudo casuale, cioe
non & generato strettamente a caso, ma questo € un argomento d’interes-
se solo per i matematici.

Il numero prodotto € una buona approssimazione di un numero casuale.
Per determinare il grado di “casualita” che avra la funzione RND, si for-
nisce un numero iniziale o “'seme”. Usando 0 come seme, ovvero RND(0),
i valori generati si basano su tre clock interni separati: le probabilita che
tutti e tre i clock segnino la stessa ora due volte di seguito sono molto
basse, quindi qualsiasi numero generato si puo considerare casuale.

La sequenza della maggior parte dei numeri generati sara sempre la stes-
sa; le uniche eccezioni sono RND(0) e RND(TI). Si possono ottenere nume-
ri quasi completamente a caso usando un seme uguale a 0. Una sequenza
di numeri prevedibili invece puo essere ottenuta usando un seme negati-
vo. Puo sembrare poco utile avere un numero casuale con un’estensione
di valori cosi limitata. Per ottenere numeri piu grandi basta moltiplicare
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il numero per il valore massimo desiderato. Per esempio, per ottenere un
numero casuale tra 0 e 100, moltiplicate il numero ottenuto per 100.
Caricate il seguente programma:

1 REM FEAHDOM

5 =100 .

18 Ri=RMD(E::REM ACRUISISCE UM HUMERO CRSUALE
2B R2=r%R1

58 PRIMT" BRZE #" iR

55 PRIMT"RICHIESTO #"iR2

Battete RUN e RETURN. Il computer scegliera un numero casuale e lo mol-
tiplichera per 100, per poi visualizzarlo.

EASE # 24683610
RICHIEZTO # 24,e@3¢

Date ad X un valore positivo inferiore a 100, poi fate girare il program-
ma per vedere un numero con limiti diversi. Provate a dare ad X un valo-
re negativo intero e fate eseguire di nuovo il programma: questo vi dara
un numero casuale negativo con un limite massimo di 0. Avendo bisogno
di avere il risultato arrotondato al numero intero o decimale piu vicino,
aggiungete al programma le seguenti righe:

2 Y¥=3:REM NUMERI CASUALI CON DECIMALI

30 R3=INT(X#R1+,.5):REM ARROTOMDA ALL‘INTERO
31 REM PIU/ YICINO

47 R4=INT(X#R1¥101Y)>/161Y:REM ARROTONDA Al
41 REM DECIMALI RICHIESTI

S@ PRINT" BASE #";R1

S5 PRINT"RICHIESTO #";R2

€9 PRINT"ARROTOMDATO “,R3

65 PRINT"ARROTONDATO COM 3 DECIMALIY;R4

La variabile Y controlla il numero di cifre decimali presenti nel numero
arrotondato. I risultati saranno simili ai seguenti:

BASE # .2
RICHIESTO # z4.
ARFEOTOMDATO 24
ARFEOTONDATO COM 3 DECIMALI 24.618
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GENERAZIONE DI UN LANCIO CASUALE DI DADI

I numeri casuali vengono generati fra 0 e il limite tendente a 1. Si dovra
poi convertire il numero generato entro i limiti da 1 a 6 (come per il tiro
di un dado) moltiplicando il numero casuale per 6.

6 * RND(1)

Cio riporta un numero reale entro un limite appena superiore a 0 ma in-
feriore a 6. Aggiungete 1 per ottenere un numero tra 1 e 6.

6 * RND(1)+1

Convertite poi il numero in un intero, scartando la parte decimale del nu-
mero, e ottenendo cosi il numero tra 1 e 6 ma in forma di intero.

INT(6 * RND(0) + 1)
o:
A% = 6 * RND(0) + 1

Sono evidenziati di seguito i casi generali per convertire la frazione RND
in un numero intero con diversi limiti.

INT (RND(0) * N) Limite da 0 a N-1
INT (RND@O)* N+ 1) Limite da 1 a N
INT (RND (0) * N+ M) Limite daMa N+ M-1

Ora sperimentate limiti di generazione differenti, modificando le istruzio-
ni sopra illustrate. Il programma che segue mostra 'uso di —TI per otte-
nere un seme casuale. Questo programma calcola numeri entro i limiti di
M e N. I valori di M e N, che possono essere negativi, sono fissati alla ri-
ga 10 per ogni esecuzione del programma. Nel seguente esempio il video
presenta una sequenza infinita di numeri a caso tra —50 e +50. (Premete
il tasto STOP per arrestare il programma). Verra stampata una sequenza
diversa ogni volta che il programma viene eseguito, dato che —TI forni-
sce un seme a caso. Notate che ¢ il valore di X calcolato da RND(—TI)
che & stampato sul video invece del valore di TI.

M=~58: H=58
W=RHDC-TI 0 PRINT ¥
FOR I=1 TO 2

1S S

L [
T
1%

D
Do)
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RUM
8.27633035E~-06
-14
29
7
35
-32
-12
43
-13

Per illustrare i diversi limiti dei numeri, cambiate i valori di M e N alla
riga 10 del precedente programma. Per esempio, fissate M=1 e N=6; cio
generera una sequenza infinita di numeri a caso tra 1 e 6.

SELEZIONE CASUALE DI CARTE DA GIOCO

Un rapido sguardo alla videata precedente rivela che alcuni numeri si ri-
petono tra i primi 100 generati. Quindi 101 numeri non includeranno
ogni numero tra i limiti —50 e +50 senza alcuna duplicazione. Questo va
benissimo in un gioco con i dadi ad esempio, ma per altre applicazioni si
potrebbe avere bisogno di produrre numeri a caso entro certi limiti, sen-
za ripetizioni. Una smazzata di carte € una di queste applicazioni: una
volta che una carta & stata scelta non puo piu esserlo nella stessa mano.
Il programma che segue mostra una maniera di mischiare un mazzo di
carte sul C-64. Questo programma riempie una tabella a 52 elementi D%
con i numeri da 1 a 52 in un ordine a caso ('elemento D%(0) non &
usato). Le carte possono essere accoppiate ai numeri casuali in qualun-
que modo, come

A=1,2=2,3=3.,Q=12,K=13
Picche = 0; Cuori = 13; Quadri = 26; Fiori = 39

Con questo schema 1'Asso di Picche ¢ uguale a 140 = 1, la Donna di Pic-
che & uguale a 1240 = 12, il Tre di Cuori a 3+13 = 16 e cosi via.

Nel programma di mescolamento, una tabella-flag FL a 52 elementi tiene
conto di quando una carta & stata scelta. Le istruzioni PRINT sono inseri-
te per stampare i valori del seme della funzione, seguito dai numeri, in
un formato di stampa su righe. Notate che sono stampati esattamente 52
numeri e che nessuno di essi & ripetuto. Ogni nuova esecuzione del pro-
gramma produrra una sequenza diversa, sempre a caso.
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16 DIM ALS3D

28 E=52

3B FOR R=6 TO S1
48 R{R»=R

58 NEXT R

60 B=INT(RND{B)#E>
78 PRINT AC(BY,

80 FOR R=B TO E
90 ALRI=ACR+1)

108 NEXT R

116 E=E-1

120 IF E>@ THEN 60

8 43 23 34
%) 22 41 9
31 2 18 13
38 a5 24 33
4 11 44 20
14 6 28 S8
12 10 21 36
17 47 45 39
42 335 37 1
1S S 27 43
3 30 31 32
29 49 46 4
40 26 16 19

Nei prossimi programmi si scopriranno diversi usi per i numeri casuali,
specialmente nei programmi di giochi. Nei prossimi due capitoli si vedra
come utilizzare appieno le capacita del C-64 come macchina da gioco.






Capitolo

Dispositivi di comando
per giochi

Nei programmi esaminati sino ad ora & stato usato un tono colloquiale
con l'operatore; i programmi infatti si fermavano e rimanevano in attesa
di risposta o immissione dalla tastiera per poi agire in base ad essa. Cio
funziona benissimo finché si tratta di far quadrare i conti in banca o
scrivere delle lettere, ma molte applicazioni del C-64 richiedono un altro
stile di comunicazione. Un programma che simula il pilotaggio di un ae-
roplano non ¢ verosimile se l'aereo si ferma in aria mentre il “pilota’” in-
serisce le istruzioni dalla tastiera!

Per rendere piu realistico questo tipo di programma (e meno noioso da
usare), il C-64 puo ricevere gli ordini da un’altra fonte: il C-64 ¢ in grado
di usare dei “controllori”, come il joystick o il paddle simili a quelli usati
nei giochi elettronici dei bar.

In questo capitolo si vedra come realizzare programmi che utilizzano
questi dispositivi e si descrivera anche come usare la tastiera "“in corsa”’,
eliminando i passaggi d’'arresto e attesa. Se non si possiede un joystick
I'esempio con la tastiera spiega come simularne uno.

5.1. Il joystick

Il comando joystick, come la cloche dei vecchi aeroplani, controlla per
mezzo di quattro interruttori (su, giu, sinistra e destra), il movimento in
quattro direzioni degli elementi sul video. All'interno del joystick ci sono
dei contatti che azionano questi interruttori quando esso viene mosso.
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Se il comando & mosso in su, in gid, o da un lato, viene azionato un solo
interruttore.

T
Y

o) O 0 o 1
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Se il comando & mosso diagonalmente, vengono interessati due inter-
ruttori.
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C’¢ anche un pulsante di “fuoco”, fornito di un suo interruttore.
Usando il metodo descritto nelle sezioni seguenti, il vostro programma
pud capire se questi interruttori sono aperti o chiusi e determinare la po-
sizione del joystick.

LA SCHEDA CIA

Il joystick & collegato al C-64 tramite circuiti integrati chiamati Complex
Interface Adapters (CIA). Alcuni pin della scheda CIA sono collegati al
“mondo esterno”’; essi ricevono i segnali loro inviati (input) o mandano
segnali ad un altro dispositivo (output). I circuiti nella scheda CIA per-
mettono al C-64 di assegnare o esaminare i segnali su questi pin utiliz-
zando locazioni di memoria centrale. I segnali possono essere letti e con-
trollati dalle istruzioni BASIC, PEEK e POKE.

PROVA DEGLI INTERRUTTORI DEL JOYSTICK

I pin input/output della CIA sono divisi in due gruppi di otto. Ciascun
gruppo puo essere assegnato o verificato tramite una singola locazione di
memoria, con un bit corrispondente a ogni pin. Gli interruttori per la
porta di controllo 1 sono collegati ad un gruppo di pin e quelli per la
porta di controllo 2 sono collegati all’altro gruppo.

) Porta 1
Locazione )
di memoria Bit

se20 | | | [we]s]af2]1]}
L

Sotto
Sinistra
Destra
Fuoco

. Porta 2
Locazione

di memoria

Bit
se2t | [ | [we]s[a]2]1]
1 1

Sopra
Sotto
Sinistra
Destra
Fuoco
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Figura 5.1. Il jovstick Commodore.

Figura 5.2. Collegamento del joystick al C-64.
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Siccome i quattro interruttori direzionali e il pulsante di fuoco sono nel-
la stessa cella di memoria, viene utilizzato I'operatore AND per isolare il
bit di un particolare interruttore dagli altri bit richiamati dalla stessa lo-
cazione tramite 'istruzione PEEK. Questo uso di AND é stato esaminato
nella sezione “Operatori Booleani” del capitolo 3. Come risultato
dell’operazione AND verranno azzerrati tutti i bit eccetto quello che si
vuole esaminare. (Questa operazione si chiama mascheramento. Proprio
come si usa il nastro adesivo per coprire i serramenti in legno mentre si
imbiancano le pareti, i programmi usano delle maschere per coprire i bit
che non devono essere controllati.) Per esempio, la seguente istruzione
determina se & premuto il pulsante di fuoco della porta di controllo 1:

16 FB = (PEEK(56320> AND 16) = @

AND 16 elimina i valori degli altri interruttori mascherando tutti i bit ec-
cetto il 5°. Il programma poi paragona il risultato a 0. Gli interruttori del
joystick forniscono un segnale 0 ai loro pin CIA quando l'interruttore &
chiuso e 1 quando & aperto; quando l'interruttore & chiuso significa che il
pulsante & premuto. Studiate 'operazione AND in binario.

0oeBo1 16
P0019084

HORBA0OH

1l risultato di AND & 0, dato che 1 AND 0 & sempre 0. L'interruttore ¢
chiuso, il segnale ¢ 0 e il pulsante & premuto. Provate a caricare ed ese-
guire il seguente programma per vedere come il movimento del joystick
influisce sulla cella di memoria 56320:

18 PRINT FEEKSE3260
”U FOR I=1 TO 258 @ MEXT I

; REM ATTEMDE MEZZ0 SECOMDO
171 GOTO 18

(X P~

Il programma controlla e fa apparire il valore della cella di memoria
56320 ogni mezzo secondo. Come muovete il joystick, osservate i cambia-
menti nel valore sul video. Quando viene chiuso uno degli interruttori, il
suo valore di mascheramento (16, 8, 4, 2 o 1) & sottratto dal numero che
appare sul video. Per osservare l'altro joystick, sostituite 56320 sulla riga
19 con 56321.
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UN CONTROLLORE COMPLETO DI JOYSTICK

Ora verra esaminata la programmazione necessaria a convertire i bit di
memoria in movimenti fisici. Per utilizzare i joystick in giochi diversi sa-
ra comoda una subroutine che possa essere inserita in qualsiasi pro-
gramma. Questa subroutine fissa tre variabili per il programma principa-
le:

XI ¢ 'incremento X; controlla il movimento a destra e a sini-
stra.

YI ¢ I'incremento Y; controlla il movimento in su o in giu.

FB segnala quando & premuto il pulsante di fuoco.

XI ¢ fissato a —1 per la sinistra, +1 per la destra e a 0 per nessun movi-
mento laterale. YI & fissato a —1 per il basso, +1 per I'alto e 0 per nes-
sun movimento verticale. Se il pulsante di fuoco & premuto, FB sara 1; al-
trimenti sara 0.

H
FE=1-SGHCATHAMDLE S
RETLUEH

Ty Oy T

Questo programma usa alcuni trucchi per farlo eseguire piu velocemen-
te. Si esamini il suo funzionamento riga per riga.

63000 Controlla il joystick inserito nella porta e disattiva la ta-
stiera.

63020 Queste due righe determinano gli incrementi X e Y dai

63030 valori degli interruttori. Per ridurre il tempo necessario a

calcolarli, viene usata la funzione SGN. Quest’ultima ripor-
ta un valore di 1 se l'interruttore ¢ spento e di 0 se & acce-
so, cosa piut veloce che non paragonare il risultato di AND
ao.

63040 Preleva il valore del pulsante di fuoco.
63050 Ritorna (RETURN) al programma principale.

Uso del controllore di joystick

Il seguente semplice programma illustra le capacita del controllore di
joystick, muovendo un oggetto sullo schermo:
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180 PRINT "I#",

206 GOSUB 63000

300 IF xI1=0 AND YI=8 THEN z0©

400 PRINT CHR$¢(20., : REM CANCELLA CRARATTERE
5608 IF XI=-1 THEN PRIMT "NB",

€08 IF XI= 1 THEMN PRIMT "BBE";

7688 IF YI=-1 THEN PRINT "“Xk";

800 IF YI= 1 THEN PRIMNT "TW";

966 GOTO 269

5.2. I paddle

I paddle (o “racchette”) derivano il loro nome dall’'uso nei video giochi
del tipo ping-pong. Ogni comando consiste in una resistenza variabile
chiamata potenziometro, comandata da una manopola e da un pulsante
come il joystick. Come quello del joystick, l'interfaccia del paddle & com-
patibile con tutti i paddle disponibili sul mercato.

Il valore del potenziometro viene letto dal SID del C-64 e convertito in un
numero tra 0 e 255. Gli interruttori sono letti dalla scheda CIA utilizzan-
do due dei pin del joystick. (La tabella 5.1 elenca 'ubicazione e il conte-
nuto della memoria di controllo del paddle.)

Tabella 5.1. Locazioni di memoria del controllore del paddle

Locazione Contenuto
54297 movimento a sinistra
54298 movimento a destra
56320 pulsanti dei paddle A e B
56321 pulsanti dei paddle C e D

Prima di poter leggere i valori dei quattro potenziometri, si deve disatti-
vare il controllore della tastiera, usando una semplice routine di due by-
te in linguaggio macchina. Poi, quando si devono leggere i paddle, basta
fare un SYS alla vostra routine. NOTA: si deve fare il SYS e leggere il
paddle sulla stessa riga altrimenti il controllore della tastiera verra riat-
tivato. La seguente routine legge i quattro valori dei paddle e li assegna
alle variabili A, B, C e D:

18 PRINT "'

268 FPOKE B6oa, 120 @ POKE 28041, 396
3@ SYs 3e@es : POKE 55320, 64
R=PEEK (542975 @ E=FEEK(54298)

44 Y5 savd : POKE S63246, 128
C=PEEK(34297) : D=PEEK(354298)
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Il pulsante di fuoco puo essere letto dalle posizioni di memoria 56320 e
56321. Aggiungendo la seguente routine, le variabili FA, FB, FC e FD indi-
cheranno se i pulsanti di fuoco sono premuti. Uno 0 indica che il pulsan-
te &€ premuto.

78 FA = SGHIFEEK(S&Z28) AMD 42
80 FE = SGMCPEEK(563261» AHD 3)
296 FC = SGHMIFEEK(SE3212 AMD 40

148 FD = SGHCPEEK{S6321) AND 51

5.3. Input da tastiera con GET

Nel capitolo 3 si sono gia introdotte le istruzioni GET e INPUT. Molti de-
gli esempi esposti sino ad ora hanno fatto uso di INPUT, ma erano tutti
programmi del tipo “stop-and-go”, che quando hanno bisogno di un’'im-
missione da tastiera si fermano ed aspettano il dato. Volendo scrivere
programmi d’azione che ricevano istruzioni da tastiera, si pud usare
GET.

Come INPUT anche GET legge le informazioni, ma la somiglianza finisce
qui. Ecco le principali differenze:

1. INPUT legge uno o pitt numeri completi o stringhe, mentre GET legge
soltanto un singolo tasto.

2. Usando INPUT il programma attende che venga premuto RETURN. Se
non viene immesso nulla il programma attende indefinitamente. GET
invece non aspetta mai; il programma indica se non viene premuto
nulla, ma continua ad eseguire.

3. Quando si inserisce qualcosa come risposta ad un INPUT, il “?” stimo-
la la risposta che viene poi presentata sul video. GET non da nessun
segnale e non fa apparire la risposta sul video.

In altre parole con un’istruzione GET un programma ¢ in grado di deter-
minare se un tasto & stato premuto, ma non attende in caso contrario.
Il computer puo capire se la persona che sta usando il programma non fa
nulla ed agire di conseguenza.

SINTASSI DELL’'ISTRUZIONE GET

La sintassi dell’istruzione GET & semplice:

GET nome di variabile
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Non esistono altre opzioni: deve esserci solamente una variabile. Al con-

trario di INPUT non & permessa alcuna stringa di suggerimento. Si puo,

tuttavia, presentare facilmente un suggerimento con un’istruzione PRINT
W,

che termini con un *;” in modo da impedire al C-64 di eseguire un ritor-
no a capo.

18 PRINT "QUESTO E“ N SUGGERIMEMTO:";
28 GET A%

La variabile usata con GET pué essere di qualsiasi tipo (intera, a virgola
mobile o a stringa), ma quelle a stringa funzionano meglio, per due ragio-
ni:

1. Se viene usata una variabile numerica, il BASIC cerca di interpretare
ogni tasto premuto come un numero. Caricando qualsiasi cosa che non
sia un numero, si provoca un errore di sintassi e il programma si
arresta.

2. Se non viene premuto alcun tasto, alla variabile numerica viene asse-
gnato un valore 0; il programma non ha modo di distinguere se non ¢
stato premuto nulla o se & stato caricato apposta uno 0.

Con una variabile a stringa si puo caricare con GET quasi qualunque ta-
sto, inclusi quelli di comando del cursore e RETURN. (I tasti STOP € RESTORE
non possono essere letti e i vari sHIFT e cTRL funzionano normalmente).
Se non viene premuto nessun tasto, GET assegna una stringa vuota alla
variabile ed il programma puo riconoscerlo. Volendo aspettare fino a che
non viene caricato qualcosa, usate una riga del tipo:

19 GET A% : IF A% = "" THEHN 1@

Si noti che non vi & alcuno spazio tra le virgolette, il che significa una
stringa vuota. Se la variabile che & stata caricata da GET ¢& uguale a que-
sta stringa vuota, vuol dire che non & stato premuto alcun tasto.

VISUALIZZAZIONE DI TASTI PREMUTI

Come gia detto, i caratteri caricati da GET non compaiono sullo scher-
mo. A volte, pero, & necessario vedere cosa si & caricato: e cio & possibile
aggiungendo un’istruzione PRINT al programma.

16 GET A% : IF A% = "" THEN 1@
28 PRINT A$,
38 GOTO 1@
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Il semplice programma riportato qui sopra fara apparire sullo schermo
esattamente quello che ¢ stato caricato dalla tastiera. Per interromperlo
premete STOP.

LA TASTIERA COME JOYSTICK

Questa sezione viene presentata come un esempio; verranno mostrati per
prima cosa alcuni dei passaggi adottati nel progettare il programma, poi
verranno spiegati sia il listato che il procedimento del programma stesso.
Il finto joystick si comportera esattamente come quelli veri e gli verran-
no indicate le varie direzioni (sinistra, destra, su, giu, e in diagonale) pre-
mendo tasti diversi. Ci sara inoltre un pulsante di fuoco, anche se non
potra essere premuto contemporaneamente a un altro tasto.

Scelta dei tasti

Per prima cosa si devono scegliere i nove tasti necessari a simulare un
joystick, otto per le direzioni di movimento e uno per il pulsante di fuo-
co, che devono essere sistemati in modo da essere comodi da usare. La fi-
gura sottostante mostra una scelta di tasti facilmente controllabili dalla
mano destra mentre si usa la tastiera.

Progetto dell'interfaccia con il programma principale

Studiamo ora la programmazione necessaria ad interpretare i tasti per
simulare il joystick. La subroutine dovrebbe essere compatibile con quel-
la scritta per il joystick vero, in modo che si possano scrivere programmi
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in grado di utilizzare sia I'una che l'altro. Questa subroutine deve agire
sulle stesse tre variabili del programma principale.

XI e l'incremento X; controlla il movimento a destra e a sini-
stra.

YI ¢ l'incremento Y; controlla il movimento in su e in giu.

FB segnala quando viene premuto il pulsante di fuoco.

XI ¢ fissato a —1 per la sinistra, a +1 per la destra, e a 0 per nessun mo-
vimento. YI & fissato a —1 per il basso, a +1 per l'alto e a 0 per nessun
movimento. Premendo il tasto k (fuoco) FB & uguale a 1, altrimenti resta 0.

Caricamento delle tabelle

Il programma interpreta i tasti di movimento cercandoli in una tabella e
ne usa delle altre per i valori di XI e YI; tutte sono memorizzate come ar-
ray. Il primo array (KT$) contiene i valori dei tasti che formano il joy-
stick, gli altri due i valori di XI e YI che corrispondono a quei tasti. Per
esempio, se KT$(5) contiene la lettera “U” che significa “in alto a sini-
stra”, allora XT$(5) conterra —1 e YT(5) conterra +1. Per risparmiare
tempo nell’esaminare la tastiera, queste tabelle vengono inizializzate in
una subroutine separata che viene eseguita una volta sola all’inizio del
programma.

2896 FEM TABELLA YALORI TRSTI
2188 DATA I.0.L." """ M. T
B2zd@ EEM YALORE DI ¥

cesmd DATA #.1.1.1.8,-1,-1.-1
c248@ REM WALORE DI Y

c2see DATA 1.1,8.-1.-1,-1.6,1

62E8G FOR 1= TO 7: READ KT$(1: HEXT
62708 FOR 1= TO 7: READ ATCI): MEXT
28 FOR 1= TO 7: READ ¥T{I3: HEAT
4 POKE 656,128

Il programma deve chiamare questa subroutine prima di usare il finto
joystick, per poter tradurre i tasti correttamente. Nell'uso di questa su-
broutine fate attenzione a dove mettere le istruzioni DATA. Ricordatevi
che l'istruzione READ inizia con il primo DATA del programma. Inseren-
do istruzioni DATA addizionali nel programma, potrebbe essere utile se-
parare quelle qui sopra dalla subroutine e raggrupparle insieme a quelle
del programma principale per mantenerle tutte nell’ordine giusto.
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Subroutine di interpretazione della tastiera

Alla subroutine-interprete attribuiamo dei numeri di riga elevati per assi-
curarci che venga posta alla fine del programma.

63000 XI=0: YI=0: FB=@:@ LI=@

63016 GET KE#

63020 IF KE$ = "" THEM RETURN

63030 IF KE$ = KT$(LI) THEN Y1 = YT{LI»:

Al = KTCLI»:RETURH

63048 LI = LI+1: IF LI < 8 THEN 63039
63858 IF KE$ = "K" THEN FB = 1
63860 RETURH

Questa subroutine ha qualche passaggio difficile e viene quindi spiegata
riga per riga.

63009

63020

63030
63040

63050
63060

XI, YI e FB sono azzerate. Siccome vi sono tre possibilita di RE-
TURN, ¢& necessario cancellare i valori preesistenti prima di co-
minciare.

Controlla che un tasto sia stato premuto; in caso contrario ese-
gue un RETURN, lasciando tutte le variabili uguali a 0.

Queste righe formano un loop per esaminare la tabella dei tasti
e riconoscere quale tasto ¢ stato premuto. Non viene utilizzato
un loop FOR-NEXT, dato che si vuole eseguire il RETURN non
appena é stato trovato un tasto. (Ricordatevi che si deve sempre
terminare un loop FOR con un NEXT e che noi invece vogliamo
fermare questo loop non appena possibile.)

Controlla l'uso del pulsante di fuoco.

RETURN al programma principale.

Uso del joystick in tastiera

Il vostro programma deve essere caricato a monte della riga 62009. Si
puo eseguire un SAVE per mantenere separatamente una copia di queste
routine e farne uso come base di partenza per costruire altri programmi.
Per rendervi conto di cosa si puo ottenere con queste routine di “joystick
in tastiera’”, provate ad usarle con il programma di dimostrazione che se-

gue.
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AEc@x=" LEFT": Afi1ir=" "ORECZa="RIGHT"
E$C@o="D0WN ": B$(1)=" “: BE2Zy="LF
A CECHx="FIRE": CE£{1:="@FIRER"

S8 POKE &56, 128

19@ PRIMT "11"

116 PRIMT "S";R$CAI+10, " A BECY I+ 0 0 5PCCS0 CECFED
128 GOEUE &3006

120 GOTO 1148

f2@@d REM TREELLA YALORI TASTI

DATH I.0.L, A (P

FEM YALORE DI =

DATA &@.1,1.1.8.~-1,-1.,~1

REM “ALORE DI %

DATA 1.1,8.-1,-1.-1.4,1

FOR I=@ TO 7: READ KT#{Ix: HEAT

FOR I=8 TO 7: READ XToIx: HEST

FOR I=G TO 7: READ YToIx: HEXT

“1=@: %I=8:@ FE=@: LI=06

GET KE#

IF KE¥ = "" THEHW RETLREHM

IF KE¥ = KT#(LI» THEM ¥I = ¥T(LI»: ®I = ETCLIX:RETURN
LI = LI+1: IF LI < & THEHM &3634

IF KE¥ = "E" THEM FE =1

Fa G PO
o S S0 S

| S R (N X
A O R

25
=

D)

-

s e 1S Py
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DA DA DA IR AU R Ut )

366 RETLRN



Capitolo

La grafica

In questo libro il termine “‘grafica” significa visualizzazione sullo scher-
mo di immagini, testo, dati o programmi. L'*'immagine’’ potrebbe essere
un viso, un disegno d’architettura, una sagoma geometrica o semplice-
mente un assieme di caratteri.

Il C-64 ha notevoli capacita grafiche: alcune di esse, come i caratteri gra-
fici standard e la possibilita di visualizzare a otto o sedici colori, sono
gia state menzionate nei capitoli precedenti. In questa parte si esamine-
rammo in maggior dettaglio queste caratteristiche e si descriveranno le
altre capacita grafiche del C-64, inclusa la possibilita di usare caratteri
disegnati dall’'utente. A mano a mano si spiegheranno le tecniche di pro-
grammazione per produrre videate colorate ed animate.

LA SCHEDA D’'INTERFACCIA VIDEO

La scheda d’interfaccia video 6566 (VIC-II) & un circuito integrato com-
plesso che invia al televisore I'immagine e i suoni prodotti dal C-64. (Si
chiama VIC-II perché & una versione migliorata della scheda VIC origina-
le usata dal Commodore VIC 20).

Essa funge da interfaccia con il video: traduce i segnali dal computer in
segnali che producono un’immagine sul televisore. I programmi comuni-
cano con la VIC-II per mezzo di istruzioni PEEK e POKE. L’abilita di pro-
durre immagini grafiche sul C-64 consiste proprio nel sapere cosa fare
col POKE e dove eseguire un PEEK.
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LO SCHERMO DEL C-64

Esaminate ancora una volta lo schermo, che ¢ la tela per I'esecuzione ar-
tistica dei disegni. Nella figura 6.1 & rappresentato uno schermo vuoto.
Notate che ¢ diviso in due aree, la cornice e lo sfondo. La cornice inqua-
dra lo sfondo, riempiendo lo spazio tra esso e il bordo dello schermo; lo
sfondo & I'area di lavoro, dove vengono presentati sia le immagini che il
testo creati dai vostri programmi. Esso consiste di 25 righe di 40 caratte-
ri ciascuna, come mostra la figura 6.2. Notate che le righe sono numerate
da 0 a 24, e le colonne da 0 a 39. Le formule per manipolare i dati sullo
schermo che verranno proposte in questo capitolo saranno molto piu
semplici da capire se si ha ben chiaro che il video inizia a riga 0 e colon-
na 0 invece che a riga 1 e colonna 1.

N .
Cornice

Sfondo

Figura 6.1. Lo schermo del C-64

COLORI DELLA CORNICE, DELLO SFONDO E DEI CARATTERI

I colori della cornice, dello sfondo e dei caratteri possono essere assegna-
ti singolarmente. Quando il C-64 & messo in funzione (o riattivato con i
tasti RUN/STOP e RESTORE), lo sfondo & blu scuro mentre la cornice e i ca-
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EJRVEE VI DV VR

Figura 6.2. Lo schermo diviso in righe e colonne

ratteri sono azzurri. Questi colori si possono cambiare in ogni momento.
I colori della cornice e dello sfondo sono memorizzati dalla scheda di in-
terfaccia e possono essere cambiati semplicemente da un’istruzione PO-
KE che carica un numero in una locazione di memoria: il colore della
cornice & controllato dalla cella 53280, mentre lo sfondo dalla 53281.
Nell’appendice E & fornita una tabella dei valori POKE per tutti i colori
possibili. Ogni carattere ha la propria locazione in un’area di memoria
chiamata memoria del colore. Pili avanti in questo capitolo verra spiegato
come accedere a questa memoria del colore direttamente, ma & possibile
far si che se ne occupi il C-64. Sulla parte anteriore dei tasti numerici
dall’'l all’8 sono riportati dei comandi per gli otto colori principali.

Tasto Abbreviazione Colore
1 BLK Nero/Black
2 WHT Bianco/White
3 RED Rosso/Red
4 CYN Cyan
5 PUR Viola/Purple
6 GRN Verde/Green
7 BLU Blu/Blue
8 YEL Giallo/Yellow
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Per cambiare il colore dei caratteri, premete e mantenete premuto il ta-
sto CTRL, poi il tasto del colore desiderato: tutti i caratteri generati dalla
tastiera appariranno in quel colore. Saranno modificati solo quelli stam-
pati dopo che & stato selezionato un nuovo colore, non quelli gia sul vi-
deo. Ci sono altri otto colori tra cui scegliere, non marcati sulla tastiera,
selezionabili usando il tasto Commodore.

Tasto Colore

Arancio/Orange
Marrone/Brown

Rosso chiaro/Light Red
Grigio scuro/Dark Gray
Grigio medio/Medium Gray
Verde chiaro/Light Green
Blu chiaro/Light Blue
Grigio chiaro/Light Gray

ONOUN D WN —

Per passare ad uno di questi colori, mantenete premuto il tasto Commo-
dore, poi premete il tasto del colore desiderato. Esattamente come per i
colori principali, saranno del nuovo colore solo i caratteri che appaiono
dopo il cambiamento.

GIOCATORI E CAMPI-GIOCO

Molti programmi grafici, specialmente i giochi e le simulazioni, muovono
uno o piu oggetti su di uno sfondo immobile. Per evitare confusione con
altri termini ci si riferira agli oggetti come ai giocatori e allo sfondo co-
me al campo-gioco. 11 C-64 offre una varieta di modi per costruire gioca-
tori e campi-gioco.

Non tutti i giocatori devono muoversi, e i campi possono cambiare; di
fatto, in alcune applicazioni, i giocatori rimangono nello stesso posto e
sono i campi a muoversi, proprio come nei vecchi film dove la diligenza
rimaneva ferma e la scenografia dipinta veniva spostata dietro ad essa.

6.1. Grafica con i caratteri standard

Si possono creare giocatori semplici usando i caratteri grafici del C-64
stesso, ovvero i simboli e le sagome stampate sulla parte anteriore dei ta-
sti. Per esempio, il seguente piccolo programma presenta sullo schermo
il disegno di un’automobile:
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100 PRINT "'
200 PRINT " /o "
308 PRINT "/ ~ "

400 PRINT '

| l|l

Se@ PRINT " 0O 0O "

Uno dei vantaggi delle presentazioni con istruzioni PRINT ¢ che si posso-
no fare delle prove sullo schermo in modo diretto fino a che si & soddi-
sfatti del risultato, per poi costruirvi attorno il programma. Questo ¢ il
modo in cui si costruisce I’auto nel programma sopra descritto.
Studiate ora riga per riga la procedura di un semplice programma che
traccia il disegno di un rombo:

Fase 1:

Fase 2:

Fase 3:

Fase 4:

Fase 5’:

Fase 6:

Fase 7:

Cancellate lo schermo usando i tasti sHIFT e crL/HOME (Figura
6.3a).

Disegnate la parte superiore del rombo: battete N con SHIFT, poi
M con sHiFT (Figura 6.3b). Non premete RETURN altrimenti il C-64
cerchera di eseguire cio che & appena stato caricato e stampera
un messaggio READY (se si batte qualunque carattere non grafi-
co, si potrebbe anche ottenere un messaggio ?SYNTAX
ERROR). Per evitare ci0, battete RETURN con sHIFT. Il cursore si
spostera all’inizio della riga successiva, e il C-64 non cerchera di
eseguire la figura.

Disegnate la parte inferiore del rombo. Usate RETURN con SHIFT
per arrivare alla riga successiva. Battete M con SHIFT € N con
SHIFT per completare il rombo (Figura 6.3c).

Mandate il cursore a home: premete il tasto CLR/HOME senza
sHIFT (Figura 6.3d).

A questo punto siete soddisfatti del disegno e volete creargli at-
torno !'istruzione PRINT.

Caricate quattro spazi con il tasto INsT/DEL. Questo lascia posto
per il numero di riga, per “?” al posto di prINT € le virgolette ()
per iniziare una stringa (Figura 6.3e).

Caricate l'istruzione PRINT: il numero di riga (1¢), un punto in-
terrogativo e le virgolette (Figura 6.3f).

Premete RETURN, senza sHIFT. Il BASIC memorizza la prima riga
del rombo come riga di programma. Ripetete le fasi da 5 a 7 per
la seconda riga del disegno, questa volta usando il numero di ri-
ga 20.

Si pud usare questo metodo per riprodurre praticamente qualsiasi cosa
si possa abbozzare sullo schermo, da un semplice quadrato ad un disegno
complesso. L'unica restrizione & che non & possibile riempire completa-
mente lo schermo per lasciare lo spazio necessario alle istruzioni PRINT.
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Figura 6.3. Tracciare un rombo
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Ora sperimentate qualche disegno di vostra scelta. Per il momento, evita-
te i caratteri inversi, che richiedono alcune precauzioni speciali che ver-
ranno trattate nella prossima sezione.

USO DI CARATTERI INVERSI

Si sara gia notato che i caratteri inversi hanno un uso speciale nelle
istruzioni PRINT: essi rappresentano i tasti, come HOME, i comandi del
cursore e i tasti del colore che non generano caratteri “normali”. Cari-
cando un carattere inverso direttamente in un’istruzione PRINT, si verifi-
chera una delle seguenti alternative:

1. 1l carattere verra interpretato come un tasto speciale per muovere il
cursore, cambiare il colore e cosi via.

2. 1l carattere non si accoppiera con nessuno dei tasti speciali; sara me-
morizzato come un carattere non inverso quando si preme RETURN.
Cio si verifichera anche se il carattere appare nel programma tra
virgolette.

Per stampare un singolo carattere inverso all’interno di una stringa, cari-
cate un Rvs oN (CTRL-9) prima del carattere inverso. Il carattere stesso de-
ve comparire nell'istruzione PRINT come carattere ‘“‘normale” (non inver-
so). Si puo inserire il Rvs oN usando il tasto INST se si costruiscono istru-
zioni PRINT da un abbozzo sullo schermo. Ricordatevi che premendo il
tasto INST ci si immette nel modo tra virgolette per un carattere solamen-
te, per cui il Rvs ON verra memorizzato come parte dell’istruzione PRINT
invece di essere eseguito. Il rvs oN & annullato automaticamente alla fine
della riga PRINT. Ricordatevi inoltre che un’istruzione PRINT pud occu-
pare piu di una riga sul video: il RETURN ne indica la fine.

Se un’istruzione PRINT termina con un *;”, il BASIC non aggiunge un ri-
torno a capo e i caratteri continueranno ad essere stampati in “inverso”.
Se i caratteri normali seguono quelli inversi sulla riga PRINT, inserite un
Rvs OFF (CTRL-0) davanti al primo carattere non inverso. Per illustrare il
problema e la sua soluzione, modifichiamo il programma del rombo per
produrre una figura piena invece di un contorno. Seguite le fasi rappre-
sentate nella figura 6.3, ma usate caratteri diversi per costruire il gioca-
tore.

— Nella fase 2, dopo aver pulito il video, battete rvs oN (CTRL-9), £ con
SHIFT € * con(z.
— Nella fase 3, battete * con Cz e £ con SHIFT.

Quando si lista il programma, si notera che il primo £ con sHIFT & tornato
normale, mentre * con Czno.
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10 PRINT "PW"
20 PRINT "W

Ora fate eseguire il programma ed osservate l'effetto di * con Cz . La se-
conda riga & diventata azzurra (cyan).

Per modificare il programma in modo da far apparire il progetto origina-
rio, seguite le seguenti fasi: listate il programma sul video; posizionate il
cursore sopra a £ con SHIFT a riga 10 e premete INST con sHIFT. Questo in-
serisce uno spazio e mette il C-64 temporaneamente in modo tra virgolet-
te. Battete ora cTRL-9 (Rvs ON). Dato che € nel modo tra virgolette, il C-64
inserira il rvs oN nell’istruzione PRINT (presentato come una “R” inver-
sa), invece di passare ai caratteri inversi. Quando l'istruzione PRINT vie-
ne eseguita, la “R” inversa verra riconosciuta e il C-64 comincera a far
apparire i caratteri inversi.

Cambiate *con (= inverso in uno normale, in modo che non fara diven-
tare lo schermo di nuovo azzurro. Muovete il cursore e battete un * con
(= sopra a quello preesistente. Ora il programma dovrebbe essere come
segue:

10 PRINT "W
20 PRINT "W

Eseguite di nuovo il programma, e vedrete che il rombo ¢ ora presentato
correttamente.

AGGIUNGERE IL COLORE

Come i caratteri inversi, le presentazioni colorate necessitano di partico-
lare attenzione. Il problema ora ¢ differente: il C-64 dimentica il colore di
un carattere ogni volta che non & piu sullo schermo, perché il colore non
fa parte del carattere. Abbiamo detto che vi &€ un’area appositamente ri-
servata per memorizzare i colori dei caratteri sullo schermo: quando si
lista il programma, il C-64 fissa il colore di ogni carattere in base a quel-
lo attivo al momento; quando viene acceso usa il blu. Abbiamo spiegato
come cambiare il colore dalla tastiera usando il tasto cTrL. Come si vedra
ora, anche un programma ¢ in grado di cambiarlo. Una volta che un ca-
rattere non & piu sullo schermo, la memoria del colore & riutilizzata per
segnalare il colore del carattere che lo sostituisce: solo il carattere stesso
€ memorizzato come parte integrante del programma. Come per i caratte-
ri inversi, questo problema ¢ risolto caricando nel programma dei carat-
teri di comando per attribuire i colori.

Per esempio, per far diventare il rombo rosso invece di blu, battete un
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cTrL-3 nella riga 19 dopo il rvs on (R inversa) in modo che la riga diventi
cosi:

19 PRINT "Z&¥Y"
28 PRINT "wr"

Ora fate eseguire il programma. Notate che l'intero rombo & rosso, non
solamente la prima riga. I comandi dei colori, al contrario del comando
inverso, non sono riassegnati quando si inizia una nuova riga; essi riman-
gono attivi fino a che non viene assegnato un nuovo colore, o fino a che
si reinizializza il C-64 con i tasti RUN/STOP € RESTORE.

6.2. Creare immagini con POKE

A volte non & pratico usare PRINT per costruire un’immagine grafica sul
video. Per esempio, se diversi giocatori si muovono sullo schermo, puo
essere necessario determinare quando entrano in collisione tra di loro o
con un oggetto sul campo-gioco. Oppure potrebbe essere necessario avere
sullo schermo il cursore quando si caricano dei caratteri con GET. Per
applicazioni come queste si dovra accedere al video direttamente. I C-64
permette quest’operazione tramite PEEK e POKE.

LA MEMORIA DEL VIDEO

I caratteri presentati sullo schermo sono memorizzati nella memoria del
C-64. La scheda VIC-II legge 'immagine di un carattere dalla memoria
cosi come viene visualizzato. I caratteri sono memorizzati in un’area
chiamata “‘memoria del video”, e i colori dei caratteri sono memorizzati
nella “memoria del colore”. Si pud accedere a queste aree usando PEEK
e POKE per esaminare e cambiare la videata.

Ubicazione della memoria del video

Nella maggior parte dei computer la locazione della memoria del video ¢
parte dell’hardware e non puo essere cambiata. Nel C-64, benché il nume-
ro di righe e colonne sia fisso, non lo ¢ il punto di partenza. La scheda
VIC-II usa uno dei suoi registri interni per memorizzare I'inizio della me-
moria del video e questo puntatore pud essere cambiato. Alcuni dei pro-
grammi che verranno illustrati piu avanti in questo capitolo faranno uso
di questa possibilita.
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I programmi che eseguono dei PEEK e POKE direttamente nella memo-
ria del video devono ovviamente conoscerne l'ubicazione: una locazione
di memoria del BASIC indica al C-64 dove inizia la memoria del video; se
si esegue un PEEK a questa locazione (cella 648), e si moltiplica il conte-
nuto per 256, si ottiene l'indirizzo dell’inizio della memoria.

19 SB=2364PEEK (5487

I nostri programmi di esempio terranno aggiornata la cella 648 quando
spostano la memoria del video. Se questa convenzione verra seguita, si
potranno scrivere dei programmi funzionanti indipendentemente da dove
sia localizzata la memoria del video.

Disposizione della memoria del video

I caratteri che si vedono sullo schermo sono memorizzati in un array di
25 righe e 40 colonne. Questa non & una variabile BASIC, & semplicemen-
te un’area di 1000 byte di memoria a cui si puo accedere con PEEK e PO-
KE, ma & piu chiaro rappresentarla come un array. Ogni elemento contie-
ne un carattere del video: 1’elemento (0,0) contiene il carattere in alto a
sinistra, e '’elemento (24,39) contiene quello in basso a destra. Una volta
localizzato I'inizio della memoria del video, usando la formula della pre-
cedente sezione, si puo rapidamente calcolare dove fare un POKE a un
particolare carattere. La formula é:

locazione POKE = inizio del video+ colonna +40*riga
Per poter usare questa formula, si devono numerare le colonne video da

0 a 39, e le righe da 0 a 24. Come esempio di questa formula, caricate il
seguente programma:

o~
JOUR RN

]

14

116

126 FﬂF I ﬁ T

124 POEESZZ3e+1. 3 ‘

125 TIF ] ZTHEHFOEESSZ9E+1 . &
136

146

156 FEH ASFETTA CHE “EWHGA FREMUTA LA BRRER
1&@ GET

178 IF = " OUTHEH 188

158 FEM CAMEIAR IL FOMDO IH HERC

126 FOKE S3221.4
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Prima di far eseguire il programma, svuotate lo schermo e listate il pro-
gramma, lasciando il listato sullo schermo. Ora fate eseguire il program-
ma e osservate il risultato; tutti i caratteri sullo schermo, eccetto gli spa-
zi, vengono mutati in @. (Di fatto il programma ha mutato tutti i caratte-
ri in @, ma quelli che compaiono sullo schermo come degli spazi sono in-
visibili). Quando il BASIC svuota lo schermo, muta il colore di tutti i ca-
ratteri presenti nello stesso colore dello sfondo; quando poi viene stam-
pato ogni carattere il C-64 fissa la sua locazione nella memoria del colo-
re. Dato che alcune delle @ sono presentate sullo schermo in blu su uno
sfondo blu, sono impossibili da vedere. Per farle diventare visibili preme-
te la barra della spaziatura. Il programma trasformera il colore dello
sfondo in nero, e compariranno le @ blu.

Si deve tener a mente questo problema dei caratteri che spariscono quan-
do si usa POKE in una videata. Il programma deve assicurarsi che il co-
lore della cella nella quale si sta eseguendo un POKE sia fissato corretta-
mente. La sezione seguente descrive come fare.

LA MEMORIA DEL COLORE

Si e gia accennato che i colori dei caratteri sul video sono memorizzati in
una zona o area speciale chiamata memoria del colore. Come dimostra
I'ultimo esempio, & essenziale capire come usare la memoria del colore
quando si usa un POKE nelle visualizzazioni. Quindi, prima di procedere
oltre con i POKE della memoria del video, studiamo brevemente la me-
moria del colore.

Localizzazione della memoria del colore

Al contrario della memoria del video, quella del colore non si muove mai
e rimane sempre allocata nelle celle da 55296 fino a 56319. Come la me-
moria del video anche quella del colore ha una locazione per ogni carat-
tere del video; 'ordine dei colori dei caratteri ¢ lo stesso dei caratteri,
quindi la formula usata per localizzare il colore di un carattere & come
quella usata per localizzare il carattere stesso sul video.

Locazione di memoria del colore = 55296 + colonna+40 *riga.
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Contenuto della memoria del colore

Il colore di ogni carattere & memorizzato in forma di un numero da 0 a
15:

0 Nero 8 Arancio

1 Bianco 9 Marrone

2 Rosso 10 Rosso chiaro
3 Cyan 11 Grigio scuro
4 Viola 12 Grigio medio
5 Verde 13 Verde chiaro
6 Blu 14 Blu chiaro

7 Giallo 15 Grigio chiaro

Contrariamente ad altre aree della memoria del C-64, quella del colore
usa solo quattro bit per cella: ne servono infatti solo quattro per memo-
rizzare i numeri da 0 a 15. Dato che i quattro bit superiori non sono uti-
lizzati, la Commodore non ha previsto una memoria per contenerli: se si
cerca di fare un POKE a un numero piu grande di 15 nella memoria del
colore, la parte contenuta nei bit “‘mancanti’’ verra perduta.

10101010 Rappresenta il valore binario di 204:
quando sono persi i quattro bit superiori
1010 viene memorizzato come 12.
11111111 Nello stesso modo 255
1111  diventa 15.
00000111 Il numero 7, invece,
0111 non viene cambiato.

Dato che non vi ¢ nessuna scheda di memoria per fornire i quattro bit su-
periori quando si legge nella memoria del colore, essi assumeranno valo-
ri imprevedibili. Ricordatevi che un bit deve essere 0 o 1; anche se non vi
¢ alcun segnale in input, la scheda deve assegnargli un valore; senza un
segnale proveniente dai quattro bit superiori essa assegna arbitrariamen-
te 1 0 0. Quando si fa un PEEK nella memoria del colore, bisogna sempre
ignorare i bit inesistenti, usando AND per mascherarli come spiegato nel
capitolo 5:

16 BY=PEEK<{554@0)> AND 15

CODICI DI VISUALIZZAZIONE SULLO SCHERMO

Una volta che si & capito dove fare un POKE per trasformare una videa-
ta, si deve sapere quale valore metterci. I computer Commodore non usa-
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no per la memoria del video gli stessi codici di carattere che usano nei
programmi. La rhaggior parte dei computer memorizzano i caratteri in
un codice standard chiamato ASCII (American Standard Code for Infor-
mation Interchange) mentre i computer Commodore usano un ASCII
“esteso’’ per tutti gli scopi ad eccezione della rappresentazione dei carat-
teri nella memoria del video.

Le “estensioni” consistono in alcuni caratteri di comando non usati da
altri computer e nei caratteri grafici. A molti dei codici di comando non
corrisponde un carattere presentabile sul video; per rendere disponibile
il maggior numero possibile di codici di caratteri grafici, la Commodore
ha ideato un codice diverso per la memoria del video che elimina alcuni
caratteri ASCII e cambia il valore di altri. L’appendice E contiene una ta-
bella dei codici video. Se il vostro programma sta usando un POKE con
dei caratteri che sono stabiliti al. momento in cui lo si scrive, si puo sem-
plicemente consultare la tabella. Se non si conoscono in anticipo i carat-
teri che verranno messi con POKE, il programma dovra trasformarli dal
codice ASCII in quello video. Cid potrebbe essere necessario se il pro-
gramma usa un GET per leggere le istruzioni dalla tastiera, e vuole pre-
sentarli in qualche posto particolare sullo schermo. La trasformazione in
codice video & di facile applicazione perché i codici ASCII cambiati ven-
gono spostati in blocchi di 32 caratteri. I cambiamenti sono elencati nella
tabella 6.1.

Una semplice subroutine che preleva il valore di un tasto, KV§, e lo tra-
sforma in codice video, SC, & esemplificata piu avanti. Se il tasto non
puo essere tradotto (un tasto di comando del cursore, per esempio), la su-
broutine riporta un valore uguale a —1. Il programma principale puo
cosi distinguere la differenza tra un tasto visualizzabile e uno che non lo é.

Tabella 6.1. Conversione del codice ASCII in codice video

Codice ASCII Codice video
0-31 Nessuno
3263 32-63
64-95 0-31
96-127 64-95
128-129 Nessuno
160-191 96-127
192-254 64-126
255 94
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60380 SC=ASC(KV$)

€9010 IF SC{32 THEM SC=-1 :RETURN
60920 IF 5C<64 THEN RETURHM

60039 IF SC<36 THEN SC=5C-€4:RETURN
60p40 IF SC<L128 THEN SC=S5C-32:FETURN
£905@ IF SC<166 THEM SC=128:RETURN
60060 IF SC{192 THEM SC=SC-64:RETURN
£0070 IF SC<{255 THEW SC=SC-128:RETURN
60038 SC=126:RETURN

IL PUNTO MOBILE

Nel capitolo 5 abbiamo presentato un programma che spostava un punto
in giro per lo schermo a seguito di comandi forniti dal joystick. Qui inve-
ce si vede come potrebbe essere scritto quel programma usando POKE al
posto di PRINT. Come prima questo programma non & completo: si deve
aggiungere la subroutine adatta per usare la tastiera o il joystick come
comando.

FEM PULISCE LO SCHERMOD

FRIMT"®"

FEM FREDISFONE LA MEMORIA DEL COLORE
FOR I=5S52%6 TO Se295

FOEE I.14

HE®T I

aP=8:YP=8

SBE=FEEK 542 %255

FEM LOOF PRIMCIFALE

GOSUE &38860

IF ¢SI=a2AMDCY I=A0AMDFE=ATHEH 123
FEM CHHEELLH IL WECCHIO PUMTO MOEBILE
FOKE SEB+sF+40%YF, 32

FEM CHLCOLA LA HUIWAH FOSIZIONHE DELLA A
AR=nP+s]1

IF AP>Z23 THEM <xF=4

IF #P<B THEHW =P=29

REM CALCOLA LA HUOYA POSIZIOWE DELLA Y
YF=YF+Y]

IF YP:24 THEM YF=@

IF YP<@ THEM YF=zd

REM CREA IL HUDWD PUMTD MOEBILE

POKE SEB+xF+40%YF, 51

GOTO 124

Lo T T o B T T T T ot B o B b B o I o B ol ot I I I e B R i Y |

Lot ot QO Qo0 P I O D P P PO RO Pl P = b b e e e e e
QoD = W O = T U fa GO P = W0 Q0 ST L G P S
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6.3. Animazione dei giocatori

Abbiamo gia esaminato come spostare un giocatore sullo schermo. Vedia-
mo ora come modificare il giocatore stesso, in modo che sembri muover-
si. Per animare un giocatore vengono cambiati uno o piu caratteri che lo
compongono, dando !'illusione del movimento. Per esempio, questo pro-
gramma produce un parabrezza con il tergicristallo in funzione:

19 DLY=1350

20 REM DISEGNA UN PARABREZZA
30 PRINT"] ———"

40 PRINT" | "

S8 PRINT" "

&9 REM MOVIMEMTO YERSO DESTRA
78 FOR I=1 TO 4

80 0N I GOSUB 180,240,300, 360
99 FOR J=1 TO DLY : HEXT

180 NEXT

116 REM MOYIMENTO YERSO SINISTRA
126 FOR I=3 TO 2 STEP -1

136 O I GOSUB 186,246,300, 360
148 FOR J=1 TO DLY : NEXT

1568 NEAXT

166 GOTO 70

17 REM TERGICRISTALLI SULLE 1@
189 POKE 165,77

194 POKE 1866, 32

204 POKE 1057,77

214 POKE 1968,32

228 RETURN

230 REM TERGICRISTALLI SULLE 12
240 POKE 16065, 32

2568 POKE 1966, 101

268 POKE 1657,32

27 POKE 1668, 141

280 RETURH

298 REM TERGICRISTALLI SULLE 2
386 POKE 1065, 32

3la POKE 1@66,78

320 POKE 1867,32

338 POKE 16868,78

340 RETURN

358 REM TERGICRISTALLI SULLE 3
364 POKE 1866,100

378 POKE 16682, 100

336 RETURM

Il programma ha vari passaggi importanti, che esamineremo attentamen-
te. Le righe da 30 a 50 cancellano lo schermo e fanno apparire il para-
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brezza per mezzo di istruzioni PRINT. Quelle da 79 a 109 fanno spazzola-
re da sinistra a destra il tergicristallo; esso poi torna da destra a sinistra
con istruzioni 120 —15¢. Questi loop cambiano la videata chiamando, a
turno, subroutine che posizionano i caratteri in particolari punti, usando
dei POKE. Ogni subroutine cancella il tergicristallo dal video e lo mette
in una nuova posizione. Due delle righe piu importanti sono la 99 e la
149. I loop FOR-NEXT rallentano il programma; senza dei loop di ritardo
infatti il cambiamento sarebbe troppo veloce e verrebbe ridotto ad una
azione indistinta. La scelta dei loop di ritardo, specialmente per I'anima-
zione che produce movimenti complessi, € molto delicata. Nello sviluppo
di questi programmi ci si deve aspettare di passare molto tempo ad affi-
nare i ritardi in modo da produrre un’animazione che si muova con sciol-
tezza alla velocita desiderata. Nell’esempio la durata del ritardo & con-
trollata dalla variabile DLY ed il suo valore ¢ fissato a riga 19. Provate
con valori diversi: un valore piu basso riduce il ritardo dei loop, facendo
muovere il tergicristallo pit rapidamente; aumentando i valori, aumenta
la durata dei loop e il movimento rallenta.

E difficile fare animazioni complesse con la serie standard di caratteri a
meno di non lavorare con un giocatore molto grosso. In molti casi si deve
muovere parte del giocatore nella misura di un intero carattere per spo-
starlo effettivamente, rendendo il movimento piuttosto discontinuo, a
meno che il giocatore non occupi gran parte dello schermo. Per produrre
movimenti piu sottili con giocatori piccoli, si devono disegnare caratteri
propri: queste tecniche saranno discusse piu avanti in questo capitolo.

L’USO COMBINATO DI PRINT E POKE NELLA GRAFICA

Come gia visto, entrambi i metodi di PRINT e POKE hanno vantaggi e
svantaggi nella realizzazione di immagini grafiche. Spesso la soluzione
migliore per quei programmi con giocatori che si muovono su uno sfon-
do fisso € un abbinamento di PRINT e POKE. In generale, I'uso di istru-
zioni PRINT per far apparire simboli grafici sullo schermo in abbinamen-
to con istruzioni POKE che saltano in qualsiasi punto del video, puo faci-
litare notevolmente lo sviluppo di un programma.

CORSA SU PISTA

La figura 6.4 presenta il listato di un semplice gioco di corsa su pista che
mostra alcune delle tecniche finora discusse in questo capitolo.
La versione originale con carta e matita di questo gioco si esegue su un
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1008 GOSUB 49000

200 CR=14

300 CC=2

356 POKE 53275.254

400 POKE SB+CC+CR%40,0

1008 IF XS<>0 AND TI>XT THEN CC=CC+SGHCKSH:
AT=TI+68/ABS(XS)

1180 IF YS{>8 AND TI>YT THEN CR=CR+SGN(YS):
YT=TI+68/ABS(YS)

1200 IF CC<B OR CC>39 THEN 4000

1300 IF CR<® OR CR>24 THEM 4000

1408 POKE BAR.32

1568 BA=SB+CC+CR#*40

1608 TG=PEEK({BA>

1708 IF TG<>@ AND TG<>32 THEN 5500

1868 POKE BAR.O

19500 IF TT>TI THEN 1000

2000 TT=TI+30

2168 POKE v2,129

22008 GOSUB 63000

2300 POKE V2.0

2400 KS=XS+XI : YS=YS+¥I

2508 GOTO 1060

4800 IF CC<B THEN CC=6

4166 IF CC>339 THEN CC=39

4200 IF CR<O THEN CR=06

4300 IF CR>24 THEN CR=24

4400 BA=SB+CC+CR#40

5000 POKE EBA.O

5100 FOR I=1 TO 358 @ HNEXT I

5208 POKE EA,32

5380 FOR I=1 TO 356 : NEXT I

5400 GET As$: IF A${>"" THEN 106

5308 GOTO Sevo

400008 PRINT"";

40100 SB=2SG¥PEEK(648)

40200 FOR I=55296 TO S€295:POKE I.14:NEXT I

40300 X5=0 : Y5=0 :@ XT=0 : YT=0@

40400 REM VARIABILI JOYSTICK

40508 JS=56321

40600 UMZ=1 : DMZ=2 :@ LMA=4 : RMA=8

48709 REM SUONA

40800 Y2=54283

40900 POKE Y2+1,80

41000 POKE 542935.0

41108 POKE 54296,15

(continua)
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41208 PRIMT" e
413060 PRINT" &8
41406 PRINT"#%
415008 PRIMT"
41680 PRIMNT"
41798 PRIMT"
41808 PRIMT"
41200 PRIWT"
42000 PRIMT"
42108 PRINT"
42200 PRIMT"
423200 PRIMT"
42488 PRIMT"
42508 PRIMT"
42600 PRINT"
42700 PRINT"
42280 PRIMT"
42908 PRINT"
43080 PRIMT"
43188 PRIMT"
432080 RFETURM
63088 SSX=PEEK(JS)

63018 KI=SGH(55%Z AMD LMXI-SGNCSSE AND RMX:
63028 YI=SGMN{SS%X AND UMZ>-~SGH(S5XZ AMD DM
63638 RETURN

wmmxwm&§

Figura 6.4.

foglio di carta a quadretti con il percorso tracciato. Ecco un tipico per-
corso:
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Il gioco utilizza le coordinate che identificano un carattere sullo schermo
per ogni quadratino ‘sulla carta.

]
]
%
B
-]
&
%
-]
%
8
&
i

Le regole del gioco sono semplici.

1.

3.

L’'auto si muove sia in orizzontale che in verticale ad una velocita di
un certo numero di quadratini al secondo. Si pud¢ muovere lungo le
due dimensioni contemporaneamente; ad esempio, per muoversi diago-
nalmente puo spostarsi alla medesima velocita di un quadratino al se-
condo in verticale e in orizzontale.

. Ad ogni turno (circa due volte al secondo) il giocatore puo accelerare o

rallentare di un quadratino al secondo in ogni dimensione. Per esem-
pio, se un giocatore si sta muovendo ad una velocita di tre quadratini
verso l'alto e uno a destra, pud modificare la propria velocita in quat-
tro verso l'alto, uno a destra; oppure due verso l’alto, due a destra; op-
pure ancora due verso l'alto, zero a destra e cosi via.
Se l'auto va fuori pista, si schianta e finisce il gioco.

Il programma di corsa su pista listato nella figura 6.4 ¢ una versione
piuttosto elementare del gioco, ma fornisce qualche esempio pratico del-
le tecniche di scrittura dei programmi di- grafica e animazione. Esso usa
PRINT per far apparire il campo-gioco che & stato sviluppato in origine
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come abbozzo sul video. Contiene anche qualche esempio dell’uso di PO-
KE per muovere il giocatore e di PEEK per rilevare le collisioni. Esami-
niamo passo passo il programma iniziando dalle variabili principali.

Nome della
variabile Descrizione

CcC Colonna auto — numero di colonna del video dove si trova l'au-
to.

CR Riga auto — riga del video dove si trova l'auto.

TT Controllo del tempo — valore di TI usato per verificare se il joy-
stick sta inviando dei comandi.

XS Velocita X — velocita dell’auto nella dimensione X: negativa
verso sinistra, positiva verso destra.

XT Tempo X — valore di TI al momento di muoversi nella dimen-
sione X.

YS Velocita Y — velocita dell’auto nella dimensione Y: negativa
verso l'alto, positiva verso il basso.

YT Tempo Y — valore di TI al momento di muoversi nella dimen-

sione Y.

Le righe da 1009 a 2509 formano il loop principale di calcolo del program-
ma, che ripete continuamente la serie di istruzioni aspettando comandi
dall’'utente. Ad ogni passaggio controlla il tempo per determinare se deve
muovere 'auto (righe 1000 e 1100) oppure controllare il joystick (riga 1600).
Se qualcuna di queste azioni ha bisogno di essere eseguita, viene assegnato
anche il valore del tempo per la successiva occasione. Alle righe 1200 e 1309
il programma controlla che I'auto non sia finita fuori dalla cornice del vi-
deo; le righe 1509 e 1600 controllano che I’auto non stia per urtare il bordo
della pista. Se si verifica una di queste condizioni il programma rimanda al-
la subroutine di “incidente’ a riga 4000. Le righe 2100 e 2309 generano un
“toc” ogni volta che il programma controlla il joystick. (L'uso del suono del
C-64 verra spiegato al capitolo 7). La routine di “incidente” (righe da 4009 fi-
no a 5509) riporta l'auto sulla pista nell’eventualita che fosse uscita (righe
da 4000 a 4400) e la fa lampeggiare (righe 5000-5300). Appena |'utente preme
un qualsiasi tasto, la riga 5409 fa ricominciare il gioco.

La corsa su pista & un esempio di tecniche grafiche e una base sulla quale
potrete fare degli ulteriori esperimenti, tipo la modifica del tracciato o il
controllo che I'auto abbia veramente fatto tutto il percorso invece di “ta-
gliare” la strada, con l'aggiunta della visualizzazione dei secondi.
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6.4. Segmenti di memoria

Le caratteristiche grafiche esaminate sino ad ora hanno utilizzato la memo-
ria del video nelle locazioni 1024-2023. Le funzioni grafiche piu avanzate
fanno uso anche di altre posizioni; una delle caratteristiche della scheda
VIC-II & quella di poter accedere soltanto a 16K (16384) byte di memoria e,
dato che il C-64 ne ha 64K, sembrerebbe che la maggior parte di essa non
possa venir utilizzata dall’interfaccia. Per superare questo problema la
Commodore ha diviso la memoria del C-64 in quattro “‘segmenti”, ognuno di
16K byte, e i programmi possono selezionare quale di questi segmenti deb-
ba essere usato dalla VIC-II. Dato che il primo segmento (selezionato dal
C-64 appena acceso) & usato dal BASIC, appositi programmi faranno indiriz-
zare la scheda ad altri segmenti. I metodi usati per scegliere il segmento
giusto sono complessi e quindi sono stati lasciati al paragrafo “Grafica
avanzata con la scheda VIC-II" alla fine del capitolo.

Vi sono due punti importanti che & necessario comprendere prima di proce-
dere oltre. Per prima cosa, tutte le aree di memoria usate dall’interfaccia (la
memoria del video e le altre di cui fra poco sapremo di piu) devono essere
nello stesso segmento di 16K; inoltre, ricordatevi che premere RUN/STOP-
RESTORE non cancella completamente la memoria. La locazione 648 control-
la il posizionamento della memoria dello schermo e RUN/STOP-RESTORE non la
ripristina al valore che ha al momento dell’accensione.

E possibile che il BASIC, se qualcosa non dovesse funzionare in uno dei
programmi di grafica, si confonda su dove trovare la memoria del video.
In questo caso non basta premere RUN/STOP-RESTORE per ripartire, ma &
necessario spegnere il C-64. Prima di far girare uno di questi programmi
sara quindi opportuno farne una copia. Questo tipo di problema non ca-
pita molto spesso, ma un programma che usa molti POKE puo provocare
un blocco, cambiando una locazione di memoria in maniera sbagliata.

6.5. I caratteri personali

I1 C-64 ¢ in grado di cambiare la forma dei caratteri con facilita. La mag-
gior parte dei personal richiede cambiamenti di hardware per poter usa-
re dei caratteri diversi, mentre il C-64 permette di creare una serie perso-
nalizzata di caratteri, da usare con un semplice POKE. Questa sezione
mostrera come si definisce e pragetta una serie di caratteri personali.
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COME APPAIONO I CARATTERI SULLO SCHERMO

Per prima cosa parliamo brevemente del televisore. Osservando attenta-
mente lo schermo noterete che ogni riga ¢ formata da molti punti, circa
500. All'interno del tubo catodico un raggio di elettroni esplora avanti e
indietro una riga dopo l'altra, illuminando un punto alla volta. Il segnale
determina la luminosita e il colore di ogni punto luminoso. Sebbene il
procedimento sia molto piu complicato, bastera sapere che I'immagine &
composta da righe di punti. La scheda VIC-II genera il segnale TV.

LA MEMORIA DEI CARATTERI

Esaminiamo ora come l'interfaccia controlla tutti i punti dello schermo
per stampare un carattere. Ricorderete che i caratteri sono memorizzati
nella memoria del video. Quando stampa, la VIC-II legge la memoria e ac-
quisisce i caratteri uno alla volta; per determinare quali punti illuminare
consulta una tabella che contiene queste informazioni e che & stata pro-
grammata e memorizzata, alla fabbricazione, in un apposito chip chiama-
to ROM (Read Only Memory: memoria di sola lettura), che contiene le ca-
ratteristiche di tutti i caratteri anche quando il computer & spento.
L’area occupata da questa scheda si chiama memoria dei caratteri. Con
un POKE un programma puo ordinare all'interfaccia di usare un’area
differente per la memoria dei caratteri, area che avrete caricato con una
tabella di simboli da voi disegnati.

Esamineremo ora la memoria dei caratteri e le aree per la creazione di
caratteri speciali.

Struttura della memoria dei caratteri

Ogni carattere ¢ formato da una matrice di 8 punti per 8. Un ingrandi-
mento della lettera A, per esempio, si presenta cosi:
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E stato scelto il formato 8 X8 perché cosi ogni riga del carattere si carica
convenientemente in un byte di memoria. Questo formato semplifica mol-
to anche il disegno dei caratteri personali.
Disegnate il carattere desiderato su di un normale foglio di carta a qua-
dretti, e convertite ogni riga nel corrispondente valore in binario. Gli otto
byte che formano un carattere sono ubicati uno accanto all’altro nella
memoria. Ogni punto su di una riga corrisponde ad un bit e il punto piu
a sinistra ha il valore binario piu alto, 128. Un valore bit di 1 significa
che il punto & “acceso” (appare nel colore del carattere). Un valore di 0
significa che & “spento” (appare col colore dello schermo). La lettera A si

presenta cosi nella memoria dei caratteri

Punti visualizzati

Binario

00011000
00111100
01100110
Or111110
01100110
01100110
01100110
00000000

Qui, come paragone, c’¢ un carattere a scacchi:

Punti visualizzati

Binario

11001100
00110011
11001100
00110011
11001100
00110011
11001100
00110011

Decimale

24

60
102
126
102
102
102

Decimale

204
51
204
51
204
51
204
51

Notate che il carattere a scacchi ha dei punti che toccano il margine del-
la matrice, mentre la A possiede il bordo libero su tre lati; questo spazio
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¢ l'unico esistente tra caratteri adiacenti sul video. Le matrici dei carat-
teri presentati sullo schermo si toccano producendo un campo continuo
di punti. Ecco un ingrandimento di una piccola parte dello schermo.

Il contatto diretto tra caratteri grafici &€ quello che permette di costruire
i soggetti composti di caratteri multipli. Cio significa che si devono inclu-
dere degli spazi in alcuni caratteri per renderli distinguibili I'uno dall’al-
tro. Se, per esempio, si vuole stampare la lettera greca “‘lambda” in una
formula scientifica, si potrebbe definirla cosi:

Punti visualizzati Binario Decimale
L

] 00000000 0
01100000 96
1 01100000 96
- 00110000 48
00011000 24
01101100 108
11000110 198
00000000 0

IR R

Abbiamo lasciato degli spazi vuoti alla destra e sotto al carattere, per po-
terlo allineare con gli altri.
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I punti mancanti

Si fa presto a calcolare che se vi sono 8 punti in ogni carattere e 40 ca-
ratteri per riga, ogni riga dello schermo & costituita da solo 320 punti.
Cosa & successo agli altri visto che, come precedentemente detto, un tele-
visore ne ha circa 500 per riga? Alcuni vanno perduti perché il fascio di
elettroni esplora anche oltre i bordi dello schermo e altri sono occupati
dalla cornice del video, per cui, sebbene ve ne siano piu di 500, sono di-
sponibili solo 320 punti.

Localizzazione di un carattere nella memoria

Le sagome di definizione dei caratteri sono memorizzate come codice vi-
deo, che ¢ in effetti un indice per la matrice della memoria dei caratteri.
Come per la memoria del video e del colore, la memoria dei caratteri non
¢ propriamente un array variabile in BASIC, ma puo essere visualizzata
cosl.

Come accennato prima, gli otto byte che definiscono un carattere sono
memorizzati in locazioni adiacenti nella memoria del colore, con la riga
piu alta per prima e quella piu bassa per ultima. Ecco come sono utiliz-
zati i primi byte dei caratteri incorporati dalla Commodore (la memoria
dei caratteri inizia alla locazione 53248):

Locazione Contenuto

53248 Prima riga di "@”
53249 Seconda riga di "@”
53250 Terza riga di “@"”
53251 Quarta riga di "@"
53252 Quinta riga di "@"
53253 Sesta riga di "@"”
53254 Settima riga di "@"’
53255 Ultima riga di "@”
53256 Prima riga di A
53257 Seconda riga di A
53263 Ultima riga di A
53264 Prima riga di B

53265 Seconda riga di B

Questo prospetto della memoria usa la seguente formula per trovare la
definizione di una particolare riga di un dato carattere:
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locazione = inizio della memoria dei caratteri+riga+
8 *codice video

Analisi della memoria dei caratteri

L’esame del contenuto della memoria dei caratteri richiede un po’ di
“trucchi”. L’avere sempre a disposizione la ROM occupa spazio di memo-
ria altrimenti disponibile. Dato che la maggior parte dei programmi non
la utilizzano, il C-64 ¢ stato progettato in modo che la memoria dei carat-
teri sia normalmente nascosta. Questo fa si che 4096 byte di memoria in
piu sono disponibili per i programmi e per i dati, ma significa anche che
€ necessario un ulteriore sforzo di programmazione per quei programmi
che hanno bisogno delle definizioni dei caratteri.

Il seguente programma permette di scegliere e ingrandire un carattere
sullo schermo. Esso presenta anche altre informazioni (la sua locazione
in memoria e il valore decimale delle righe) che vi aiuteranno ad acqui-
stare familiarita con il modo in cui sono disegnati i caratteri.

16 FEIMT "

28 PRIMT PFIHT"HTTEHDERE FREGO"

1ga FOKE 32,128 @ CLE

116 REM COFIA LH FOM DEI CARATTERI HELLA RAM

128 POKE 56334JFEE}'-6334‘HHD 254

136 POKE I,PEEHil‘ HHD 251

148 FOR I=0 TO 2047:POKE 32763+1.PEEKCS3248+10 HERT 1
150 FOKE 1,FEEKC 1' HP 4

168 POKE 363 °4 FEEY'-67;4h or 1

176 PLAgCAN=" " PIAF(1="1 &'

156 PEIHT“HIHGEHHDITDRE DI CARATTERI"

178 REM ACGUISISCE UM CARATTERE

208 PRIMT"SCEGLI UM CARATTERE"

218 GET EY#$:IF KM#F="" THEH 214

215 FIAgC@=" ":PInFllr="4 @

228 GOSUE 429

2368 REM IGHORA I CARATTERI HOM STAMPREILI
240 IF SC=122 THEM 214

253 REM TROYA LA DEFIMIZIOME DEL CHRATTERE
CE=327oa+3#3C

FREIMT "IXARATTERE: " kEVE

PRIMT "CODICE ASCIT: ",RASCOEMED

FRIMT "CODICE “IDED: "i5C

PRIMT "IL CRARATTERE £ FOSTO ALLA: ", CE
FEIMT

FEM STAMFA IL FHFHTTEFE ITHGREAMDITO
FRIMT "§id

FOR I=CE TO CB+7

R AR Y]

O IR RN A R T e N W

[N O RO E O RO DN L LR N

DA DA D
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450 ROM=PEEK (T
E FRE=RIGHTH " "HETRECROMN ) B2
e DEE="HN ="
@ REM TRASFERISCE UMA RIGAR DI EIT IM UMA STEIMGH
FOR J=F TO @ STEP -1
HOROM AHD 21T
A O5$=058+FIXAFCBIT?
HEXT J
A Q5E=054+"5id ="
B PRINT OS53+FRE
S8 HEXT I
o8 PRIMT "Eid o
FREIMT :FRIMT :FRIWT:GOTO 264
CERCA IL CORDICE WIDEOQ
d l."l $ ::|
£ 32 THEM SC=125: RETURM
< &4 THEM RETURH
. 2% THEM =SC=5C-64: REETUREH
- 128 THEHM 32 ¢ RETUEH
I 158 THEMW 3C=128: RETURH
- 192 THEM SC=S5C-64 © FETURH
< 235 THEMW 5C=5C~-128: RETURM
SC=34: RETURH

La parte difficile & nelle righe 120-16¢ del programma che visualizzano il
contenuto della ROM dei caratteri e lo copiano nelle celle da 20480 a
24575. 11 funzionamento di questa parte del programma & descritto nella
sezione "‘Grafica avanzata con la scheda VIC-II"; per il momento caricate-
lo e usatelo cosi com’e. Questo programma sara anche di aiuto come fon-
te di esempi pratici nella prossima sezione, quindi sarebbe opportuno
salvarlo con un SAVE.

DISEGNARE 1 CARATTERI

Si otterra un buon risultato disegnando prima i caratteri su carta qua-
drettata (da 3 a 4 millimetri). Disegnate un quadrato con otto elementi
per lato, in modo da riprodurre la matrice del carattere. Poi numerate le
colonne cosi:



202 LA GRAFICA

Si otterra un’area che corrisponde ad un carattere, dove ogni elemento
della matrice rappresenta un punto dello schermo. Ora bisogna riempire
gli elementi dei punti che devono essere “‘accesi”’. Ecco un esempio di ca-
rattere semplice.

Una volta che il disegno vi soddisfa, calcolate i valori di ogni riga della
memoria dei caratteri e per ogni riga sommate i numeri formati dai pun-
ti “accesi”. Ecco i valori per I'omino della figura:
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1
: Binari Decimal

4 6 8 4 9 1 nario ecimale
00111100 60
00111100 60
00011000 24
7 B 1111t 255
- - 00111100 60
00111100 60
01100110 102
| B 11000011 195

r I B

Il nuovo carattere € ora pronto per una prova sullo schermo.

Uso dei caratteri personali

Dovete seguire queste fasi per usare i caratteri che avete disegnato:

1. Il programma deve riservare un’area di memoria per i caratteri.

2. I caratteri devono essere caricati in memoria.

3. Il programma deve ordinare alla VIC-II di usare i caratteri personali
invece di quelli standard Commodore.

Per semplificare i primi esperimenti, si pud cominciare facendo una co-

pia dei caratteri Commodore, sostituendoli uno alla volta con quelli per-
sonali. Per cominciare, caricate ed eseguite il seguente programma:

FEM PI_‘EF"‘H LA HEHI IFIH

FOKE 52,128 CLE

FEM ASZEGHA HLLH "Ir IT UM SEGMEWMTO DI MEMORIA
FOEE S , '.FEElh'.r:l': Srel AMD 2520 0RO 1

FOEE S32

FEM E LD

FOEE &d&, 1 3¢

FREINT "I l"IIEFhHI JELMHOPORSTUNMMEYZLED T 1"
FRIMT CHRFC340 ;0 SCE SO R

FRIMT "#%

FEINT "/ B1234 RS
REM COFIA LH RO IIEI I‘HFHTTEFI HELLA FAM
FOKE 56334, PEEKCSSI34 AND 254

[ LS SN U e e e e e o e Ty vy
flv = S LD Q0 ) Q0 T R O Tl = X
DU o W A I R I I R e A A ]
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236 FOKE 1.PEEK(13 AND 2951

246 FOR I1=6 T0 2047 POKE 32765+1.PEEKCS324541F  MEXT
56 POk R4

(E 56334, FEEK(S6334) OR 1

Ora esaminiamo questo programma riga per riga. La riga 119 cambia due
dei puntatori interni del BASIC per far sembrare che vi sia meno spazio
di memoria disponibile. (Il metodo per scegliere questo valore di POKE
verra spiegato in seguito.) Essa include anche un’istruzione CLR, che im-
pone al BASIC di cancellare tutte le variabili che sono state definite e di
assegnare gli altri puntatori al ridotto spazio di memoria. I POKE e CLR
devono essere eseguiti prima che venga definita qualsiasi variabile, altri-
menti i valori assegnati a quelle variabili verranno persi. E meglio mette-
re quest’istruzione all’inizio di tutti i programmi che definiscono dei ca-
ratteri personali.

Le righe 130 e 149 specificano alla scheda VIC-II che la memoria del vi-
deo inizia alla cella 34816 e la memoria dei caratteri alla 32768. Dopo
I'esecuzione di queste istruzioni, i caratteri sul video diventeranno incoe-
renti perché non sono ancora state caricate le definizioni personali. La ri-
ga 160 aggiorna la cella 648, per cui il BASIC puo localizzare la nuova
memoria dei caratteri.

Le righe da 179 a 209 creano un’area nella memoria del video dove si puo
vedere il risultato della variazione stampando con PRINT la serie di ca-
ratteri personali.

Da 220 a 260 caricano la nuova serie di simboli con i caratteri maiuscoli
e grafici standard Commodore: per questo occorreranno vari secondi.
Quando il programma comincera a copiare i caratteri inversi, si potran-
no osservare le righe in alto cambiare nel momento in cui vengono cari-
cate le loro definizioni. Si & scelto di copiare i caratteri inversi e normali
perché il C-64 genera il cursore accendendo e spegnendo il bit 7 (il bit
“inverso”) del carattere. Se si fossero copiati solamente i caratteri nor-
mali, il carattere sotto al cursore lampeggerebbe alternandosi fra se stes-
so e qualcosa di incoerente, perché il suo inverso non & stato caricato
nella memoria dei caratteri.

Negli esempi che seguono si effettueranno dei cambiamenti nei caratteri
inversi, lasciando intatti quelli normali. Questo rendera leggibili i listati
dei programmi e le istruzioni in modo diretto. Come primo esperimento,
sostituiremo la @ con il carattere dell’omino. Per cambiare la memoria
del carattere @, caricate le seguenti istruzioni POKE; dovreste battere
I'istruzione POKE una sola volta e continuare ad usare la stessa riga
muovendo il cursore per evitare di far sparire i caratteri in alto sullo
schermo.

POKE 33732, 64@
FOKE 33733, 68
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FOKE 337324, 24
POKE 33795,255
FOKE 33796, 64
FOKE 23737, 66
FOKE 33798, 182
POKE 33793,1535

Quando viene eseguita ogni istruzione POKE, una riga del carattere @
cambia fino ad essere sostituita dall’'omino. Ora battete cTRL-RVS ON, poi
@; il C-64 stampera un omino. Premete il crsr LEFT fino a che il cursore
non sia posizionato sull’omino. Invece di lampeggiare tra @ inversa e
normale, il carattere lampeggia tra @ e omino. Ora potete provare. con
caratteri di vostra invenzione. Seguite semplicemente le fasi illustrate:
fate un POKE con i valori calcolati sulla carta e usate cTRL-RVS ON per far
apparire il carattere proveniente dalla parte riservata della memoria dei
caratteri. Raccomandiamo di provare a lungo diversi caratteri prima di
mettersi al lavoro per stendere un programma.

COME DISEGNARE CARATTERI PERSONALI

Un editor dei caratteri puo essere di grande aiuto se si intende far largo
uso di caratteri personali: esso presenta i caratteri sia in grandezza nor-
male che ingranditi, permette di cambiare i punti individualmente e cal-
cola automaticamente i valori di POKE. Si puo sviluppare un programma
del genere da sé o acquistarne uno gia pronto. Molte parti del program-
ma, se si vuole scrivere il proprio editor, possono essere ricavate dagli
esempi nei capitoli 5 e 6 di questo libro; ad esempio, puo essere usato il
programma ‘“‘Ingranditore di caratteri’ per visualizzare il carattere, men-
tre il programma che sposta i punti pud essere usato come base per la
subroutine che cambia i punti. (Suggerimento: usate un loop di ritardo
per far lampeggiare il punto ingrandito e usate il pulsante di fuoco del
joystick per cambiare i punti). Puo essere sufficiente, usando i caratteri
personali solo occasionalmente, usare la carta a quadretti per disegnare i
caratteri e calcolare i valori POKE a mano.

SVILUPPO DI PROGRAMMI CHE FANNO USO
DI CARATTERI PERSONALI

I programmi che usano i caratteri personali non sono molto differenti da
quelli che usano i caratteri standard. Vi & sempre la scelta dell’'uso di
PRINT o POKE (o entrambi) per costruire la presentazione. Tuttavia vi
sono due differenze: il ridotto spazio di memoria e 'assenza della serie di
caratteri standard.
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Come destreggiarsi con la ridotta capacita di memoria

I caratteri personali usano la memoria in due modi. Una parte di memo-
ria deve essere riservata per la memoria dei caratteri; nei nostri esempi
si usa un’area di 8192 byte per semplificare, ma si puo ridurla considere-
volmente: in un paragrafo verso la fine di questo capitolo sara spiegato
come fare. Questa minor disponibilita di memoria non costituira un pro-
blema se i caratteri personali non sono numerosi. Se invece volete defini-
re un completo set di caratteri, potreste avere delle difficoltad per man-
canza di spazio. Un'istruzione DATA per memorizzare un carattere occu-
pa da 25 a 40 byte, a seconda del numero di cifre necessario. Ricordatevi
che gli spazi in un’istruzione DATA sono memorizzati insieme al pro-
gramma: si puo quindi ridurre il fabbisogno di memoria eliminandoli.
Generalmente si consiglia di usare spazi nei programmi per migliorarne
la leggibilita, in questo caso le virgole che separano i valori di istruzioni
DATA sono sufficienti.

Si puo aumentare la disponibilita di memoria del programma principale
dividendolo in due: una parte per costruire i caratteri, e una per svolgere
la funzione principale. Se si fa eseguire per primo il programma che co-
struisce i caratteri questo puo essere sostituito dal programma principa-
le quando ha finito. Cio puo essere eseguito anche automaticamente, met-
tendo un’istruzione LOAD alla fine del programma che costruisce i carat-
teri. Caricando il programma da un nastro, registrate il programma che
costruisce i caratteri per primo, seguito dal programma principale (I'or-
dine non ha invece importanza usando i dischetti). Le ultime due istruzio-
ni del programma che costruisce i caratteri devono essere CLR e LOAD.

18a REM CARICA I CARATTERI FERSOMALI
118 DATA S, 12.17.358

349 FEHM PISEP”H LA MEMORIA

358 POKE 52,128 @ POKE Se.128

30 REM FHHLELLH LE YARIABILI

370 CLE

388 REM CHIAMA IL PROGRAMMA FRIMCIFALE
379 LOAD "MAIH"

Il C-64 carichera ed eseguira il programma chiamato MAIN. Il CLR ¢ ne-
cessario per cancellare tutte le variabili definite nel programma che co-
struisce i caratteri. Il BASIC memorizza le variabili immediatamente do-
po il testo del programma. Dato che il vostro programma principale pro-
babilmente sara piu lungo di quello che costruisce i caratteri, una parte
di questo verra memorizzato nell’area occupata dalle variabili preceden-
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ti. Se non ci fosse l'istruzione CLR e ci fosse una variabile del program-
ma principale con lo stesso nome di una variabile del programma che co-
struisce i caratteri, il BASIC potrebbe utilizzare dei valori assegnati a
quest’ultima per tutt’altro scopo. Il danno cosi provocato ad un program-
ma & grave e imprevedibile, ma si puo facilmente evitare: includete sem-
pre un’istruzione CLR prima di LOAD, ordinando cosi al BASIC di “di-
menticare” le variabili preesistenti.

Accesso alla serie dei caratteri standard

Il vostro programma potrebbe aver bisogno di servirsi anche dei caratte-
ri standard. Se volete stampare dei messaggi, avete due possibilita: se
non dovete ridefinire tutti i 256 caratteri, lasciate semplicemente intatti i
caratteri alfabetici, se invece vi servono 256 caratteri, ¢ possibile passare
alternativamente dalla serie di caratteri personali alla serie di caratteri
incorporati. La sezione “'Grafica avanzata’, piu avanti in questo capitolo,
spiega le modalita di questo passaggio.

I messaggi provenienti dal BASIC possono costituire un problema. Un
semplice messaggio READY, se si ridefiniscono i caratteri alfabetici onde
costruire dei giocatori, potrebbe apparire come un geroglifico egizio.
Questo potrebbe essere causa di serie difficolta, ad esempio durante la
fase del debugging (correzione dei piccoli errori) del programma. I mes-
saggi prodotti potrebbero essere difficili da interpretare se si interrompe
I'esecuzione con il tasto stop, oppure se il BASIC trova un errore.

Si noti inoltre che RUN/STOP-RESTORE fanno tornare al set dei caratteri
standard, ma lasciano la memoria dei caratteri personali intatta e protet-
ta dal BASIC. Sfortunatamente questo cancella anche il video e con esso i
messaggi, per cui non & molto utile durante il debugging dei programmi.

ANIMAZIONE DEI GIOCATORI

Un oggetto costituito da caratteri personali puo essere animato modifi-
candone la forma nella memoria dei caratteri; questa tecnica ¢ general-
mente troppo lenta se scritta in BASIC, mentre ¢ sufficientemente veloce
con programmi in linguaggio macchina. Un metodo piu facile e veloce ¢
quello di definire piu di una versione del giocatore nella memoria dei ca-
ratteri. Il programma puo poi farlo muovere cambiando la versione pre-
sentata con un POKE alla memoria del video.

Come esempio di questo metodo di animazione, modificate I’'omino co-
struendolo di nove caratteri invece di uno.
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1

Per animarlo un po’, gli si fara muovere un braccio definendo due diver-
se versioni del carattere che contiene il braccio.

Per vederlo in azione, caricate il seguente programma:

198 FEM RIZSERVA LA MEMORIA

185 PRIMT "TIserhB®RRETTEHDERE FREGO"

118 POEE 52,128 ¢ FOKE Se.lz2 @ CLE

128 FEM RSSEGHA ALLA WIC-IT UM SEGMENTO DI MEMORIS
128 POEE SeS76e, CPEERCSESTEY AMD 2520 OF 1

146 FPOEE ! £

158 REEM E L2 COMUMICA AL BASIC
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FOEE S
FEM FHLI-

4 PRIMT " IMEEHE"
FRIMT “aCDE"
FEINT “&FGH"
REHM UHIHU EASE

5. ¢
IATA S
DATA 122.8,4.4
DATH @,8.,8.8.8
DATA 182.162.1
IHTA @8,8.8,4,48
FEM AGGIUMNGE L

1 FOR I=:
DATA @,
c TIATH 4.
268 FOKE JB+; JB
E FOR I=1 TO DLY
43 POKE SE+2.137
A FOR I=1 TO DLY
= FORE SE+2.132
FOR I=1 TO DLY
POKE SE<+2,137
For I=1 TO DLY
GOTO 428

- =
15— 1

)
a,

q -
el
=
=

Quando si fa eseguire questo programma,

166 POKE A43,132:

178 FEM COFIA LA ROM DEI
138 POEE S5334,FPEEK G823
128 FOEE 1.PEEEC1» AHD 251
208 FOR I=a TO 2847 :

21

48 DLY=250 @ 5 _ﬁ4}1n

Do O

m- i<~

43 AMD 254

FOKE 327es+1.,FEEKCS32¢
FOEE 1 FEEP 1' HF 4

'34- oF 1

FOKE

225, 255, 126, 182

]

¢ HEXT 1

HEXT I
HEAT 1

CARATTERL MELLA FAM

HE=T

HEST 1

MEAT 1

I'omino viene posizionato

nell’angolo in alto a sinistra dello schermo e il suo braccio comincia a

muoversi.

Nota: vi € una lunga pausa prima che l'omino appaia sullo schermo.

Animazioni piu complesse

Il C-64 & capace d’animazioni ben pitt complesse dell’esempio dell’omino,
con l'utilizzo pero delle stesse tecniche d’animazione. Il vostro program-
ma potrebbe, per esempio, avere piu di un oggetto in movimento contem-
poraneamente, oppure uno che compie pitt di un movimento allo stesso



210 LA GRAFICA

tempo. Entrambe queste possibilita possono essere eseguite definendo in
anticipo diverse versioni dei caratteri personali. Si studi ora un esempio
di due oggetti in moto simultaneamente. Si disegna un altro omino che
saluta il primo col braccio. Modificate il programma dell’omino come se-
gue:

S FRIMT "Iele"bbRBRFTTEMDERE PREGO"

184 KEM RISERYH LA MEMORIA

184 CLE:POKESZ, 128 :FPOKESE. 128 CLE

A GOSUE 1aazi

FEM L OMIMO DI SIMISTRA SALUTA

FOR J=1 T 2 @ GOSUE 228 : HEXT J

FEM EMTRAMEI GLI OMIMI SALUTAMHG

FOR J=1 TO 5 © GOSUE 328 @ MEXT J

FEM L @MIMO DI DESTRA SALUTH

For J=1 T 2 @ GOSUE S8@ :© HEXT J

FEM EWMTRAMEI GLI OMIWI SI FERMAND

FOR J=1 TO 1868 @ HEXT T

GOTO 1328

REM L OMIMD DI SIMISTRA MUOYE IL BRACCIO
POKE SE+2.138

FOF I=1 TO DLY @ MEAXT I

FQEE SE+2,137

FOR I=1 TO DLY @ ME=XT I

FOKE SE+2, 138

FOR I=1 TO DLY @ ME=T I

FPOKE SE+2,137

FOR I=1 TO DLY © MEXT I

FETURH

FREM EMTRAMEI GLI OMIMI MUOMOND LE BRACCIA
POKE SE+2,138

FOR I=1 TO DLYA2 @ HEXT 1

FOKE SE+&.137
FOR I=1 TO DLY
FOEE SB+2.137
FOR I=1 TO DLYA2 @ HEXT 1
FOKE SE+3, 132

—
—

DA DA O U N W

P TR RS s o s s b s e
ot Pl T D 20 = Oy 0 P T

&
5

¢ HEXT I

T

SET i B 03 R e s 00 00 ~1 i L
DA A R R e R DU A F R D W R A

A,

$o P B D0 D0 G0 G G G0 Ll D G G P RS PO RS IO R RS RSP

S8 FOR I=1 TO DLYAz @ MEXT I
Bn POKE SB+2,133
26 FPOKE SE+8,137
38 FOR I=1 TO DLYA2 @ MEAT 1
444 FOKE SE+2. 137
458 FOR I=1 TO DLY#2 : HEXT I
468 FOKE S5B+E, 138
478 FOR I=1 TO DLYA 2 @ HEXT I

FETURHN

FEM L 0OMIMO DI DESTRA MUOYE IL BRACCIO
POKE SB+3.137

FOR I=1 T0O DLY @ MEAT I

FOEE SB+&.132

FOR I=1 TO DLY  HEAXT I

FOKE SB+5.137

DGR ) IR ) I S
E OISR N e RN 1]
250 0SS SR
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FOR I=1 TO DLY @ MEXT I
FOKE SE+2,138

FOR I=1 TO DLY  MEXT I
FETLURH

REM IMIZIALIZZAZIOME

nncn
0 = T
DA R AN

)

'

Dol e X AN
=
T T )
Mo R

QOO N X S W]

!
R X

- e

)
A}
1.
T S = S T
= .
X

S S me

a2

1,

-
-—

s

S0
= T

Do O

1 DATH @ '. i,
FETLURH

a8 REM STREILISCE LA LUWGHEZZA DEL LOOF DI RITARDO
a18 ILY=184

19620 REM ASSEGHMA ALLA “IC-II UM SEGMEWMTO DI MEMORIA
18838 POEKE 58576, fPEEP-:ﬁS?h' AWMD 252» R 1
18046 POKE S3272

19656 REM E LD lHHHIF“ AL EBARSIC

19asa PORE =43, 138

18878 REM CUFIH LA MEMORIA DEI CARATTERI
188 FPOKE Se334,FPEEK(S&3340 AHD 254

18836 FORE 1.FEELR1J AHD 251

18186 FOR I=a TO 2847

181R5 POKE 327e2+1, FFEF(?:L4J+I} HE=T
18116 POEE 1.FPEEECL] 4

169128 FOKE S JPEEECSEZZ4 DR 1

16136 REM PLUL E LO SCHERMD E PEEDISFOME L ARER
16148 DLY=250 @ SBE=3431&

18158 PRIMT "7 &WAER T

18168 PRIWT "H@CDE® A2CDEM

18178 PRINT "&GHE FFGH!

16128 REM HHIrI ERSE

18128 FOR 2 T 33Ee3 READ =

189135 S I

18286 B,

18218 Y

1

1 X

15

1

1 K

1

1

1

1 K

1 -

1 X

1 K

1

Quando si esegue il programma, I'omino alla sinistra del video inizia ad
agitare il braccio. Dopo un attimo, quello a destra comincia a fare lo
stesso fino a che I'omino a sinistra smette di salutare, seguito da quello a
destra; quindi il ciclo si ripete.

Le tre subroutine sono la chiave del movimento (righe 219, 319 e 499). La
prima, con inizio a riga 21§, fa solamente muovere il braccio all’'omino di
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sinistra. La seconda con inizio a riga 319, ¢ responsabile del movimento
delle braccia di entrambi gli omini. Notare che 'omino a sinistra si muo-
ve, poi il programma si ferma brevemente prima di movere anche 1’omi-
no sulla destra. Dopo il movimento del braccio della figura di destra, il
programma attende brevemente. Cid mantiene la velocita dei due omini
quasi uguale, anche se i due salutano insieme. Quello a destra inoltre agi-
ta il braccio in senso opposto all’altro, di modo che non sembri essere
“legato” all’altro. Queste piccole differenze fanno si che la presentazione
sia piu interessante.

L’'ultima subroutine, con inizio a riga 499, muove solamente la figura di
destra, mentre quella a sinistra rimane ferma.

6.6. Grafica ad alta risoluzione

Con la grafica bit-mapped, il programma gestisce i punti dello schermo
individualmente invece che a caratteri interi. Questa tecnica deriva il suo
nome dal fatto che esiste un’area di memoria utilizzata appositamente
per rappresentare il contenuto del video punto per punto. Proprio come
citta, parchi ed aeroporti sono rappresentati sulle carte geografiche da
simboli, i punti sullo schermo sono rappresentati da bit in memoria. La
topografia dei bit puo essere usata per disegnare linee sottili sullo scher-
mo o per rendere piu fluido il movimento di un giocatore, dato che
quest’ultimo si puo muovere ad incrementi di un punto alla volta invece
che di un intero carattere.

L'uso di questa tecnica sul C-64 ¢ molto simile all'uso dei caratteri perso-
nali. La scheda VIC-II tratta entrambe esattamente nello stesso modo: in
ambedue i casi, analizza il contenuto di una cella di memoria di 8 punti
per 8, e presenta i punti una riga per volta. La differenza sta nel modo in
cui la VIC-II decide dove cercare nella tabella; nella visualizzazione di un
carattere usa il valore nella memoria del video (il “codice video” del ca-
rattere) per trovare l'informazione nella memoria dei caratteri. Per visua-
lizzare una mappa di bit, la VIC-II consulta la tabella in modo sequenzia-
le. E come se si avesse una tabella di 1000 caratteri personali e lo scher-
mo contenesse codici video numerati da 0 a 999.

Si possono usare anche in questo caso molti dei concetti e dei metodi de-
scritti nei paragrafi dedicati ai caratteri personali. La differenza princi-
pale & questione di tecnica di programmazione. Per usare i caratteri per-
sonali, si definisce la memoria dei caratteri e si modifica la presentazio-
ne cambiando la memoria del video. Nella visualizzazione di una mappa
di bit, la memoria del video rimane invariata ma la memoria dei caratteri
cambia.
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Per capire questa tecnica, torniamo a quanto detto sulla memoria dei ca-
ratteri, ma con una prospettiva differente. Dal punto di vista della visua-
lizzazione del testo, si concepisce la memoria del video come contenente
caratteri da rappresentare, mentre la memoria dei caratteri contiene la
posizione relativa dei punti che rappresentano i caratteri. In termini di
grafica ad alta risoluzione, la memoria dei caratteri diventa una rappre-
sentazione del video punto per punto e la memoria del video & sostituita
da un puntatore che segnala alla scheda VIC-II la posizione del punto sul-
lo schermo. In ambedue i casi, la scheda VIC-II compie esattamente la
stessa azione: consulta la disposizione dei punti nella memoria dei carat-
teri e li presenta sul video. E differente solo il metodo di ricerca della di-
sposizione dei punti nella tabella.

Pensate al metodo utilizzato per rappresentare un omino con molti carat-
teri: si puo pensare alla grafica ad alta risoluzione come all’'uso dell’inte-
ro schermo per disegnare un singolo “omino gigante”.

La grafica ad alta risoluzione comporta anche qualche inconveniente. Pri-
mo, usa una gran quantita di memoria: per memorizzare completamente
il video “topograficamente” occorrono 8000 byte di memoria. Secondo, &
una tecnica univoca: non ¢ possibile avere sullo schermo dei caratteri co-
muni e grafici ad alta risoluzione allo stesso tempo. E possibile tuttavia
usare ’alta risoluzione senza perdere la possibilita di visualizzare dei ca-
ratteri. Dato che una presentazione in grafica ad alta risoluzione & molto
simile a quella dei caratteri personali, si pud creare una mini presenta-
zione grafica usando solo una piccola porzione dello schermo. Le tecni-
che usate per definire una serie di caratteri personali possono essere im-
piegate anche per definire un’area di 64 punti X 64 per la sperimentazione
con la grafica ad alta risoluzione. Il programma di preparazione (Setup)
listato qui di seguito potrebbe sembrare gia visto: & stato realizzato infat-
ti apportando solo alcune modifiche a quello che prepara la serie di ca-
ratteri personali.

196 REM PROGRAMMA “SETUF"

114 FEM RISERYA LA MEMORIA

120 FOKE 52,128 © POKE Se,122 : CLE

138 FEM RASSEGHMA ALLA YIC-IT1 UM SEGMEMTO DI MEMORIA
148 POKE SE576, (PEEKCSESTEY AMD 2520 OF 1

158 POKE 53272,32

168 REM E LD ::HHHILH AL BRZIC

178 POKE 642,136 @ SE=3421¢

188 FEM COFIA LA Pﬂﬁ DEI CARATTERI MELLA FAM

138 POKE 56334, PEEK (563342 AMD 254

288 POKE 1,FEEK 1) AND 251

218 FOR I=a TO 1823 POKE 32768+1,FEEKS3245+]1 0 HE=T
228 POKE 1.PEEECLY OR 4
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FOKE 1. FEEI» 12 OR 4

A L ARE HII HLTH FIS0LUZ TOME
HEAVEZ TO 34303 0 FPOEE 1.8 @ MEXKT 1

REM PULISCE L0 SCHERMO E PREDISFOME L ARER
PRINT "J&HF: <4
FRINT "J‘III"""I:‘"

FRIWMT " '1]:. TF.‘ s C HF$' S0 SCHREFCSG D CHEF G200 ez !
FRIMT 3
FRIMT
FREIMT
A FREIMT
FRINT

Dopo l'esecuzione di questo programma, I’angolo superiore sinistro dello
schermo diventa un’area di lavoro per grafica ad alta risoluzione nella
quale condurre tutti gli esperimenti possibili.

CAMBIARE I PUNTI NELL'AREA DI LAVORO AD ALTA RISOLUZIONE

Dopo aver fatto eseguire il programma SETUP, la parte di memoria che
definisce l'area di lavoro si presenta cosi:

Locazione Locazione Locazione
di memoria Colonna di memoria Colonna di memoria Colonna
Riga o—aNMTNnO I~ PY-N=Safaluch AR BREAIBTT3
0 34816 | 34880 | 35264 |
1 34817 34881 35265
2 34818 34882 ... 35266
3 34819 34883 35267
4 34820 34884 35268
60 34876 35240 35324
61 34877 35241 L. 35225
62 34878 35242 35226
63 34879 35243 35227 |

Per cambiare un punto sul video, il vostro programma deve trovare la lo-
cazione giusta in cui fare un POKE e anche il valore da metterci. I 64 bit
della dimensione X sono divisi in 8 byte da 8 bit ciascuno. Per trovare la
colonna giusta, usate la seguente formula:
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458 COL=INTCAA32

Dato che ogni colonna di byte dell’area dedicata ¢é alta 64 righe, il nume-
ro della colonna deve essere moltiplicato per 64. Il calcolo per trovare la
locazione corretta per POKE &

468 PL=33732+Y+64%C0L

Il bit all’interno di quel byte ¢& il resto della divisione per 8 fatta per tro-
vare la colonna. Per calcolare il bit giusto, usate

450 PL=33732+Y+64#%C0L
470 BIT=7-(X~-COL#%c)

Si & sottratto il resto da 7 perché le colonne ad alta risoluzione sono nu-
merate da sinistra a destra, ma i bit in un byte sono numerati da destra a
sinistra. Non & sufficiente conoscere semplicemente il numero del bit,
perché il vostro programma fara uso di POKE per cambiare la visualizza-
zione e deve calcolare il numero che corrisponde a quel bit. Ricordatevi
che ogni bit in un byte rappresenta una potenza di 2.

Bit [7]6]s]af[3]2]1]0]
Valore di POKE 12864 32 16 8 4 2 |

In questo caso si puo facilmente operare la conversione dal numero bit
al valore POKE usando l'operatore dell’elevamento a potenza.

480 PY=21BIT

Il vostro programma non puo semplicemente usare POKE a caso nel byte
trovato perché vi sono altri 7 bit che non si devono disturbare. Per cam-
biare un solo bit, bisogna fare un PEEK nel byte che deve essere cambia-
to, modificare solamente il bit giusto, poi eseguire un POKE per rimet-
terlo al suo posto. Per cambiare solo un singolo bit si possono usare gli
operatori AND e OR. Per esempio, per azzerare un bit (portare quel pun-
to al colore dello sfondo), si pud usare una variazione della tecnica di
mascheramento usata per isolare i bit degli interruttori del joystick.

5608 FOKE PL.PEEK{PL» AND NOT PY

Notate I'uso dell’operatore NOT. Quando abbiamo isolato gli interruttori
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del joystick, veniva usato il valore del bit direttamente, con un maschera-
mento nel quale il bit desiderato era un 1 e tutti gli altri erano degli 0.
Questa volta si usa una maschera nella quale il bit richiesto &€ uno 0 e
tutti gli altri degli 1. L'istruzione AND fara diventare il bit 0 e lascera gli
altri indisturbati.

Si supponga di voler azzerare il bit 3 nella locazione 34882, che contiene
al momento un valore di 43; si potrebbe usare un’istruzione BASIC come
questa:

16 POKE 34382, PEEK¢34382) AMD NOT 213

T *—00001000

11110111
AND
00101011

00100011

Quando con POKE si rimette il risultato nella locazione 34882, solo il bit
3 & cambiato. Gli altri bit mantengono i loro valori. Per far tornare il
punto alla situazione precedente usate I'operatore OR.

10 POKE 34332, PEEK (34882 OR 213

00001000
OR
00100011

00101011

Come prima, & cambiato solo il valore del bit 3.

Per ottenere il cambiamento di un solo bit ci vuole molto lavoro. Tutta-
via, dato che ci sono solo 8 bit in un byte e vi sono solo 8 valori possibili
per la maschera AND e 8 per la maschera OR, ¢ pratico (e molto piu velo-
ce) calcolarli in anticipo e memorizzarli in tabelle. Il frammento di pro-
gramma che segue puo essere usato come subroutine nei programmi che
producono immagini ad alta risoluzione. Esso crea due matrici di ma-
schere chiamate M1% (pone il bit=1) e M0% (azzera).

163 FOR I=@ TO 7

116 M1ZACI =211

122 MBZ{I»=NHOT M1%(TX
128 MEXT 1
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Notate che gli indici delle matrici, come i numeri dei bit, iniziano con 0
perché si calcola il numero del bit usando il resto di una divisione che
puo essere 0. Le matrici sono specificate come variabili intere perché il
BASIC esegue le operazioni Booleane con numeri interi. Usare queste
maschere precalcolate non solo rende piu veloci i programmi, ma li ren-
de anche piu facili da leggere. Paragonate i precedenti esempi per asse-
gnare e riassegnare un bit con istruzioni che eseguono le stesse operazio-
ni usando la tabella.

10 POKE 34332,PEEK (34832, AND MBZ(3>
268 POKE 343382,PEEK(34832» OR M1X<32)

Anche se si usano tecniche come il precalcolare le maschere, il BASIC &
generalmente troppo lento per 'animazione ad alta risoluzione: vi sono
troppi bit da cambiare per muovere un oggetto sullo schermo. Si potreb-
bero muovere i bit piu rapidamente in linguaggio macchina. II BASIC ¢,
tuttavia, abbastanza utile per visualizzazioni che non si muovono, come

disegni e grafici. Per esempio, il seguente programma traccera un trian-
golo sullo schermo:

198 FEM FROGRAMMA "SETURY

118 FEM RISERYA LA MEMORIA

126 POKE Sz.122 © POKE Se,128 ¢ CLE

1236 FEM ASSEGHMA ALLA YIC-I1 UM SEGHENTC DI MEMORIA
140 POEE SE576, (PEEKCSESTEr AWD 2520 OF 1

158 POKE 53272, 32

156 FEM E LO LUHHHIFH AL BASIC

170 POEE 45,138 @ SE=34816

133 FEM COFIA LA ROM DEI CARATTERI HELLA RAM

190 POKE S6334,FPEEKCSAZ341 AWD 254

2@ FPOEE 1.FPEEECLY AMD 2 1

218 FOR I=0 TO 1823 POKE 327VeE SE+ L FEEKCSI248+1 0 0 HEST

FOKE 1.FEEKC1) OF 4
e .F'EEKZ‘ZSGE:EMZ' Ok 1

=
[y

244 H L AREA AD ALTA RISOLUZIONE

258 FOR 1= 2 TO 34383 : POKE 1.8 © MEXT I
268 REM FULT SCHERMO E FPREDISPOME L AREHR
285 REM L HFEH DI LAYIRD

27@ PRIWNT "BEGHPS oz

288 PRINT "#@AIoyY!x1s )
298 PRIMT JRZY S CHREC DD 2 CHRE 340 CHRES (200 2 "
308 PRIMT "SCRS[#+3"

2168 PRIMT "dOLTES, 47"

220 FPRIMT " eEMUIN-5="

330 PRIMT "&@FHWtE. e
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B PRIMT "Gl /72

258 REM COSTRUISCE L ARRAY-MASCHERA

2@ FOR I=9 TO F:MiXcIr=z2tl @ HMEXT I

@ REM TRACCIA LA BASE DEL TRIAMGOLOD

B Y=&3

B FOR #=0 T &3

GDSUE a4

A HEXT

A FEM TEACCIA IL LATO SIHISTRO DEL TREIAMGOLD
FOR ==& TO 24

: l:iI:ISU:E;' '5-4L1
HEXT

FEM TFHECIH IL LATO DESTRO DEL TEIARMGOILD
FOR =

GOSUE .-Jm

HE:T

EHII

F‘EH JI IBFI:ILITIHE 01 TRACCIAMEMTO

M1XCEITS

DRI OO IO b I I B8 At

OO =0T O P 0 P = 050 L0 Q0 ) ; b
=,
Ry

o arononon o B b

RETLRH

Quando si esegue il programma si nota che il triangolo viene disegnato
troppo lentamente per essere utile in un gioco d’azione; potrebbe essere
utile invece in un programma didattico che presenti figure geometriche.

USO DELL'INTERO VIDEO

Le tecniche trattate nell’ultima sezione funzionano ugualmente bene per
un intero schermo ad alta risoluzione. Tuttavia, & necessario cambiare le
formule per trovare il byte giusto per operare il POKE. Una subroutine
per eseguire il calcolo si potrebbe presentare cosi:

168 PL = BM+(4@%INTCYAS00+0% AND 72+INTIKAS)

E necessario ordinare alla VIC-II di passare al modo ad alta risoluzione.
Cio é controllato dal bit 5 nella locazione 53265. Quando questo bit &
uguale a 1, la VIC-II passa alla grafica ad alta risoluzione. Gli altri bit in
questa locazione dovrebbero essere preservati; usate quindi la stessa tec-
nica di mascheramento usata per i byte della memoria dei caratteri:

188 POKE 53265,PEEK{33265) OR 32
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Rimane da considerare un aspetto della grafica ad alta risoluzione: i co-
lori dei punti sono specificati differentemente dalla visualizzazione dei
caratteri. Ci si chiedera cosa ne & stato della memoria del video nel modo
ad alta risoluzione. Ricordatevi che la locazione nella memoria dei carat-
teri, nelle visualizzazioni ad alta risoluzione, non proviene dalla memoria
del video. Questo rende la memoria del video disponibile per memorizza-
re i codici dei colori. Esattamente come per la visualizzazione dei carat-
teri, un punto 0 in alta risoluzione appare sullo schermo nel colore dello
sfondo, un punto 1 appare nel colore del carattere. Ma la memoria del vi-
deo ¢ larga 8 bit, non 4, quindi ci stanno due codici di colore. Nel modo
ad alta risoluzione ogni “‘cellula” da 8 puntixX8 ha il proprio colore di
sfondo e di carattere. Il colore dello sfondo € memorizzato nei bit 0-3 e il
colore del carattere nei bit 4-7.

Numero del bit [7[6[s[4] [3][2]1]0]

Q Colore dello sfondo quando

il punto & 0 (off).

Colore del carattere
quando il punto ¢ 1 (on).

Cio vi da una grande liberta di mescolare i colori sul video. Per calcolare
il valore da trasferire con POKE per una data posizione sul video, usate
la formula:

117“71 FOKE 368&7, (FEEKCZEEE7) AMD 1277
OF CSBA82 AND 12850

Ora considerate come funzionano queste tecniche in un programma vero.
Modificate il programma del disegno del triangolo per usare uno scher-
mo intero ad alta risoluzione. Se lo si paragona a quello che usava carat-
teri personali, si vedra che non &€ cambiato molto.

FEM GRAFICA AD ALTA RISOLLZIOHE

FEM PROGEAMMA DIMOSTEATIVO

FEM EISERMA LA MEMORIA

FRINT "IeeenearabkEbrdRRRbRE T TEHNDERE FREGO
FOEE 52,64 @ POKE 56,84 @ CLE
FEM H GHA ALLA Y IT UW SE

gy S
DR R

!

Y

GMEHTO DI MEMORIA

1 FOKE CPEEECSESTEY AMD 252 OF 2

FOKE 5 o
1 REM PREDISFOME LA WIC-II AL MODD AD ALTA RISOLUZ IOME
1 FOKE S CPEEECSIZESY QR 32

P SO S
DOCRS B S0 I N PN I R S oyl ]

T T AT T T T o

A

FEM POSIZIOHNA IL FUMTATORE
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EM=24575 @ SE=15384

FEM AZZERA LAREA AD ALTA RISOLUZIOHE
FOR I=EM TO EM+733% @ POKE T.8 @ HEST I
1 FEM RIEMFIE LA MEMORIA DELLO SCHERMO

S FEM COM T CODICI DET COLORI

9 FOR I=SE TO SE+323 © POKE I,238  HEXKT I
FEM COSTRUISCE L AREAY MASCHERA

FOR I=@a TO F:MIKCIy=21t07=-10 @ MEXT 1

FREM TREACCIA LA EASE DEL TREIAMGOLD

™
A

L N ]
-,
=)

GOSUE 536
HEXT
FEM TRACCIA IL LATO SIMISTRO DEL TRIAMGOLO

B FOR A= TO 248
338 Y = RI-n%Z
=248
bS]
jers|
ERe |
SEe
98 GOSUE
438 HEAST
418 FEM ASFETTA CHE UM TASTO YEMHGA PREMUTO
428 GET A% © IF AF="" THEH 42RA
438 FEM RIFRISTIMA IL SISTEMA
446 FEM RESTITUISCE AL BASIC LYARER AD ALTA RISOLUZIOHE
456 FOKE S22, 128 ¢ rﬂHE L = W W
4E@ FEM FIF“FTH LA II HL MODD ZTAMDARD
478 POKE SES7E, (F ¥ 5 A 252 OR 3
458 REM RITORHA
d4ai POEE S
e FOKE 5
516 EMD
S2E REM SUBROUTIME DI TRACCIAMEMTO
A58 PL=EBM+C 4@y AHD 24 +0 AHD Fa+cE AMD SR4 0

S401 FOKE FL,PEEKCPLY OF MLKCE AMD 73
SS@ RETURH

Una differenza importante & che il programma entra in un loop quando
ha terminato. Quando si preme un tasto qualsiasi, esso ritornera allo sta-
to “normale” della VIC-II. Usando la grafica ad alta risoluzione, bisogna
eseguire quest’operazione nel programma: non ¢ possibile fare i POKE
direttamente dalla tastiera, perché questa funziona solamente nel modo
standard. Questo programma ¢& anch’esso troppo lento per animazioni ve-
loci; nella prossima sezione si parlera di una tecnica per il movimento
fluido degli oggetti che puo essere impiegata con il BASIC.
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6.7. Grafica sprite

L'uso dei caratteri personali per animare i programmi presenta alcuni
svantaggi: mentre le parti di un giocatore possono essere mosse singolar-
mente un po’ come singoli punti, il giocatore nel suo complesso puo esse-
re mosso solamente di un intero carattere per volta. Si puo aggirare que-
sto ostacolo definendo diverse versioni del giocatore in differenti posizio-
ni nelle dimensioni X e Y, ma questa tecnica consumerebbe i 256 caratte-
ri personali possibili molto rapidamente. C’¢ un metodo piu semplice per
ottenere il movimento fluido di un giocatore: 'uso degli “sprite” o “fol-
letti”.

Gli sprite sono una forma speciale di giocatore, molto simile a quelli co-
struiti con i caratteri personali, dai quali si differenziano pero in modo
rilevante: sono completamente indipendenti dal resto del video, possono
sovrapporsi a qualunque carattere gia esistente e muoversi sul video sen-
za influire sul contenuto. Per capire come funzionano gli sprite, immagi-
nate uno sfondo dipinto su una lastra di vetro:

. 0 o1~ QA
—_—Nen e . AN DN N
A AN o N e N

A b NN AN A Mnn
[S0aY VPR S NSRRI D U S UV I | o Y SN

Benché su questo video si possano disporre dei giocatori costituiti da ca-
ratteri standard o personali, per ora ci si limitera, per semplificare, ad
assumere che si tratti interamente di sfondo. Su una seconda lastra di ve-
tro si disegnera lo sprite, un’automobile:
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Dato che il vetro & trasparente, si pud posizionare la macchina davanti
allo sfondo:

{4 sith_
—_— e e . A et
AA U A A e o N N |—

ﬂl/\Jl—\__,_/\., A AN N N nanfn
v ol — L. /e MY e
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o dietro di esso:

1ML__A/__/\J’/8'
— e~ e G
AaA b d . e e

VA P E O, RN AN 3 AN AL

vl ol — L e MWW e

Si puo anche muovere il vetro con lo sprite, lasciando lo sfondo immobi-
le:

[ DY DY NP2 WYL WS

vy Qs __ L ool AW

La differenza tra gli sprite e gli altri oggetti definiti fino ad ora consiste
nel fatto che il programma non ha bisogno di spostare lo sprite all’inter-
no della memoria per farlo muovere sul video. Il programma informa
semplicemente la VIC-II della posizione sul video dove desidera lo sprite,
usando POKE per assegnare questa posizione a certe locazioni di memo-
ria. Questo fa si che gli sprite siano molto facili da muovere. Per movi-
mentare un po’ il video, si possono aggiungere altri pannelli di vetro,
ognuno con il proprio sprite. Per esempio, si possono aggiungere alla sce-
na alcuni alberi:
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fmo L.  c/bh o~ U A fl

—_— e — A/ e/ w SVt e e iy

{

ALt oo WY a1 3
Zl.A_u-_ N T A A e NN AN
vl cQ s o - Ll o Wd WY e

Si possono sistemare questi pannelli in modo che la macchina passi da-
vanti ad uno degli alberi e dietro all’altro:

4. /b s AU laff

P | 7, W VI o W = ep— e —— = g~ = = A PN

AL Ao et A 4
A A b A A A A s AnAA AN

e ol v_ oC oL NN MW e

Durante tutti questi movimenti, il video di sfondo rimane immutato e
non ¢ richiesta particolare attenzione da parte del programmatore per te-
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ner conto di cio che appare in ogni particolare settore del video: la sche-
da VIC-II ne tiene conto automaticamente. Possono apparire sul video
contemporaneamente fino ad 8 sprite e se ne possono avere molti altri
gia definiti in memoria “in attesa dietro le quinte”. Pud essere d’aiuto
immaginare il video come una ‘“‘cornice” che puo tenere fino ad 8 pannel-
li di vetro alla volta, con altri pannelli accanto pronti ad essere sostituiti
a quelli gia posizionati.

PYNRNNTY o e
PR T R IRV SN
e U R e

Ora vediamo piu approfonditamente come funzionano gli sprite e come si
possono dipingere i pannelli per poi posizionarli nella “‘cornice”.

La visualizzazione degli sprite

Gli sprite vengono visualizzati in maniera molto simile ai normali carat-
teri. Come gia spiegato, ogni carattere € definito da una tabella in memo-
ria, con i bit che ordinano alla VIC-II quali punti dello schermo accende-
re o spegnere. Ecco, ancora una volta, la tabella che definisce la lettera
A",

Punti visualizzati Binario Decimale
|
00011000 24
. 00111100 60
[ 01100110 102
n B 01111110 126
— — 01100110 102
— L 01100110 102
| | 01100110 102
| 00000000 0
| [ 1 | |
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La tabella per uno sprite &€ molto simile, ma piu grande: gli sprite sono
larghi 24 punti e alti 21. Una tabella sprite & larga percio 3 byte e alta 21
bit. Riprendiamo ad esempio 'omino disegnato prima in questo capitolo
e trasformiamolo in uno sprite.

Notate che i byte vuoti che circondano I'omino sono necessari. Le dimen-
sioni di uno sprite sono fisse, proprio come quelle di un carattere, e gli
spazi vuoti sono riempiti da degli zero. Cid rende uno sprite simile a un
oggetto costituito da diversi caratteri personali. Puo essere d’aiuto imma-
ginare uno sprite come un carattere sovradimensionato.

LA MEMORIA SPRITE

Le definizioni sprite sono tenute in memoria esattamente come le defini-
zioni dei caratteri: la riga in alto per prima (nelle locazioni di memoria
piu basse), seguita dalla seconda riga e cosi via fino alla riga 21. I 3 byte
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che memorizzano i 24 punti di ogni riga sono 'uno accanto all’altro in
memoria. Se la definizione del nostro omino sprite avesse inizio alla
32768, la definizione apparirebbe cosi:

32768 0

32769 28 prima riga
32770 96

32771 0

32772 62 seconda riga
32773 96

32774 0

32775 62 terza riga
32776 ]

32825 0

32826 102 202 riga
32827 0

32828 0

32829 231 212 riga
32830 0

Questa disposizione in memoria si differenzia da quella di un oggetto si-
mile composto da caratteri personali, tuttavia i valori nella tabella byte
sono gli stessi, per cui un oggetto composto da caratteri personali puo
essere trasformato in uno sprite con poco lavoro. Gli strumenti e le tecni-
che adottate per il disegno sono molto simili e verranno esaminate piu
avanti in questo capitolo.

Una grossa differenza tra la memoria sprite ed altre aree gia esaminate &
che non vi & alcun blocco specifico di memoria riservata agli sprite. I ca-
ratteri presentati sul video e le tabelle di definizione dei caratteri sono
raggruppati insieme nelle proprie aree di memoria. Si pu¢ cambiare la
locazione di partenza della memoria del video e dei caratteri, ma queste
aree non possono essere frazionate. Non & possibile, per esempio, mette-
re le definizioni dei primi 128 caratteri alle 32768-33791 e i secondi 128
alle 34816-35839.

Questa limitazione non si applica agli sprite. La scheda VIC-II ha un pun-
tatore separato per ogni sprite alla locazione di memoria dove ha inizio
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la sua definizione. Per cui, mentre tutte le definizioni per ogni sprite de-
vono essere insieme, i vari sprite possono essere sistemati a piacere in
tutto il segmento di 16K di memoria della VIC-II.

Il segreto della flessibilita degli sprite & proprio la possibilita di tenere le
loro definizioni distribuite in tutto il segmento. Gli sprite possono essere
usati non solamente per estendere la gamma di caratteri, ma anche per
animarli. Esamineremo le tecniche di animazione un po’ piu avanti.

Il disegno degli sprite

I procedimenti di disegno di uno sprite e di un giocatore costituito da ca-
ratteri personali sono molto simili. Incominciamo con un foglio da dise-
gno in carta quadrettata, proprio come per i caratteri personali. Dispone-
te il lato lungo della carta orizzontalmente, e disegnate un riquadro largo
24 quadretti e alto 21, in modo che si presenti cosi:
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Ora dividete il riquadro in 3 colonne di 8 quadretti, e numeratele come
segue:

N W

6 8 4 2 1

Come per il modulo di progetto dei caratteri personali, ogni quadretto
corrisponde ad un punto del video. Le tre colonne corrispondono ai byte
della memoria degli sprite. In pratica, il modulo di disegno degli sprite
funziona esattamente come quello dei caratteri personali. Ecco di nuovo
il nostro omino, disegnato come sprite:
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| 1 1

2 3|t 2 3|1 216[3]1

8lal2f6|8lal2fj1|8]daf[2]|6]8]a]2]1]|8]a)j2]6f{8]4]2}!
0 28 96
0 62 96
0 62 96
0 62 96
0 62 96
0 28 96
0 62 96
1 255 224
3 255 0
6 255 0
6 255 0
6 255 0
6 255 0
6 255 0
0 126 0
0 102 0
0 102 0
0 102 0
0 102 0
0 102 0
0 231 0

|

In questo esempio abbiamo omesso i valori in binario: come acquisterete
piu dimestichezza nella conversione dei punti in numeri, probabilmente
farete altrettanto. Abbiamo anche scritto tutti gli O per i byte “vuoti’:
questa & una buona abitudine da sviluppare, altrimenti & facile dimenti-
carsene.

Se avete acquistato o sviluppato‘in proprio programmi per disegnare og-
getti costituiti da caratteri personali, potrete utilizzarli anche per gli
sprite. Ricordatevi soltanto che i byte sono memorizzati in ordine diver-
so. Ora vediamo le tecniche di programmazione per l'uso degli sprite.

L'uso degli sprite
Una volta disegnato lo sprite, bisogna seguire questa sequenza di opera-
zioni necessarie a farlo funzionare:

1. Riservare la memoria per la definizione dello sprite.
2. Caricare la definizione in memoria.
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3. Passare alla scheda VIC-II l'ubicazione in memoria della definizione
dello sprite.

4. Ordinare alla VIC-II di iniziare a visualizzare lo sprite.

5. Muovere lo sprite sullo schermo.

Puo sembrare una grande quantita di lavoro, ma ognuna di queste fasi ¢
in effetti piuttosto semplice. Nella sezione seguente esamineremo ognuna
di queste fasi singolarmente.

ALLOCAZIONE DELLA DEFINIZIONE DEGLI SPRITE IN MEMORIA

Proprio come per i caratteri personali, le prime fasi in un programma
che fa uso di sprite sono dedicate a riservare lo spazio di memoria neces-
sario alle definizioni degli sprite, poi a caricarle in quella memoria. Que-
sto programma carica il nostro “omino” in memoria.

@A REM RISERYA LA MEMORIA

16 CLR:POKE 52,128 'POKE 56.128:CLE

2@ REM ASSEGMA ALLA YIC-II UM SEGMEMTO DI MEMORIA
130 POKE s43.132

146 POKE S6576. (PEEKCIESTEIAND 2520 OR 1

15 PRIMT "1"

166 REM CARICA LO SFRITE .

170 FOR I=32832 TO 32894 @ READ X @ POKE I.X @ HEAXT
136 RPEM DATI DELLD SPRITE, 2 RIGHE FER ISTRUZIOHE
126 DATA 8,228,395, 0,52, 3%
208 DATH 8,682,596, 6,582,965
216 DATR 9.62,595, 6,258,596
228 DATA 8,62, 96, 0,253,
239 DATA 3,255,192, z
244 DATH k. 235,08,
DATA 5.235,4.
DATA B.126.8,
DATA @, 182.4,
DATA @, 182,84,
DATA @.231.4@

—

a0y

(R R R NN (VN
W QD I
QR @&
Do A R 4
[ O O

E molto simile a quello usato per caricare un carattere personale. Come
gia visto, la prima riga del programma fissa i limiti di memoria e esegue
un CLR per riassegnare i puntatori interni del BASIC. Il programma ese-
gue poi due POKE nella scheda CIA che controlla il segmento di memoria
della VIC-II e il puntatore alla memoria video del BASIC. Infine, il pro-
gramma usa un loop READ per caricare la definizione dello sprite in me-
moria.
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COME PASSARE ALLA VIC-II L'UBICAZIONE DELLO SPRITE

Ora che la definizione dello sprite &€ in memoria, la scheda VIC-II deve
conoscerne l'ubicazione. Come per la memoria del video e dei caratteri,
vi sono puntatori utilizzati per individuare all’interno del segmento di
16K le definizioni di sprite. I puntatori degli sprite sono anch’essi incom-
pleti: alcuni dei bit provengono dalla memoria e altri sono calcolati dalla
VIC-II. Invece di fornire solo tre o quattro bit della locazione di memo-
ria, gli indicatori delle definizioni sprite ne forniscono otto.

|13|l2l11|10A9|8|ll6J [s]al3]2]1]0]

Calcolato con la VIC-II

Dal puntatore di memoria
degli sprite

Anche la formula per calcolare i valori POKE deve cambiare. La seguente
istruzione esegue quest’operazione:

1968 FY=5DA/64 AND 255

Il risultato del calcolo, PV, sara il valore numerico degli 8 bit che va as-
segnato alla VIC-II. Si divide SDA (Sprite Definition Address — indirizzo
di definizione sprite) per 64 perché 6 bit del numero della locazione sono
calcolati dalla VIC-II e 64 & uguale a due elevato alla sesta. La divisione
elimina quei bit calcolati, mentre 'operazione AND ¢& usata per eliminare
i bit alla sinistra. Ricordatevi che vi sono 16 bit nel numero che identifi-
ca una locazione di memoria (0-65535), ma solo 14 bit in un numero che
ne identifica una nel segmento di 16K della VIC-II. Dato che un byte puo
contenere solo 8 bit, si devono eliminare gli altri. L’AND assicura che so-
lo valori da 0 a 255 possano essere trasferiti con POKE. I due bit che se-
lezionano i segmenti di 16K corretti sono quelli trasferiti alla scheda CIA
con POKE, quindi non c’é pericolo di perderli.

Vediamo ora questa formula in pratica. Iniziamo la definizione per 1’'omi-
no sprite alla locazione 32832 e osserviamo cosa succede ai bit mentre
procede il calcolo.
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1000000001000000 32832
/64
0000001000000001 513
AND
000000001 1111111 255
0000000000000001 1

Il valore corretto per POKE ¢ 1. Cosa sarebbe successo se si fosse deciso
di iniziare la definizione dello sprite alla locazione 32833? Il valore bina-
rio di 32833 ¢ 1000000001000001. L'ultimo bit verrebbe perso nel calcolo,
per cui la VIC-II interpreterebbe l'inizio della definizione come 32832.
Questo genererebbe un omino dallo strano aspetto, perché gli ultimi 8
punti di ogni riga risulterebbero spostati alla successiva. Il fatto che la
scheda VIC-II calcola gli ultimi 6 bit dell’indirizzo, limita le locazioni do-
ve possono iniziare le definizioni degli sprite in memoria.

128
192
256
320

16192
16256
16320

Ora che si conosce il valore per il POKE, & necessario sapere dove va ese-
guito. Come abbiamo visto prima, i computer sono macchine binarie; per-
cio, benché vi siano solo 1000 posizioni visibili nella memoria del video,
la VICII interpreta la memoria del video come fosse composta da
un’area di 1024 byte. I puntatori degli sprite sono memorizzati in alcuni
dei 24 byte in piu, per cui la mappa della memoria del video in effetti si
presenta cosi:
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Indirizzo Contenuto

0 Riga 0, colonna 0
1 Riga 0, colonna 1
2 Riga 0, colonna 2
3 Riga 0, colonna 3

997 Riga 24, colonna 37
998 Riga 24, colonna 38
999 Riga 24, colonna 39
1000 Non usato

1001 Non usato

1014 Non usato

1015 Non usato

1016 Puntatore sprite 0
1017 Puntatore sprite 1
1018 Puntatore sprite 2
1019 Puntatore sprite 3
1020 Puntatore sprite 4
1021 Puntatore sprite 5
1022 Puntatore sprite 6
1023 Puntatore sprite 7

Negli esempi, si usa il segmento che inizia alla 32768 e la memoria del vi-
deo con inizio alla 33792, quindi gli indicatori degli sprite iniziano alla
locazione 34808. Per definire lo sprite 0 dell’omino, il punto corretto per
il POKE ¢ 34808. L’istruzione per indicare alla VIC-II la definizione dello

sprite e
108 POKE 34802,1

Caricate ed eseguite ora queste istruzioni. Nulla cambiera sul video per
il momento, perché va ancora eseguita qualche fase prima che lo sprite
sia pronto all’uso.

ATTIVAZIONE E DISATTIVAZIONE DEGLI SPRITE

Gli sprite devono essere attivati (accesi) e disattivati (spenti) dal vostro
programma. Cio significa che non & necessario definire uno sprite vuoto
nel caso in cui non vi sia bisogno di tutti e 8 gli sprite contemporanea-
mente e che, ancora piul importante, & possibile costruire lo sprite senza
che appaia sul video prima di essere finito. Gli sprite sono attivati e di-
sattivati dai bit nella 53269, che & inclusa nella scheda VIC-II:
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Locazione 53269

Bit I 7 I 6 I 5 I 4 3' 2 I 1 10 Sprite corrispondente
A t ‘———Spnte 0
Sprite 1
Sprite 2
Sprite 3
Sprite 4
Sprite §
Sprite 6
Sprite 7

Se il bit che controlla uno sprite & acceso (ha un valore 1), lo sprite & attivato
e appare sul video. Se il bit & spento lo sprite & disattivato. Per accendere o
spegnere il bit di un particolare sprite senza disturbare gli altri, usate AND
e OR per mascherare i bit come descritto prima. Per esempio, per attivare
lo sprite 1 si pud usare l'istruzione:

\

192 POKE 53269,PEEK(S5326%) OR 2

Ricordatevi che & necessario fare un PEEK al valore esistente nel byte, per
ottenere i valori degli altri bit da ritrasferire con POKE. Per disattivare uno
sprite usate AND per spegnere il suo bit. L’istruzione

1608 POKE S53269,PEEK(53263) AMD 254

disattivera lo sprite 0, facendolo sparire dallo schermo. L’istruzione prece-
dente esegue anch’essa prima un PEEK in modo da proteggere il valore de-
gli altri bit. Seguono le maschere da usare per attivare e disattivare gli spri-
te:

Numero  Per attivarlo, Per disattivarlo,

sprite usare usare
OR con AND con
0 1 254
1 2 253
2 4 251
3 8 247
4 16 239
5 32 223
6 64 191
7 128 127
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Ora attivate lo sprite caricando la seguente istruzione:
FOKE S326%,PEEK{533226%) OR 1

Ancora una volta non accade nulla sul video. Lo sprite & effettivamente atti-

vato, ma dietro al margine; & ora necessario ordinare alla VIC-II di portarlo
sul video.

MOVIMENTO DEGLI SPRITE

Da quanto descritto finora, avrete capito che le posizioni degli sprite sono
espresse in punti e che i punti, come le righe e le colonne dei caratteri, sono
numerati dall’angolo superiore sinistro a quello inferiore destro. Esiste
una caratteristica del posizionamento degli sprite che puo sorprendere: la
numerazione non inizia nella parte visibile del video. Il punto con il numero
piu basso ¢ in effetti situato nella zona della cornice! Esistono delle buone
ragioni anche se a prima vista questo puo sembrare strano. Per la maggior
parte delle volte, non si vorra che lo sprite appaia improvvisamente sul vi-
deo. Normalmente lo sprite entrera in scena da dietro e per far cio¢ bisogna
poterlo posizionare in quella zona dello schermo.

La numerazione si presenta cosi:

23,24 posizione X 343{ 344
! |

NI QO ~N~OT

P~<

249

250

Per evitare confusione con le posizioni dei caratteri sul video, andra fatto
riferimento al numero dei punti come la “posizione X" per la dimensione
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orizzontale e la “posizione Y” per quella verticale, invece di riga e colonna:
Il vostro programma controlla le posizioni X e Y degli sprite per mezzo di
POKE nelle locazioni VIC-II. Ogni sprite ha la sua coppia di locazioni.

Numero Locazione Locazione
sprite posizione X posizione Y
0 53248 53249
1 53250 53251
2 53252 53253
3 53254 53255
4 53256 53257
b 53258 53259
6 53260 53261
7 53262 53263

Per ottenere lo sprite O caricate queste istruzioni:

POKE 53248, 109
FOKE 53242, 166

Provate alcuni ulteriori POKE e osservate cosa succede alla posizione dello
sprite. In particolare provate a trasferire con POKE un valore di 255 alla
53248, la posizione X dello sprite. Come avrete osservato, non & possibile
posizionarlo vicino al lato destro del video. Date un’occhiata al disegno raf-
figurante le posizioni X e Y sullo schermo e vedrete il motivo. Una posizio-
ne X del valore di 255 (il numero piu alto che & possibile inserire in un byte)
fara muovere uno sprite solo di circa tre quarti del video. Per arrivare al
margine occorre un numero a 9 bit che puo contenere valori da 0 a 511. Da-
to che un byte puo contenere solo 8 bit, la VIC-II deve ottenere il nono bit da
un’altra locazione. Sono necessari altri 8 bit (1 per ogni sprite), e la Commo-
dore li ha raggruppati in un’unica cella della VIC-II. Questi bit sono nella
stessa sequenza dei bit di attivazione, permettendo 'uso delle stesse ma-
schere di bit usate per attivare e disattivare gli sprite. Per comprendere il
meccanismo, studiate una subroutine completa che posiziona uno sprite
sul video. A questa subroutine sono passate 3 variabili.

SN il numero di sprite (da 0 a 7)
XP la posizione X dello sprite
YP la posizione Y dello sprite

Una subroutine del genere si presenterebbe cosi:
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160806 XL = 53248 + 2 % SN

16018 YL = KL + 1

10620 IF XP > 235 THEM 100589

1836 B2 = PEEK(33254) AND NOT (Z1SN>

16946 GOTO 1@aca

18459 B? = PEEK(33264) 0OR (215N’

10668 X% = XP AND 235

10370 POKE #L,¥Y : POKE VYL,YF @ POKE 53264,B3

Questa subroutine & probabilmente poco chiara. Esaminiamola percio riga
per riga:

10009  Calcola la locazione di memoria per la posizione X da usare con
POKE.

10019  Calcola la locazione di memoria per la posizione Y da usare con
POKE.

100290  Devono essere eseguite operazioni di mascheramento differenti, a
seconda del valore del 9° bit nella posizione X. Se XP & minore di
256 il 9° bit & uno 0.

10030 B9 e posta uguale al nuovo valore per la locazione “bit 9" nella
VIC-II. L'elevamento a potenza fornisce una maschera nella quale
solo il bit dello sprite desiderato € un 1. Il PEEK preleva il valore
attuale e I'OR accende il bit.

10040 11 GOTO salta le istruzioni necessarie per una posizione X inferio-
re a 256.

10050  Se il 9° bit & uno 0, si deve spegnere il bit nella locazione 'bit 9”.
Usando un NOT si genera una maschera nella quale il bit dello
sprite & uno O e tutti gli altri sono degli 1. L’AND spegne il bit.

10060  L’AND con 255 assicura che non si cerchi, con POKE, di trasferire
nella posizione X un numero troppo grande.

10070  Questa riga trasferisce con POKE informazioni sulla posizione al-
la VIC-II.

L'ultima riga di questa subroutine &€ molto importante. Non &€ buona norma
di programmazione abbinare istruzioni su una riga, perché cio rende i pro-
grammi piu difficili da leggere. Una eccezione gia menzionata & un piccolo
loop FOR-NEXT, come i loop di ritardo usati per I'’animazione, dove mette-
re tutto su una riga rende il programma piu facile da seguire. Nella subrou-
tine esaminata sopra, si sono abbinati i POKE per una ragione diversa: ci
vuole tempo per fare i calcoli dei valori di POKE. Calcolare i valori per ogni
POKE separatamente, causera un moto discontinuo dello sprite, special-
mente quando la posizione X va da 255 a 256. Se si calcola il POKE della po-
sizione X, poi si calcola il valore del bit 9, lo sprite sparisce dal video duran-
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te il calcolo, per poi riapparire quando si trasferisce con POKE il valore del
bit 9. Cio puo causare un notevole lampeggio, a seconda dell’ordine in cui i
calcoli e i POKE vengono eseguiti. Non & necessario eseguire i calcoli
nell’ordine sopra citato, ma si trovera che i risultati migliori sono ottenuti
eseguendo prima i calcoli e poi i POKE.

ANIMAZIONE DEGLI SPRITE

Come i caratteri personali, gli sprite possono essere animati definendone
diverse versioni da sostituire “al volo”. Vi & tuttavia una differenza; mentre
¢ possibile ridefinire parte di un oggetto a caratteri personali, & necessario
definire uno sprite completamente nuovo per ogni posizione nella sequenza
di animazione. Nella sezione precedente si &€ animato I’'omino facendolo sa-
lutare. Segue un programma che compie la stessa azione con I’omino sprite.

FEM RISERYA LA MEMORIA

3 CLR:FPOKE S2.125:POKE S6. 128 CLE

118 REM ASSEGHA ALLA YIC-II1 UM SEGMEMTD DI MEMORIA
1620 POKE 643, 132

20 POKE SE576, (FEEKCSSSFEIAND 2323 OR 1
1u4u FRINT "0"
1168 REM CARICA LO SPRITE 1
1208 FOR I=32832 TO 32234 : READ X @ POKE I.x @ MEXT
1380 REM DATI DELLO SPRITE. 2 RIGHE FER ISTRUZIONE

14‘3” I'HTH ﬁ; .if"; S‘f:u "'1; .n:. ’ J‘f'
1481 DATA 9.62,96, a,562, 96
1482 DATA @, 52,56, @,23, 96
14233 DATA 8,62, 96, B,255, 26
1484 DATA 2,255,1%2, £.235.48
1483 DATA &, 255,08, 235,48
1485 DATA &, 255,68, £, 255,08
14687 DATA @, 126,08, @,19z2.8
1483 DATA @, 182,08, B,14z,8
1463 DATA &, 182,48, @, 182, 4
1418 DATA @.231.9

2198 REM CARICA LO SPRITE 2

2260 FOR I=328%c¢ TO 32958 @ READ X @ FOKE I.x @ MEXT
230@ REM DATI DELLO SPRITE. 2 RIGHE PER ISTRUZIONE

2499 DATA B8,28.8, 0,62,
2401 DATA B.62.3. @526
2482 DATA @.82, 12, B.258,24
2433 DATA @,52,48, @,253,224
2484 DATA 2,255,152, 6,225.08
2485 DATA &, 255,48, &,255,8
24@8 DATA &.255,4, 6, 255,8
2407 DATA &, 126,48, a,1692.48
2483 DATA &.1az,a, @, 182,44
24a2 DATA &, 182,.8, a.182.48
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Z41@ DATA @,231.4
2160 REM CARICA LO SPRITE 3

208 FOR I=325%c8 TO 33822 ; REHD A ¢ POEE I.% @ HMEAT
B4 REEM DATI DELLD SFRITE. 2 RIGHE PER ISTRUZIOME
g DATAH H,h-;M- ﬂ'éé;@

#1 DATH i @.62,0

Bz DATH Q0,235.a

853 DATH B, 255,255
B4 DATA 3 5,255,84

445 DRTH & £, 235,48

@& DATAR &, 2355, ,255.0
467 DATA 8, 12¢.,a. H,1602,08
3402 DATA 8;182;@; a. 182,868
2483 DATA 9. 182,4, @,16z.4

2418 DATR ©,231.48

4168 REM ATTIVA LD SPRITE
4118 FOEE 24202, 1
4128 POKE 23263, PEEKCS32653) OR 1
4288 REM LO METTE SULLO SCHERMO
4219 POKE 5324z, 106
4220 FPOKE 53243, 1600
4388 REM LDHIHIIH A FARLO MUOVERE
4218 POKE =
4.32A U 258 HEAT
43 3
47354 0 258 :© HEAT
S 5
] 0258 :© HEXT
1
0 258 HE=T

Le righe da 4300 a 4380 sono la chiave dell’animazione: si esegue un POKE
alla locazione 34808, che ¢ il puntatore per lo sprite 0. Non ha importanza di
quanto si modifichi lo sprite; & sufficiente un solo POKE. E molto piu facile
animare uno sprite che un oggetto a caratteri personali se i movimenti de-:
vono essere complessi, come, ad esempio, una figura che cammina e saluta
contemporaneamente. Vi & tuttavia un inconveniente: il metodo sprite nor-
malmente richiede pit memoria. Nella maggior parte dei casi, questo non &
un problema, ma & un fattore da tenere a mente quando si scrivono i pro-
grammi. Aggiungendo al programma le seguenti istruzioni, si arricchira la
presentazione:

4222 XP=198:%YP=189:SN=0

4az24 KI=3:%1=3

4za8 REM COMIMCIA A FRELO MUOYERE
4318 POKE 34808,2

4328 GOSUB 4486
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S8 POEE 242802, 3
A GOSUE 4496
FOEE 24283, 2
GOSUE 4496
FORE 24203, 1

GOSUE 44860
GOTO 43289
FOR I=1 TO 5
SRS S
ITIF-=ITIF' +IT‘ "

A GOSUE 1

4 IF ¢ 2
S IF YRS -
FOR J=1 TO 25:h
3 HEST I
4 RETURH

FETURH

Al==r1

= S H
z 1856
= AHD HOT C21EH2
'—’ DR C2PEHD
ngE %L;H? FORE YL.YF FOKE S32e4.B2

Quando si esegue il programma, I’omino comincera di nuovo a salutare, ma
questa volta si muovera anche sul video. Quando arriva al margine, rimbal-
za e si muove in una direzione diversa. Useremo poi versioni modificate di
questo programma per illustrare altri concetti di sprite. Fate una copia con
SAVE del programma per evitare di doverlo ribattere.

COLORAZIONE DEGLI SPRITE

Come ogni locazione di memoria del video ne ha una corrispondente nella
memoria del colore, cosi ogni sprite ha una locazione che contiene il colore.
I colori degli sprite sono memorizzati nella scheda VIC-II. Le locazioni so-

no:

Locazione

53287
53288
53289
53290
53291
53292
53293
53294

Numero dello sprite

0

NN AW -
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Queste locazioni trasferiscono gli stessi valori POKE delle locazioni della
memoria del colore. Per osservare i colori degli sprite in azione, cambiate il
programma come segue:

2

FEM RISERYA LA MEMORIA

CLE:POKE 52.128:FOKE 56, 128 CLE

FEM ASSEGHA ALLA YIC-IT UMW SEGMEMTO DI MEMORIA
POKE 543,132

DA

L

TATH
FEM CH SPE

FOR I=328%& TO 32953 @ READ » @ POEE I.4 @ HEXT
328 REM DATI DELLO SF 2 RIGHE FER ISTEUZIOHE
238 DATH @.23.9, 5 5
248 DATH 8,582, 3,
356 DATH B8.62.12,
268 DATH 8,562,438,
378 DATA =.255

35

.

1

11

1z

1=

148 POKE 56576, (PEEECSESTEAND 2520 OR 1

156 FPREIMT "7

166 REM LOAD SFRITE 1

178 FOR I=32332 TO 32824 © READK @ POKE I.x @ HEST
128 FEEM DATI DELLO SPRITE. 2 RIGHE PER ISTRUZIOME
126 DIRTH o B, 82,35

28 DATH %) 96

218 DATH ) A,

2268 DATH g, el

228 DATA 3 =¥ o

248 DATH ¢ 5. @

258 DATH & =¥ @

260 DATH a, Y]

278 DATA “ 5]

288 DATA 9. %

238

02 G
)
=

o
=

380 DATA &
223 DATH
486 DATH
416 DATH 4.182,9,
4z DATAH 4, 182,48,
436 DATH @,231.8
444 FEM CARICA LD SPRITE =

456 FOR I=3296@ TO 32022 @ READ # : POKEI.X & HEXT
468 FEM DATI DELLO SPRITE, & RIGHE PER ISTRUZIOME
470 DATH &, 28,8, Q62,8

QO ] rl._:n s

=
—

Do)

R R
-

D

4360 DARTA B.62.0,

423 DATH &.¢ e
S90 DATA 4. P 255,255
518 DATH 3,235, 255,48
S0 DATH 6,255, 6 S, 255,8
5368 DATR S5,255,4. 5,255,4
S48 DATA @.126.4, a,160z.a
558 DATH @, 182,48, A,102.4
568 DATA @, 162.4, a.1682.4
578 DATA &.231.4
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B FEM HTT YA LD SFRITE

8 FORE 34263.1

@ POKE '=-C-.'Zf.-.-."‘ PEEK (33262 OF 1
@ REM LO METTE SULLO SCHERMO
@ SH=@

6 xP=169 : 2>iI=1

a Yr=108 @ YI=1

@A GOSLE 1ﬂﬁﬁﬁ

@ REM COMIMCIA A MUOVYERLO

6 PORE 34803,32
5 GUSUB .Fﬁ
5968 POKE 34263,3

S5@ GOSUE 7D
716 POKE 34365.2
720 GOSUE 760

730 POKE 345031
740 GOSUE 768

750 GOTO GEM

760 FOR I =1 T S
HP = AP+RI

WP = WP+

GOSUE 1@@0@E

IF AP<21 OR HP > 3
IF YP<S1 OR YR > 22
HEXT 1

FETURM

FEM LO FA DIYEMTARE RSSO0

-~
=

@ THEM 1
‘28 THEW Y1

~%I ¢ GOSUER 368
-¥YI © GOSUB =2e4

f.'l l*"'

non

2 00 00 QO Q0 OO0 Q0 0 QD < T
LD ST U e Q= T A0 00
DD U A R I R WAl x|

POKE 53287.18
For I 1 70 258 HEXT
FOEKE 53287.1

228 RETLREH

189686 XL = 53248 + 2 % SH

191 YL = XL + 1

laaze IF <P > 255 THEH 11_71!3"'
16036 B2 = PEERISZZS4 AMD
18848 GOTD 160G

-h-'—l.

JOT 2 TEHD

166a5a B2 = PEEK(SZZE4) OR (2 T5H»

18G0ed <\ = «F AMD 255

18970 POKE HL.osW @ POKE YL.YP FOKE 53264, B2
16638 RETURH

Ora eseguite il programma ed osservatelo. Ogni volta che I'omino urta la pa-
rete diventa rosso per un attimo prima di continuare.

INTERAZIONE DEGLI SPRITE

Quando gli sprite si muovono sullo schermo, a volte si sovrappongono fra di
loro e ad oggetti sullo sfondo. Come nella realta, due sprite non possono oc-
cupare lo stesso spazio allo stesso tempo. Un solo oggetto puo essere pre-
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sentato in un particolare punto allo stesso tempo. La VIC-II possiede una
serie di regole per determinare le priorita tra gli oggetti che vengono pre-
sentati. Possiede anche un modo di indicare al programma quando due og-

getti entrano in collisione. Nella prossima sezione tratteremo proprio di
questo.

PRIORITA DI VISUALIZZAZIONE

All'inizio del paragrafo gli sprite sono stati presentati come figure su lastre
di vetro. Ogni lastra puo contenere un solo sprite, quindi quando due cerca-
no di occupare la stessa posizione, uno deve passare “‘dietro” I’altro. La re-
gola di priorita (passare sopra) & molto semplice: lo sprite 0 passa sempre
sopra allo sprite 1, il quale passa sopra allo sprite 2, e cosi via. Per osserva-
re questa priorita, caricate ed eseguite il seguente programma:

183 FEM PIfEF”H LA HEHHFIH
1149 CLE E S22, 128 POKE 56,128 CLE
128 REEM EGHA HLLH WIC=IT UM SEGMEWHTO DI MEMORIA
1268 POKE &48. 132
148 POEE S o CPEEE CSEETEY AMD 252 OF 1
1568 FFIHT “1"
188 REM FHPIIH LD SFEITE & CREOMED
178 SAAE s FEHD oo POKE I.# @ MEAT
156 FEH DATI DELLH HFFlTE. 2 RIGHE FPER ISTEUZIOHE
198 IRATH “9.49,8, .
2068 IRTH B,B,U

&g DATA &,

9,

IHTH
DATA
IATH
DHTH
DHTA
IHTA
IATA 4,
IHTA &

)

T 1 1
T

—
D)

AEAR K
MU AR RN

OREM CRRICA LO SPRITE 1 CGURDRATO

B OFOR [=328%6 T 22955  POKE 1,255  HEXT
B REM ATTIVA GLI SFRITES

5 Fan 3¢

5]
A 3
5|
A
(5] .
2R YR
488 FOR -H—H TO 1 ¢ BP=#CSHY 0 GOSUE 160086 HE=T
418 FEM COMIMCIA A FARLI MUOVERE
428 FOR SH = & TO 1
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GOTO 168

EZ = PEEKCS32e4r OR CZT5H

“o= wP AMD 255

FOEE #L.&®M @ FOKE YL.YF ¢ POKE 53264, B3
FETLREH

436

44

450 75 THEM HICSM) = =$ICSHD
4@ GOSL

426 HEXT

499 GOTO 418

18600 XL = S3245 + 2 % SH

18618 YL = WL + 1

18628 IF #P » 255 THEM 1685

18626 B3 = PEEK(S3264) AMD HOT C(Z1SHD
108 z

1656

168

168

1686

D D B N )
D D R D R R R W ]

Quando il programma viene eseguito, esso crea due semplici sprite e li muo-
ve avanti e indietro sul video. Il rombo & lo sprite 0 e passa sempre sopra al
quadrato. Notate che la parte “trasparente’” del rombo non cancella il qua-
drato; solo la parte “‘visibile” si sovrappone ai punti che formano il quadra-
to. Interrompete il programma e modificate queste righe:

338 POKE 3
34@ POKE 3

I POKE hanno invertito gli sprite, il quadrato & diventato sprite 0 e il rombo
sprite 1. Ora il rombo passa sotto al quadrato. Si noti che non fa differenza
dove ¢ situato lo sprite in memoria; 'unica cosa importante € quale punta-
tore di sprite lo indica. Inoltre, gli sprite possono passare anche sopra o sot-
to lo sfondo. Per illustrare cid, aggiungiamo al programma le seguenti ri-
ghe:

355 REM METTE [L GUARDRATO DIETRO LO SFOMDO
56 FOKE S327VS.PEEKCS327I) OF 2

Quando si esegue il programma, si vedra che il quadrato (sprite 1) passa die-
tro allo sfondo, ma il rombo (sprite 0) passa sopra ad entrambi. Il trucco ¢ il
POKE a riga 356 che agisce su un bit, il quale indica che lo sprite 1 ha priori-
ta sullo sfondo. Cosi come molti degli altri bit che controllano gli sprite, ve
ne sono 8, raggruppati in una unica locazione numero 53275. Il bit piu a de-
stra controlla lo sprite 0 e quello piu a sinistra controlla lo sprite 7:
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Locazione 53275
Bit I 7 I 6 I 5 | 41 3[ 2 I 1 I01 Sprite corrispondente
Sprite 0
Sprite 1
Sprite 2
Sprite 3
Sprite 4
Sprite §
Sprite 6
Sprite 7

Se il bit di uno sprite € 0, ha priorita sullo sfondo. Se il bit & 1 passa sotto al-
lo sfondo. I bit sono, naturalmente, controllati con operazioni di maschera-
mento. Come sempre si deve fare un PEEK allla locazione 53275 per primo,
per proteggere i valori degli altri bit. Per mettere lo sprite 3 dietro allo sfon-
do, si usa un'’istruzione come

168 POKE S3275,PEEK(S3275» OR 8
Per posizionare lo sprite 7 davanti allo sfondo, si usa
169 POKE 5327S,PEEK(S3275) AND 127

L’indipendenza delle priorita tra gli sprite stessi e tra gli sprite e lo sfondo
procura un interessante effetto collaterale. Sostituite riga 356 con

356 POKE S3275,1

Eseguite il programma ed osservate quello che accade. Il quadrato (sprite 1)
¢ sopra allo sfondo e il rombo (sprite 0) sotto. Tuttavia il rombo passa sopra
al quadrato perché sprite 0 ha sempre priorita su sprite 1, quindi quando il
rombo e il quadrato s’incontrano lo sfondo & sopra a quella parte del qua-
drato che & coperta dal rombo.

COLLISIONI

Nell’eventualita di “collisioni”, la scheda VIC-II segnala chi ha colpito che
cosa assegnando dei flag. La possibilita di poter identificare le collisioni &
molto utile nei programmi di giochi e in qualsiasi programma che usa gli
sprite per simulare oggetti in movimento. Fare altrettanto calcolando le po-
sizioni d'incontro richiederebbe molto tempo e rallenterebbe 'azione. Vi
sono due tipi di collisione: uno si verifica quando si incontrano due sprite e
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l'altro quando si incontrano uno sprite e lo sfondo. Ogni tipo di collisione
viene memorizzato in un’apposita locazione: la 53279 segna le collisioni tra
gli sprite e lo sfondo, la 53278 segna le collisioni tra gli sprite. Come molte
altre locazioni nella VIC-II, ognuna contiene un bit per ogni sprite, con il bit
pitt basso corrispondente allo sprite 0 e quello piu alto allo sprite 7. Cio per-
mette I'uso delle stesse maschere per esaminare i bit di “controllo” usati.
Il seguente esempio usa gli sprite dell’esempio precedente, ma questa volta
essi non si sovrappongono: quando si incontrano, rimbalzano nella direzio-
ne opposta. Sono aggiunti due muri sullo sfondo contro cui rimbalzano gli
sprite:

199 REM RISERYR LA MEMORIA

118 CLRE:FOEE SEJI:H.F”}E 56,128 CLE

128 REM ASSEGHA ALLA YIC-IT UM SEGMEMTO DI MEMORIA
136 FOKE 645,132

148 POKE SES7E. (PEEKCSESTE) AMD 2523 OF 1

1568 PRIMT "¢

1e8 REM CARICA LO SFRITE @ CROMECO

179 FOR I=32232 TO 24 RERD % ¢ PORE I.# @ HEAT
138 REM DHTI DELLO 5 2 RIGHE FER ISTRUZIOHE
123 DATH o 5 5

288 DHTA @

219 DATA @,

22d DATH 8. @ 5.8

238 DATH 1, 3 0132

240 DATH 7 7.255,224

258 DATA 3,233, 1,255,128

268 DATA 8. 255, 0,126.4

278 DATH 9, 88,48, g.24,8

258 DATA 9,8.8, B8, 8

299 DATH 8.68.8

0B REM CARICA LO SPRITE 1 (QUADRATO?

310 FOR I=3283%: TO 32952 ¢ POKE 1,235  HEXT
12 REM COSTRUISCE I MURI

213 FOR I=1 TO S PRIMTHEXT

314 FOR I=1 TO 168:PRIWNT"# " HERT
2@

FEM HITIJH GLI SPRITE

2!

FOKEE

hel ‘:

348 FOKE &

358 POKE S 2, FEEECS3262 ) OF
115 PEH LI HETTE SULLO SCH EFHH
37@ Aoal=ed nI'H'—r

3588 ?.11 395 ¢ BIC1a==3

298 YR=156

496 FOR SH=@ TO 1 : HP=¢0SH) ¢ GOSUE 19888 © HEXT
418 RFEM COMINCIA A FARLI MUOYERE
428 FOR SH = 8 TO 1

436 K = HOSHa+RTOSH

44@ SH

460 GOSUE 10066

465 REM COMTROLLA LA COLLISIOME COM L-ALTRO SFRITE
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IF PEEK(33273»=@ THEM GOTO 6@

FEM COLLISIOHWE! IMWVERTE LA DIREZIOME

A O CESr (A7 O S R I ES N R B

F.SEM FFi ORMARE IWDIETRO LD SPRITE AFPEHA MOZZ0
Ma+ETECEH %2

GOSUE 1HF1ML:

FEM AZZERA I FLAG DI COLLISIOME DEGLI SFRITE
DD=FEEK 332720

REM COMTROLLA LA 'I'ILLIEIICIHE COM LO SFOMDO
IFCPEEECS3Z720AMD 2t5Hx=0 THEM GOTO 696

REM COLL I:- f'lHE coL HUFII'IH' ‘ERTE LA DIREZIOHE

DA DDA R AU I R R U I O B

—
Y

BICEH=~¥

FEN FA T HHF’E IMDIETRD LD SPRITE APPEMA MOSE
tﬁbHW TS

hH’UB 1HEEE

REM AZZERA IL FLAG DI COLLISIOME DELLO SFOMDOC

DD=FEEK CSI2735

MEXT SH

DN e K T B N DN e o LT et B SN W R B9 |

UUT” 42a

=)
!
=
AN
-
=

[xn)

T N B G T
AU R I R e

)

—
!

XU R R

S0 S0 S0 T

U

F HHD d':"
FOKE Z%IL.;ZV{'-." ¢ POKE YL.YF FPOKE 32654, E9
RETURH

e e e e e e RO A R N R R R R SRR B I ) ) o
I_-,Jl;l =
=4

ST
[
[l

La maggior parte di questo programma vi sara ormai familiare, per cui de-
scriveremo solo le parti riguardanti le collisioni. La riga 479 esegue un
PEEK alla 53278, che contiene il flag di collisione tra sprite. Nell’esempio vi
sono solo due sprite, per cui qualsiasi valore diverso da 0 significa che i due
sono entrati in collisione. Un programma piu complesso, con molti sprite,
userebbe il mascheramento di bit per determinare quali si sono scontrati.
Per esaminare la collisione tra gli sprite 3 e 5 si puo usare l'istruzione

168 IF PEEK(S3275) AMD 48 = 48 THEN GOTO 208

Da dove proviene il 40? Il valore di maschera per lo sprite 3 & 8 e quello del-
lo sprite 5 &€ 32. Sommando 8 e 32 si ottiene una maschera che azzera tutti i
bit ad eccezione di quelli per gli sprite 3 e 5. Il confronto con 40 &€ importan-
te: verifica che entrambi i bit siano accesi. Se sprite 3 si € scontrato con
sprite 2, il valore PEEK deve essere 12 (8 +4). Se 12 e 40 sono entrambi esa-
minati da AND, il risultato ¢ 8. Questo valore non € 0, per cui un semplice IF
riporterebbe un risultato “'vero”. Paragonando il risultato dell’AND con 40
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si vedrebbe se entrambi gli sprite, o solamente uno di essi, sono interessati
alla collisione.

Il vostro programma dovrebbe controllare i flag di collisione dopo ogni mo-
vimento degli sprite. Se non lo fa, potrebbe essere difficile determinare chi
ha urtato che cosa. Per esempio, se gli sprite 3 e 2 sono in collisione nell’an-
golo superiore sinistro dello schermo e gli sprite 0 e 4 sono contemporanea-
mente in collisione in basso a destra, un PEEK alla 53278 riporterebbe un
valore di 15, perché tutti e quattro sono coinvolti in collisioni. Al fine di de-
terminare quali sprite si toccano fra loro, il vostro programma deve affidar-
si ai calcoli che’il meccanismo d’esame delle collisioni € preposto ad elimi-
nare. Si evita questo lavoro extra controllando dopo ogni movimento.

La riga 580 esemplifica un’altra importante caratteristica dei flag di colli-
sione. L'istruzione REM a riga 570 informa che si azzerano i flag, e ci si
aspetta che questa operazione sia fatta con un POKE e non con un PEEK. Il
motivo & da trovarsi nel disegno della scheda VIC-IL. 1l flag & attivato ogni-
qualvolta lo sprite & coinvolto in una collisione. Il bit rimane attivo finché
non viene esaminato con un PEEK. Se il flag & azzerato con PEEK, perché
eseguire di nuovo PEEK? Appena i flag sono azzerati con il primo PEEK, la
scheda VIC-II scopre che gli sprite sono ancora in collisione, per cui attiva
di nuovo i flag. Per azzerare i flag si & dovuto spostare lo sprite e poi fare un
altro PEEK. Se i flag non fossero azzerati si avrebbe una falsa indicazione:
anche se i due sprite non sono piu in contatto, la VIC-II comunicherebbe lo
stato di collisione. Provate a cancellare dal programma la riga 580 e osser-
vate il risultato. Il programma ritiene che i due sprite siano sempre in colli-
sione; una volta che si sono toccati, rimangono sul posto e vibrano, conti-
nuando a collidere.

Benché non si sia ancora accennato ai flag di collisione tra sprite e sfondo,
il loro schema ¢ lo stesso di quelli tra sprite e sprite. Sara necessario usare
gli stessi metodi per azzerarli ed evitare false collisioni.

6.8. Piu colore sullo schermo

Mentre nella maggior parte dei casi la combinazione dei caratteri grafici
standard e personali & sufficiente, pud non esserlo la gamma dei colori ba-
se. Avendo bisogno di sfumature di colore, non ¢ sufficiente accendere e
spegnere un punto.

I1 C-64 offre due tecniche per rendere piu colorato il video. La prima, chia-
mata “"Extended Color Mode” permette di controllare il colore dello sfondo
per ogni carattere sul video. La seconda, “Multicolor Mode”’, permette di
usare piu di due colori in un carattere. Il modo multicolore puo essere usa-
to anche per presentazioni video ad alta risoluzione e per gli sprite.
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EXTENDED COLOR MODE (ECM)

Vi sono due modi di attirare 'attenzione su un messaggio usando i caratteri
normali: presentarlo in un colore diverso o stamparlo in caratteri inversi.
Essi sono efficaci se I'operatore & attivamente impegnato nel leggere il vi-
deo, ma vi sono situazioni in cui & necessario un richiamo piu evidente. Un
caso del genere potrebbe essere I'uso del C-64 per controllare un esperimen-
to in laboratorio. Potrebbe essere necessario per lo sperimentatore allonta-
narsi dal computer e il messaggio d’allarme potrebbe essere particolarmen-
te importante. L'uso dell’Extended Color Mode assolve egregiamente a que-
sta funzione.

Con I’Extended Color Mode sia lo sfondo che i caratteri sono colorati indivi-
dualmente. Il colore del carattere & conservato nella memoria del colore,
come al solito. Per assegnare il colore dello sfondo, la scheda VIC-II preleva
due bit dalla memoria del video.

Numero del bit 7il |5|4|3 2]1]0]
[}

L——— Codice video

Colore dello sfondo

I due bit che controllano il colore dello sfondo sono usati per selezionare
una delle quattro locazioni della scheda VIC-II.

Coppia Locazione
di bit scelta
00 53281 (Colore dello sfondo 0)
01 53282 (Colore dello sfondo 1)
10 53283 (Colore dello sfondo 2)
11 53284 (Colore dello sfondo 3)

Il colore dello sfondo 0 ¢ il colore normale di sfondo per il video. Queste
quattro locazioni, come la memoria del colore, memorizzano un codice di
colore da 0 a 15. I bit da 4 a 7 vengono ignorati quando si esegue un POKE e
si deve operare un AND tra il valore e 15 quando si esegue un PEEK. Questa
flessibilita nella scelta del colore dello sfondo comporta uno svantaggio.
Con i bit 6 e 7 impegnati per il colore dello sfondo, i rimanenti 6 bit permet-
tono solo 64 caratteri diversi. E necessario “raggirare” il computer per
usare i caratteri inversi. Infine I'uso di colori extra richiede un po’ di lavoro
di programmazione, compensato da un programma piu facilmente
utilizzabile.



LA GRAFICA 251

Attivazione dell’Extended Color Mode

L’ECM, come molte delle caratteristiche grafiche gia discusse, & controllato
da un bit della scheda VIC-II. Il video & predisposto in ECM quando il bit 6
della locazione 53265 & acceso. Provate ad eseguire:

FOKE 53255,PEEK(53265» OR &4

Si nota come prima cosa che il cursore, invece di cambiare da blu scuro a
blu chiaro (da normale a inverso), cambia da blu scuro a rosso. Ricordatevi
che il C-64 spegne il bit 7 e lo riaccende per far lampeggiare il cursore. Sul
video standard cid modifica il carattere da normale a inverso mentre in un
video in ECM, cambiare il bit 7 modifica la locazione da cui & prelevato il
colore. Quando il C-64 ¢ riportato alla serie dei colori normali, le quattro lo-
cazioni dei colori di sfondo sono fissate in blu scuro, bianco, rosso e azzur-
ro. Uno spazio “inverso” (codice schermo 160) diventa uno spazio rosso in
ECM, perché i bit 7 e 6 contengono i valori 1 e 0 rispettivamente prelevando
il colore dello sfondo dalla locazione 52383. Caricate ed eseguite questo
programma per ottenere una chiara impressione degli effetti in ECM:

REM TEST EXTEMDED COLOF MODE

PRIMT"J"

REM RIEMPIE LO =SCHERMD

SBE=25c#FPEEK Ced2)

FOR I=a TO 255 @ POKE SE+I.I : HEXT
FREM RIEMFIE LA MEMORIA DEL COLORE

FOR I=@a T 235 @ POKE S5236+1.1 @ MEXT
REM DISFOME T COLORI

FOKE 53222,4

POKE 53283.5
FOKE 53234.°
FEM HrrEHDE SPEGHE L EATEMLDED COLOF MOLDE
POKE 53265, FEEKCS3255 QR A4

FOR I=1 TO 288 @ MEAT

POKE 532265, PEEK (33255 AND 131

FOR I=1 TO 88 @ HEAT

GOTD 2za

LD DA R U e IO R AU R R L )
1 -L'

TN B G o= S0 QS AN B G [0 =i

PAPAPI PO PRI PRI DY b e b = = b b b b

Il programma riempie i primi 256 byte di memoria del video con tutti i 255
codici video possibili, poi accende e spegne 'ECM. Con ECM spento il video
contiene tutti i 128 caratteri maiuscoli e grafici seguiti dalle loro forme in-
verse. Con ECM acceso, il video contiene 4 gruppi di 64 caratteri, ciascuno
con un colore di sfondo differente. I 64 caratteri che appaiono sul video so-
no quelli con i codici video da 0 a 63: le lettere, i numeri e la punteggiatura.
Questi sono gli unici caratteri che si possono usare per i messaggi che sono
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presentati in ECM (I'appendice E contiene una tabella dei codici video di
tutti i caratteri). I 6 bit piu bassi di un byte possono contenere numeri fino a
63. Un POKE con un numero maggiore nella memoria del video influenzera
i bit 6 e 7, cambiando il colore dello sfondo.

Creare visualizzazioni in ECM con POKE

Il POKE in ECM funziona come per i caratteri standard o personali. L'unica
differenza & che si deve aggiungere il valore appropriato del colore nei bit 6
e 7. Nel presente capitolo si &€ usata una subroutine per convertire codici
CHRS in codici video. Eccone una versione modificata che esegue la conver-
sione e poi aggiunge i bit di codice del colore appropriato. Come la prece-
dente, questa preleva un carattere dalla variabile KV$ e riporta il codice del
video in SC. Per questa subroutine &€ necessaria una nuova variabile, BC,
che contiene il colore di sfondo (da 0 a 3) per il carattere.

FEH I'I'IH'-.'EFTE I CRRATTERI FER ECM
I

AN W )

FETUEH

SR RN O OO O (W]

— b b

[

Questa subroutine & molto piu corta, perché devono essere tradotti solo due
gruppi di 32 caratteri mentre gli altri sono trasformati in spazi vuoti.

Uso di PRINT con ECM

A prima vista puo sembrare che si possano stampare con PRINT caratteri
con colori di sfondo diversi. Non vi sono invece comandi BASIC per trattare
I’ECM direttamente; aggiungere i bit di controllo del colore ai caratteri tra-
sformerebbe semplici messaggi in lunghe stringhe di CHR$ illeggibili. Tut-
tavia, con qualcuno dei “trucchi” citati in precedenza, si puo usare PRINT
per visualizzare messaggi in ECM, ed essere sempre in grado di leggere il
programma. '

La chiave del controllo del colore dello sfondo sta nell’'influire sui valori dei
bit 6 e 7 nella memoria video. Controllare il bit 7 & facile: stampando con
PRINT i caratteri di comando REVERSE ON e REVERSE OFF il bit diventa 1 0 0
per i caratteri seguenti. Piu difficile & controllare il bit 6; se si stampano con
PRINT direttamente tutti i 64 caratteri utilizzabili in ECM, il bit & sempre 0.
Cosi si otterrebbe solamente il colore di sfondo normale piu il colore 2 (peri
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caratteri inversi). Questo puo essere sufficiente per alcuni programmi, ma
volendo una maggiore flessibilita & necessario il seguente “trucco”: per
usare i colori di sfondo 1 e 3 assegnate un valore di 1 al bit 6 per i caratteri
da stampare in quei colori. A questo scopo si usera una tecnica di “traduzio-
ne’”’ simile a quella usata per convertire i caratteri in codici video. Questa
traduzione sara necessaria in molti punti del programma (ovunque si voglia
stampare un messaggio), per cui € stata scritta in forma di subroutine:

REM COMYERTE LA STRIMGH PER ECH

FEM REWERSE SE BC=2 0 3

psg="m" : IF BC »= 2 THEM PIg="a"

W FOR CP=1 TO LEM ¢CM3$:
PC=ASCMIDEMSE, CF. 100

FEM COMYERTE UM CRARATTERE

FEM ESEGUE IL COMTROLLO DEI CRRATTERI
IF oPC RAWD 1273 <32 THEMW FS$=FSE+CHRESCPC)
FETURH

FEM COPRE I CARATTERI MOM AFPFROPRIATI
IF PC>3S THEM PC = 32

IF BC=8 OR RBC=Z THEWM 12158

1z 11U FEM FHP_H IL EITs A1 SE BC=1 O 3
12128 IF PCHGZE THEM FF'FI+””

12128 IF PL’64 THEM PC=FC+12

12146 REM AGGIUMGE EYTE HLLH STEIHGH FRODOTTH
12158 PRE=FSE+CHREECFC

12168 HEXT

12178 FETURH

-—
!

QDDA IR DR

12
12
1z
1z
12
12
12

l- Do W )
0~ T

La subroutine preleva una stringa di messaggio, MS$ e il colore di sfondo,
BC e li usa per costruire una stringa di stampa, PS$. La stringa di messaggio
¢ il testo del messaggio che si vuole stampare, in semplici caratteri leggibili.
La stringa di stampa

4 PRINT PS$

¢ una stringa di caratteri che sono stati tradotti, per stamparli sul corretto
colore di sfondo. Come gia accennato, queste istruzioni sono piuttosto com-
plesse, le spiegheremo quindi dettagliatamente.

Il bit 7 nella memoria del video € controllato dai caratteri Rvs ON € RVS OFF.
La riga 12020 inizia la stringa di stampa con un rvs oFfF se il colore di sfondo
¢ 0 o 1 (bit 7 spento), oppure con un Rvs ON per i colori di sfondo 2 e 3 (bit 7
acceso). Le righe 12030 e 12160 formano un loop FOR-NEXT che fa avanza-
re, un carattere alla volta, la variabile di indice CP sulla stringa di messag-
gio. Le righe comprese nel loop convertono un carattere della stringa di
messaggio e lo aggiungono alla stringa di stampa. Siccome gli operatori
Booleani ed aritmetici del BASIC funzionano solo con numeri, la riga 12049
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converte i caratteri da tradurre in numeri per mezzo della funzione ASC.
La riga 12070 controlla il carattere per verificare se € uno dei caratteri di
controllo (RETURN, comandi del colore ecc.). I caratteri di controllo hanno
tutti i valori compresi tra 0 e 31 e tra 128 e 155. E necessario un solo con-
fronto per identificare tutti i caratteri di controllo se si esegue un AND tra
il valore del carattere e 127: trovando un carattere di controllo bypassa il re-
sto dei caratteri della traduzione e li fa passare inalterati.

I caratteri che si possono visualizzare hanno un valore ASCII compreso tra
32 € 95. Sono eliminati tutti quelli con valore inferiore a 32 con il test per i
caratteri di controllo e infine la riga 12099 converte tutti quelli con valore
superiore a 95 in spazi.

Se il colore di sfondo & 0 0 2 il bit 7 verra fissato opportunamente dal codice
inverso a riga 12020 e il bit 6 a 0. Quindi la riga 12100 salta il resto del testo
per questi colori.

Per i colori di sfondo 1 e 3, & necessario assicurarsi che il bit 6 sia acceso
nella memoria del video cambiando il codice ASCII del carattere con uno
che dia il giusto valore al bit 6. Per trovare la soluzione si devono consultare
le tabelle dei codici ASCII e video nell’appendice E, con il risultato di co-
struire la seguente tabella:

MSS$ Stringa Codici Stringa .
. . . Operazione
messaggio video di stampa
32-63 96-127 160-191 +128
64-95 64-95 96-127 + 32

La prima colonna ¢ il valore ASCII del carattere nella stringa di messaggio.
La seconda colonna ¢ il codice video necessario per presentare quel caratte-
re con il bit acceso. Confrontando le tabelle dei codici del video e dei carat-
teri, si sono trovati i valori ASCII necessari ad accedere a quei codici del vi-
deo e I'operazione BASIC per compiere la traduzione. Con questi dati si so-
no scritte le righe 12120 e 1213¢.

La variabile PC contiene il valore del codice video desiderato. La riga 12150
chiude il loop riconvertendo PC a un valore di stringa e concatenando
quest’ultima alla stringa di stampa. Fatto cio, si ripete il loop fino a che
MS$ non & completamente tradotta, poi si esegue il RETURN. Per osservare
la subroutine in azione, caricatela insieme al seguente programma ed ese-
guite:

18a FEM TEST EXTEMDED COLOR MODE
11@ POKE S532265,PEEK(33265) OF &4
124 POKE 53281.14

136 POKE 532821

14 POKE 53283.35

1568 POKE S53284.7

168 PRINT"m"
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MS$="MESSAGGIO0 TEST BLU"
EC=1

GOSUE 346

FRINT 3
M3$="MESSAGGI0 TEST BIAMCO"
EC=1

GOSUUE 348

FRINT P5$

MS$="MESSAGGI0 TEST VERDE"
BC=2

GOSUE 240

FRINT P3
M3$="MESSAGID TEST GIALLO"

1
1
1
Z

ot o = 5 L0 00 =)
DA A IR N AN AN

PRIMT Fw!

EHI

FEM COMVERTE LA STRIMGA FER ECH
FEM IW MODO IMVERSO SE EBC = 2 0 3

FSg="8" : JF BC = 2 THEW P33="Q"

FOR CP=1 TO LEMIMSE
FC=RSCCMIDECMSE, CF, 100

FEM COMVERTE UM CARRTTERE

REM ESEGLUE IL COMTROLLD DEI CRRATTERI

IF ¢PC AMD 1272 < 32 THEN PS#=PS$+CHREFFC
RETLIEH

428 REM COFRE I CARATTERI HOW AFPROFRIATI

4z0 IF FC > 95 THEM PC = 32

440 IF BC=0 OF EC=Z THEW 42@

458 RFEM FORZA IL BIT & A UMD SE EC=1 0
40 IF PCHES THEM FC=PC+3EZ

478 IF FC<E4 THEM FC=PC+12E

426 REM AGGIUMGE IL CARATTERE ALLA STRIMGA
436 PSE=FSE+CHREECPC)

S8 HEXT

518 RETURM

AU A I DA DA I R S RN

—
15!

Langi A RN s el Wk SR B TN (N e AN R

Fo B D Tl D0 G Gt D0 0 L0 G0 G PRI

D]

23

Il programma fissa il colore dello sfondo nelle righe 129-15¢ e presenta un
messaggio in ogni colore. Per ogni colore il procedimento & lo stesso: asse-
gna il messaggio a MS$, fissa il colore di sfondo in BC, chiama la subroutine
e stampa PS§$. Si sarebbe potuto mettere l'istruzione PRINT nella subrouti-
ne, ma ¢ stata lasciata fuori per avere cosi maggior flessibilita. Dato che & il
programma principale ad eseguire il PRINT, esso pu() utilizzare caratteri-
stiche come TAB, o terminare l'istruzione con un *;” per continuare a stam-
pare sulla stessa riga.

Potreste perfino mischiare i colori di sfondo sulla stessa riga aggiungendo

w.on

un alla fine della riga 249; provate e vedrete.
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Come far lampeggiare lo sfondo per richiamare I'attenzione

Una maniera veramente efficace per richiamare I'attenzione su un messag-
gio importante & di far lampeggiare lo sfondo. Ci si puo rendere conto di
quanto sia efficace questa soluzione osservando il cursore: per quanto lo
schermo sia pieno, 'occhio & sempre attirato dal cursore lampeggiante.

Si possono far risaltare messaggi completi cambiando semplicemente il va-
lore in una delle locazioni del colore di sfondo della VIC-II. Per vedere que-
sto effetto, aggiungete le seguenti righe al programma dell’ultima sezione:

FEM FA LAMFEGGIARE LO SFOMDO

POKE S3284.14
FOR I=1 TO 588 @ HEAT
FOKE S532284.7
FOR I=1 TO 598  HEXT

FOGOTO 22

Quando si esegue il programma, esso presenta i messaggi come prima, ma
lo sfondo del MESSAGGIO TEST GIALLO lampeggia. Il segreto sta nelle ri-
ghe 323-326. Esse cambiano il valore del colore di sfondo 3 da 7 (giallo) a 14
(blu) e viceversa. Quando lo sfondo € blu, & uguale al resto dello schermo e
sparisce. Quando invece diventa giallo, lo sfondo risulta “acceso”. Anche il
piu distratto degli utenti non potrebbe non notare una cosa simile, special-
mente se abbinata ad alcuni degli effetti sonori che verranno proposti nel
capitolo 7.

Ad esempio, un programma che controlla tramite un’interfaccia un qualche
dispositivo, potrebbe far cambiare il colore di un messaggio da rosso a gial-
lo a verde per evidenziare che la regolazione del dispositivo, secondo i dati
rilevati dal computer, si avvicina ai parametri desiderati.

Tutti gli esempi preposti usano i caratteri standard, ma si possono usare
anche quelli personali.

La limitazione di 64 caratteri & pero sempre in vigore, quindi & possibile ri-
manere a corto di caratteri se il vostro programma usa anche alcuni dei ca-
ratteri standard per i messaggi.

MODO MULTICOLORE

Il modo multicolore & adatto per quelle applicazioni che hanno bisogno di
una presentazione ancor piu colorata di quanto sia possibile con I'ECM. Nel
modo ad alta risoluzione o ECM vi sono otto punti su ogni riga di un carat-
tere, ma ognuno di essi € vincolato ad essere o del colore del carattere o del
colore dello sfondo. Il modo multicolore sacrifica alcuni di quei punti per
ottenere dei colori extra. In un carattere multicolore vi sono solo 4 punti
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per riga, ma ogni punto pud assumere uno a scelta tra quattro colori, invece
di due solamente.

Un carattere multicolore ha le stesse dimensioni esterne di uno ad alta riso-
luzione e ogni punto & grande il doppio. Per ottenere i colori extra del modo
multicolore si deve “'dipingere con un pennello grosso”. Vi sono sempre ot-
to righe nel carattere e l'altezza del punto rimane la stessa. La definizione
grafica del carattere & pero inferiore come qualita.

Definizione in memoria dei caratteri multicolori

Le posizioni relative dei punti dei caratteri multicolori sono memorizzate
nella memoria dei caratteri nello stesso ordine di quelle dei caratteri ad al-
ta risoluzione, ma ogni riga (byte) dello schema si presenta cosi:

Punti 0 1 2 3

Bit |76 [ 54 [32] 10]

Ogni punto di un carattere multicolore & rappresentato in memoria da due
bit invece di uno. Vi sono quattro possibili combinazioni di questi due bit
(00, 01, 10 e 11), che forniscono cosi quattro colori. I colori selezionati da
queste combinazioni sono:

Coppia Colore

di bit scelto
00 Colore dello sfondo 0
01 Colore dello sfondo 1
10 Colore dello sfondo 2

11 Colore del carattere
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Le coppie di bit selezionano il colore del doppio punto nello stesso modo in
cui i bit 6 e 7 determinano il colore di sfondo in ECM. Si noti, pero, che il co-
lore di sfondo 3 non ¢é piu disponibile. Invece, quando entrambi i bit sono
accesi, il punto & presentato sul video nel colore memorizzato nella memo-
ria dei caratteri nella locazione di quel carattere.

Attivazione del modo multicolore

Come per I'ECM, il modo multicolore & attivato da un bit in una locazione
della VIC-II. Il bit interessato ¢ il bit 4 della locazione 53270, quindi l'istru-
zione

168 POKE 33279,PEEK{S3270) OR 1&

attivera il modo multicolore e
166 FOKE S327@,PEEK(S3270» AMD 233

lo disattivera, tornando al modo standard.

Costruzione di un carattere multicolore

Attivare il modo multicolore non significa automaticamente far diventare
multicolore tutto lo schermo. Il modo multicolore puo essere attivato e di-
sattivato per ogni carattere. Il fatto che un carattere sia in modo colore
standard o multicolore dipende dal bit 3 nella memoria del colore. Se que-
sto bit & 0, il carattere & ad alta risoluzione, se ¢ 1, il carattere & in modo
multicolore. Questo fa si che sia possibile alternare caratteri multicolori
con caratteri colorati standard o personali. Poiché quel bit & stato prelevato
proprio dalla memoria del colore, ne rimangono solo tre per il codice del co-
lore. In una presentazione multicolore, solo gli otto colori primari (nero,
bianco, rosso, cyan, viola, verde, blu e giallo) possono essere usati come co-
lori dei caratteri.

Strumenti per il disegno di caratteri multicolori

Utilizzeremo gli stessi strumenti dei caratteri personali per produrre i ca-
ratteri multicolori. I programmi e le tecniche descritte precedentemente, e
quelli sviluppati da voi stessi, serviranno per il disegno di caratteri multico-
lori. Tuttavia saranno necessarie piccole modifiche. Ad esempio, per assi-
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curarvi che i caratteri dei messaggi di prova siano in multicolore, modifica-
te il programma principale “SETUP” come segue:

(]

A LA MEMORIA
28 ¢ POKE Se.128 @ CLE
'H

)
2

ot

E ALLA %IC-IT UM SEGMENTO DI MEMORIA
=) “PEFH‘5€=7F“ AMHD 252y OR 1

FEM E LD I H“HIIH AL ERSIC

FIIFE [ 1 -.h

-n
-]
==
m
-T

|'I
=4
[n 31

DDA RN
T
1=
i
(XX
I,

AR RN
2l
TI
—
=7
_;
-J
?
=
|:1
<M
B 3|
g
I
r—t
—
=
E
i
'T'l
1'1
o
=
ﬁ
o
=2
-3
~
o)
[
-
T

FFIHT rHFs“
FRIMT "#%: |»#+.—. ;
FEIMT "/B123456789:  J=k7

FEM COFIA LA ROM DEI CARATTERI HELLA RAM
FOKE 58334, FEEKCS52340 ANMD 254

FOEE 1.FEEEC1) AMD 251
FOR I=0 TO 2847 POKE 227e5+].PEEKCS3Z2424] HEAT
POKE 1.FEEKCLY OR 4

POKE S&334.FPEEKCSEZ34 OF 1

FEM MODO MULTICOLORE

FOEE S3227a.FEEKCS327Es 0OF 18

FEM REMDE MULTICOLORI I CHEARTTERI

FOR I=352%¢ TO 55359 @ POKE IL.FEEECI) OR 8 HEAT

(DA R

1%
!

A NLE)

AR ]

-,
ol

150
!

CAPIPIAPIPIRIRITI PRI PO = = s b b b e e b
DOURYWIDORN s SRR B OSRE CK gD R R xR0 I SR O Nl

5}
@

Lo schema di disegno deve anch’esso essere modificato, in modo da avere
quattro doppi punti per riga.
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Il calcolo dei valori POKE non ¢ influenzato dal modo multicolore. Le co-
lonne vanno sommate esattamente come per i caratteri personali. La modi-
fica nel raggruppamento & fatta solamente per facilitare la visualizzazione
del carattere come apparira sullo schermo. Per disegnare un carattere mul-
ticolore sara piu facile usare due fogli di carta. Sul primo disegnate il carat-
tere a colori, ed usate il secondo per convertirli nei loro valori di bit e per
effettuare i calcoli. La figura 6.5 raffigura 'omino di prima, a colori.

Esperimenti con caratteri multicolori

Prima di cominciare a disegnare i propri caratteri multicolori, sara bene
farsi un po’ d’esperienza con gli effetti dei colori.
Caricate ed eseguite il programma “SETUP” listato sopra. Come si puo os-

0 21 8
0 42 8
0 42 12
0 42 12
0 42 12
gl g 0 & 1
15 255 252
12 255 192
12 255 192
12 255 192
4 255 192
4 85 64
T T 0 255 192
au 0 63 0
0 S1 0
0 51 0
0 51 0
0 51 0
0 S1 0
0 Si 0
0 81 64
0 0 0
0 0 0
0 0 0
- Nero % Cyan Giallo

Figura 6.5. Omino a colori



LA GRAFICA 261

servare, alcuni dei caratteri, specialmente quelli con componenti verticali
ed orizzontali, rimangono piti 0 meno riconoscibili. Gli altri sono solo un
ammasso di colore. Come regola generale i caratteri ad alta risoluzione de-
vono essere modificati per essere usati nel modo multicolore. Cambiando le
definizioni dei punti nella memoria dei caratteri, il modo multicolore tende
a distorcere lo schema dei caratteri ad alta risoluzione. Vi sono delle ecce-
zioni; alcuni dei caratteri grafici, specialmente quelli squadrati, cambieran-
no semplicemente colore.

Si puo semplificare 1'esperimento caricando la seguente istruzione in modo
immediato:

POKE 42,9

La locazione 648 contiene il valore che il BASIC pone nella memoria del co-
lore per ogni carattere visualizzato. Cambiando questo valore si possono
posizionare i caratteri nell’area di lavoro e il BASIC li lascera nel modo
multicolore. Questo significa che anche tutti i messaggi provenienti dal BA-
SIC stesso saranno multicolori, ma non dovrebbe essere difficile ricono-
scerli.

Come mescolare caratteri multicolori con altri

Dato che il modo multicolore puo essere attivato o disattivato per ogni sin-
golo carattere sul video, ¢ possibile mescolare caratteri multicolori, carat-
teri personali e testo normale sul video. Per esempio provate a mettere le
tre versioni dell’omino sullo schermo contemporaneamente.

I caratteri multicolori sono molto utili per disegnare giocatori e campi di
gioco con grande versatilitd, ma non ¢ tutto. Vedremo in seguito che anche
immagini ad alta risoluzione e sprite possono essere multicolori.

VISUALIZZAZIONI MULTICOLORI AD ALTA RISOLUZIONE

Nella sezione riguardante i caratteri multicolori, si & visto che il modo mul-
ticolore non cambia la struttura del video, la memoria del colore e quella
dei caratteri, ma solamente il modo in cui la scheda VIC-II “interpreta” il
contenuto delle locazioni modificate. Lo stesso avviene per le visualizzazio-
ni ad alta risoluzione: le locazioni e gli usi della memoria del video e della
memoria dei caratteri sono identici. La grossa novita & che i bit nel modo
multicolore vengono usati a coppie.
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Come predisporre il video in modo multicolore ad alta risoluzione

Assegnando sia i bit del modo multicolore che quelli che controllano lo
schermo ad alta risoluzione otterrete le due caratteristiche combinate. Da-
to che questi bit sono in due locazioni separate, sono necessari due POKE.

P 532635, PEEKCS3265) OR 32
F 78

168 POKE
11 UKE ,PEEK(S327@> OR 16

D]

a5

Dopo aver eseguito queste due istruzioni, il video sara predisposto come
previsto. Ora si vedra cosa farne.

Programmazione di visualizzazioni multicolori ad alta risoluzione

In precedenza abbiamo esaminato una subroutine che calcolava la posizio-
ne in cui presentare un bit sul video in base alla sua posizione X-Y (la di-
stanza dai margini superiore e sinistro). Questa tecnica € ritardante per i
programmi che ne fanno uso, perché occorre tempo per eseguire il GOSUB
e RETURN, ma rende piu facile la scrittura e la lettura del programma
principale. L'uso di una subroutine per presentazioni multicolori ad alta ri-
soluzione ¢ altrettanto sensata ora, per le stesse ragioni di semplificazione
del programma principale, anche se cidb comporta una piccola perdita di ve-
locita. La subroutine per il multicolore € molto simile a quella per I'alta ri-
soluzione e utilizza anch’essa le coordinate X e Y per posizionare il punto
sul video. Questa volta, pero, il valore di X deve essere tra 0 e 159 perché il
video multicolore & largo solo 160 punti. C'¢ bisogno anche di un’altra va-
riabile, DC, per il colore del punto. Come la variabile BC usata per il colore
di sfondo, anche DC avra un valore da 0 a 3, identificando la fonte del codice
del colore e non il codice del colore stesso. Le maschere dei bit per il modo
multicolore hanno valori diversi perché si cambiano due bit alla volta. Le
maschere per assegnare al punto il colore di sfondo (fissare i due bit a 0) so-
no:

Punto 0 1 2 3
Coppia di bit 76 54 32 10
Maschera 63 207 243 252

Si ricordi che i punti sono numerati da sinistra verso destra, mentre i bit, al
contrario, da destra a sinistra. Dato che i bit devono essere azzerati, queste
maschere sono usate con I'operatore AND:

BE FEM STREILISCE I PUMTI PER IL COLORE DELLO SFOMDO
1@ POKE 27458, FEEKCZ7Y4580 AMD 32 @ REM PUMTO @
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128 POKE 27451.FEEKC2P451) AMD 267 @ REM FUNTO 1
138 POKE 27452,FEEK(27452) AND 243 ‘REM  PUNTO 2
148 FOKE 27453, FEEKC 27453y AMD 252 ¢ REM PUNTO 3

Per fissare il punto sono necessarie 16 maschere differenti (4 colori possibi-
li per ognuno dei quattro punti controllati da un byte):

Punto 0 1 2 3
Sfondo 0 0 0 0
Codice video (4-7) 64 16 4 1
Codice video (0-3) 128 32 8 2
Memoria del colore 192 48 12 3

Le seguenti maschere sono usate per porre i punti uguale a 1, quindi funzio-
nano con OR.

FEM STREILISCE I FUMTI FPER GLI ALTRI COLORI

FEM PHHTH % DALLA MEMORIA DELLO SCHERMO BIT 4-7
FOKE 27458, PEEK (274502 AMD &3 O &4

FEM PHHTH 1 DALLA MEMORIA DELLO SCHERMO BIT 8-3
FOKE 274351,PEEK 27451 AMD 287 UE 32

FEM PUNTO 2 DALLA MEMORIA DELLH SCHERMO

POKE 27452.FEEKC27452) AND 243 UP 12

DI R B o

(]

s e e e
DO (N SO A ]
=

0

La subroutine per assegnare i punti in modo multicolore

La prima delle due subroutine listate in seguito (righe 15000-15030) assegna
i valori nell’area ad alta risoluzione, ed ¢ quasi identica a quella usata in
precedenza. Le differenze stanno nel calcolo delle locazioni (vi sono 4 bit
per byte invece di 8) e delle maschere dei bit (si cambiano due bit alla volta
invece di uno).

La seconda subroutine (righe 16009-16080) crea le maschere. Deve essere
chiamata con un GOSUB posto all’inizio del programma. La riga 16049 &
una formula che calcola i valori delle maschere OR. Si potrebbero caricare
con istruzioni READ e DATA, ma la formula risparmia spazio in memoria e
evita errori di battitura.

156@s REM SUBROUTIME CHE ASSEGHA I FUMTI

159168 FL = EM+Cd@%cy AMD 2 40 AMD Fr+zEcy AMD 2520
1528 POKE FL.FEEECFLY HHD MExCs AMD 30 OF IM/'Z HHD 3,000
156830 FETURH

1568668 REM COSTEUISCE LA MASCHERA

16618 DIM CHXoZ, 32

1epz8 FOR I=6 TO 3
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R T EET M

HEHT ]
MEZols = 255 AMD MOT CHMECT, 3
MHEXT 1
B5E RETLREM

Come esempio del funzionamento di questa subroutine, ecco il programma
del triangolo della sezione precedente, modificato per una presentazione

multicolore:

FEM GEAFICA AD ALTH RISOLUZIOME

FEM FEOGEAMMA DIMOSTRATIVO

FEM RIZERYA LA MEMORIH

FOEE 52,84 @ POKE S&,84 @ CLE

FEM ASSEGHA ALLA YIC~-IT UM SEGMEMTO DI MEMORIA
FOEE 36576, (FEEK(SESVEY AMD 252y OR 2

Pl:ll‘::E S32v2.8
FEM PREDISFOME LA “IC~II AL MODO MULTICOLORE
FEM AD ALTA RIZOLUZIOHE

FOKE S3265, PEEKCS3I285 OR 32

FOKE S A, FEEK (532782 OFR 16

FEM POSIZIONA IL PUMTATORE ALLCAREA

FEM AD ALTA RISOLUZIOME

EM=2437% @ SBE=1c334

FEM RZZEFA L AREA AD ALTA RISOLUZIOME

FOF I=EM TO BM+7323% : POKE 1.8 @ HEXT I

FEM EIEMPIE LA MEMORIA DELLOD SCHERMO

FEM COM I CODICI DEI COLORI

FOR I=SE TO SE+223 : POKE 1,238 @ HEST I

FEM COSTRUISCE L ARREAY MASCHERA

GOSUE 186880

A IC =1

FEM TRACCIA LA EASE~DEL TRIAMGOILO

Y=g3

A OFOR S=0 TO &3

T 1T 0 e G ol = S

DU X U A R DX DDA R D

oy
b

o) P a0 P e 0 A L0 00 =)
]

3 HEXT
4 REM TRACCIA IL LATO SINISTRO DEL TRIAMGOLO

HE:T

FEM TRACCIA IL LATO DESTRO DEL TRIAHGOLD
FOR ¥=31 TO &2

Y o= BE-CRI-nHIE2

GOSUE 15666

HEXT

FEM ASFETTH CHE YEMGA FREMUTO UM TASTO
GET A% :© IF A%="" THEH 448

FEM RIFORTA IL SISTEMA ALLA HORMALITAS

G0 L D0 0 G 0 G T B P

Pt S oY U LN R )
DI I SR (Rl
DDA N DA R DR A R
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4c@ FEM FESTITUISCE AL ERASIC L AREA

465 RFEM AD ALTA RISOLUZIONE

478 FOKE 52,128 © POEE 56.128 @ CLE

426 REM RIPORTA LA %IC-I1 AL MODO STAMDARD
455 FEM E ALLA MEMORIA DEI CARATTERI

420 POKE 36376, (PEERCSESTEY AWD 2523 OR 3
SEE FEM RITO

5168 FOKE

S28 FOKE

G360 FOKE

SdE EHD

15860 F

15616 i

CELY AMD MEKoX AMD 33 OF
2 AMD 3, T

—
i
i
Dxd

SCE LA MASCHERA

=1 T0

1 FOR J=G TO é
A CHECT. Ty = ST 2%CE-100%]
1 TJI
Iy = 255 AMD HOT CHMECT.30

1587 i
1e628 RETUREH

Paragonate questo programma alla versione ad alta risoluzione. L'unico
cambiamento apportato ¢ stato quello di assegnare un valore alla variabile
DC, la variabile del colore del punto. Questo & un ottimo esempio dell’utilita
di creare subroutine generalizzate. Naturalmente non tutti i programmi so-
no cosi facilmente adattabili dall’alta risoluzione al multicolore, nondime-
no l'uso di subroutine generalizzate rende molto piu facile e razionale lo
sviluppo di nuovi programmi.

SPRITE MULTICOLORI

Gli sprite multicolori sono molto simili ai caratteri multicolori, cosi come
gli sprite stessi somigliano ai caratteri personali. Come per i caratteri mul-
ticolori, le definizioni degli sprite multicolori sono composte di coppie di
bit, ognuna rappresentante uno tra quattro colori. La differenza tra gli spri-
te e i modi multicolori & la provenienza dei codici dei colori.

Coppia di bit Colori visualizzati
00 Trasparente
01 Locazione 53285
10 Locazioni 53287-53294

11 Locazione 53286
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Le locazioni 53285 e 53286 sono usate solamente per contenere i codici per
gli sprite multicolori. Come le altre per il colore, esse hanno solo 4 bit e de-
vono essere mascherate quando il programma esegue un PEEK.

Costruzione di sprite multicolori

La locazione 53276 identifica quali sprite sono multicolori. Come accade
nella maggior parte di queste locazioni, ogni sprite ha un bit di controllo in
questo byte. Quando ¢ 1, lo sprite & multicolore. Dato che il bit dello sprite
nella 53276 determina se esso € multicolore o no, tutti i 4 bit della locazione
del colore sono disponibili e quindi vi possono essere memorizzati tuttii 16
codici dei colori.

6.9. Sprite estesi

Dopo aver imparato a disegnare uno sprite, bisogna imparare ad ingrandir-
lo. Si potrebbero abbinare piu sprite come per i caratteri personali, ma vi &
una soluzione piu facile. La VIC-II puo raddoppiare le dimensioni degli
sprite con semplici POKE. L'ingrandimento degli sprite & controllato nelle
locazioni 53277 e 53271. Anche qui ogni sprite ha un suo bit. Quando il bit
nella 53277 ¢ 1, lo sprite si allarga del doppio; un valore di 1 per il bit nella
53271 genera uno sprite di doppia altezza.

Raddoppiare uno sprite non & esattamente lo stesso che metterne due af-
fiancati. Ogni bit nella definizione dello sprite ingrandito & rappresentato
da due punti e vi &, quindi, qualche perdita di definizione ottica; gli sprite
ingranditi sono tuttavia piu facili da controllare degli sprite multipli abbi-
nati. Anche gli sprite multicolori possono essere ingranditi.

6.10. Uso avanzato della scheda VIC-II

Sono qui presentati alcuni aspetti della scheda VIC-II utili per scrivere pro-
grammi sofisticati. Se avete difficolta a seguire questi argomenti, potrete
riesaminarli una volta acquisita pit dimestichezza con il C-64.

LA MEMORIA E LA SCHEDA VIC-II

La VIC-II ed il resto del computer interpretano la memoria in modo diffe-
rente. Il microprocessore 6502 del C-64 puo accedere a 65536 byte di memo-
ria, mentre la VIC-II soltanto a 16384. Inoltre, la VIC-II usa byte a 12 bit per
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la memoria del video (8 per il carattere e 4 per il colore), mentre il resto del
computer usa i byte “normali” di 8 bit. Questo per rendere piu veloce I'azio-
ne della VIC-II, permettendole di prelevare tutte le informazioni necessarie
per stampare un carattere in una sola volta. Per permettere ai due chip di
comunicare fra di loro tramite la stessa memoria, il C-64 & progettato-in mo-
do che la VIC-II abbia una “finestra” d’accesso alla memoria, attraverso la
quale possa accedere solo a parte della memoria. Questa finestra permette
alla VIC-II di leggere uno per volta i quattro segmenti della memoria del
C-64, ciascuno di 16384 byte.

La sezione di memoria che la VIC-II usa, & controllata da due uscite della
scheda CIA#2, lo stato delle quali ¢ fissato dai bit 0 e 1 della locazione
56576. I segmenti di memoria scelti da questi bit sono:

Coppia di bit Locazioni utilizzate
11 0-16383
10 16384-32767
01 32768-49151
00 49152-65535

Le altre uscite associate alla 56576 sono usate per altri scopi, quindi i valori
degli altri bit devono essere protetti. Per scegliere una sezione di memoria,
usate una delle seguenti istruzioni:

REM SELEZIOMA @-16353
FOKE SE576, PEERCSES7EY AND 252 OR =
FEM SELEZIOMA 18384-32757
POKE SE57E, FEEKCSSSTEY AMD 252 OR 2
FEM ! ELEbIUHH 227EE~-45151

POKE SE576, PEEKCS6576) AND 232 OR |
FEM ! ELELI“”H 42152-53525

FOKE SES76, PEEKCSESTET At

1,

el S ol S S S Wy )
DOV E OO (N I R |
DU ou ool | 'S'

La ROM dei caratteri

Se & vero che la ROM dei caratteri ¢ situata nella 53248 e la VIC-II puo acce-
dere solo a 16K di memoria alla volta, come fa a leggere le tabelle dei carat-
teri mentre usa, per esempio, le locazioni 0-16383? La Commodore ha pro-
gettato il C-64 in modo che la VIC-II acceda alla ROM dei caratteri alle loca-
zioni 4096-8191 e 36864-40959. Di fatto la VIC-II non legge la ROM dei carat-
teri alla 53248 ma un’area di RAM che rimane normalmente invisibile al re-
sto del computer.

Nelle due aree dove la VIC-II legge la ROM dei caratteri, non puo accedere
alla RAM. Quest’area RAM ¢ accessibile solo al chip 6502. Quando si selezio-
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na un’area di memoria per memorizzarvi la memoria del video, le tabelle
dei caratteri personali, o gli sprite, si deve tenere a mente che la ROM dei
caratteri & disponibile solo in certe sezioni.

Scrivere nelle ROM

La tabella dei caratteri non € I'unica ROM del C-64: il software incorporato
(il BASIC e le routine di input/output per la cassetta, video ecc.) € pure me-
morizzato nelle ROM che occupano le locazioni 40960-49151 e 57344-65535.
Cartucce di software aggiuntive si inseriscono nelle locazioni 32768-40959.
Il microprocessore 6502 non ¢ in grado di accedere a queste aree, ma la
VIC-II si.

Con alcune precauzioni & possibile usare queste aree per la grafica. Quando
il 6502 legge queste locazioni, "vede” le ROM, ma i dati che possono venire
scritti vanno alla RAM. Poiché non € necessario rileggere il valore cosi me-
morizzato, si puo usare la RAM “nascosta’’ per il video, gli sprite o la grafi-
ca ad alta risoluzione. Un esempio puo essere uno sfondo prefissato all’ini-
zio del programma che non cambia per tutta la durata dello stesso. La map-
pa potrebbe essere memorizzata alle locazioni 57344-65343, il video e gli
sprite a 49152-53247.

Con questa tecnica & necessario modificare la subroutine usata negli esem-
pi per fissare i bit, perché essa si basa sulla possibilita di poter eseguire dei
PEEK ai valori gia presenti nella mappa. Il vostro programma avrebbe biso-
gno di calcolare i valori di tutti i bit in una particolare locazione e poi prele-
varli tutti assieme con un POKE.

Come cambiare la locazione della memoria del video e dei caratteri

Le memorie del video e dei caratteri possono essere situate ovunque nella
“finestra” della VIC-II. Le locazioni iniziali sono conservate dal chip e pos-
sono essere cambiate con un POKE. Esse sono abbinate in un unica locazio-
ne, la 53272. Ogni meta del byte contiene un numero da 0 a 15, che rappre-
senta in Kbyte (1K= 1024) I'offset nella finestra (la “‘distanza’’ dall’inizio del
segmento alla locazione desiderata). La formula per calcolare il valore da
usare con POKE ¢

(locazione di memoria del carattere / 1024)+
16 *(locazione di memoria del video / 1024)

L’ultimo bit viene ignorato benché la locazione di memoria del carattere sia
espressa in unita di 1024 byte. La memoria del carattere deve cominciare ad
un offset di 0, 2048, 4096, 6144, 8192, 10240 o 14336 nella finestra. Quando
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si esegue un PEEK alla locazione 53272, il bit 0 assumera dei valori impre-
vedibili. Se il vostro programma ha bisogno di esaminare il contenuto di
questa locazione, deve mascherare questo bit eseguendo un AND tra il suo
valore e 254.

Memoria del colore

Il chip della memoria del colore ha due serie di collegamenti elettronici:
una che permette alla scheda VIC-II di leggerlo come la parte superiore del
byte a 12 bit di quest’ultima, e una che permette al resto del computer di
leggerlo come la parte inferiore di un byte di 8 bit. Sono differenti anche i
collegamenti per i numeri delle locazioni. Mentre il resto del computer per-
cepisce la memoria del colore solo tra le 55296 e 56319, alla VIC-II appare
come se fosse ovunque nella sua “finestra”. Il byte 0 nella memoria del co-
lore, che il vostro programma ‘‘vede” come locazione 55296, & letto dalla
VIC-II alla 0, 1024, 2048, 3072, 4096 e cosi via fino a 15360 nella sua ‘‘fine-
stra’. Il byte 1 appare alle 1, 1025, 2049, ecc., per cui, dovunque si sposta la
memoria del video, viene usato lo stesso chip della memoria del colore.

6.11. Come riservare la memoria

Negli esempi si sono usate istruzioni POKE per impedire al BASIC di usare
la memoria riservata ai caratteri personali, alla grafica ad alta risoluzione,
agli sprite ecc. Bisognera approfondire le regole che sottostanno alle istru-
zioni se si scrivono programmi che utilizzano diverse aree di memoria per
caratteri personali. Le locazioni 55 e 56 formano un puntatore che segna la
fine della memoria BASIC: questo € un numero a 16 bit che rappresenta la
locazione del byte dopo 1'ultimo disponibile per il BASIC.

Le locazioni 51 e 52 sono un puntatore simile per I’area di memoria delle
stringhe BASIC. Esse normalmente contengono uno 0 dopo un comando
CLR o RUN e non hanno bisogno di essere cambiate.

Per calcolare il valore per il POKE alle locazioni 52 e 56, dividete la locazio-
ne di inizio della memoria del carattere per 256. E essenziale che i POKE,
per limitare la memoria del BASIC, siano eseguiti prima che il vostro pro-
gramma definisca le variabili, e che siano seguiti da un CLR, altrimenti il
BASIC non riconoscerebbe i limiti che gli avete cercato di imporre.
Anche programmi acquistati possono sottrarre memoria al BASIC. E proba-
bile che la maggior parte di questi, sia prodotti dalla Commodore sia da al-
tri fornitori, usino i 4K di memoria da 49152 a 53247, ma ve ne saranno sicu-
ramente alcuni che non lo fanno. Intendendo usare caratteri personali con
uno di questi programmi, studiate la documentazione fornita per evitare
possibili sovrapposizioni. In alcuni casi sara necessario fare alcune prove.
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Alcuni programmi non si attengono ai limiti di memoria del BASIC ma usa-
no il valore nella 644, che non & controllato dal BASIC, per determinare 1'ul-
timo byte di memoria del C-64. Questa locazione puo essere caricata con un
POKE dello stesso valore usato per le locazioni 52 e 56, ma & necessario fare
attenzione, perché non é possibile prevedere il modo in cui altre cartucce
potranno usarla. Spesso la causa del mancato funzionamento di un pro-
gramma puo essere una cartuccia inserita. Se € richiesto un POKE alle loca-
zioni 644, deve essere eseguito contemporaneamente ai POKE alle 52 e 56,
prima del CLR.

COME REGISTRARE E CARICARE DATI GRAFICI

L'uso d’istruzioni DATA per memorizzare il vostro set di caratteri persona-
li, sprite e grafica ad alta risoluzione presenta diversi svantaggi. Le istruzio-
ni DATA usano prezioso spazio di programmazione e il BASIC impiega mol-
to tempo per trasferire informazioni in memoria con READ e POKE. Un Da-
tassette puo impiegare due o tre minuti per caricare con LOAD ed eseguire
un programma che usa una grafica ad alta risoluzione o un set di caratteri
personali.

Per accelerare i tempi, il vostro programma puo usare le stesse subroutine
SAVE e LOAD che sono impiegate dai comandi SAVE e LOAD del BASIC. In
questo stesso capitolo si & visto un esempio di programma per costruire un
set di caratteri personali e poi si & usato un comando LOAD per caricare il
programma principale in memoria. Questo metodo risolve il problema delle
dimensioni del programma, ma non del tempo. Introduce pure nuovi pro-
blemi; si deve dividere il programma in due e “dimenticare” le variabili
usate nel programma di caricamento usando un CLR prima del LOAD. I
programmi BASIC non possono usare direttamente le subroutine incorpo-
rate di SAVE e LOAD mentre lo possono fare i programmi in linguaggio
macchina.

Per accelerare e compattare quei programmi che usano caratteri personali
e sfondi ad alta risoluzione, sono stati scritti due programmi in linguaggio
macchina che possono essere chiamati dai programmi in BASIC per
registrare e prelevare grandi blocchi di dati da dischetti o cassette. Per
usarli, costruite il vostro set di caratteri personali, o sprite o immagini gra-
fiche, e usate il programma SAVE per memorizzarli sul dischetto. Il pro-
gramma che impiega i dati dovrebbe includere il programma LOAD come
subroutine.

1l programma SAVE

Prima di iniziare a lavorare sul set di caratteri personali, si dovrebbe cari-
care il programma SAVE e memorizzarlo su dischetto o nastro.
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186 REM PEDUPHHIH SAYE

118 PS=4915

126 DATAH 283, 177 . 253

136 DETH 3,169, 16,165

148 DATH 2 a9, 255160, 13

156 DARTH R, 177,253,133

166 DATH 2¢ 3,178,208, 177

178 DATH 2. 216,255,178

128 DATH a1, 98

128 FOR I=PS ¥ @ FOKE I.x @ HEAT
288 DCE=5S8080 : DH—:G@BE SIZE=256 © D=3

219 FIl#="LOAD-SAVE TEST

228 FEM MEMORIZZA IL MOME DEL FILE

2238 FOR I=1 TO 16 :© FOKE DCE+I-1.ASCCMIDECFIS. 1,100

HEXT

248 POKE DCE+16,10 @ REM HUMERD DEL DISFOSITING
2593 POKE DCE+17.1 ¢ REM HUMERD DEI FILE IMATTIYI
260 PORE DCE+1E, DA-256#THT CDRAS256 0

265 REM IMDIRIZZO IMFERIOKE

278 POKE DCE+12, DRS256 0 REM IMDIRIZZD SUPERIORE

DE=DA+5IZE-1 @ REM ULTIMA LOCAZIOME DA SALYARE
FOEE DCE+26, DE-256#IHTCDEAZ2560

FEM IMDIRIZZD0 IMFERIORE

FOKE DCE+21,DEAS256 : REM IMDIRIZZ0 SUPERIORE
REM FI=SA IL PUMTATORE

FOKE 253.DCE S THTCDCEA 2560

FOKE 254,DCE =]
39K PEH FFU”H IL SALY

A
_-T =
IF F‘EE}r a1y A THEW 396
FREIMT "FATTO!"
EMD
FREIMT"EREORE : " FEEE 251
EHD

Il programma SAVE deve essere prima personalizzato: vi sono cinque varia-
bili i cui valori dipendono dai dati che si vogliono memorizzare. Le prime
quattro variabili sono assegnate a riga 20§:

DCB ¢ la locazione di un’area di 22 byte in cui sono memorizzati i valori
per la subroutine in linguaggio macchina. Il programma
dell’esempio utilizza le locazioni 50000-50021. Non & necessario
cambiare questo valore, a meno di non usare quest’area di memo-
ria per altri scopi.

DA ¢ la locazione del primo byte dei dati da memorizzare. Questo va-
lore probabilmente non corrisponde a quello richiesto.

SIZE ¢ il numero dei byte da memorizzare.

DV ¢ il numero del dispositivo dell’'unita di gestione dei dischetti o
delle cassette su cui verranno trascritti i dati. Se i dati sono da tra-
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sferire su nastro, usate un valore 1. Nel caso di impiego dei di-
schetti, usate lo stesso numero adottato con i comandi LOAD e SA-
VE del BASIC (in genere 8).

L'ultima variabile da cambiare & FI$. Questa variabile & assegnata a riga
210 ed ¢ il nome del file che verra creato dal SAVE. Per realizzare un pro-
gramma in linguaggio macchina semplice e breve, bisogna verificare la lun-
ghezza del nome del file: deve essere esattamente di 16 caratteri. Se il nome
desiderato & piu corto, bisogna aggiungere spazi fino a raggiungere 16 ca-
ratteri. Se il nome é piu1 lungo, qualsiasi carattere oltre il sedicesimo & igno-
rato. (Se non si vogliono contare i caratteri, aggiungete semplicemente spa-
zi in piu per assicurarvi che il nome sia abbastanza lungo).

La subroutine in linguaggio macchina &€ memorizzata nelle locazioni da
49152 fino a 49205. Nel caso in cui vi siano memorizzati dati grafici, si deve
spostare la subroutine. Quest’ultima & progettata in modo da poter essere
collocata ovunque, ma l'area in cui € memorizzata deve essere protetta dal
BASIC. Dovendo spostare il programma, cambiate il valore della variabile
PS a riga 110 con la locazione di memoria dove il programma deve comin-
ciare. Quando i dati da memorizzare sono pronti, eseguite un LOAD sul pro-
gramma SAVE. Inserite il nastro o il dischetto su cui volete memorizzare i
dati ed eseguite il programma.

Qualora la routine SAVE incorporata indicasse un errore, la subroutine
memorizzerebbe il codice d’errore nella locazione 251. Il capitolo 8 descrive
questi codici (sono gli stessi di quelli riportati nella variabile ST). Vi &€ una
condizione in cui il programma SAVE non funziona: cercando di sostituire
un file preesistente sul dischetto, il programma presentera il messaggio che
comunica il buon funzionamento di SAVE, ma la luce rossa sull’unita a di-
schetti lampeggera. 1l file originale deve essere cancellato e il programma
rieseguito (vedere le istruzioni al capitolo 8).

Il programma LOAD

La porzione BASIC del programma LOAD & molto simile a quella del pro-
gramma SAVE.

3 REEM FPROGEAMMA LOAD
B P3=423152
@ DATH 16@, 1&, 177,253,

(

X
L

DRTA 164,
DATA 253,
DATH
IATH
DATH
IHTH 252

b ek b b bk b b b b
ISR e s I R PN (W A )

DA R A R N )

FOEE T.x NE®T



LA GRAFICA 273

DICE=S5008a © DA=2
FI£="TEST LIOADS 3
REM MEMORIZZA IL HOME DEL FILE
238 FOR I=1 TO 185 : FHbE DCE+I-1 . ASCCMIDECFI$, 1,100
HE=T
3 FPOKE DCE+15,D0% ¢ FEM HUMERD DEL DISFOSITIVO
FOKE DCE+17.5 @ REM HUMERD DEI FILE IHATTIWI
FOKE DCE+15. DA-ZSE#IHT S DRAZ25E0
FREM EYTE IHFERIORE
FOEE DCE+1%,DRAS256 © REM BYTE SUPERIORE
155 IL PUHTATORE
25 S OCE~25c® IMT CDCES 256 )
; FHPE 254, DCE,
] FEM ESEGUE IL FHFIFHHEHTH
&S Ps
IF FEEEC252» = @ THEHW 3£
PRIMT "FARTTOH"
EHD
FRIMNT"ERRORE: " :FEEK 2517
EHD

Il programma LOAD ¢ concepito per essere usato come parte del program-
ma che impiega i dati da caricare. Puo essere usato come subroutine, sosti-
tuendo le istruzioni END con RETURN e chiamarndolo con un GOSUB.
Come il programma SAVE, quello LOAD deve essere adattato al vostro uso.
Le variabili DA, DCB, PS e FI$ devono essere fissate in accordo con le diret-
tive sopra esposte. La variabile SIZE non viene usata, perché la dimensione
€ memorizzata con i dati nel momento in cui sono registrati. Dato che il pro-
gramma LOAD verra abbinato al vostro, ci si deve assicurare che le istruzio-
ni DATA che contengono il linguaggio macchina siano collocate corretta-
mente. Ricordarsi che la prima istruzione READ preleva le sue informazio-
ni dalla prima istruzione DATA. Se il vostro programma contiene dei READ
eseguiti prima di quelli del programma LOAD, le istruzioni DATA devono
precedere quelle contenenti la subroutine in linguaggio macchina. Se si usa
piu di una caratteristica grafica, come una combinazione di sprite e di ca-
ratteri personali, &€ conveniente assegnare i valori di DA e FI$ nel program-
ma principale e chiamare la subroutine LOAD per caricare ogni blocco di
dati.

Chiamando la subroutine pit di una volta, si deve saltare l'istruzione READ
dopo la prima volta, per mezzo di un GOSUB a riga 209 invece di 100.

Le subroutine in linguaggio macchina

Nelle figure 6.6 e 6.7 sono presentati i listati delle subroutine in linguaggio
macchina usate dai programmi SAVE e LOAD. Non avrete bisogno di stu-
diarle a meno che non siate dei programmatori in linguaggio macchina o
non desideriate cambiarle. I programmi si possono usare cosi come sono.
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absolute saver subroutine for

[a]sals}
0002
0004
0005
0006
ooos
000A

000D
OO0O0OF
0011
0013

FFD8
FFBA
FFBD
OOFD
OOFB

AD10
B1FD
AA

cs8
B1FD
A000
20BAFF

A910
AG6FD
A4FE
20BDFF

- W W e

-

SORCIM 650x Assembler ver 3.2 05/20/83 13:10 Pagel

C-64 BASIC A:C64SAVE .ASM

Questa subroutine e’ progettata per permettere al

programmatore BASIC di conservare immagini video,

definizioni di sprite,ecc su disco o nastro.

Quando e’ chiamata

srichiede in locazione $FD un

puntatore ad una struttura della forma seguente:

Offset
Nomefile: 16
dell unita’

(5]
16

Indirizzo

Contenut

17 Numero di fil

18
20

Indirizzo di

Indirizzo fin

o

caratteri,riempito con spazi

e logico (non deve venir usato)
partenza (in formato lo-—hi)

ale (in formato lo—hi)

Al ritorno della subroutine,la locazione $FB

contiene il codice di ritorno dalla SAVE

SAVE
SETLFS
SETNAM
DCB
START

equ $FF
equ $FF
equ $FF
equ $FD
equ $FB

attiva 1'indirizzo

1ldy
lda
tax
iny
lda
1dy

jsr

#16
(dcb) ,y H

(dcb) ,y 3
#0
setlfs

attiva il nome del

lda
1ldx
idy
Jsr

#16 H
dcb H
dcb+1 H
SETNAM

D8

BA

BD
3 puntatore al blocco ctl
3 inizio del puntatore

save e codice di ritorno

dell ‘unita’

indirizzo dell‘unita’

pone in x

numero del file logico

indirizzo secondario di O

file

lunghezza del nome

nome

locazione

(continua)
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0016
0018
0oo1aA
oo1cC
001D
OO01F

0021
0023
0025
0026
0027
0029
o02a
002C

absolute saver subroutine for C-64

002F
| o031

0033
0035
0036

AD12
B1FD
a85FB
c8

B1FD
85FC

AD14
B1FD
AA

cs8
B1FD
A8
A9FD
20D8FF

BOO2
A200

85FB
60

no ERRORs,

3 pone 1°i

1dy
lda
sta
iny
lda
sta

3 attiva 1°indirizzo

1dy
lda
tax
iny
lda
tay
lda

Jsr

SORCIM 650x Assembler ver 3.2 05/20/83 13:10 Page2

s verifica

0033 bcs
lda

s SAVE in

per una

error:
rts

end

6 Labels, 9D7Bh bytes not used. Program LWA = 0036h.

ndirizzo di partenza in START

#18 H
(dcb) ,y
start

(dcb) ,y
start+1 H

#20
(dcb) ,y

(dcb) ,y

#dcb H
SAVE

eventuali errori

error
#0

esecuzione. Conserva il codice di errore

eventuale richiesta dell ‘operatore

sta

start

-
s

punta al byte inferiore

lo memorizza
punta al byte superiore

lo memorizza
di_Fine memoria
punta al byte inferiore;

lo pone in x

punta al byte superiore

lo pone in y
punta alla locazione iniziale

BASIC A:CL64SAVE .ASM

si’

no,poni il codice a O

ritorna

Figura 6.6. Routine SAVE
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SORCIM 650x Assembler ver 3.2 05/20/83 13:10 Pnge2
absolute loader subroutine for C-64 BASIC A:C64LOAD .ASM
3 Questa subroutine e’ progettata per permettere al
3 programmatore BASIC di caricare immagini video,
s definizioni di sprite,ecc da disco o nastro.
H
; Quando e’ chiamata,richiede in locazione $FD un
3 puntatore ad una struttura della forma seguente:
L
s Offset Contenuto
H O Nomefile: 16 caratteri,riempito con spazi
s 16 Indirizzo dell 'unita’
35 17 Numero di file logico (non deve venir usato)
s 18 Indirizzo di partenza (in formato lo—-hi)
H
s Al ritorno della subroutine,la locazione $FB
3 contiene 1°'ultimo byte caricato, o il codice
3 di ritorno dalla LOAD
H
= FFD5 LOAD equ $FFD5
= FFBA SETLFS equ S$SFFBA
= FFBD SETNAM equ $FFBD
= OOFD DCB equ $FD 5 puntatore al blocco ctl
= OOFB ENDLD equ $FB 3 codice di ritorno e
indirizzo finale
3 attiva 1°'indirizzo dell’unita’
0000 AO10 1dy #16
0002 B1FD lda dcb),y 3 indirizzo dell ‘unita’
0004 AA tax s lo pone in x
000s ca iny
0006 bi1FD lda (dcb) ,y 3 numero del file logico
0008 ADO0O 1dy #0 3 indirizzo secondario di O
000A 20BAFF jsr setlfs
s attiva il nome del file
000D A?10 lda #16 s lunghezza del nome
0O00OF AG&FD 1dx dcb 3 nome
0011 A4FE 1dy dcb+1 3 locazione
0013 20BAFF jsr SETNAM

(continua)
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s attiva 1°indirizzo di memoria

0016 AD12 1ldy #18 3 punta al byte inferiore
0018 B1FD 1lda (dcb) ,y

001A AA tax $ lo pone in x

001B C8 iny $ punta al byte superiore
001C BI1FD lda (dcb) ,y

OO01E A8 tay 3 lo pone in y

O01F A900 lda #0 3 indica LOAD

0021 20D5FF jsr LOAD

$s verifica se tutto e’ andato bene

-
n
.

0024 9007 002D bcc ok

s errore in fase di LOAD. Conserva il codice per

una eventuale richiesta dell ‘operatore

0026 85FB sta endld

0028 A900 lda #0 s pone il byte superiore a O per
mostrare che e‘un codice di errore

002A 85FC sta endld+1 3

0D02C 60 rts s ritorna

SORCIM 650x Assembler ver 3.5 05/20/83 13:10 Page2
absolute loader subroutine for C-64 BASIC A:C64LO0AD .ASM

s tutto a posto,quindi restituisci

l1‘’indirizzo di memoria

002D 86FB ok: stx endld s byte inferiore

O02F 84FC sty endld+1 s byte superiore

0031 60 rts 3 ritorna all ‘operatore
0032 end

no ERRORs, 6 Labels, 9D7Bh bytes not used. Program LWA = 0032h.

Figura 6.7. Routine LOAD



278 LA GRAFICA

LIMITAZIONI DELLO SCHERMO TV

Il televisore & progettato per rappresentare immagini in movimento, e non
per presentazioni di computer. Benché il C-64 fornisca gli stessi segnali usa-
ti nelle trasmissioni televisive, il contenuto del video & differente e cio pud
causare dei problemi quando si disegnano le videate. L’immagine televisiva
non ¢ affatto cosi ben definita come appare, si presenta molto nitida se vista
a distanza, sfocata da vicino; essa inoltre si rinnova 30 volte al secondo,
quindi I'occhio non ne percepisce i difetti.

Usando la televisione con il computer, si sara molto pii1 vicini allo schermo
del normale. Ci6 evidenziera la mancanza di qualita dell’'immagine; le videa-
te normalmente non cambiano cosi velocemente come un film, quindi c’¢
piu tempo per notare i difetti. Vi & inoltre un altro fattore importante: i pun-
ti dell'immagine televisiva normalmente non sono isolati. E molto raro che
I'immagine televisiva contenga una riga larga un solo punto: un punto sul
video fa quasi sempre parte di un oggetto piu grande. Si notera altresi che
non vi sono molti contrasti di colore.

Le videate sono molto differenti: & infatti abbastanza comune tracciare li-
nee molto sottili con colori contrastanti affiancati. Sfortunatamente la tele-
visione, anche in questo caso, ha una qualita scarsa. Terminali grafici a co-
lori, capaci di presentare accuratamente due punti affiancati di qualsiasi
colore senza distorsioni, costano facilmente alcuni milioni e -non sono pro-
ponibili agli utenti del C-64. Nel disegnare le videate dovete tenere a mente
le limitazioni dello schermo della vostra televisione.

Larghezza delle linee verticali

Il problema delle sottili linee verticali larghe un solo punto ¢ in verita con-
nesso al problema dei cambiamenti di colore. Se i colori sono incompatibili,
¢ possibile che si renda necessario piu di un punto per effettuare il cambio.
Per esempio, ci vogliono quasi 3 punti per effettuare il cambio da blu scuro
a rosso scuro. Un singolo punto rosso su uno sfondo blu & quasi invisibile e
non sembra neppure rosso. Come regola generale si puo affermare che &
possibile tracciare linee sottili scure su un fondo chiaro ma non viceversa.
Sfortunatamente questa non & una regola ferrea. Gli apparecchi televisivi
variano moltissimo e cid che funziona su uno puo non funzionare su un al-
tro. Anche agire sui controlli del televisore puo influire sull’esito della rap-
presentazione. Si dovrebbe evitare 'uso di punti isolati e linee larghe un so-
lo punto, a meno di non essere certi che il vostro programma verra eseguito
sempre con lo stesso tipo di televisore.



Capitolo

Il suono

Questo capitolo ¢ dedicato a come far generare suoni al C-64 attraverso il
controllo dei registri dedicati e all’'uso di tecniche per produrre effetti
particolari come il vibrato o il tremulo. Inoltre vedremo come memoriz-
zare su dischetto o cassetta i suoni prodotti per poterli risentire in seguito.

7.1. I registri del suono

IL CHIP SID

Come le presentazioni su video, anche i suoni prodotti dal C-64 sono
creati da uno speciale circuito integrato, chiamato in questo caso “Sound
Interface Device” (Dispositivo d’interfaccia del suono) o “SID”. Il disposi-
tivo SID contiene tre generatori di suono diversi, o “voci”, che sono com-
binati in maniera da formare suoni udibili tramite l'altoparlante della
TV. 11 SID ha 25 locazioni di memoria, chiamate registri del suono, che
controllano il volume, il tono ed il tipo di suono emesso. La tabella 7.1 ri-
porta i registri di memoria e la funzione di ognuno di essi.
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Tabella 7.1. Locazioni di memoria dei registri del suono

Locazione di
memoria

Descrizione del registro del suono

54272
54273
54274
54275
54276
54277
54278

54279
54280
54281
54282
54283
54284
54285

54286
54287
54288
54289
54290
54291
54292

54293
54294
54295
54296

54272 - 54278 VOCE #1

Controllo frequenza voce (byte basso)
Controllo frequenza voce (byte alto)
Durata dell'impulso (byte basso)

Durata dell’impulso (byte alto)

Registro di controllo della forma d'onda
Registro di controllo Attack e Decay
Registro di controllo Sustain e Release

54279 - 54285 VOCE #2

Controllo frequenza voce (byte basso)
Controllo frequenza voce (byte alto)
Durata dell’impulso (byte basso)

Durata dell'impulso (byte alto)

Registro di controllo della forma d’onda
Registro di controllo Attack e Decay
Registro di controllo Sustain e Release

54286 - 54292 VOCE #3

Controllo frequenza voce (byte basso)
Controllo frequenza voce (byte alto)
Durata dell'impulso (byte basso)

Durata dell’'impulso (byte alto)

Registro di controllo della forma d’onda
Registro di controllo Attack e Decay
Registro di controllo Sustain e Release

54293 - 54296 FUNZIONI DI FILTRO

Valore filtro cutoff (byte basso)

Valore filtro cutoff (byte alto)
Controllo risonanza filtro/ingresso voce
Controllo del volume

La locazione 54296 controlla il volume del suono. Si possono ottenere 16
livelli di volume differenti. Questi variano da 0 (spento) a 15 (massimo vo-
lume). Per controllare il volume caricate un valore tra 0 e 15. Da solo, pe-
ro, questo registro non produce alcun suono; per ottenerne si devono as-

segnare anche i registri delle voci.
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REGISTRI DI CONTROLLO DELLE VOCI

Osservando la tabella 7.1 si notera che ognuna delle tre “voci” ha una se-
rie di 7 registri di memoria associati, ciascuno dei quali controlla il tipo
di suono prodotto da quella voce. Le tre serie di registri funzionano nella
stessa maniera, per cui, anche se gli esempi impiegheranno prevalente-
mente la voce #1, si possono usare gli stessi valori eseguendo i POKE ai
registri delle voci 2 e 3.

Inizializzazione dei registri

Quando il C-64 viene acceso i registri assumono valori casuali. Se non
viene eseguito un POKE con i valori corretti, il SID produce suoni impre-
vedibili, o addirittura nessun suono. Per inizializzare i registri corretta-
mente, trasferite con POKE i seguenti valori:

FOKE 54274.49
FOKE 54275.8
FOKE 54Z276,85
FOKE 54277.49
FOKE S4278, 244

In questo capitolo esamineremo gli usi dei vari registri e la determinazio-
ne dei valori di POKE. I primi due che verranno presi in esame controlla-
no la frequenza del suono.

Un suono con un POKE
La tabella 7.2 mostra le frequenze che il SID ¢ in grado di produrre, le
note musicali approssimativamente realizzate e i valori di POKE per ge-
nerarle. La nota piu bassa prodotta dal SID & un “Do"” basso (circa 16 Hz,
o 16 cicli al secondo). Caricate i valori per questa nota:

POKE 54272, 12:'POKE 54273, 1
ed attivate il massimo volume.

POKE 54236, 15

Per spegnere il suono, usate uno dei seguenti metodi:

— POKE 0 nei registri del suono
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— POKE 0 nel registro del volume
— Premere simultaneamente RUN/STOP € RESTORE.

Il primo metodo mette un tono inesistente nel registro del suono, il se-
condo fissa il volume al livello minimo, che & zero, il terzo metodo azzera
tutte le variabili di sistema, e quindi oltre ai registri del suono, anche
quelli del colore e cosi via. E meglio usare uno dei primi due metodi, il
terzo potrebbe fare pitt danni di quanto si possa pensare.

Tabella 7.2. Tabella delle equivalenze del valore di byte alto/basso - note musicali

(Byte alto) (Byte basso) Frequenza Note
Valore POKE Valore POKE (Hz) musicali

PRIMA OTTAVA

1 12 16 DO

1 28 17 DO#
1 45 18 RE

1 62 19 RE #
1 81 21 MI

1 101 22 FA

1 123 23 FA#
1 145 24 SOL
1 169 25 SOL#
1 195 27 LA

1 221 29 LA#
1 250 31 SI

SECONDA OTTAVA

2 24 32 DO
2 56 34 DO#
2 90 37 RE
2 125 39 RE#
2 163 41 MI

2 203 44 FA

2 246 46 FA#
3 35 49 SOL
3 83 52 SOL #
3 134 55 LA

3 187 58 LA#
3 244 62 SI

TERZA OTTAVA

48 65 DO
112 69 DO#

S b
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Tabella 7.2. (continua)

(Byte alto) (Byte basso) Frequenza Note
Valore POKE Valore POKE (Hz) musicali
4 180 73 RE
4 251 76 RE#
5 71 82 MI
5 151 87 FA
5 237 92 FA#
6 71 98 SOL
6 167 104 SOL #
7 12 110 LA
7 119 117 LA#
7 233 123 SI

QUARTA OTTAVA

8 97 131 DO
8 225 139 DO #
9 104 147 RE
9 247 156 RE#
10 143 165 MI
11 47 175 FA
11 218 185 FA#
12 142 196 SOL
13 77 208 SOL #
14 24 220 LA
14 238 233 LA#
15 210 247 SI

QUINTA OTTAVA

16 195 262 DO
17 194 277 DO#
18 208 294 RE
19 238 311 RE#
21 30 330 MI
22 95 349 FA
23 180 370 FA#
25 29 392 SOL
26 155 415 SOL #
28 48 440 LA
29 221 466 LA #

31 164 494 SI
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Tabella 7.2. (continua)

(Byte alto) (Byte basso) Frequenza Note
Valore POKE Valore POKE (Hz) musicali

SESTA OTTAVA

33 134 523 DO
35 132 554 DO #
37 161 587 RE
39 221 622 RE #
42 60 659 MI
44 191 698 FA
47 104 740 FA #
50 58 784 SOL
53 55 831 SOL #
56 97 880 LA
59 187 932 LA#
63 72 988 SI

SETTIMA OTTAVA

67 12 1046 DO
71 8 1109 DO#
75 66 1175 RE
79 187 1244 RE#
84 121 1319 MI
89 127 1397 FA
94 209 1480 FA#
100 117 1568 SOL
106 110 1661 SOL #
112 194 1760 LA
119 118 1865 LA#
126 145 1976 SI

OTTAVA OTTAVA

134 24 2093 DO
142 17 2217 DO#
150 132 2349 RE
159 119 2489 RE#
168 242 2637 MI
178 254 2794 FA
189 163 2960 FA#
200 234 3136 SOL
212 220 3322 SOL #
225 132 3520 LA
238 237 3729 LA#

253 34 3951 SI
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7.2. Le componenti del suono

TONI PURI

Con i valori dei registri di controllo usati sin qui, il SID produce frequen-
ze continue tra 1 Hz e 3995,669 Hz circa. La frequenza rappresenta il nu-
mero di cicli al secondo ed un ciclo corrisponde a una completa oscilla-
zione da un valore minimo al massimo e di nuovo al minimo.

Volume massimo

Onda sonora

Tempo

Volume

Volume minimo

Il tono di un suono & una funzione diretta della sua frequenza; raddop-
piando la frequenza, si otterra un tono esattamente di un’ottava superio-
re all’originale. Provate questo programma:

16 REM AZZERA I REGISTRI DEL SUONO

20 FOR R=54272 TO 54296¢: POKE R.,8: NEXT
30 REM FISSA IL REGISTRO #1

40 POKE 54274, 6: POKE 54275, 8

S8 POKE 54278, 240: POKE 54296, 15: T=1
60 POKE 54277, B: POKE 54276, 65

78 REM LEGGE I TASTI FUNZIONE

90 GET A$: IF A%="" THEN 98

160 IF A$=CHR$(133)> THEN 1€8

110 IF RA%$=CHR$(134)> THEN 17@

120 IF A$=CHR$(135) THEM 180

138 IF A$=CHR$(136) THEN 209

140 GOTO 9@

156 REM FA UN POKE DEI TOMI NEI REGISTRI DEL SUOND #1
16@ POKE S4272,48:FOKE 54273, 4:G0TO 90
170 POKE S54272,357:POKE 54273, 8:G0OTO 99
188 POKE 54272.195:POKE 54273,16:G0T0 28
196 REM CONTROLLO “OLUME

206 IF T=1 THEN POKE 54296,0:T=-1:G0T0O 9@
210 POKE 54296. 14: T=1: GOTO 5@
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La riga 20 azzera tutti i registri, in modo che non vengano prodotti suoni
a caso prima di caricare quelli desiderati. Si sara notato che ogni volta
che si vuole caricare un valore di tono in un registro, si devono usare
due valori. Questo ¢ dovuto al fatto che il C-64 ha una gamma di 65535
toni differenti, ma ogni singola locazione di memoria pué contenere solo
256 valori (255, non contando lo 0 che non produce alcun suono). Quindi
per produrre l'intera gamma di 65535 suoni differenti, il C-64 impiega
due locazioni di memoria per ogni tono. I valori in queste due locazioni
si abbinano per formare un numero tra 0 e 65535.

Il numero cosi prodotto & rappresentato da un numero binario a 16 bit,
ma non € necessario conoscere i numeri binari per usare i registri; con-
sultate semplicemente la tabella 7.2 per trovare la nota desiderata e cari-
cate con POKE i valori indicati. Le righe 49-69 usano i registri per pro-
durre toni continui esattamente come visto sopra. Le righe 99-139 leggo-
no i tasti di funzione e saltano alle routine che suonano la nota “Do” in
una di tre ottave differenti (nelle righe 160-180). Premendo F7 si salta a
riga 200 che “accende” o “‘spegne” il suono. Il programma poi ritorna a
riga 99 ed attende che venga premuto un altro tasto.

Le scale

Si puo cambiare il valore di un tono mentre & attivo, passando cosi im-
mediatamente da una nota ad un’altra.
Provate il seguente esempio.

FOR R=S4272 TO S4296: POKE F,@: NEXT
POKE 54272, 0: POKE S4273. @

POKE S4274, @: POKE S4275. &

POKE 54272, 24@: POKE S4296. 15

POKE 54277, @: FOKE S4276, 65

FOR F=@ TO €5535 STEFP 256
H=INT(F/2565 : L=INT(F-(2S64H) 3

POKE S4272. L: FOKE S4273, H

HEXT
@ FOR R=S4272 TO S4296:POKE F.0: HEXT

AL QO N O AU R WOy
BN O AN

Questo programma esplora l'intera gamma di toni disponibili con incre-
menti di 256. L'incremento si pud cambiare modificando il valore di
STEP a riga 6. La riga 70 contiene la routine per trasformare i numeri
decimali da 0 a 65535 nei corretti valori di POKE per i registri. Si puo
usare questa routine per creare qualsiasi tono si desideri.
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Toni multipli

E possibile aggiungere profondita agli effetti sonori, facendo suonare due
o piu toni alla volta. L'aggiunta delle seguenti righe al programma prece-
dente, genera due toni contemporaneamente.

25 POKE 54281, @: FOKE 54282, 8
35 POKE 54285, 248

45 POKE S4284. @:POKE 54283, &5
75 POKE S4273, L: POKE S4280, H

Si puo anche armonizzare. Eseguite un NEW e caricate il seguente pro-
gramma:

FEM AEZERA I REGISTRI TlEL :-UUHH
FOR R=54272 TO 54236

FEM H
F'DP-:E e

FOEE 5¢<

FOEE S¢

FOKE S

FOEE D¢

FOKE <

FEM ATTIVA
FOEE S4273, 1a:
FOE 11=H Tll SEe
FOEE S S
FOR h—- T
FOEE Sd
FOR G
FOR G
REM =
FOR E

HEHT

Z46
FOKE Sd296, &5

Ty

ORI N o Bt B B B I A

= =
DU

el el el e ot Sl S P N Wt B SO I OO R I A S
IR R AT B S O O e A A R AR R S AR AN]

DRER ) ‘5‘

4272 TO S4295: POKE R.@: HEAT

Con una progettazione attenta, si puo far credere agli ascoltatori di senti-
re piu di tre registri. Provate ad aggiungere le seguenti istruzioni:

33 POKE 34272, 134
@ MEXT

Toni scanditi

Un altro metodo per modificare i registri del suono ¢ quello di accenderli
e spegnerli rapidamente. Questo metodo puo creare l'effetto di un ronzio.
Per capire meglio il funzionamento di questo effetto, guardate la figura
7.1 con riferimento al seguente programma:
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18 FOR R=54272 T0 542%26: POKE R, @:MNEXT
20 POKE 54274, B: POKE 34273, 38

30 POKE 54275, 24@: POKE 542596, 15

48 POKE 54277, @: POKE 34276, £3

58 FOR T=@ TO S8

68 POKE 5427z, B: POKE 54273, @

70 FOR F=8 TO 43: MEXT

30 POKE 54272, &7: POKE 34273, 12

28 NERT

188 POKE S4296. @

Le righe da 10 a 40 assegnano i registri, ma non vi ¢ alcun output di suo-
no fino a che il registro non & acceso. La riga 50 inizia il loop che deter-
mina il numero di pulsazioni prodotte. La riga 6{) azzera i registri della
frequenza, come mostra la figura 7.1. La riga 79 ¢ il loop di ritardo che
determina il tempo di disattivazione dell’impulso. La riga 80 genera il
suono. La riga 99 completa il loop, rimandando il programma alla riga
50. Nella riga 6, il suono & di nuovo spento. Dopo essersi ripetuto per 50
volte, il loop termina alla riga 109 azzerando il volume. Incrementando il

POKE 54272,67
POKE 54273,12

R — e —— —_ - POKE 54296,15
oo .9
™ N ™m N
o BN 55
E|l 33 33
o ww ww
> ¥ ¥ ¥ ¥
[oN e} [oNe]
aa a a

— POKE 54296,0

Tempo

Figura 7.1. Forma d’onda ad impulso
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tempo morto tra una pulsazione e I'altra, si pud¢ modificare questo pro-
gramma fino a produrre l'effetto di una pallina da ping-pong che rimbal-
za. Cambiate la riga 79 cosi:

=]
D}

REGOLAZIONE DEL VOLUME

Il volume & stato usato fin qui come interruttore; ovviamente lo si pud
impiegare anche per modificare la natura dei suoni prodotti. E possibile
creare un buon numero di effetti semplicemente variando il volume.

Toni decrescenti

Riducendo lentamente il volume, puo sembrare che la pallina stia rimbal-
zando sempre piu lontano. Per ottenerlo cambiate la riga 50 nel seguen-
te modo:

S6 FOR T=8 T 15 STEF.3
Il programma continua a produrre 50 ripetizioni del loop, ma in questo

modo, T non supera mai 15 (il massimo volume permesso). Poi eseguite
un POKE al registro del volume con il valore del loop cosi:

25 POEE 34224, 15-T

Ora il volume diminuisce ad ogni ciclo. Nello stesso modo si puo anche
far diminuire gli intervalli tra i rimbalzi. Provate a modificare la riga 7¢

s

!

FOR F=4

R

TO 4@@-T#26: HEAT

E stato scelto il numero 26 perché 400 diviso 15 fa circa 26. Il ritardo &
cosi diviso in 50 decrementi uniformi. Sottraendo il valore del loop da
400 ad ogni passaggio si riduce l'intervallo tra una pulsazione e 'altra
progressivamente. Si provi a modificare i toni del programma della palli-
na da ping-pong per simulare il ticchettio di un orologio usando due toni
differenti nei cicli alternati del loop.
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Attack/Decay/Sustain/Release

Quando si suona una nota su uno strumento musicale il volume del suo-
no emesso segue un ciclo che possiamo cosi sintetizzare:

— Il volume sale rapidamente al valore massimo (Attack)

— Si attenua fino al valore medio (Decay)

— Si mantiene su questo valore fino a che la sorgente sonora ¢ lasciata
libera di vibrare (Sustain)

— Si azzera rapidamente (Release).

Queste quattro fasi sono controllate da una coppia di registri per ciascu-
na voce.

'\ega()

Sustain

Volume
Attack
0520\9“

Tempo

Tutti i suoni prodotti sino ad ora hanno avuto un Attack molto veloce e
un altrettanto veloce Decay; la modifica di questi parametri fa cambiare
notevolmente il suono. Ecco di nuovo il programma della palla che rim-
balza.

FOR R=54272 TO S42%6: POKE R.@:MEXT
POKE S54274,8: FOKE 54275,8

POKE 54273,248: POKE S4226,1%5

POKE 54277.,8: POKE 354276,65

FOR T=@ TO 15 STEP .3

FOKE S54272.@: POKE S4273,@

= A0 Q0 O L B O Y
[ A A R L R U A A R A )

FOR F=@ TO 406: NEXT

POKE 54272,67: POKE S4273.12
HEXT

B FOKE S4296,8
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Per produrre un Decay del suono si aggiunge un loop che causa la ridu-
zione del volume ad ogni ciclo

35 FOR =@ TO 15: POKE S4296, 15-Y:NEXT

Ecco come appare il programma con l'aggiunta di alcune righe che pro-
ducono un Attack:

5 INPUT "ATTACK"; M

7 INPUT "DECAY"; D

10 FOR R=54272 TO 54296: POKE R.@:MNEXT

20 POKE 54274,0: POKE 54275.8

30 POKE 54275,248: POKE 54296,13

40 POKE 54277,0: POKE 5427%,63

S@ FOR T=8 TO 1S STEP .3

60 POKE 54272,6: POKE S54273.0

70 FOR F=0 TO 4808: NEXT

80 POKE 54272,67: POKE 54273, 12

85 FOR %=@ TO 1S STEP A: POKE 54296,Y%:NEAT
87 FOR ¥=0 TO 15 STEP D: POKE 54236, 15-Y:NEXT
90 MEXT

109 POKE 54296,9

Si ascolti la differenza introdotta da diversi parametri di Attack e Decay.
Nell’istruzione input si puo caricare qualsiasi numero positivo, comprese
le frazioni. Attribuendo un valore 0 al Decay, la nota non terminera mai.
Il Sustain puo essere introdotto ponendo un ritardo tra I'Attack e il De-
cay, nel modo seguente:

9 INPUT “"SUSTAIN"; S
26 FOR S3=1 T0O 5: MEXT

Il Decay con le funzioni incorporate

L'unico svantaggio del produrre Attack e Decay in questa maniera & che
qualunque variazione influenzera tutti i registri dei toni. Il C-64 permette
un’altra soluzione per ottenerli: il segreto sta nei registri della tabella
7.1. La figura 7.2 raffigura i registri di controllo dell’Attack/Decay per il
registro #1, situati in 54277. Inserendo con POKE valori tra 0 e 15 nei 4
bit inferiori di questa locazione di memoria (il registro di Decay), si pos-
sono creare ritardi di varia durata.
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Locazione 54277 128 64 32 16 8 4 2 1
HEEERERER
Nm—— e’ g e’

Controllo Attack Controlio Decay

Figura 7.2. Locazione di memoria 54277: controllo Attack/Decay

S INPUT"DECAY", D

16
20
30
49
50
60
78
7S
€0
20

Notate cosa accade usando Decay di diversa durata. I valori inferiori (ri-
tardi minori) azzerano il volume prima della fine della nota. D’altro canto
valori di Decay piut lunghi lo riducono cosi lentamente che questo ¢ anco-
ra abbastanza alto quando la nota finisce. Bisogna tener conto del ritar-
do che si introduce usando questa funzione e far durare la nota quanto

FOR R=54272 TO 54296: POKE F,@:NEXT

POKE S4274,8: POKE S54273.8

POKE S4278.0: POKE S542%6,135

POKE S54277,D: POKE 54276,65

FOR T=1 TO 1

POKE S54272,67: POKE 54273,12: POKE 54276,63
FOR F=@ TO 1860 : NEXT:POKE 354273.@:

POKE S54272,6: POKE S4276,64

HEXT

POKE 54236.6

basta al Decay.

L’Attack con le funzioni incorporate

E analogo produrre Attack con le funzioni incorporate con l'unica diffe-
renza che bisogna caricare i valori di Attack nella porzione superiore (by-
te alto) del registro 54277. Il modo piu semplice ¢ quello di moltiplicare
il valore di Attack per 16 ed eseguire un POKE al registro. Provate a

cambiare le righe 5 e 49 come segue:

S INPUT "ATTACK"; A

46

FOKE S4277, RA%1e
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Sustain

Eseguendo questo programma si scoprira un’altra caratteristica interes-
sante delle funzioni sonore incorporate. Le funzioni d’Attack piu corte
fanno iniziare il suono velocemente e lo fanno diminuire altrettanto bru-
scamente, mantenendo il volume basso per tutta la durata della nota.
Questo perché il registro del suono abbassa il volume alla fine della fun-
zione stessa. Per farla continuare dopo I'Attack, bisogna aggiungere an-
che un valore di Sustain, che mantiene il tono al suo valore massimo per
la durata stabilita dalla funzione. Per ottenere cio si carica con POKE un
valore elevato nella parte superiore (byte alto) del registro
Sustain/Release (54278 usando la voce #1) alla riga 30.

@ POKE S427E, 246: FOKE 54226, 13

E possibile che il suono venga spento prima d’aver raggiunto il massimo
volume, se il tempo di rallentamento del loop di ritardo & troppo corto.
Per compensare, si dovra aumentare questo valore quando si impiegano
valori d’Attack molto lunghi. Il Sustain puo essere ottenuto anche me-
diante loop di ritardo. Ecco una routine che produce Attack, Decay e Su-
stain usando dei loop di ritardo.

16 INPUT"ATTACK", A

26 IMPUT"DECAY", D

30 INPUT"SUSTRIN", 3

49 FOR R=54272 TO 54296: POKE F.,8:MEAT

56 POKE 54274,8: POKE S542¢5,3

60 POKE 54278,240: FOKE S423:,15

78 POKE 54277.,@: POKE S4276.65

80 POKE 34272,8: POKE 54273.,8

1800 POKE S54272,57: POKE 54273,12

114 FOR ¥=0 TO 15 STEF A: POKE S4296,Y:HEXKT
12 FOR L=6 TO S

125 HEXT

130 FOR Y=@ TO 15 STEF D: POKE 542%6.1%5~Y: HEAT
146 POKE 54295,9

Vibrato/tremulo
Il vibrato e il tremulo agiscono solo durante la fase sostenuta di un tono.

Il vibrato ¢ un passaggio in cui il volume ¢ alzato ed abbassato veloce-
mente. Caricate le seguenti righe per produrre un vibrato:

121 FOR Y= TO 3
122 FOR W=8 TO 7: POKE 354296, 15-l: HEAT
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123 FOR W=8 TO 15: POKE 54296.MW: MHEXT
125 NEXT '

Il tremulo & un vibrato veloce. Modificando le righe 122 e 123 in questo
modo

=J: POKE 54295, W: NEXT

0 3 STEP
TEF J: POKE 54236, W: HEXT

1:

NN
[Ny

n

DI N
-
l-g P
e ipe ]
=

——

ed aggiungendo una riga di input per caricare l'intervallo del vibrato

1 IMPUT "IMTERYALLO DEL “IBRATO". J

si potranno variare questi parametri all’inizio di ogni tono. Caricando va-
lori piu alti aumentera la velocita del vibrato, mentre valori piu bassi la
diminuiranno. Non caricate valori maggiori di 15, non avrebbero alcun
effetto. Uno O genera un loop senza fine.

COME MESCOLARE I TONI

In questo capitolo abbiano gia visto tre toni armonizzati per produrre un
accordo. E anche possibile combinare toni in modo da creare suoni com-
pletamente nuovi.

Battimento

Un battimento ¢ un fenomeno prodotto quando due toni vicini sono suo-
nati contemporaneamente. Provate il seguente esempio:

3 PEIMT"2"

16 FOR R=S5S4272 TO 54296 POKE F.@: HEXT
2B POKE 54273,%8: FOKE S4226,13

23 POKE 54282.8

38 POKE S54278,240: FOKE 54275.65

33 POKE S4258%5,240: POKE 54253,63

43 INFUT " FREGUEHZA DI PARTEHZA";F

58 FF=F/.@86027¢

68 H=IHWTCFF/ 2560 (L=IMNT (FF/256-H %2562
80 FOR G=F-188 TO F+189

FO=G/.@ca37

HO=INTCFO /2560 LO=INT( CFO/255-H0 » #2582
POKE S4273,L0: POKE S428@.H0: MEAXT
FOR R=54272 TO 54295 POKE R.6: HNEAT

o0
n

W0 Q0
X Q0 )
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Questo permettera di sentire l'effetto di note (o frequenze) diverse su se
stesse. Ascoltate il battimento che avviene con alcune frequenze: & causa-
to dall’interazione tra di esse.

SELEZIONE DELLA FORMA D’'ONDA

Fino ad ora si sono prodotti suoni impiegando solo una forma d’onda:
I'onda quadra. Il C-64 ¢ in grado di produrne altre tre: onde triangolari,
dentellate (a dente di sega), e rumore bianco (fruscio). Osservando le sa-
gome delle onde, & facile comprendere come esse influiscano sul suono.
Per esempio, le onde quadre usate finora iniziano rapidamente, rimango-
no al livello massimo esattamente per meta del loro ciclo e poi decadono
bruscamente, restando al minimo per l'altra meta.

Onda triangolare Onda a dente di sega Onda quadra

Le onde quadre sono chiamate simmetriche quando i due livelli di emis-
sione sono di eguale durata; questa simmetria pud essere modificata
cambiando i registri della lunghezza dell'impulso. Per la voce #1, i regi-
stri sono 54274 e 54275.

Ecco una routine che suona una sola nota variando la durata dell’impul-
so da un estremo all’altro con incrementi di 16.

FOR R=S4272 TO S4236: POKE F,@: MEART
FOKE S54272,15: POKE S4273,18@

FOKE S4226,15: POKE 54272, 248

POKE 54276.65

FOR R=8 TO 4@35 STEF 16
H=INT(R/A256) : L=R-20C4H

POKE S4274,L: POKE S4275,H: NEXT

FOR G=F-1@@ TO F+166

FOR R=S54272 TO S4296: POKE R, @:HEXT

[N
1SS

S
=

R OB Ea R |
Dol DR

In questo programma, il suono comincia come un ronzio, poi diviene piu
pieno; infine, all’estremo della variazione, il suono torna nuovamente ad
essere un ronzio. ’



296 IL SUONO

1 ciclo Tciclo , lciclo 1lciclo ,  1ciclo , 1ciclo , 1ciclo I

O

1% 10% 30% 50% 70% 90% 99%

Rapporto d’ampiezza del segnale

Volume —e

I registri delle onde triangolari, a dente di sega e del rumore bianco non
sono influenzati dall’ampiezza dell'impulso. Per attivare I'onda triangola-
re, cambiate la riga 49 per agire sul registro di controllo della forma
d’onda (54276).

40 POKE S427&, 17
Per la forma a dente di sega, POKE 54276 con 33 invece di 17.
40 POKE 54276, 33

Per ottenere il rumore bianco, caricate 129 invece di 33.

48 FPOKE 54276, 129

Uso del registro del rumore

Il registro del rumore funziona esattamente come quello dei toni. Ecco il
programma della palla che rimbalza; questa volta impiega il registro del
rumore.

FOR R=54272 TO ¢42365 FOEE F., 8 HEST
FOKE S54274.8: POKE S4275.3

FOKE 542732, 248:POKE ”477" )

POKE S4236,15

FOKE 54272.67: POKE S4273.12

FOR T=a TO 15

FOEE 54276, 128

FOR F=@ TO 486: HEAT

POKE S427&.1292

AR HEAT
@ FOR R=54272 TO S4295: FOEE R, & HEXT

Lty L B8 ROV (N
— |"’| D A A AU EAY]
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Ora si aggiunga un po’ di Decay al suono.

20 POKE S4273. @ FOKE 54277, 9
95 FOR M=@ TO S@8: MEXT

Modificando anche la durata del ciclo, si pu¢ simulare il rumore di un

treno come segue:

50 FOR F=@ TO 400-26#T: MEAT

Mischiando i suoni si ottiene anche il fischio del treno. Aggiungete le se-

guenti righe al programma:

11 POKE 54285.8: POKE S4284,13
2 POKE 54288, 16 POKE 54273, 1593

119 FOR T=@ TO 15
128 POKE S4276. 125

125 IF T=38 OR T=33 OR T=V@ OF T=¢3 THEM 1

126 POKE 54276, 123

148 POKE 54226, 15-T-14

158 FOR M=8 TO S08-T#3: HEXT

168 HEXT

178 GOTO ZEE

126 POKE 54283.32: POKE 54233,33

126 GOTO 124

288 FOR R=35427Z TO S42%5: POKE R.@:HERT

7.3. Programmare la musica con il C-64

Caricando valori e pause per mezzo di POKE nei registri del suono si

possono scrivere dei programmi musicali.

S FEM FIZSA I REGISTRI

& FRIMT""

7 FREIMTE F"lulj“”HHlEE noon_E"
1o FOR R= * TO 542380 POKE R.ACHEST
28 FPOKE 54 sl FHPE°4&.( 7]
28 POKE 54! 15

25 EEM FA It I:IHFF LA MUSICA

48 POKE S4272.134: FPOKE 54273, 33
S8 POKE S4276,17

68 FOR R=8 TO 288: HEXT

78 FOEE 54276, 16

20 FOR R=@ TO 186 HEXT

289 POKE S4276.17

1098 FOR R=8 TO 286: HEAT
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FOEE S4276.16

FOR F= TO 188: HEXT

FOEE S4272.161: POKE S4273.37
FOKE S4276.17

FOR FE=8 TO 28a: HEAT

FOKE 54276, 16

FOR R=0 TO 188: HEXT

FOEE Sdz7z.e@: POKE 94273.42
FOKE S427&
FOR R=@ TO
FOKEE 54276,
FOrR RE=0 T0O
POKE S4272.
FOKE S427&,

3 A

MY
2

J’

=y ISI S WE T I’.Zl S I M ISI ] IZI l"i [y ISI SERRA RS R

=
m
e
=

AN DA DA AR AU R )
H @
R
m
.‘-
|". ]
l_, x
P
e

H FOF R=@ TO 206 HEXT

B POKE 54276,

@ FOR E=a TO ﬁi HEXT

B FOKE S4272. FOKE 5427342
@ POKE S4276,

@ FOR R=8 TO 206: HEXT

17
16
16
1
17
1
1
=
17
FOKE 54276, 1
FOR_F=& TO 16
FOKE $4272. 1
FOKE S4276. 1
FOR F=B TO &6
FOKE 54276, 1¢
FOR_F=5_TO 16
1
1
1
16
;
1¢
16
1
17
1
16
3
1

1
4
S
&
Vv
e
(5]
1
2
4
ba
£
T
2
[E]
1

o MHERT
POKE S54273,37

- |“|

HEXT

=

HEXT
POKE S4273.33

O]

POEE S4272.
POKE 54276,
FOR F=8 T :
B FOEE S4276.

DA IR DA A TR R B )

[xv]

©NEWT

A FOR F=8 TO
A POEE S4276,
a FOR F=6 TO
5@ POKE 54276,
468 FOR F=8 TO
478 POKE 54272,
428 POKE S4278,
FOR R=0 TO
FOKE S427&,
FOR E=8 TO
POEE S4272.
FOKE S427é&.

=

MEAXT

(kv

o MERET

1. ME=T
FOKE S4273.37

—

HEAT

HEXT
PDHE 9427342

ﬁ-dﬁlfﬁanm-uanﬁ\ﬂnﬁ
B =

FOR R=8 TO 268: NEST
FOKE 34276, 1s
FOR R=8 TO 1?@5 HEXT

\

FPOKE S4272,134: POKE S54273.33
FOEE S4275, 17
FOR R=8 TO &08: HEST

FOKE 54276, 16

FOR R=8 TO 1A@: HEAST

POKE Sd4272,164: POKE S4273,31
POEE S427&,17 ..

DA I U R OO A IR AU R R R RN

[N OV e ARTCR O e ) BT N (W A R
XX
a2

[N R IO RO R I ) ) B I ) |

=
D)
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FOR RE=8 TO
POKE 542765,
FOR F=62 TO
FOKE S ’*;;
FOEE 54278,
FOR P " TO
FOKE S4278,
FOR R=@ T0O
FOEE 54276,
FOR E=8 TO
FOEE 54276,
FOR R=8 TO
POEE 54272,
FIOEE 54276,
FOR R=a TO
FOEE 54276,
FOR R=6 T0O
FOKE 54272,
FOEE S4276,
FOR RE=@ TO
F‘DKE '4: I.":' Pl
FOR F=6 TO
FOKE S4272.
FOKE 54278,
FOR FE=8 TO
FOEE S427&,
FOR R=@ TO
POEE 54272,
POKE 24276,
FOR E=@ TO
FOKE S427&,
FOR E=a TO
FOEE S4272,
FOKEE S4276.
FOR FE=a TO
FOEE S4276, 16

lxe

[ oW
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fux)

FOR F=a TD 184:
FOEE 54272, 134:

FORE 54276, 17

FOR: R—ﬁ TO 2@6:

FOKE 54276, 16

FOR E—H TO 166G
FOKE 54272, 164:

FOKE 54276, 17

FOR RE=g TO Z@6:

FOKE 54276, 16

FOR R=@ TO 16g:

FOEE S4272,29:
POKE 54276, 17

FOR R=@ TO 28@:

FOKE 54276, 15

FOR F=8 TO 184:

FOKE 24272.458:

HEAT

©OHERT

POKE 5427337
HE®T

HE=®T
FH}E 4273, 42

NEXT

MEAT
POKE S4273, 44

©HERT

HE Il
Fﬁ}E 54273, 42

HE=T

¢ MEET

POKE 5427337
HE®T
HEAT

HEXT
HEXT

MHET

HEXT
FOEE S4273.25

HEXT

MEXT
POKE S4273,28

FOKE 54273, 33

FOKE 542732, 31



300 IL SUONO

11 fﬁ;l?

11: : Do2EE s HEST
1;.' - l4¢r P" ¥ 1h

12

15

5 f =i Tll 108 HEST
A FOKE 54272, 164 POKE S4273,3

12 MEXT

12

12 MEXT

1z FOKE S4273. 33
\ FOF R T0 ¢ HET

FOKE S4276. 16

1 FOR F=@ TO 196: MEST

FOEE S427¢.,17

1 FOR FE=0 TO 0@ HEST

48 FOKE =4 TR

S FOR RE=54272 TO 5429 POEE R, @ HEST

Questo brano musicale non dura molto, ma il programma che lo genera &
piuttosto lungo. Cercando di caricare tutte le note di una canzone in que-
sta maniera, probabilmente si esaurirebbe la memoria. Un sistema mi-
gliore consiste nell’'uso di istruzioni DATA. Un programma di questo tipo
richiede solo tre brevi sezioni: una routine che legge le note, una per suo-
narle e una che contiene le note come dati. Provate questa versione del
brano musicale.

PRINT"J"

. FRINT SPCC
FiOR: R=5
FOKE 542
TIFATH

[ O S 4]
S T

N
ol

481 TATA G096
S0 TATA 15

[
[}

DATH

DATA =
READ

27E
FnF F (5] TH [
FOEE S427&. 16
FOR E=@ TO 16

GOTO =28

FOR R=S4272 TO S4296: POKE F.0° MEXT

PR B R O e e A R ]

b b ek b e e L0 <
D R e W R I R N

T
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Cambiando i valori nelle istruzioni DATA, si pud suonare qualsiasi brano.
Caricate il valore 999 per concludere il brano, come mostrato sopra.

PROGRAMMARE UN RITMO

La programmazione di un ritmo con il C-64 & molto simile a quanto ab-
biamo fatto prima per il rumore del treno. Cominciamo con un semplice
rullo di tamburo.

1g FOR F=3427z TO 54236 FOKE F @ HEAT
20 FOKE 5 FOEE 4

8 POEE S4 S50 POEE 542 3,2

48 DATA 375,158, 165, 299

AE READ A

@ IF A=93

Te

29

=% 122

18@ RESTORE: GOTO S@

Usando un altro tono nello stesso registro si pud aggiungere una gran-
cassa:

DA E R A I I R A Y]

= LG QN e e
=

W RESTORE: GOTO S

Cambiando la variabile del loop variera il ritmo.

20 FOR RE=8 TO BAZ: MEART

Aggiungendo istruzioni READ e DATA supplementari al programma del
ritmo ¢ possibile includere una melodia. Ecco il listato completo.
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B FOR R=54272 TO S42%6: FOKE R.8: HEXT E
. 4277,42: POKE S429%,135

¢ POKE 942735, 3
241 POKE 5422317
(O So=CO R N ) ‘4-::' 18 c’.‘E‘u. 1&" 1-J
41 DATA 12.205,129,154, 12,238,17.375
bS] H 35,129,158, 19,238.129.154
21 5,288,17.375, 12,2605, 129, 150
&3 DATA 138,268,129, 1548, 16,135,17,375
&1 DATA 16,125,129, 154, 16,135,129, 154
T8 DATA 15, 195,17, 375, 13,208, 129,158
71 DATA 12,283, 122,154, 12,238,17. 375
28 DATA 25.,2%,129,154, 25,29,129,158
21 DATA 18.2683,17,373, 19,232,122.154
9@ DATA 19, 3. 129,154, 16,195,17,37%
188 DHTR 299,999,339, 333
168 READ H.L.F.H
178 IF H=9%3 THEMW 234
180 POKE 54273, POEE 54224.H
198 FOEE S427Ve.R
208 FOR M=8 TO H: HEXT
218 POKE S5427&.@
Zed BOTO 168
238 FESTORE: GOTO 15

Bisogna tener presente, lavorando con questo tipo di programma, che
I'aggiunta di altre istruzioni all’'interno dei loop comporta un tempo
d’esecuzione maggiore. Istruzioni di test, come quella a riga 179, impie-
gano anch’esse tempo supplementare. Verificate d’aver tenuto conto di
ogni riga: se siete incerti sul ritmo, eseguite il programma ed ascoltate
per verificare gli errori. Normalmente & possibile compensare gli errori
variando i valori dei loop.

L’ORGANO ELETTRONICO DEL C-64

Ecco un programma che impiega GET per acquisire note dalla tastiera e
suonarle. Si sono usati i valori delle note riportati nella tabella 7.2, inse-
riti nei registri del suono.

18 FOR R=54272 TO 54296: FOKE F.0: HEXT
20 POKE 54278,246

28 GET RA%: IF A$="" THEW 3@

48 IF A$="G" THEN U=3:L=37

5@ IF A$="2" THEN U=8:L=225

60 IF A$="W" THEN U=5:L=184

V8 IF A$="3" THEN U=95:| =247

30 IF AF="E" THEN U=16:L=143

29 IF A$="R" THEHW U=11:L=47
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1aa
114
1z2a
1268
140
158
164
17e
180
196
289

IF A$="5" THEN U=11:L=218
IF A$="T" THEN L=12:L=142
IF A$="6" THEN U=13:L=77
IF A$="¥" THEN U=14:L=24
IF R$="7" THEN U=14:L=235
IF A$="U" THEM LI=15:L=21@

POKE 54272,L POKE 54273,U
POKE 54236, 15 :POKE 54276,17
FOR G=0 TO Z@@ STEP .5: MEXT
POKE S4236,@: POKE S54276.16
GOTO 30

Questo programma & stato scritto per una sola ottava. Aumentando il nu-
mero di tasti letti, si possono aggiungere piu ottave. Per far suonare piu
a lungo i tasti, si puo allungare il loop di ritardo a riga 199 diminuendo
lo STEP frazionario.

DO DO# RERE# MI FA FA# SOL SOL#LA LA# SI

I

REGISTRAZIONE DELLA MUSICA

Un’alternativa allo scrivere un gran numero di istruzioni DATA & quella
di usare l'organo elettronico per memorizzare le proprie composizioni
musicali. Ora si spieghera come memorizzarle su nastro o dischetto.

Come creare vettori musicali

Aggiungere le seguenti righe al vostro programma vi permettera di me-
morizzare in un array unidimensionale o vettore le note suonate; qui &
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impiegato un vettore di 100 note. Se si desidera, & possibile creare vettori
contenenti un maggior numero di note, ma ricordate che ogni nota occu-
pa due byte e che non & possibile creare un vettore maggiore dello spazio
disponibile in memoria.

5 DIM LCteds Lo 1aeEs
THEM Ucza=l0: Lixa=L: #A=x+l: GOTO 3@
THEH 48

33 FOR Z=82

24 POKE S4272,L020: PHFE D42V
35 POKE 54296, 15 POEE S4276.17

26 FOR G=a TO SBBZ HE % T

23 POKE S42326.0: POKE S4276. 160 HEAT
29 G0TO 38

Ogni volta che si preme un tasto verra ottenuto un suono. Premendo F1
si ripeteranno tutte le note presenti in memoria. Per aggiungere una no-
ta, premete F3 dopo il tasto desiderato.

Come memorizzare la musica su nastro o dischetto

Quando si spegne il C-64, la musica memorizzata in macchina viene per-
duta. Se volete registrare i vostri brani e risentirli in seguito, sara neces-
sario memorizzarli su nastro o su dischetto. Aggiungendo le seguenti ri-
ghe al vostro programma potrete caricare il brano musicale in un file di
dati.

45 IF A%="IR" THEM 204
Ze@ FRIWMT"I": IWMPUT "HOME DEL FILE": F#

316 IHPUT "SALYA SU ADWISCO O ACERSSETTR".S#
328 IF Sg="1" THEM 3356

3@ IF SE="C" THEM 268

240 PRIMT "1"; GOTO 218

5@ OPEM1. 2.4, F$+" 1" GOTO 378

264 ﬂPEHl.I 1.F#%

370 FOR 2=@ TO A

288 PRIMT#1., UCZ2: PRIMT#1.L0Z5: MEAT

S9E CLOSE 1L GOTO =@

1983 OPEM1IS, S, 15 IMPUT#15,A.B%,C. D!

FRIWTE# CLOSELS: EMD

Premendo il tasto di funzione F5, il programma richiedera il nome di un
file e la sua ubicazione (Datassette o dischetto). Memorizzera poi il conte-
nuto del brano musicale nel file specificato.
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Come leggere la musica da nastro o dischetto
Per leggere un brano da un file, sara necessario trasferire i dati ad un

vettore che puo essere interpretato dal programma di organo elettronico.
La seguente routine esegue quest’operazione:

5% IF AF="N"THEH 4@

460 PRIMT"": IMPUT "HMOME DEL FILE"; F%

418 IHPUT "CARICA DA SOMISCO O DA ACERSSETTAY. 5%
428 IF =E="D" THEM 4358

430 IF S$="C" THEM 4£6

44@ FRIMT "7 G070 416
4568 OPEM1.Z,4,F%+" . R": GOTO 478
4568 OPEML, 1,8,F% ¢ J=8

478 IHPUT#1, UCTy: INFUT#1,LCJ0  BR=5T:J=J+1
420 IF EBE=8 THEMW 47@

456 H=JCLOSE 1@ GOTO 34

1a6@ OPEM1S. 2,15 INFUT#15, A, B%,C. I:

FRIMTEF CLOSELS: EMD

Una volta aggiunte queste istruzioni al vostro programma, potete utilizza-
re il tasto F7 per caricare in memoria brani salvati in precedenza su na-
stro o dischetto.

7.4. Abbinare il suono con I’animazione

Nei programmi di video giochi il suono ¢& utilizzato molto frequentemen-
te. I suoni possono essere impiegati per creare un’atmosfera o per dare
al giocatore maggiori informazioni su cio che accade sullo schermo.

SINCRONIZZAZIONE

Durante un gioco, 'operatore & piu attento al suono che all’immagine.
Provate questo gioco della palla che rimbalza senza suono.

3 PRIMT""

18 AE=" "
FOR FE=@ TO 2: PRIMT A%.: HEXT

FOR T=1184 TO 11432

FOR Y=@ TO 18: MEXT

POKE T-1,322: FOKE T.,21: HEAT

FOR T=1143 TO 11984 STEF -1

FOR Y=@ TO 1@: MExT

FPOKE T+1,32: POKE T.21: HEXT

GOTO 28

O QD U R WO Y
I a0 X0 S S S
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Ora aggiungete il suono con le seguenti righe:

54235 POKE 1,@: HEXT

L0 -

O] e e
i =T R

CRCALh

L’aggiunta di suono aiuta a creare l’effetto di una palla che rimbalza. Per
sincronizzare il suono con un oggetto visualizzato sullo schermo, sara ne-
cessario tener conto della sua posizione sul video. Nell’esempio preceden-
te, la sincronizzazione & semplice perché il suono & realizzato alla fine di
ogni loop. Per sincronizzare suoni semplici con movimenti, i suoni devo-
no essere generati quando un oggetto entra in collisione con un altro. Il
seguente programma determina il movimento di oggetti e il suono, basan-
dosi sulla loro posizione sul video:

19 FOR I=54272 TO 54296 FHPE I 0: HEXT
28 POKE 54272,12: POEE 54, :

25 POKE 54273,12: POKE 5

2@ POKE 54236,15: POKE S

33 POKE S42235,240

4@ H§:= " n
5@

PRIMT""; :FOR R=@ TO 5: PRIMTA%,: HEAT
Bl=1164: E2=1144: Ri=1:@ RZ=.7¢
POKE EB1.31: POKE B1-1.32: FDFE El1+1.32
POKE B2,31: POKE B2-1.32: FOKE Bz+1,32
28 Bl=Bl1+R1: BZ=Ez2+FZ
B IF El=1184 OF B1=1143 THEHM Ri=F1%~1:
POKE S4276.17: FOKE 542?6;6
118 IF Bz2<1144.5 OF B2>1182.5 THEM RZ=RZ#-1:
POEE S4283.17: POKE 54283.8
128 GOTO 7@

= L0 Q0 O
DD AR W]

Dato che sono stati usati valori differenti, & facile distinguere quale og-
getto ha appena urtato la parete.



Capitolo

Le periferiche

Il C-64 si puo collegare a vari dispositivi, come il Datassette, I'unita a di-
schetti e la stampante MPS 801, che ne aumentano le capacita fornendo
la possibilita di fare copie permanenti, su carta o supporti magnetici, di
programmi e dati. I supporti magnetici aumentano lo spazio di memoria
disponibile. Con 'aggiunta di un modem, il C-64 ¢ in grado di comunica-
re, per mezzo di linee telefoniche, con qualsiasi altro computer.

MEMORIZZAZIONE DEI DATI

I dispositivi pii comuni per memorizzare permanentemente dei dati sono
i nastri e i dischetti magnetici. I dischetti hanno il vantaggio di essere di-
spositivi ad accesso casuale (random); si puod accedere cioé direttamente
ai dati ovunque memorizzati sulla loro superficie. I nastri invece memo-
rizzano i dati sequenzialmente e percio si deve far scorrere il nastro fino
al punto a cui si vuole accedere. I sistemi a nastro, meno flessibili, sono
molto meno costosi dei dischetti.

8.1. I file

In un computer tutti i dati sono conservati e organizzati nei file esatta-
mente come le informazioni su supporto cartaceo sono conservate negli
archivi.

Il modo nel quale i dati sono organizzati nei file puo essere paragonato a
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quello tradizionale: un dato elementare (byte) viene scritto in una casella
(campo) su una scheda (record) che insieme a tutte le altre della stessa
specie viene conservata in un classificatore (file).

Questo ¢ il metodo principale di gestione delle informazioni nei compu-
ter e anche il C-64 non sfugge a questa regola.

I file di dati del C-64 possono avere nomi lunghi fino a 16 caratteri. La
lunghezza di un file & limitata solo dallo spazio disponibile sul dischetto
o nastro. La directory (catalogo) del dischetto puo contenere un massimo
di 144 nomi diversi di file. Essi sono di due tipi: file di programma e file
di dati.

FILE DI PROGRAMMA

Quando si ha un programma che si vuole trasferire dalla memoria cen-
trale ad un’unita di memoria, si effettua un SAVE su nastro o dischetto.
Per riportarlo in memoria lo si carica con LOAD. Ogni programma deve
avere un nome distinto in modo che il computer possa identificarlo. Im-
piegando il Datassette non € necessario usare un nome perché al compu-
ter pud essere ordinato di caricare il primo programma che trova, men-
tre con i dischetti ogni file deve avere un suo nome.

Generalmente la dimensione massima di un programma ¢ limitata dalla
memoria disponibile nel computer. Un modo di trattare programmi trop-
po grossi per la memoria centrale del C-64 ¢ di dividerli in sezioni piu
piccole e caricarle ed eseguirle separatamente. Anche se non & semplice,
in questo modo & possibile usare programmi che sono molto piu grossi
dello spazio disponibile. E necessario che la prima sezione del program-
ma caricata sia piu lunga delle sezioni che verranno caricate dopo, per-
ché le variabili di un programma sono memorizzate alla fine dello stesso;
se in seguito viene caricata una routine piu lunga, le variabili o parte del
programma caricato verranno perse. Per far caricare la sezione successi-
va di un programma dal programma stesso, basta terminare la prima se-
zione con un’istruzione LOAD:

LOAD “nome del programma successivo”,8

Questa carichera ed eseguira la successiva.

FILE DI DATI

I file di dati non contengono programmi, quindi non possono essere cari-
cati ed eseguiti; essi contengono solo dati che devono essere caricati in
memoria da un programma o caricati dall’operatore con un’istruzione in
modo immediato.
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Campi e record

Le informazioni in un file di dati possono essere divise in record e campi;
cio & determinato dal programma che legge i dati del file. Immaginate un
file di dati che contiene informazioni su un volo da Milano a New York e
ritorno.

Mr. G. Rossi MIL NYK Flight 600 12.00 6 giugno 1984
Mr. G. Rossi NYK MIL Flight 601 19.30 21 giugno 1984

Il file contiene dati sul volo che il sig. G. Rossi fara da Milano a New
York e ritorno. Per semplificare, immaginate che si tratti di un solo file
che contiene due record: il volo d’andata e il volo di ritorno da New
York. Ogni record contiene diversi campi, ovvero gruppi di caratteri che
formano parole o numeri completi. Per esempio, la parola “GIUGNO”
contiene 6 caratteri (o byte) che sono memorizzati sul nastro o dischetto
come le lettere individuali G,I,U,G,N,O. Logicamente, pero, le lettere de-
vono essere prelevate come una parola sola “GIUGNO”, come le cifre
6,0,0 devono essere lette come 600. Per distinguere i dati all’interno di un
record, &€ importante che i campi siano separati.

TRASFERIMENTO DI DATI

La prima volta che si accede ad un file su nastro o dischetto, si puo esse-
re indotti a credere che il sistema non funzioni correttamente. Infatti ci
aspettiamo che l'unita di memoria entri in funzione in perfetta sincronia
con le letture o le registrazioni effettuate dal programma; ci6 non sem-
pre accade, anzi.

Molto spesso avvertiamo un sensibile ritardo tra il comando di registra-
zione e l'attivazione del drive del dischetto. Questo ¢ provocato da una
memoria “tampone’ o buffer che ottimizza 1'accesso del C-64 alle perife-
riche, minimizzandone 1'uso.

I dati da registrare vengono accumulati nel buffer fino al suo completo
riempimento; a questo punto l'intero contenuto del buffer viene trasferi-
to con un’unica operazione alla periferica interessata.

FILE LOGICI E DISPOSITIVI PERIFERICI

Viene definita programmazione di input/output una qualsiasi forma di
software che controlli il trasferimento di dati tra computer e dispositivi
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periferici, come il Datassette, l'unita di gestione dei dischetti o la stam-
pante, tutte unita fisiche esterne. Per trasferire dati da o ad una di que-
ste, ¢ necessario indicare a quale si vuole accedere, perché ciascuna uni-
ta possiede una interfaccia con particolari modalita di ricevimento mes-
saggi. Per di piu, se vi & collegata piu di una periferica, il computer deve
conoscere quale tra esse ¢ interessata alla particolare operazione di tra-
sferimento.

Volendo caricare dati dalla tastiera, impiegheremmo un’istruzione BASIC
come

19 IHFUT A

Questa riga arresta I’esecuzione del programma ed attende che l'operato-
re carichi qualche dato e prema RETURN. I dati sono assegnati alla va-
riabile A. Se il C-64 non riceve istruzioni contrarie, tutte le istruzioni di
questo tipo aspettano dati provenienti dalla tastiera. Desiderando esegui-
re un output al video, si potrebbe usare un’istruzione:

=28 PRIMT A

Il valore della variabile A apparirebbe cosi sul video. L'istruzione INPUT
ordina al computer di ricevere dei dati e l'istruzione PRINT ordina di
emettere dei dati.

Benché la maggior parte dei dati siano caricati dalla tastiera e i risultati
mandati al video, queste due non sono le uniche unita disponibili. Prima
di poter “‘comunicare con” un altro dispositivo, ¢ necessario aprire con
un’istruzione OPEN, un canale logico a quel dispositivo.
Quest’istruzione designa un canale ed il relativo dispositivo caratterizza-
to da un numero.

La struttura di un’istruzione OPEN si presenta come segue:

1¢ OPEN fn, dn, sa, nome del file
dove:

fn ¢ il numero del canale usato per accedere ai dati. Qualsiasi nu-
mero tra 0 e 255 ¢ accettabile

dn & il numero del dispositivo; ovvero il numero dell’unita periferi-
ca che si desidera attivare

sa & l'indirizzo secondario utilizzato dal dispositivo

nome del file il nome del file & utilizzato per specificare il file durante le ope-
razioni di lettura e scrittura. Specificando il nome del file duran-
te la lettura o la scrittura sul Datassette, tutti gli altri verranno
saltati fino a che sara trovato quello specificato.
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La tabella 8.1 mostra il numero di dispositivo e gli indirizzi secondari
che corrispondono ai dispositivi logici del C-64.

Tabella 8.1. Numeri e indirizzi secondari delle unita periferiche

Unita A{;’.”"e ro del Indirizzo Funzione
ispositivo secondario
Tastiera 0 Nessuno
1 0 Aperto per lettura dati
1 Aperto per scrittura dati
Datassette 2 Aperto per scrittura da-
ti, ma con controllo di fi-
2 ne file
Schermo 3 Nessuno
Stampante 405 7 Set di caratteri alternati-
MPS 801 vo
0 Istruzione LOAD
R 8* 1 Istruzione SAVE
Unita a )
dischetti 2-14 Non assegnati
15 Canale di servizio
Altri dispositivi 56,7 e L’indirizzo dei dispositi-
allacciati alla da 9 a 31 vi & assegnato dalle sin-
porta IEEE 488 gole interfacce IEEE 488
da 12 a 255
non (ancora)
utilizzati

*Normalmente 8, ma pud essere utilizzato anche 9, 10 e 11 (v. sezione Sistemi a dischetti
multipli)

FILE SUL DATASSETTE

Vediamo ora l'applicazione dei file al Datassette. Il Datassette & il dispo-
sitivo di memoria esterna di base: ovvero, le informazioni saranno trasfe-
rite ad esso, se non viene specificato alcun numero di dispositivo. Per
esempio, per trasferire un programma chiamato ‘NOME DEL FILE’ al
Datassette, si batte:
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SAYE "MOME DEL FILE"

e RETURN. Il Datassette comincia ad operare dopo che sono stati premuti i
tasti PLAY e RECORD. Finita la trascrizione, si fermera e il cursore ricomin-
cera a lampeggiare mentre il computer presentera READY sullo scher-
mo.

Per caricare il programma dal nastro, battete:

LOAD "HMOME DEL FILE"

Dopo aver premuto il tasto pLAY, il registratore si mettera in funzione e il
computer presentera:

SERRCHING FOR HMOME DEL FILE

Mano a mano che trova i vari programmi che precedono quello cercato,
presentera i loro nomi.

FOUMD PRIMO FILE
FOUMD SECOMDD FILE
FOUMD TERZO FILE

Quando trova quello desiderato, sul video apparira:

FOUMD HOME DEL FILE
LOADIMG

Scrittura dei file di dati

Il trasferimento di file di programmi al Datassette & un’operazione sem-
plice. Fare altrettanto con file di dati & quasi la stessa cosa, ma richiede
una conoscenza del modo in cui le informazioni sono registrate sul na-
stro. Il metodo pitt comune & quello di trascrivere ogni dato individual-
mente, con le seguenti istruzioni. Come prima cosa, & necessario aprire
un file.

19 OFEM 1.1.2,"DATH FILE"

Cosi verra aperto un file al Datassette con il numero 1 e il nome DATA
FILE. Quando un file viene chiuso, viene trascritta una segnalazione di fi-
ne file, che indica al C-64 che nessun ulteriore record & presente in quel
file. Ora si puo caricare direttamente dalla tastiera.

28 IMPUT A%



Tabella 8.2. Contenuto del registro di stato ST

. e Stato
Dispositivi
e operazio- 00000001 00000010 00000100 00001000 00010000 00100000 01000000 10000000
ni 1 2 4 8 16 32 64 128
Lettura da| Opera- Opera- Blocco di | Blocco di Errore di | Errore di Fine del Fine del
cassetta zione OK zione OK dati corto. | dati lungo. lettura parita. file nastro
Il blocco Il blocco Uno o piu
letto con- | letto con- bit letti
Verifica tiene meno | tiene piu Errore di | non corret-
cassetta dati del dati del verifica tamente —
previsto previsto
Unita a Dispositivo | Dispositivo Fine Unita a
dischetti | ricevitore | trasmetti- _ N _ del file dischetti
non dispo- | tore non - non
nibile disponibile collegata

€1€ FHONAAEAd 91
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Se state caricando dati numerici, potete usare una variabile numerica co-
me A. Ad un certo punto vorrete terminare l'input. Ammettiamo che, ca-
ricando XXX, il computer esca dalla routine.

]

2l

I

IF A% = "#Ax" THEW 6@

iz,

Se l'input non ¢ XXX, lo si vuole memorizzare sul nastro
44 PRIMT#1., R¥

e tornare a caricare altri dati.
S8 GOTO 29

Quando avete finito, chiudete il file.
@ CLOSE 1

Per eseguire il programma, si deve per prima cosa svolgere interamente
il nastro e riavvolgerlo fino a vedere la giunzione tra nastro magnetico e
la sezione iniziale non magnetica. Ecco il programma completo.

OPEM 1.1.2, “"DATA FILE"
IMPUT A%

IF A$="4HAX" THEM &&
FRIMNT#1. A%

GOTO 26

CLOZE 1

D I TR
DA DA XTI

Ora chiudete il coperchio del Datassette e fate eseguire il programma.
Questo fara una pausa (e il cursore scomparira) per qualche istante, men-
tre il file verra aperto e il suo nome trascritto sul nastro. Il cursore ritor-
nera insieme a un punto interrogativo.

Caricate alcuni caratteri e premete RETURN; dopo caricate XXX. Il curso-
re dovrebbe sparire di nuovo; questa volta il file viene chiuso e la segna-
lazione di fine file viene scritta sul nastro.

Lettura dei file di dati

E necessario, per prelevare i dati dal nastro, aprire un canale di lettura.
Aggiungete le seguenti istruzioni al programma di trasferimento dati:

8 PRIMT "RIAWWOLGI IL HWASTRO"
B PRINT "QUAMDD IL MASTRED E-"

7
8
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93 PRIMT "RIAVYOLTD, PREMI STOR®
18a PRIMT "SUL DATASSETTE"

118 PRIMT "POI PREMI <RETURH:"
126 IMPUT C

133 OPEM 1.1.8., "DATA FILE"

Le righe da 79 a 119 comunicano all’operatore di riavvolgere il nastro e
di premere RETURN per segnalare al C-64 la fine di quest’operazione. La ri-
ga 120 fa attendere il computer fino al completo riavvolgimento del na-
stro e la riga 130 apre il file per la lettura. Ora puo iniziare la lettura dei
dati dal Datassette.

14@ IMFUT#1. R¥

Questo carica il primo record memorizzato e lo assegna alla variabile A$.
L’istruzione

158 PRIMT A%

preleva i dati appena caricati in A$ e li visualizza.

IL REGISTRO DI STATO

Vi & un nome speciale di variabile (simile a TI e TI$) che indica lo stato
dei dispositivi esterni collegati al C-64: & la variabile ST. La tabella 8.2 in-
terpreta i valori di ST. Per determinare se si € arrivati al termine di un
file, & possibile controllare il valore di ST dal programma; se il valore &
64, significa che i dati sono stati letti tutti. Aggiungete la seguente riga:

16

g

IF 5T < &4 THEHM 1354

Il vostro programma saltera indietro a leggere un altro record nel file; se
ST & 64, tutti i dati sono stati letti e visualizzati. Chiudete il file,

17a CLOSE 1

seguite quindi le istruzioni sullo schermo. Il computer visualizzera tutti i
dati caricati nella precedente sezione del capitolo.
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USO DI GET# PER LEGGERE 1 FILE

E pure possibile far uso di GET, esattamente come si farebbe con la ta-
stiera. L'istruzione GET # legge un byte alla volta dal Datassette. Cambia-
te la riga 149 cosi:

146 GET#1. A%

e, in modo immediato, battete
GOTO 7@

Questa volta tutti i dati sono stampati in colonna. Come mai? Si osservi
la riga 149. La funzione GET # carica solo un carattere alla volta che vie-
ne poi assegnato alla variabile A$ e stampato. Il computer esegue un ri-
torno a capo e il successivo carattere & caricato con il nuovo GET #. Alla
fine di ogni stringa, il computer aggiunge automaticamente un ritorno a
capo, che funge da delimitatore, separando una stringa dalla successiva;
procedimento che gli permette di distinguere le variabili. In alcune appli-
cazioni questo ritorno si puo eliminare. Per esempio, si potrebbe aver bi-
sogno di risparmiare spazio in un file strapieno in cui tutte le variabili o
stringhe sono della stessa lunghezza. In questi casi, voi stessi potreste eli-
minare il ritorno a capo e separare le variabili senza dimenticare che,
creando un file senza delimitatori, & necessario che il programma separi
i dati. Per sopprimere i ritorni a capo si pu6 cambiare la riga 40 in modo
da farla apparire:

48 FRIMT#1, A%,

Nota: Generalmente i migliori programmi sono quelli piu semplici; quindi
siate ben sicuri di aver bisogno di utilizzare questa possibilita. Inoltre te-
nete a mente il fatto che un file senza delimitatori non puo essere letto e
caricato da un’istruzione INPUT # se contiene piu di 80 caratteri perché
il buffer di INPUT non ne contiene di piu.

FILE SU DISCHETTO

L'unita di gestione dei dischetti ¢ in grado di registrare e memorizzare
dati come il Datassette. La differenza piu significativa & che l'unita puo
accedere direttamente a qualsiasi posizione di memoria, mentre il Datas-
sette deve procedere sequenzialmente.
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Modalita di memorizzazione su dischetto

I dati sono memorizzati su dischetto in anelli concentrici, detti tracce
(tracks). L'unita 1541 possiede un totale di 35 tracce. Si puo accedere di-
rettamente, e quindi velocemente, ad ogni traccia. In generale 'unita non
registra sull’intera traccia perché cio significherebbe allungare inutil-
mente i file; per evitare questo spreco, ogni traccia & divisa in un certo
numero di settori, ciascuno formato da 256 byte.

Si osservi la figura 8.2: le tracce non sono tutte della stessa lunghezza;
quelle piu vicine al bordo esterno sono piu lunghe. Per far miglior uso
dello spazio disponibile, I'unita di gestione colloca sulle tracce esterne
piu lunghe piu settori; il numero dei settori varia da 17 per le tracce in-

7
\C \\\E /////}////

N

L—— Tracce 1-17 (21 settori per traccia)

Foro centrale

L Tracce 18-24 (19 settori per traccia)
L————*Tract:e 25-30 (18 settori per traccia)

L Tracce 31-35 (17 settori per traccia)

Figura 8.2. Schema del dischetto
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terne a 21 per le esterne. Cio significa che un dischetto ¢ in grado di con-
tenere 169984 byte nei suoi 664 settori.

I settori

Ruotando manualmente il dischetto nella sua busta, si osservano uno o
piu fori che si allineano con quello praticato nella busta. Se il foro & uno
solo, il dischetto & soft sectored, se & piu di uno, & hard sectored. Questi
fori vengono usati dall’'unita per posizionare le testine sul dischetto; se il
foro & uno solo, esso serve solo per stabilire un inizio mentre i settori so-
no creati liberamente dall’unitad per mezzo di un apposito software.
Nell’altro caso, ad ognuno dei numerosi fori & abbinato un settore e que-
sta disposizione non puo essere modificata dall’'unita a dischetti.

Il C-64 adotta come standard I'unita 1541 che usa SOLO dischetti soft sec-
tored.

Catalogo del dischetto

La traccia n°® 18 sul dischetto 1541 & impiegata per il catalogo. Quest’ulti-
mo memorizza i nomi, gli indirizzi d’inizio e il tipo di tutti i file presenti
nel dischetto. Per listare il catalogo, lo si carica in memoria con

LORDN "$".3

Il nome del catalogo ¢ $ (dollaro), che viene caricato dal dispositivo n°® 8
(il drive dei dischetti). Per listarlo, battete semplicemente

LIST

e apparira la lista di tutti i file.

Attenzione! Il catalogo viene visto dal C-64 come un programma quindi il
fatto di caricarlo per consultazione determina la perdita del programma
attualmente presente in memoria. E una caratteristica estremamente fa-
stidiosa e pud essere evitata solo utilizzando il programma di supporto
del DOS (Disk Operating System) contenuto nel dischetto demo dell’'unita
1541.

Schema della disponibilita dei blocchi - BAM (Block Availability Map)

La BAM risiede sulla traccia 18 del dischetto. Contiene informazioni sul-
la disponibilita dello spazio di memoria sul dischetto.
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Inizializzazione

Ogni volta che si accede all’'unita a dischetti, questa paragona il numero
d’identificazione del dischetto con il numero di ID memorizzato nella sua
memoria. Se questi due numeri sono uguali, I'unita procede senza altre
verifiche, in caso contrario esegue automaticamente un'’inizializzazione
del dischetto. Quando viene inizializzato un dischetto, il contenuto della
BAM viene copiato nella memoria dell’unita. Se i numeri di ID di due di-
schetti sono uguali, l'unita di gestione non inizializzera il dischetto auto-
maticamente, non aggiornera la BAM con le informazioni di disposizione
e potrebbe trascrivere sopra a settori di altri programmi o dati, contami-
nandoli. Per evitarlo, formattate i dischetti con numeri ID differenti,
quando possibile. Per compiere un’inizializzazione manuale, eseguite le
seguenti istruzioni:

OFEM 1.8.15
FRIMT#1., "IMITIALIZE"

Una versione abbreviata del comando sarebbe:

OFEN 1.8,15, "I"

Formattazione di un dischetto

Prima di poter usare un dischetto nuovo, lo si deve formattare. La for-
mattazione trascrive il nome del dischetto, un numero ID e tutte le infor-
mazioni riguardanti le tracce e i settori sul dischetto in modo che possa-
no esservi trascritti dei dati dal C-64. Per formattare un dischetto mai
usato, procedete come segue:

OFEN 1.8,15 -
PRINT#1. "NEW:HOME DEL DISCO. 1D"

Il nome del dischetto puo essere una qualsiasi stringa di 16 caratteri, il
numero ID puo essere qualunque numero. II DOS utilizza il numero ID
per identificare il dischetto attualmente inserito nell’'unita. Usate numeri
ID sempre diversi, cosi il DOS potra determinare se € necessario inizializ-
zare o meno. Cosi facendo, quest’operazione sara sempre automatica, al-
trimenti sara necessario farlo manualmente ogni volta che si cambia di-
schetto. Un buon metodo consiste nel formattare un’intera scatola di di-
schetti nuovi con numeri ID in sequenza.

Quando necessario, si pud eseguire una versione abbreviata della format-
tazione che cancella tutti i dati registrati e cambia il nome lasciando il
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numero ID originale. In questo modo nessun dischetto nella scatola avra
mai lo stesso numero ID di un altro. Per compiere quest’operazione, usa-
te la seguente istruzione.

Nota: Questo non funziona con dischetti nuovi mai formattati.

OFEH 1.2.13
J:

FRIMT#1."M:MOME DEL DISCO"

Si noti che in questa istruzione la lettera N & stata usata come abbrevia-
zione di NEW.
COME CAMBIARE IL NOME AL FILE

E possibile cambiare il nome di un file con I'istruzione RENAME, nel
modo seguente:

OFEM 1.8.15 .
FRIMT#1. "REHAME - HUOY0 HOME = YECCHIO MOME"

La lettera R & permessa come abbreviazione di RENAME. Per cambiare il
nome di un file da DOG.1 a CAT.1, si carica:

OPEM 1.8,13
PRIMT#1."F: CAT.1 = DOG.1"
CANCELLAZIONE DI FILE

Per cancellare un file da un dischetto, usate il comando SCRATCH.
L’istruzione appropriata &

OFEN 1.3.1%
FRIMT#1,"SCRATCH:MOME DEL FILE"

E ammessa ’abbreviazione S per SCRATCH, per cui si puo anche batte-
re:

FREINT#1. "5: MOME DEL FILE"

per cancellare programmi o dati.
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IL COMANDO VALIDATE

Si puo impiegare il comando VALIDATE per riordinare un dischetto. Con
'uso il dischetto puo contenere file non correttamente chiusi o altri usati
temporaneamente, ma che non fanno pitt nemmeno parte di file esistenti.
Per compiere le necessarie operazioni di riordino, usate il comando VA-
LIDATE. Esso cancella i file non correttamente chiusi e blocchi di dati
che non fanno parte di file ancora esistenti.

DUPLICAZIONE DI FILE

E possibile fare una copia di un file sul dischetto per mezzo del comando
COPY. Lo stesso comando, con una sintassi leggermente diversa, puo
concatenare piu file. Per eseguire una copia, battete la seguente sequenza
d’istruzioni:

OPEN 15.8,15 o
FRIMT#1S, "COPY:HUOYO MOME = YECCHIO HOME"

Si puo impiegare l'abbreviazione C al posto della parola COPY, come nel
seguente esempio:

OFEN 15.5.15
FRINT#15, "C:DOG.2 = DOG.1"

CONCATENAMENTO DI FILE SUL DISCHETTO

Due o piu file possono essere concatenati per formare un unico file piu
lungo. Per esempio, per creare un file nuovo chiamato NUOVO FILE,
concatenando gli esistenti VECCHIO FILE 1 e VECCHIO FILE 2 sul di-
schetto, Battete:

FPRIMT#1, "CHUOYOF ILE=YECCHIOFILEL . WYECCHIOFILEZ"
Nota: La lunghezza massima dell’istruzione & di 40 caratteri; impiegate,
quindi nomi brevi per i file.
Sistemi a dischetti multipli

Possedendo un sistema con piu di un’unita-a dischetti, & possibile fare
delle copie di file da un’unita all’altra. Per prima cosa, pero, sara neces-
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sario poter differenziare le unita. Quando vengono accese, le unita 1541,
sono contraddistinte dal numero 8. Collegando piu di una unita al siste-
ma, ciascuna di esse avra bisogno di un proprio numero, che puo essere
8,9, 10 o 11. Per cambiare il numero di dispositivo di un’unita, procedete
come segue:

1. Spegnere tutte le unita ad eccezione di quella della quale si vuole cam-
biare il numero.
2. Eseguire un comando del tipo:

OFEM 15.8,1%5

3. Caricare la seguente sequenza di comando.
Nota: Non preoccupatevi di capire completamente il significato
dell’istruzione: & spiegato nella sezione sui comandi di servizio.

FRIMT#15, "M-W"CHR$C11DCHRE R CHRE (2 CHRE O I+32 0 CHREFC3+04 0

Quest’istruzione cambia il numero di dispositivo a 9. Per impiegare un
altro numero, caricate quel numero al posto di 9 nelle due parti termi-
nali (+32 e +64) del comando.

4. Accendere la successiva unita e ripetere la sequenza sopra descritta
con un numero differente.

Nota: Non spegnete un’unita il cui numero & stato cambiato: si cancelle-
rebbe il nuovo numero assegnato.

FILE DI DATI SU DISCHETTO

Come per il Datassette, vi sono differenze nel modo in cui vengono tratta-
ti file di programma e dati dall’'unita di gestione dischetti. Vi sono tre ti-
pi di file possibili: file di programma (gia descritti), file di dati sequenzia-
li e file ad accesso casuale.

File sequenziali
Come per i file sequenziali sul Datassette, quelli su dischetto devono es-
sere aperti prima di poter essere usati. Per aprirne uno usare la struttu-

ra:

OPEN Ifn, dn, sa, "drn:nome del file, SEQW"
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dove:
Ifn & il numero logico del file
dn & il numero di dispositivo dell’'unita
sa & l'indirizzo secondario. Si puo impiegare qualsiasi numero tra

2 e 14. Sia 0 che 1 sono riservati dal C-64 per le operazioni SA-
VE e LOAD e 15 & usato per aprire un canale di comando.

drn & il numero dell’'unita; pud essere omesso se ne usate una sola
nome del file & il nome del file al quale si vuole accedere
SEQ indica che questo & un file sequenziale

W indica la scrittura (WRITE); per leggere il file, il comando
READ puo essere abbreviato con R.

Ecco il risultato del trasferimento ad un file chiamato MUSICA.
OFEH 2.8,4,"8:MUSICA, SEG, W

Quando si apre un file su dischetto, la luce rossa sull’unita s’illumina fi-
no alla chiusura del file. Se si cerca di aprire un file sequenziale gia esi-
stente, la luce rossa si mette a lampeggiare, indicando una condizione
d’errore. Volendo scrivere sopra ad un file preesistente, modificate il co-
mando OPEN come segue:

OFEHN 1,2, 1@, "@a:MUSICA, SE0, W

Il simbolo @ informa 1'unita che si vuole scrivere sopra al file specifica-
ta. Se il file non esiste, l'unita esegue la normale procedura.

Uso di variabili a stringa come nomi di file

E possibile utilizzare una stringa al posto di un nome di file volendo
creare il file da programma. Ecco un programma che richiede il nome
del file prima che venga aperto, cosi da permettere di usare lo stesso
programma per aprire i file, come per esempio, in un programma “‘word
processor” che usa diversi nomi per i file di testo.

HMFUT "HWOME LEL FILE", FH#

16 1
20 OFEH 2,2.4, "8 "+FN$+ 1"

2V

A%

La riga 19 richiede un nome di file. A riga 20 il nome & concatenato al co-
mando OPEN. Questo ¢ molto importante perché il comando OPEN deve
essere un’unica stringa. E necessario I'uso di (+) per quest’operazione.
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Chiusura di file su dischetto

Quando un programma trasferisce dati ad un file, questi vengono prima
passati a un buffer e poi, quando questo ¢ pieno, passati al dischetto. Al
termine del trasferimento, gli ultimi dati rimasti nel buffer non verranno
trascritti a meno di non chiudere il file. La chiusura trascrive tutto cio
che rimane nel buffer ed & per questo che ¢ molto importante.

Nota: 11 C-64 permette di tenere aperti fino a dieci canali, ma solo 5 di
questi all’'unita a dischetti. E quindi consigliabile chiudere i canali subito
dopo ogni operazione di lettura e scrittura, anche se mantenere aperto
un canale di lettura non sara certo la causa di errori catastrofici. Ben
piu grave & cercare di scrivere attraverso un canale ancora chiuso.

IL COMANDO PRINT #

Il comando PRINT# si usa per mandare dati ad un’unita periferica. Il
C-64 termina automaticamente ogni record con un ritorno a capo. In al-
cuni casi, come ad esempio usando la stampante MPS 801, sara utile
mandare un ritorno a capo e un avanzamento di riga per terminare i re-
cord di un file. Usate i numeri logici di file da 1 a 127 per il solo ritorno
a capo e da 128 a 255 per un ritorno a capo piut un avanzamento di riga.

LETTURA DI UN FILE DI DATI

Le istruzioni INPUT# e GET # operano sostanzialmente allo stesso modo
sia con i nastri che con i dischetti. INPUT # puo caricare stringhe fino a
80 caratteri; per caricarne di piti &€ necessario usare GET# e leggere le
stringhe un byte per volta.

FILE AD ACCESSO CASUALE (RANDOM) O DIRETTO

Si puo creare file ad accesso casuale accedendo direttamente ai blocchi
di dati e ai buffer di memoria. Ogni blocco di dati occupa un singolo set-
tore. Vi sono 8 buffer disponibili sul C-64, ma quattro di essi sono utiliz-
zati per la BAM, il canale di comando 1/O e il controllore del dischetto.
Questo lascia solo 4 buffer disponibili per i file ad accesso diretto. Non
aprite mai piu di quattro buffer contemporaneamente: cid provocherebbe
un errore di sistema.

Le informazioni sono trasmesse ai file ad accesso casuale con il comando
PRINT e sono specificate tramite parametri dell’istruzione OPEN con la
seguente struttura:
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OPEN lfn, dn, sa, "buf”
dove:
Ifn & il numero logico del file. Per trascrizioni di dati usate i numeri da 2 a
14. Per eseguire un comando di servizio, usate il numero 15. E general-

mente una buona norma aprire il canale di servizio (15) e uno di dati
per ogni operazione

dn & il numero di dispositivo
sa ¢ l'indirizzo secondario (deve avere un valore tra 2 e 14)

buf & il numero del buffer assegnato all’indirizzo secondario specificato.
Non & necessario usare questa specificazione; omettendolo il DOS sele-
zionera automaticamente un buffer.

8.2. Comandi di servizio del dischetto

In questa sezione sono descritti i comandi di servizio del dischetto; la ta-
bella 8.3 ne riporta un sommario.

BLOCK-READ

IL comando BLOCK-READ legge un settore (block) in uno dei buffer di
memoria. Prima, pero, € necessario aprire il canale di comando

1@ OFEM 15.2,15
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